# Linux驱动\_RTC

RTC(real time clock)实时时钟，主要作用是给Linux系统提供时间。RTC因为是电池供电的，所以掉电后时间不丢失。Linux内核把RTC用作“离线”的时间与日期维护器。当Linux内核启动时，它从RTC中读取时间与日期，作为基准值。在运行期间内核完全抛开RTC，以软件的形式维护系统的当前时间与日期，并在需要时将时间回写RTC芯片。

## 1. RTC驱动模型

![http://hi.csdn.net/attachment/201109/27/0_13170887847bk3.gif](data:image/png;base64,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)

与RTC核心有关的文件有：

/drivers/rtc/class.c：这个文件向linux设备模型核心注册了一个类RTC，然后向驱动程序提供了注册/注销接口。

/drivers/rtc/rtc-dev.c：这个文件定义了基本的设备文件操作函数，如：open,read。

/drivers/rtc/interface.c：这个文件主要提供了用户程序与RTC驱动的接口函数，用户程序一般通过ioctl与RTC驱动交互，这里定义了每个ioctl命令需要调用的函数。

/drivers/rtc/rtc-sysfs.c：与sysfs有关。

/drivers/rtc/rtc-proc.c：与proc文件系统有关。

/include/linux/rtc.h：定义了与RTC有关的数据结构。

## 2. rtc框架代码分析

### 2.1 rtc platform driver

static struct platform\_driver s3c2410\_rtcdrv **=** **{**

**.**probe **=** s3c\_rtc\_probe**,**

**.**remove **=** s3c\_rtc\_remove**,**

**.**suspend **=** s3c\_rtc\_suspend**,**

**.**resume **=** s3c\_rtc\_resume**,**

**.**driver **=** **{**

**.**name **=** "s3c2410-rtc"**,**

**.**owner **=** THIS\_MODULE**,**

**},**

**};**

static int \_\_init s3c\_rtc\_init**(**void**)**

**{**

printk**(**banner**);**

**return** platform\_driver\_register**(&**s3c2410\_rtcdrv**);**

**}**

熟悉的总线设备模型，这里注册了rtc的platform driver。

### 2.2 rtc platform device

static struct resource s3c\_rtc\_resource**[]** **=** **{**

**[**0**]** **=** **{**

**.**start **=** S3C24XX\_PA\_RTC**,**

**.**end **=** S3C24XX\_PA\_RTC **+** 0xff**,**

**.**flags **=** IORESOURCE\_MEM**,**

**},**

**[**1**]** **=** **{**

**.**start **=** IRQ\_RTC**,**

**.**end **=** IRQ\_RTC**,**

**.**flags **=** IORESOURCE\_IRQ**,**

**},**

**[**2**]** **=** **{**

**.**start **=** IRQ\_TICK**,**

**.**end **=** IRQ\_TICK**,**

**.**flags **=** IORESOURCE\_IRQ

**}**

**};**

struct platform\_device s3c\_device\_rtc **=** **{**

**.**name **=** "s3c2410-rtc"**,**

**.**id **=** **-**1**,**

**.**num\_resources **=** ARRAY\_SIZE**(**s3c\_rtc\_resource**),**

**.**resource **=** s3c\_rtc\_resource**,**

**};**

### 2.3 s3c\_rtc\_probe

当rtc platform driver和device匹配时，probe函数调用。

static int s3c\_rtc\_probe**(**struct platform\_device **\***pdev**)**

**{**

struct rtc\_device **\***rtc**;**

struct resource **\***res**;**

int ret**;**

//获取rtc tick中断号

s3c\_rtc\_tickno **=** platform\_get\_irq**(**pdev**,** 1**);**

//获取rtc alarm中断号

s3c\_rtc\_alarmno **=** platform\_get\_irq**(**pdev**,** 0**);**

//获取rtc操作寄存器地址范围

res **=** platform\_get\_resource**(**pdev**,** IORESOURCE\_MEM**,** 0**);**

//申请内存空间

s3c\_rtc\_mem **=** request\_mem\_region**(**res**->**start**,**

res**->**end**-**res**->**start**+**1**,**

pdev**->**name**);**

//ioremap 得到虚拟地址

s3c\_rtc\_base **=** ioremap**(**res**->**start**,** res**->**end **-** res**->**start **+** 1**);**

//设置rtc寄存器

s3c\_rtc\_enable**(**pdev**,** 1**);**

//set\_rtc\_setfreq()函数用来设置时钟脉冲中断的频率，即多少时间产生一次中断。第一个参数表示RTC的设备结构体，第二个参数表示频率，即多久产生一次中断。如果freq等于1，则表示1秒钟产生一次中断；等于2，表示每秒产生2次中断

s3c\_rtc\_setfreq**(**s3c\_rtc\_freq**);**

//核心函数，注册rtc设备，后面分析

rtc **=** rtc\_device\_register**(**"s3c"**,** **&**pdev**->**dev**,** **&**s3c\_rtcops**,**

THIS\_MODULE**);**

//rtc最大的tick频率为128hz

rtc**->**max\_user\_freq **=** 128**;**

//设置driver\_data，方便的remove的时候做一些反向的操作

platform\_set\_drvdata**(**pdev**,** rtc**);**

**return** 0**;**

**}**

probe中最核心的函数为rtc\_device\_register，向rtc框架注册了该rtc设备。

s3c\_rtc\_enable函数说明如下：

static void s3c\_rtc\_enable**(**struct platform\_device **\***pdev**,** int en**)**

**{**

void \_\_iomem **\***base **=** s3c\_rtc\_base**;**

unsigned int tmp**;**

**if** **(**s3c\_rtc\_base **==** **NULL)**

**return;**

**if** **(!**en**)** **{**

//en作为参数传递过来如果en==0,关闭电源前的情况

//设置RTCCON寄存器，屏蔽RTC使能

tmp **=** readb**(**base **+** S3C2410\_RTCCON**);**

writeb**(**tmp **&** **~**S3C2410\_RTCCON\_RTCEN**,** base **+** S3C2410\_RTCCON**);**

//设置TICNT寄存器，屏蔽节拍时间中断使能

tmp **=** readb**(**base **+** S3C2410\_TICNT**);**

writeb**(**tmp **&** **~**S3C2410\_TICNT\_ENABLE**,** base **+** S3C2410\_TICNT**);**

**}** **else** **{**

//en!=0的情况，表示系统复位，重新使能RTC驱动

//RTCCON第0位为0，将其设置为1，重新使能

**if** **((**readb**(**base**+**S3C2410\_RTCCON**)** **&** S3C2410\_RTCCON\_RTCEN**)** **==** 0**){**

dev\_info**(&**pdev**->**dev**,** "rtc disabled, re-enabling\n"**);**

tmp **=** readb**(**base **+** S3C2410\_RTCCON**);**

writeb**(**tmp**|**S3C2410\_RTCCON\_RTCEN**,** base**+**S3C2410\_RTCCON**);**

**}**

//设置RTCCON第2位为0，设置BCD计数为混合BCD计数

**if** **((**readb**(**base **+** S3C2410\_RTCCON**)** **&** S3C2410\_RTCCON\_CNTSEL**)){**

dev\_info**(&**pdev**->**dev**,** "removing RTCCON\_CNTSEL\n"**);**

tmp **=** readb**(**base **+** S3C2410\_RTCCON**);**

writeb**(**tmp**&** **~**S3C2410\_RTCCON\_CNTSEL**,** base**+**S3C2410\_RTCCON**);**

**}**

//RTC时钟计数器复位

**if** **((**readb**(**base **+** S3C2410\_RTCCON**)** **&** S3C2410\_RTCCON\_CLKRST**)){**

dev\_info**(&**pdev**->**dev**,** "removing RTCCON\_CLKRST\n"**);**

tmp **=** readb**(**base **+** S3C2410\_RTCCON**);**

writeb**(**tmp **&** **~**S3C2410\_RTCCON\_CLKRST**,** base**+**S3C2410\_RTCCON**);**

**}**

**}**

**}**

### 2.4 rtc\_device\_register

rtc\_device\_register注册了/dev/rtcx字符设备，并创建了对应的sys，proc节点。

static const struct rtc\_class\_ops s3c\_rtcops **=** **{**

**.**open **=** s3c\_rtc\_open**,**

**.**release **=** s3c\_rtc\_release**,**

**.**ioctl **=** s3c\_rtc\_ioctl**,**

**.**read\_time **=** s3c\_rtc\_gettime**,**

**.**set\_time **=** s3c\_rtc\_settime**,**

**.**read\_alarm **=** s3c\_rtc\_getalarm**,**

**.**set\_alarm **=** s3c\_rtc\_setalarm**,**

**.**proc **=** s3c\_rtc\_proc**,**

**};**

struct rtc\_device **\***rtc\_device\_register**(**const char **\***name**,** struct device **\***dev**,**const struct rtc\_class\_ops **\***ops**,**struct module **\***owner**)**

**{**

struct rtc\_device **\***rtc**;**

int id**,** err**;**

//idr机制，这里得到了一个id值，后面介绍

idr\_pre\_get**(&**rtc\_idr**,** GFP\_KERNEL**);**

mutex\_lock**(&**idr\_lock**);**

err **=** idr\_get\_new**(&**rtc\_idr**,** **NULL,** **&**id**);**

mutex\_unlock**(&**idr\_lock**);**

id **=** id **&** MAX\_ID\_MASK**;**

//分配rtc\_device空间

rtc **=** kzalloc**(sizeof(**struct rtc\_device**),** GFP\_KERNEL**);**

//rtc\_device结构体赋值

rtc**->**id **=** id**;**

rtc**->**ops **=** ops**;**

rtc**->**owner **=** owner**;**

rtc**->**max\_user\_freq **=** 64**;**

rtc**->**dev**.**parent **=** dev**;**

rtc**->**dev**.**class **=** rtc\_class**;**

rtc**->**dev**.**release **=** rtc\_device\_release**;**

mutex\_init**(&**rtc**->**ops\_lock**);**

spin\_lock\_init**(&**rtc**->**irq\_lock**);**

spin\_lock\_init**(&**rtc**->**irq\_task\_lock**);**

strlcpy**(**rtc**->**name**,** name**,** RTC\_DEVICE\_NAME\_SIZE**);**

snprintf**(**rtc**->**dev**.**bus\_id**,** BUS\_ID\_SIZE**,** "rtc%d"**,** id**);**

//初始化一些rtc\_device结构体的锁和队列，并准备好字符设备，次设备号为前面idr创建的id

rtc\_dev\_prepare**(**rtc**);**

//sys/class/rtc下面会生成rtcx的目录

err **=** device\_register**(&**rtc**->**dev**);**

//正式添加字符设备

rtc\_dev\_add\_device**(**rtc**);**

//如果rtc都支持wakup和alarm功能，就创建wakealarm属性节点。否则不创建。

//wakeup的能力就是能唤醒suspend-to-RAM/suspend-to-disk设备

//可以通过如下方式判断是否支持wakeup功能

//cat /sys/class/rtc/rtc0/device/power/wakeup

rtc\_sysfs\_add\_device**(**rtc**);**

//创建/proc/device/rtc节点，可以读取rtc系想你

rtc\_proc\_add\_device**(**rtc**);**

**return** rtc**;**

**}**

先来说明下idr机制。

idr在linux内核中指的就是整数ID管理机制，从本质上来说，这就是一种将整数ID号和特定指针关联在一起的机制。

idr机制适用在那些需要把某个整数和特定指针关联在一起的地方。

举个例子，在I2C总线中，每个设备都有自己的地址，要想在总线上找到特定的设备，就必须要先发送该设备的地址。如果我们的PC是一个I2C总线上的主节点，那么要访问总线上的其他设备，首先要知道他们的ID号，同时要在pc的驱动程序中建立一个用于描述该设备的结构体。

此时，问题来了，我们怎么才能将这个设备的ID号和他的设备结构体联系起来呢？最简单的方法当然是通过数组进行索引，但如果ID号的范围很大(比如32位的ID号)，则用数组索引显然不可能；第二种方法是用链表，但如果网络中实际存在的设备较多，则链表的查询效率会很低。遇到这种清况，我们就可以采用idr机制，该机制内部采用radix树实现，可以很方便地将整数和指针关联起来，并且具有很高的搜索效率。

使用方法如下：

**(**1**)**获得idr

要在代码中使用idr，首先要包括**<**linux**/**idr**.**h**>**。接下来，我们要在代码中分配idr结构体，并初始化：

void idr\_init**(**struct idr **\***idp**);**

**(**2**)**为idr分配内存

int idr\_pre\_get**(**struct idr **\***idp**,** unsigned int gfp\_mask**);**

每次通过idr获得ID号之前，需要先分配内存。

返回0表示错误，非零值代表正常

**(**3**)**分配ID号并将ID号和指针关联

int idr\_get\_new**(**struct idr **\***idp**,** void **\***ptr**,** int **\***id**);**

idp**:** 之前通过idr\_init初始化的idr指针

id**:**  由内核自动分配的ID号

ptr**:** 和ID号相关联的指针

**(**4**)**通过ID号搜索对应的指针

void **\***idr\_find**(**struct idr **\***idp**,** int id**);**

返回值是和给定id相关联的指针，如果没有，则返回NULL

**(**5**)**删除ID

要删除一个ID，使用：

void idr\_remove**(**struct idr **\***idp**,** int id**);**

下面我们再看下rtc\_dev\_prepare函数。

static const struct file\_operations rtc\_dev\_fops **=** **{**

**.**owner **=** THIS\_MODULE**,**

**.**llseek **=** no\_llseek**,**

**.**read **=** rtc\_dev\_read**,**

**.**poll **=** rtc\_dev\_poll**,**

**.**ioctl **=** rtc\_dev\_ioctl**,**

**.**open **=** rtc\_dev\_open**,**

**.**release **=** rtc\_dev\_release**,**

**.**fasync **=** rtc\_dev\_fasync**,**

**};**

void rtc\_dev\_prepare**(**struct rtc\_device **\***rtc**)**

**{**

rtc**->**dev**.**devt **=** MKDEV**(**MAJOR**(**rtc\_devt**),** rtc**->**id**);**

mutex\_init**(&**rtc**->**char\_lock**);**

spin\_lock\_init**(&**rtc**->**irq\_lock**);**

init\_waitqueue\_head**(&**rtc**->**irq\_queue**);**

cdev\_init**(&**rtc**->**char\_dev**,** **&**rtc\_dev\_fops**);**

rtc**->**char\_dev**.**owner **=** rtc**->**owner**;**

**}**

该函数准备好了字符设备，对应的file\_operations为rtc\_dev\_fops，所有的rtc设备操作函数都是一样的。

### 2.5 rtc\_init

在rtc\_device\_register函数中，会碰到rtc\_class变量，这个变量在哪儿创建的呢？

rtc\_init做了很多准备的工作。

static int \_\_init rtc\_init**(**void**)**

**{**

//创建/sys/class/rtc目录

rtc\_class **=** class\_create**(**THIS\_MODULE**,** "rtc"**);**

rtc\_class**->**suspend **=** rtc\_suspend**;**

rtc\_class**->**resume **=** rtc\_resume**;**

//分配rtc设备主设备号

rtc\_dev\_init**();**

// /sys/class/rtc/rtcx下会出现name date time since\_epoch节点。

rtc\_sysfs\_init**(**rtc\_class**);**

**return** 0**;**

**}**

void \_\_init rtc\_dev\_init**(**void**)**

**{**

int err**;**

err **=** alloc\_chrdev\_region**(&**rtc\_devt**,** 0**,** RTC\_DEV\_MAX**,** "rtc"**);**

**if** **(**err **<** 0**)**

printk**(**KERN\_ERR "%s: failed to allocate char dev region\n"**,**

\_\_FILE\_\_**);**

**}**

static struct device\_attribute rtc\_attrs**[]** **=** **{**

\_\_ATTR**(**name**,** S\_IRUGO**,** rtc\_sysfs\_show\_name**,** **NULL),**

\_\_ATTR**(**date**,** S\_IRUGO**,** rtc\_sysfs\_show\_date**,** **NULL),**

\_\_ATTR**(**time**,** S\_IRUGO**,** rtc\_sysfs\_show\_time**,** **NULL),**

\_\_ATTR**(**since\_epoch**,** S\_IRUGO**,** rtc\_sysfs\_show\_since\_epoch**,** **NULL),**

**{** **},**

**};**

void \_\_init rtc\_sysfs\_init**(**struct class **\***rtc\_class**)**

**{**

rtc\_class**->**dev\_attrs **=** rtc\_attrs**;**

**}**

## 3.RTC字符设备操作分析

最终会创建一个/dev/rtc0这样的字符设备，我们来分析一下该字符设备的操作函数。

rtc字符设备的操作函数集合如下：

static const struct file\_operations rtc\_dev\_fops **=** **{**

**.**owner **=** THIS\_MODULE**,**

**.**llseek **=** no\_llseek**,**

**.**read **=** rtc\_dev\_read**,**

**.**poll **=** rtc\_dev\_poll**,**

**.**ioctl **=** rtc\_dev\_ioctl**,**

**.**open **=** rtc\_dev\_open**,**

**.**release **=** rtc\_dev\_release**,**

**.**fasync **=** rtc\_dev\_fasync**,**

**};**

### 3.1 rtc\_dev\_open

rtc\_dev\_open会申请alarm和tick中断，中断的用处将在read函数中说明。

static int rtc\_dev\_open**(**struct inode **\***inode**,** struct file **\***file**)**

**{**

int err**;**

//获取该rtc字符设备对应的rtc\_device结构体。

struct rtc\_device **\***rtc **=** container\_of**(**inode**->**i\_cdev**,**

struct rtc\_device**,** char\_dev**);**

//获取实际的rtc操作函数

const struct rtc\_class\_ops **\***ops **=** rtc**->**ops**;**

//每个rtc设备不能同时被打开

**if** **(!(**mutex\_trylock**(&**rtc**->**char\_lock**)))**

**return** **-**EBUSY**;**

//设置private data

file**->**private\_data **=** rtc**;**

//这里会调用s3c\_rtc\_open

err **=** ops**->**open **?** ops**->**open**(**rtc**->**dev**.**parent**)** **:** 0**;**

mutex\_unlock**(&**rtc**->**char\_lock**);**

**return** err**;**

**}**

static int s3c\_rtc\_open**(**struct device **\***dev**)**

**{**

//获取到对应的rtc\_device结构体

struct platform\_device **\***pdev **=** to\_platform\_device**(**dev**);**

struct rtc\_device **\***rtc\_dev **=** platform\_get\_drvdata**(**pdev**);**

int ret**;**

//申请alarm中断

ret **=** request\_irq**(**s3c\_rtc\_alarmno**,** s3c\_rtc\_alarmirq**,**

IRQF\_DISABLED**,** "s3c2410-rtc alarm"**,** rtc\_dev**);**

//申请tick中断

ret **=** request\_irq**(**s3c\_rtc\_tickno**,** s3c\_rtc\_tickirq**,**

IRQF\_DISABLED**,** "s3c2410-rtc tick"**,** rtc\_dev**);**

**return** ret**;**

**}**

### 3.2 rtc\_dev\_read

在RTC设备节点上使用read()函数将会使进程进入睡眠，直到有一个中断发生。中断发生后从RTC设备节点只能读取一个unsigned long类型的变量，无论发生了几次中断，一次只能读取一个unsigned long。读取到的这个unsigned long变量的最低一字节反应已经发生的中断类型，其余的字节反应自上次读取以来发生中断的次数。注意，如果自上次读取以来已发生了多钟类型的中断，并且每种类型的中断都发生了多次，根本没有办法判断每种中断类型各发生了几次。

RTC共支持三种类型的中断：更新中断、周期中断和alarm/wakeupalarm中断。更新中断是在RTC的时间变化的时候发生的中断，由于RTC的最小单位是秒，所以更新中断的频率是1HZ；周期中断是频率高于1HZ的中断（必须高于1HZ）?，中断频率必须是2^N（N>=1，整数）HZ，并且只有Root用户能使用64HZ以上的频率；alarm/wakeupalarm中断是在未来某个时刻发生的中断，它只能发生一次，发生过后需要重新设置才能再次发生, 其中alarm中断只能将中断发生时刻设定在24小时之内，wakeupalarm中断可以设定为未来的任意时刻。

#define RTC\_IRQF 0x80 /\* 任意中断发生它都会置位\*/

#define RTC\_PF 0x40 /\* 周期中断发生后该位置位\*/

#define RTC\_AF 0x20 /\* alarm/wakeup alarm中断 \*/

#define RTC\_UF 0x10 /\* 更新中断\*/

当有多种类型的中断发生后而用户空间有没来得及读取的时候，会有多个位被置1。高字节中的中断次数是所有中断次数之和。

所以这里的read不是应用程序用来获取时间的，而是有其他的作用，他帮助应用程序周期性的完成一些工作，例如借助tick中断，一直read rtc设备，可以完成一些定时的任务。

中断处理函数如下：

static irqreturn\_t s3c\_rtc\_alarmirq**(**int irq**,** void **\***id**)**

**{**

struct rtc\_device **\***rdev **=** id**;**

rtc\_update\_irq**(**rdev**,** 1**,** RTC\_AF **|** RTC\_IRQF**);**

**return** IRQ\_HANDLED**;**

**}**

static irqreturn\_t s3c\_rtc\_tickirq**(**int irq**,** void **\***id**)**

**{**

struct rtc\_device **\***rdev **=** id**;**

rtc\_update\_irq**(**rdev**,** tick\_count**++,** RTC\_PF **|** RTC\_IRQF**);**

**return** IRQ\_HANDLED**;**

**}**

void rtc\_update\_irq**(**struct rtc\_device **\***rtc**,**unsigned long num**,** unsigned long events**)**

**{**

spin\_lock**(&**rtc**->**irq\_lock**);**

//设置中断数据，用于read读出 低8位用于存储中断的类型

rtc**->**irq\_data **=** **(**rtc**->**irq\_data **+** **(**num **<<** 8**))** **|** events**;**

spin\_unlock**(&**rtc**->**irq\_lock**);**

spin\_lock**(&**rtc**->**irq\_task\_lock**);**

//如果有irq\_task，则调用，这里没有

**if** **(**rtc**->**irq\_task**)**

rtc**->**irq\_task**->**func**(**rtc**->**irq\_task**->**private\_data**);**

spin\_unlock**(&**rtc**->**irq\_task\_lock**);**

//唤醒poll队列，read读

wake\_up\_interruptible**(&**rtc**->**irq\_queue**);**

//唤醒sigio,read读

kill\_fasync**(&**rtc**->**async\_queue**,** SIGIO**,** POLL\_IN**);**

**}**

read操作源码如下：

static ssize\_t rtc\_dev\_read**(**struct file **\***file**,** char \_\_user **\***buf**,** size\_t count**,** loff\_t **\***ppos**)**

**{**

struct rtc\_device **\***rtc **=** to\_rtc\_device**(**file**->**private\_data**);**

//声明一个等待队列入口

DECLARE\_WAITQUEUE**(**wait**,** current**);**

unsigned long data**;**

ssize\_t ret**;**

//将这个入口加入到RTC的irq等待队列里

add\_wait\_queue**(&**rtc**->**irq\_queue**,** **&**wait**);**

//进入循环

**do** **{**

//把进程的状态改成TASK\_INTERRUPTIBLE

\_\_set\_current\_state**(**TASK\_INTERRUPTIBLE**);**

spin\_lock\_irq**(&**rtc**->**irq\_lock**);**

//获取中断数据

data **=** rtc**->**irq\_data**;**

rtc**->**irq\_data **=** 0**;**

spin\_unlock\_irq**(&**rtc**->**irq\_lock**);**

//如果取到了数据，直接返回

**if** **(**data **!=** 0**)** **{**

ret **=** 0**;**

**break;**

**}**

//如果是非阻塞read，直接返回

**if** **(**file**->**f\_flags **&** O\_NONBLOCK**)** **{**

ret **=** **-**EAGAIN**;**

**break;**

**}**

**if** **(**signal\_pending**(**current**))** **{**

ret **=** **-**ERESTARTSYS**;**

**break;**

**}**

//进程调度，睡眠

schedule**();**

**}** **while** **(**1**);**

set\_current\_state**(**TASK\_RUNNING**);**

remove\_wait\_queue**(&**rtc**->**irq\_queue**,** **&**wait**);**

**if** **(**ret **==** 0**)** **{**

/\* Check for any data updates \*/

**if** **(**rtc**->**ops**->**read\_callback**)**

data **=** rtc**->**ops**->**read\_callback**(**rtc**->**dev**.**parent**,**

data**);**

//将数据返回到用户空间

**if** **(sizeof(**int**)** **!=** **sizeof(**long**)** **&&** count **==** **sizeof(**unsigned int**))**

ret **=** put\_user**(**data**,** **(**unsigned int \_\_user **\*)**buf**)** **?:**

**sizeof(**unsigned int**);**

**else**

ret **=** put\_user**(**data**,** **(**unsigned long \_\_user **\*)**buf**)** **?:**

**sizeof(**unsigned long**);**

**}**

**return** ret**;**

**}**

### 3.3 rtc\_dev\_ioctl

//alarm操作

**(**1**)**RTC\_ALM\_SET

设置alarm中断的触发时刻，使用的方式如下：

ioctl**(**fd**,**RTC\_ALM\_SET**,** **&**rtc\_tm**);**

其中第三个参数是一个struct rtc\_time结构体**.**

注意，alarm中断的触发时间只能是24小时内的一个时刻，所以只有时、分、秒的部分是有效的，struct rtc\_time的年、月、日部分会被忽略。为了保证正确性，struct rtc\_time的tm\_isdst成员应该设为**-**1。

如当前时间是13**:**00**:**00**,**而传入的时刻是14**:**00**:**00**,**则意味着alarm中断将在一小时后发生。而如果传入的是12**:**00**:**00**,**则意味着明天中午发生中断。总之，alarm中断不能超过24小时。

**(**2**)**RTC\_ALM\_READ

读取已经设置的alarm中断时刻，使用的方式如下：

ioctl**(**fd**,**RTC\_ALM\_READ**,** **&**rtc\_tm**);**

**(**3**)**RTC\_WKALM\_SET

设置wakeupalarm中断的触发时刻，它和alarm中断的唯一不同之处就是wakeupalarm中断的触发时刻可以在未来的任意时刻。它的使用方式如下：

ioctl**(**fd**,**RTC\_WKALM\_SET**,** **&**alarm**);**

第三个参数是一个struct rtc\_wkalrm结构体**,**struct rtc\_wkalrm的第一个成员enabled为1的话可以使ioctl**()**返回的时候中断功能就已经开启了。如果这里里没有开启中断功能，可以使用RTC\_AIE\_ON命令来开启，这个命令的用法在下面。

由于alarm和wakeupalarm在内核中表现为一种中断，因此同一时刻只有一个是有效的。也就是说不可以使用alarm中断的同时使用wakeupalarm中断。只有最后一次设置的alarm或wakeupalarm中断触发时刻是有效的。

**(**4**)**RTC\_WKALM\_RD

读取wakeupalarm中断的触发时刻。它的使用方式如下：

ioctl**(**fd**,**RTC\_WKALM\_RD**,** **&**alarm**);**

//更新中断操作

**(**5**)**RTC\_IRQP\_SET

设置周期中断的频率。使用的方法如下：

ioctl**(**fd**,**RTC\_IRQP\_SET**,** tmp**);**

tmp是一个unsigned long类型的变量，它的值必须是2的幂，也就是2**^**N（N**>=**1**)**。非Root用户无法使用64HZ以上的周期中断。

**(**6**)**RTC\_IRQP\_READ

读取周期中断的频率。使用方式如下：

ioctl**(**fd**,**RTC\_IRQP\_READ**,** **&**tmp**);**

tmp是一个unsigned long类型的变量，它保存返回的周期中断频率。

//RTC时间操作

**(**7**)**RTC\_SET\_TIME

设置RTC的时间。这个命令和中断无关，用于更新RTC芯片的当前时间。使用的方式如下：

ioctl**(**fd**,**RTC\_SET\_TIME**,** **&**rtc\_tm**)**

第三个参数以一个struct rtc\_time变量**.**

**(**8**)**RTC\_RD\_TIME

读取RTC硬件中的当前时刻。使用的方式如下：

ioctl**(**fd**,**RTC\_RD\_TIME**,** **&**rtc\_tm**);**

## 4. 测试