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一、索引

1.1 索引的概念

索引是存储引擎用于快速找到记录的一种数据结构。

1.2 索引分类

1. B-Tree索引：使用B-Tree数据结构来存储数据。
   1. InnoDB存储引擎的B-Tree索引的实现方式
      1. InnoDB采用的是B+Tree的数据结构来存储数据的。
      2. InnoDB根据主键引用被索引的行
      3. 索引的实现

二级索引的叶子结点包含了索引列的值和主键值，主键索引的叶子结点存储了行数据。

查找规则：二级索引表进行查找找到对应的主键值，在主键索引中通过主键值查找到行数据。

1. MyISAM存储引擎的B-Tree索引的实现方式
   1. MyISAM索引通过数据的物理位置引用被索引的行
   2. 索引的实现方式

主键索引和二级索引没有区别，都属于非聚簇索引。叶子结点存储了行数据的物理位置。

1. 优点
   1. B-Tree对索引列是顺序组织存储的，所以很适合查找范围数据
   2. B-Tree索引适用于全键值、键值范围或键前缀查找。其中键前查找只适用于根据最左前缀的查找。
2. 哈希索引

哈希索引基于哈希表实现的，只有精确匹配索引所有列的查询才有效。对所有的索引列计算一个哈希码，哈希码是一个较小的值，哈希索引将所有的哈希码存储在索引中，同时在哈希表中指向每个数据的指针。

只支持等值比较查询，不支持范围查询。（因为不是有序的存储）

1.3 索引使用规则

前提情景：

索引为（last\_name,first\_name,dob）

1、全值匹配：和索引中的所有列进行匹配。查找姓名为Cuba Allen,出生于1960-01-01的人。

2、匹配最左前缀：查找所有姓为Allen的人。只能使用索引的第一列。

3、匹配列前缀：某一列的的值的开头部分。只能索引的第一列。查找所有姓以J开头的人。

4、匹配范围值：只能使用索引的第一列。查找姓为Allen和Barrymore之间的人。

5、精确匹配某一列并范围匹配另外一列。查找所有姓为Allen，并且名字是字母K开头的人。

1.3 使用规则总结

索引对多个值进行排序的依据是定义索引时列的顺序。

1. 如果不是按照索引的最左列开始查找，则无法使用索引。
2. 不能跳过索引中的列。
3. 如果查询中有某个列是范围查询，则其右边所有列都无法使用索引优化查找。

二、高性能的索引策略

B-Tree索引，按照顺序存储数据，所以MySQL可以用来做order by和group by操作。

2.1 独立的列

索引列不能是表达式的一部分，也不能是函数的参数。

错误的做法：

正确的做法：

select actor\_id from sakila.actor where actor\_id = 4;

2.2 前缀索引

BLOB,TEXT的列，必须使用前缀索引。这样需要考虑索引的选择性。选择性越高，过滤的数据行数越高。

2.5 聚簇索引

数据存储方式。

1. 数据行实际上存放在索引的叶子页中。聚簇表示数据行和相邻的键值紧凑的存储在一起。因此一个表只有一个聚簇索引。
2. 只有表包含聚集索引时，表中的数据才按顺序存储，如果表没有聚集索引，则其数据行存储在一个成为堆的无序结构中。
3. InnoDB通过主键聚集数据。InnoDB支持聚簇索引，MyISAM不支持聚簇索引。

存在问题：

数据插入可能导致页分裂问题。占用更多的磁盘空间。

二级索引访问需要两次索引查找，而不是一次。

2.6 非聚集索引

非聚集索引并不是物理上的排列数据，即索引中的逻辑顺序并不等同于表中行的物理顺序，索引是指向表中行的位置的指针，这些指针本身是有序的，通过这些指针可以在表中快速定位的数据。

如果一张表包含一个非聚集索引但没有聚集索引，则新的数据将被插入到最末一个数据页中，然后非聚集索引将被更新。如果也包含聚集索引，该聚集索引将被用于查找新行将要处于什么位置，随后，聚集索引、以及非聚集索引将被更新。

2.7 索引的理解

聚簇索引和非聚簇索引只是数据存储的一种方式。对于InnoDB和MyISAM存储引擎来说，InnoDB支持聚簇和非聚簇两种存储结构；MyISAM只支持非聚簇索引。（书中提到的二级索引就是非聚簇索引）两种存储引擎实现两种存储结构的方式是不同的。

InnoDB的二级索引的优点，减少了当出现行移动或者数据页分裂时候二级索引的维护工作。

只有当索引的列顺序和order by子句的顺序完全一致，并且所有列的排序方向都一样时，mysql才能够使用索引来对结果进行排序。

三、数据库锁

3.1 共享锁

共享锁（S锁）表示对数据进行读操作。因此多个事务可以同时为一个对象加共享锁。

sql : select \* from ad\_plan lock in share mode;

3.2 排它锁

排它锁也叫写锁（X）。对数据进行写操作。

sql : select \* from ad\_plan for update;

sql : select \* from information\_schema.innodb\_locks：可以查看锁。

MySQL有三种锁的级别：页级，表级，行级。

MyISAM：表级锁。分为共享锁和排他锁。

InnoDB：行级锁和表级锁。行级锁是加在索引数据项上的，如果不使用索引进行查询会加表级锁。

三、面试题

1、数据库引擎，InnoDB和MYISAM的区别？

1. InnoDB：支持事务处理。支持行级锁。支持外键。不支持全文索引。不保存表的行数，因此count()需要进行一次全表扫描。
2. MyISAM：不支持事务处理。表级锁。不支持外键。支持全文索引。保存表的行数，count()只需要读取相应的字段值就可以了。

2、索引实现方式？B+树有什么特点？二叉树，B树和B+树的区别？B+树的实现方式？为什么不用红黑树?为什么使用B+实现？

1. 索引实现方式：B+树。
2. B+树：多路搜索树。每个结点的数据是有序的，每个结点的指针指向的数据时大于这个数据的结点必须小于相邻右侧节点的值。叶子结点存储了所有的数据信息，且是有序的。
3. 二叉树，B树和B+树的区别？
   1. 二叉搜索树：所有非叶子结点最多有两个儿子；每个结点存储一个关键字；非叶子结点的左指针指向小于该关键字的子树，右指针指向大于其关键字的子树。
   2. B-树：一种多路搜索树
      1. 所有非叶子结点中包含n个关键字，且是有序排列，因此查找关键字，不必根据叶子结点来定位。
      2. 从根结点开始，对结点内的关键字序列进行二分查找，如果命中就结束，否则对儿子结点进行查找。
4. B+树：B-树的一种变体，也是一种多路搜索树。
   1. 所有关键字都出现在叶子结点的链表中，且链表中的关键字是有序的；不可能在非叶子结点命中
   2. 非叶子结点相当于叶子结点的索引，叶子结点相当于存储数据的数据层。
   3. 内部结点并没有指向关键字具体信息的指针，因此内部结点相对B-Tree更小。因此磁盘容纳的关键字数量越多，一次性读入内存中的需要查找的关键字也就越多，IO读写次数降低。
   4. 任何关键字的查找必须走一条从根结点到叶子结点的路。所有关键字的路径长度相同，导致每个数据的查找效率相当。
5. 为什么不用红黑树？为什么使用B+树实现呢？
   1. 红黑树是二叉查找树结果，查找的时间复杂度与树的深度有关。降低树的深度自然对查找效率有所提高。二叉查找树的深度过大而造成磁盘I/O读写过于频繁，进行导致查询效率低下，因此采用多路搜索树可以降低树的深度，提高 查询效率。

3、索引的最左匹配原则？

索引对多个值进行排序的依据是定义索引时列的顺序。因此进行查找时，必须从索引的最左列开始，否则不能使用索引；不能跳过索引列；如果查询列为范围查找，则右边的索引列不能使用。

4、事务特性，隔离界别，mysql的默认隔离级别？

1. 事务是数据库中一个单独的执行单元。用户定义的一个数据库的操作序列。
2. 事务的四大特性分别是原子性，一致性，隔离性，持久性。
   1. 原子性是指事务中的操作时不可分割的，要么全部执行，要么都不执行。
   2. 一致性是指几个并发执行的事务，其结果必须与某一顺序执行的结果一致。
   3. 隔离性：事务之间是封闭的。事务执行的中间结果必须对其他事务时透明地。
   4. 持久性：事务一旦提交，对数据库的影响是永久的。
3. 事务的隔离级别有四种：不提交的读，提交的读，可重复的读，串行化。
   1. 不提交的读：事务中的修改，即使没有提交，对其他事务也是可见的。导致脏读。
   2. 提交的读：一个事务从开始直到提交之前，所做的任何修改对其他事务都是不可见的。
   3. 可重复的读：同一个事务中多次读取同样的记录的结果是一致的。产生幻读问题：当某个事务在读取某个范围内的记录时，另外一个事务又在该范围内插入了新的记录，当之前的事务再次读取某个范围内的记录时，产生幻读。
   4. 串行化：事务串行执行。
4. MYSQL默认的事务隔离级别是：可重复读。

5、如何确定数据库中自己建立的索引被执行了呢？

explain语句查看具体的执行过程。

6、聚簇索引和非聚簇索引的区别？

1. 聚簇索引：该索引中的键值的逻辑顺序决定了表中相应行的物理顺序。
2. 非聚簇索引：该索引中索引的逻辑顺序与磁盘上行的物理存储顺序不同。

7、什么是视图？

视图是从数据库的基本表中选取出来的数据组成的逻辑窗口。与基本表不同，它是一个虚表。数据库中只存放视图的定义，而不存放视图包含的数据项。

8、数据库范式

第一范式：每一列都是不可分割的基本数据项。

第二范式：每一个非主属性完全函数依赖于候选键。

第三范式：每一个非主属性都不传递依赖于候选键

第四范式：每一个主属性都不传递依赖于候选键。

项目中如何实现事务？

<https://www.nowcoder.com/discuss/26180>