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src文件夹：{

assets: 放置一些图片，如logo等。

components: 目录里面放了一个组件文件，可以不用。

App.vue: 项目入口文件，我们也可以直接将组件写这里，而不使用 components 目录。

main.js: 项目的核心文件

}

static 静态资源目录，如图片、字体等。

test 初始测试目录，可删除

index.html 首页入口文件，你可以添加一些 meta 信息或统计代码啥的。

package.json 项目配置文件。

README.md 项目的说明文档，markdown 格式

# 一、Vue起步

## （一）每个 Vue 应用都需要通过实例化 Vue 来实现。

语法格式如下：

var vm = new Vue({

// 选项

})

1、Vue 构造器中有一个el 参数，它是 DOM 元素中的 id。

2、methods 用于定义的函数，可以通过 return 来返回函数值。

## （二）插值

1、文本插值：数据绑定最常见的形式就是使用 {{...}}（双大括号）的文本插值：

2、使用 v-html 指令用于输出 html 代码：

反转字符转：message.split('').reverse().join('') RUNOOB=>BOONUR

## （三）过滤器：如果有runoob这么一条信息，我想将首字母变成大写

<div id="app">

{{ message | capitalize }}

</div>

data: {

message: 'runoob1'

},

filters: {

capitalize: function (value) {

if (!value) return ''

value = value.toString()

alert(value.slice(1))

return value.charAt(0).toUpperCase() + value.slice(1)

}

}

过滤器可以串联：

{{ message | filterA | filterB }}

过滤器是 JavaScript 函数，因此可以接受参数：

{{ message | filterA('arg1', arg2) }}

## （四）缩写

v-bind 缩写 ：

v-on 缩写 @

## （五）循环

循环集合：(item,index) in list {{item.name}} {{item.value}} {{index}}

list:[

{name:"1",value:"a1"},

{name:"2",value:"a2"},

{name:"3",value:"a3"}

]

循环对象三种格式：

0、 <li v-for="value in object"> {{ value }}

1、<li v-for="(value, key) in object"> {{ key }} : {{ value }}

2、<li v-for="(value, key, index) in object"> {{ index }}. {{ key }} : {{ value }}

object: {

name: '菜鸟教程',

url: 'http://www.runoob.com',

slogan: '学的不仅是技术，更是梦想！'

}

v-for 迭代整数

<li v-for="n in 10"> {{ n }}

## （六）Vue.js 计算属性computed

<p>原始字符串: {{ message }}</p>

<p>计算后反转字符串: {{ reversedMessage }}</p>

message: 'Runoob!'

1、computed getter: {

// 计算属性的 getter

reversedMessage: function () {

// `this` 指向 vm 实例

return this.message.split('').reverse().join('')

}

computed vs methods

我们可以使用 methods 来替代 computed，效果上两个都是一样的，但是 computed 是基于它的依赖缓存，

只有相关依赖发生改变时才会重新取值。而使用 methods ，在重新渲染的时候，函数总会重新调用执行。

可以说使用 computed 性能会更好，但是如果你不希望缓存，你可以使用 methods 属性。

2、computed setter：

data: {

name: 'Google',

url: 'http://www.google.com'

},

computed: {

site: {

// getter

get: function () {

return this.name + ' ' + this.url

},

// setter

set: function (newValue) {

var names = newValue.split(' ')

this.name = names[0]

this.url = names[names.length - 1]

}

})

// 调用 setter， vm.name 和 vm.url 也会被对应更新

vm.site = '菜鸟教程 http://www.runoob.com';

document.write('name: ' + vm.name);

document.write('<br>');

document.write('url: ' + vm.url);

## （七）Vue.js 监听属性

watch，我们可以通过 watch 来响应数据的变化。

### 1、加1计数器

<p style = "font-size:25px;">计数器: {{ counter }}</p>

<button @click = "counter++" style = "font-size:25px;">点我</button>

data: {

counter: 1

}

vm.$watch('counter', function(nval, oval) {

alert('计数器值的变化 :' + oval + ' 变为 ' + nval + '!');

});

oval:以前的值 nval:当前的值

### 2、千米和米转化

<div id = "computed\_props">

千米 : <input type = "text" v-model = "kilometers">

米 : <input type = "text" v-model = "meters">

</div>

<p id="info"></p>

data: {

kilometers : 0,

meters:0

},

watch : {

kilometers:function(val) {

this.kilometers = val;

this.meters = val \* 1000;

},

meters : function (val) {

this.kilometers = val/ 1000;

this.meters = val;

}

}

});

// $watch 是一个实例方法

vm.$watch('kilometers', function (newValue, oldValue) {

// 这个回调将在 vm.kilometers 改变后调用

document.getElementById ("info").innerHTML = "修改前值为: " + oldValue + "，修改后值为: " + newValue;

})

### 3、进入页面就监听：

<template>

<div class="hello">

<button @click="clickButton($event)" class="hahahah">点击</button>

<p>FullName: {{fullName}}</p>

<p>FirstName: <input type="text" v-model="firstName"></p>

</div>

</template>

<script>

export default {

name: 'HelloWorld',

data () {

return {

msg: 'Welcome to Your Vue.js App',

firstName: 'Dawei',

lastName: 'Lou',

fullName: ''

}

},

methods: {

clickButton(event){

console.log(event.path[0]);

}

},

watch: {

firstName: {

handler(newName, oldName) {

this.fullName = newName + ' ' + this.lastName;

},

// 代表在wacth里声明了firstName这个方法之后立即先去执行handler方法

immediate: true

}

}

}

</script>

<style scoped>

</style>

### 4、深度监听

<template>

<div class="hello">

<p>obj.a: {{obj.a}}</p>

<p>obj.a: <input type="text" v-model="obj.a"></p>

</div>

</template>

<script>

export default {

name: 'HelloWorld',

// mounted() {

// this.obj = {

// a:'090'

// }

// },

data () {

return {

obj: {

a: 123

}

}

},

methods: {

clickButton(event){

console.log(event.path[0]);

}

},

watch: {

'obj.a': {

handler(newName, oldName) {

console.log('obj.a changed');

},

immediate: true,

// deep: true （用字符串指定要要监听的内容或者deep）

deep的意思就是深入观察，[监听器](https://www.baidu.com/s?wd=%E7%9B%91%E5%90%AC%E5%99%A8&tn=24004469_oem_dg&rsv_dl=gh_pl_sl_csd)会一层层的往下遍历，给对象的所有属性都加上这个监听器，但是这样性能开销就会非常大了，任何修改obj里面任何一个属性都会触发这个监听器里的 handler。

}

},

}

### 5、注销watch

但是，如果我们使用下面这样的方式写 watch，那么就要手动注销了，这种注销其实也很简单

1. const unWatch = app.$watch('text', (newVal, oldVal) => {
2. console.log(`${newVal} : ${oldVal}`);
3. })
5. unWatch(); *// 手动注销watch*

app.$watch调用后会返回一个值，就是unWatch方法，你要注销 watch 只要调用unWatch方法就可以了。

## （八）Vue.js 样式绑定

1、class 属性绑定

a、单一绑定

<div v-bind:class="{ active: isActive }"></div>

b、在对象中传入更多属性用来动态切换多个 class 。

v-bind:class="{ active: isActive, 'text-danger': hasError }">

c、直接绑定数据里的一个对象：

<div v-bind:class="classObject"></div>

classObject: {

active: true,

'text-danger': false

}

d、绑定返回对象的计算属性。这是一个常用且强大的模式：

<div v-bind:class="classObject"></div>

data: {

isActive: true,

error: null

},

computed: {

classObject: function () {

return {

active: this.isActive && !this.error,

'text-danger': this.error && this.error.type === 'fatal',

}

e、可以把一个数组传给 v-bind:class

<div v-bind:class="[activeClass, errorClass]"></div>

data: {

activeClass: 'active',

errorClass: 'text-danger'

}

f、errorClass 是始终存在的，isActive 为 true 时添加 activeClass 类：

<div v-bind:class="[errorClass ,isActive ? activeClass : '']"></div>

data: {

isActive: true,

activeClass: 'active',

errorClass: 'text-danger'

}

2、Vue.js style(内联样式)

a、 v-bind:style 直接设置样式

<div v-bind:style="{ color: activeColor, fontSize: fontSize + 'px' }">菜鸟教程</div>

data: {

activeColor: 'green',

fontSize: 30

}

b、直接绑定到一个样式对象，让模板更清晰：

<div v-bind:style="styleObject">菜鸟教程</div>

data: {

styleObject: {

color: 'green',

fontSize: '30px'

}

}

c、使用数组将多个样式对象应用到一个元素上：

<div v-bind:style="[baseStyles, overridingStyles]">菜鸟教程</div>

data: {

baseStyles: {

color: 'green',

fontSize: '30px'

},

overridingStyles: {

'font-weight': 'bold' （加粗）

}

}

d、使按钮失效

<button v-bind:disabled="someDynamicCondition">Button</button>

someDynamicCondition：（失效） true '1' 'xdd'

（有效） false

## （九）Vue.js 事件处理器

1、事件监听可以使用 v-on 指令：

<button v-on:click="counter += 1">增加 1</button>

<p>这个按钮被点击了 {{ counter }} 次。</p>

data: {

counter: 0

}

2、v-on 可以接收一个定义的方法来调用。

<button v-on:click="greet">Greet</button>

data: {

name: 'Vue.js'

},

// 在 `methods` 对象中定义方法

methods: {

greet: function (event) {

// `this` 在方法里指当前 Vue 实例

alert('Hello ' + this.name + '!')

// `event` 是原生 DOM 事件

if (event) {

alert(event.target.tagName) alert(BUTTON)组件的名称

}

// 也可以用 JavaScript 直接调用方法

app.greet() // -> 'Hello Vue.js!'

3、用内联 JavaScript 语句：

<button v-on:click="say('hi')">Say hi</button>

<button v-on:click="say('what')">Say what</button>

methods: {

say: function (message) {

alert(message)

}

4、事件修饰符：Vue.js 为 v-on 提供了事件修饰符来处理 DOM 事件细节

<!-- 阻止单击事件冒泡 -->

<a v-on:click.stop="doThis"></a>

<!-- 提交事件不再重载页面 -->

<form v-on:submit.prevent="onSubmit"></form>

<!-- 修饰符可以串联 -->

<a v-on:click.stop.prevent="doThat"></a>

<!-- 只有修饰符 -->

<form v-on:submit.prevent></form>

<!-- 添加事件侦听器时使用事件捕获模式 -->

<div v-on:click.capture="doThis">...</div>

<!-- 只当事件在该元素本身（而不是子元素）触发时触发回调 -->

<div v-on:click.self="doThat">...</div>

<!-- click 事件只能点击一次，2.1.4版本新增 -->

<a v-on:click.once="doThis"></a>

5、按键修饰符：Vue 允许为 v-on 在监听键盘事件时添加按键修饰符：

（1）、<!-- 只有在 keyCode 是 13 时调用 vm.submit() -->

<input v-on:keyup.13="submit">

（2）、记住所有的 keyCode 比较困难，所以 Vue 为最常用的按键提供了别名：

<input v-on:keyup.enter="submit">

<!-- 缩写语法 -->

<input @keyup.enter="submit">

（3）、全部的按键别名：

.enter

.tab

.delete (捕获 "删除" 和 "退格" 键)

.esc

.space

.up

.down

.left

.right

.ctrl

.alt

.shift

.meta

实例：

<p><!-- Alt + C -->

<input @keyup.alt.67="clear">

<!-- Ctrl + Click -->

<div @click.ctrl="doSomething">Do something</div>

## （十）Vue.js 表单

（1）、用 v-model 指令在表单控件元素上创建双向数据绑定。

1、input框：<input v-model="message" placeholder="编辑我……">

2、textarea: <textarea v-model="message2" placeholder="多行文本输入……"></textarea>

3、复选框

a、单个复选框

<input type="checkbox" id="checkbox" v-model="checked"> 没选中为false,选中为true

b、多个复选框

<input type="checkbox" id="runoob" value="Runoob" v-model="checkedNames">

<label for="runoob">Runoob</label>

<input type="checkbox" id="google" value="Google" v-model="checkedNames">

<label for="google">Google</label>

<input type="checkbox" id="taobao" value="Taobao" v-model="checkedNames">

<label for="taobao">taobao</label>

data: {

checked : false,

checkedNames: []

}

c、单选按钮

<input type="radio" id="runoob" value="Runoob1" v-model="picked">

<label for="runoob">Runoob</label>

<input type="radio" id="google" value="Google" v-model="picked">

<label for="google">Google</label>

<span>选中值为: {{ picked }}</span>

data: {

picked : 'Runoob1' 对应的value

}

d、select 列表

<select v-model="selected" name="fruit">

<option value="">选择一个网站</option>

<option value="www.runoob.com">Runoob</option>

<option value="www.google.com">Google</option>

</select>

data: {

selected: ''

}

（2）、修饰符

1、.lazy

<!-- 在 "change" 而不是 "input" 事件中更新 -->

<input v-model.lazy="msg" > 文本框的值输入完成鼠标退出才有效

2、.number

如果想自动将用户的输入值转为 Number 类型（如果原值的转换结果为 NaN 则返回原值），

可以添加一个修饰符 number 给 v-model 来处理输入值：

<input v-model.number="age" type="number"> 只能输入number类型，其他类型不可输入

3、.trim 如果要自动过滤用户输入的首尾空格，可以添加 trim 修饰符到 v-model 上过滤输入：

<input v-model.trim="msg">

4、全选与取消全选（练习）

<input type="checkbox" id="checkbox" v-model="checked" @change="changeAllChecked()">

<label for="checkbox">

{{checked}}

</label>

<p>

多个复选框：

</p>

<input type="checkbox" id="runoob" value="Runoob" v-model="checkedNames">

<label for="runoob">

Runoob

</label>

<input type="checkbox" id="google" value="Google" v-model="checkedNames">

<label for="google">

Google

</label>

<input type="checkbox" id="taobao" value="Taobao" v-model="checkedNames">

<label for="taobao">

taobao

</label>

<br>

<span>

选择的值为:{{checkedNames}}

</span>

data: {

checked: false,

checkedNames: [],

checkedArr: ["Runoob", "Taobao", "Google"]

},

methods: {

changeAllChecked: function() {

if (this.checked) {

this.checkedNames = this.checkedArr

} else {

this.checkedNames = []

}

}

},

# 二、Vue.js 组件

组件可以扩展 HTML 元素，封装可重用的代码。

注册一个全局组件语法格式如下：Vue.component(tagName, options)

tagName 为组件名，options 为配置选项。注册后，我们可以使用以下方式来调用组件：<tagName></tagName>

## 1、components

（1）、全局组件:所有实例都能用全局组件。

<div id="app">

<runoob></runoob>

</div>

<script>

// 注册

Vue.component('runoob', {

template: '<h1>自定义组件!</h1>'

})

// 创建根实例

new Vue({

el: '#app'

})

</script>

（2）、局部组件：我们也可以在实例选项中注册局部组件，这样组件只能在这个实例中使用：

<div id="app">

<runoob></runoob>

</div>

<script>

var Child = {

template: '<h1>自定义组件!</h1>'

}

// 创建根实例

new Vue({

el: '#app',

components: {

// <runoob> 将只在父模板可用

'runoob': Child

}

})

</script>

## 2、Prop

prop 是父组件用来传递数据的一个自定义属性。父组件的数据需要通过 props 把数据传给子组件，子组件需要显式地用 props 选项声明 "prop"：

<div id="app">

<child message="hello!"></child>

</div>

// 注册

Vue.component('child', {

// 声明 props

props: ['message'],

// 同样也可以在 vm 实例中像 “this.message” 这样使用

template: '<span>{{ message }}</span>'

})

（1）、动态 Prop：类似于用 v-bind 绑定 HTML 特性到一个表达式，也可以用 v-bind 动态绑定 props 的值到父组件的数据中。

每当父组件的数据变化时，该变化也会传导给子组件：

a、<input v-model="parentMsg">

<child v-bind:message="parentMsg"></child>

// 注册

Vue.component('child', {

// 声明 props

props: ['message'],

// 同样也可以在 vm 实例中像 "this.message" 这样使用

template: '<span>{{ message }}</span>'

})

parentMsg: '父组件内容'

b、将 v-bind 指令将 todo 传到每一个重复的组件中：

<ol>

<todo-item v-for="item in sites" v-bind:todo="item"></todo-item>

</ol>

Vue.component('todo-item', {

props: ['todo'],

template: '<li>{{ todo.text }}</li>'

})

data: sites: [

{ text: 'Runoob' },

{ text: 'Google' },

{ text: 'Taobao' }

]

注意: prop 是单向绑定的：当父组件的属性变化时，将传导给子组件，但是不会反过来。

（2）、Prop 验证

组件可以为 props 指定验证要求。

prop 是一个对象而不是字符串数组时，它包含验证要求：

Vue.component('example', {

props: {

// 基础类型检测 （`null` 意思是任何类型都可以）

propA: Number,

// 多种类型

propB: [String, Number],

// 必传且是字符串

propC: {

type: String,

required: true

},

// 数字，有默认值

propD: {

type: Number,

default: 100

},

// 数组／对象的默认值应当由一个工厂函数返回

propE: {

type: Object,

default: function () {

return { message: 'hello' }

}

},

// 自定义验证函数

propF: {

validator: function (value) {

return value > 10

}

}

type 可以是下面原生构造器：

String

Number

Boolean

Function

Object

Array

type 也可以是一个自定义构造器，使用 instanceof 检测。

（3）、自定义事件

父组件是使用 props 传递数据给子组件，但如果子组件要把数据传递回去，就需要使用自定义事件！

我们可以使用 v-on 绑定自定义事件, 每个 Vue 实例都实现了事件接口(Events interface)，即：

使用 $on(eventName) 监听事件

使用 $emit(eventName) 触发事件

另外，父组件可以在使用子组件的地方直接用 v-on 来监听子组件触发的事件。

以下实例中子组件已经和它外部完全解耦了。它所做的只是触发一个父组件关心的内部事件。

<p>{{ total }}</p>

<button-counter v-on:increment="incrementTotal"></button-counter>

<button-counter v-on:increment="incrementTotal"></button-counter>（监听事件）

Vue.component('button-counter', {

template: '<button v-on:click="incrementHandler">{{ counter }}</button>',

data: function () {

return {

counter: 0

}

},

methods: {

incrementHandler: function () {

this.counter += 1

this.$emit('increment') （触发事件）

}

},

})

new Vue({

el: '#counter-event-example',

data: {

total: 0

},

methods: {

incrementTotal: function () {

this.total += 1

}

}

## 3、Vue.js 自定义指令

（1）、 a、注册全局指令 v-focus, 该指令的功能是在页面加载时，元素获得焦点

<input v-focus>

// 注册一个全局自定义指令 v-focus

Vue.directive('focus', {

// 当绑定元素插入到 DOM 中。

inserted: function (el) {

// 聚焦元素

el.focus()

}

})

b、使用 directives 选项来注册局部指令

<input v-focus>

new Vue({

el: '#app',

directives: {

// 注册一个局部的自定义指令 v-focus

focus: {

// 指令的定义

inserted: function (el) {

// 聚焦元素

el.focus()

}

}

## 4、钩子

（1）、钩子函数

指令定义函数提供了几个钩子函数（可选）：

bind: 只调用一次，指令第一次绑定到元素时调用，用这个钩子函数可以定义一个在绑定时执行一次的初始化动作。

inserted: 被绑定元素插入父节点时调用（父节点存在即可调用，不必存在于 document 中）。

update: 被绑定元素所在的模板更新时调用，而不论绑定值是否变化。通过比较更新前后的绑定值，可以忽略不必要的模板更新（详细的钩子函数参数见下）。

componentUpdated: 被绑定元素所在模板完成一次更新周期时调用。

unbind: 只调用一次， 指令与元素解绑时调用。

例子1：

<div id="app" v-runoob:hello.a.b="message">

Vue.directive('runoob', {

bind: function (el, binding, vnode) {

var s = JSON.stringify

el.innerHTML =

'name: ' + s(binding.name) + '<br>' +

'value: ' + s(binding.value) + '<br>' +

'expression: ' + s(binding.expression) + '<br>' +

'argument: ' + s(binding.arg) + '<br>' +

'modifiers: ' + s(binding.modifiers) + '<br>' +

'vnode keys: ' + Object.keys(vnode).join(', ')

}

})

data: {

message: '菜鸟教程!'

}

结果：

name: "runoob"

value: "菜鸟教程!"

expression: "message"

argument: "hello"

modifiers: {"a":true,"b":true}

vnode keys: tag, data, children, text, elm, ns, context, functionalContext, key, componentOptions,

componentInstance, parent, raw, isStatic, isRootInsert, isComment, isCloned, isOnce

例子2：

Vue.directive('runoob', function (el, binding) {

// 设置指令的背景颜色

el.style.backgroundColor = binding.value.color

})

例子3：指令函数可接受所有合法的 JavaScript 表达式，以下实例传入了 JavaScript 对象：

<div v-runoob="{ color: 'green', text: '菜鸟教程!' }"></div>

Vue.directive('runoob', function (el, binding) {

// 简写方式设置文本及背景颜色

el.innerHTML = binding.value.text

el.style.backgroundColor = binding.value.color

})

## 5、Vue.js 路由：Vue.js 路由允许我们通过不同的 URL 访问不同的内容。

安装路由：npm install vue-router --save

(1)、简单实例

<!-- 使用 router-link 组件来导航. -->

<!-- 通过传入 `to` 属性指定链接. -->

<!-- <router-link> 默认会被渲染成一个 `<a>` 标签 -->

<router-link to="/foo">Go to Foo</router-link>

<router-link to="/bar">Go to Bar</router-link>

<!-- 路由出口 -->

<!-- 路由匹配到的组件将渲染在这里 -->

<router-view></router-view>

// 0. 如果使用模块化机制编程，導入Vue和VueRouter，要调用 Vue.use(VueRouter)

​

// 1. 定义（路由）组件。

// 可以从其他文件 import 进来

const Foo = { template: '<div>foo</div>' }

const Bar = { template: '<div>bar</div>' }

​

// 2. 定义路由

// 每个路由应该映射一个组件。 其中"component" 可以是

// 通过 Vue.extend() 创建的组件构造器，

// 或者，只是一个组件配置对象。

// 我们晚点再讨论嵌套路由。

const routes = [

{ path: '/foo', component: Foo },

{ path: '/bar', component: Bar }

]

​

// 3. 创建 router 实例，然后传 `routes` 配置

// 你还可以传别的配置参数, 不过先这么简单着吧。

const router = new VueRouter({

routes // （缩写）相当于 routes: routes

})

​

// 4. 创建和挂载根实例。

// 记得要通过 router 配置参数注入路由，

// 从而让整个应用都有路由功能

const app = new Vue({

router

}).$mount('#app')

​

// 现在，应用已经启动了！

(2)、<router-link> 相关属性

1、to:表示目标路由的链接。 当被点击后，内部会立刻把 to 的值传到 router.push()，所以这个值可以是一个字符串或者是描述目标位置的对象。

<!-- 字符串 -->

<router-link to="home">Home</router-link>

<!-- 渲染结果 -->

<a href="home">Home</a>

<!-- 使用 v-bind 的 JS 表达式 -->

<router-link v-bind:to="'home'">Home</router-link>

<!-- 不写 v-bind 也可以，就像绑定别的属性一样 -->

<router-link :to="'home'">Home</router-link>

<!-- 同上 -->

<router-link :to="{ path: 'home' }">Home</router-link>

<!-- 命名的路由 -->

<router-link :to="{ name: 'user', params: { userId: 123 }}">User</router-link>

<!-- 带查询参数，下面的结果为 /register?plan=private -->

<router-link :to="{ path: 'register', query: { plan: 'private' }}">Register</router-link>

2、replace：设置 replace 属性的话，当点击时，会调用 router.replace() 而不是 router.push()，导航后不会留下 history 记录。

<router-link :to="{ path: '/abc'}" replace></router-link>

3、append：设置 append 属性后，则在当前 (相对) 路径前添加基路径。例如，我们从 /a 导航到一个相对路径 b，如果没有配置 append，则路径为 /b，如果配了，则为 /a/b

<router-link :to="{ path: 'relative/path'}" append></router-link>

4、tag:有时候想要 <router-link> 渲染成某种标签，例如 <li>。 于是我们使用 tag prop 类指定何种标签，同样它还是会监听点击，触发导航。

<router-link to="/foo" tag="li">foo</router-link>

<!-- 渲染结果 -->

<li>foo</li>

5、active-class：设置 链接激活时使用的 CSS 类名。可以通过以下代码来替代。

<style>

.\_active{

background-color : red;

}

</style>

<p>

<router-link v-bind:to = "{ path: '/route1'}" active-class = "\_active">Router Link 1</router-link> 注意这里 class 使用 active\_class="\_active"。

<router-link v-bind:to = "{ path: '/route2'}" tag = "span">Router Link 2</router-link>

</p>

6、exact-active-class：配置当链接被精确匹配的时候应该激活的 class。可以通过以下代码来替代。

<p>

<router-link v-bind:to = "{ path: '/route1'}" exact-active-class = "\_active">Router Link 1</router-link>

<router-link v-bind:to = "{ path: '/route2'}" tag = "span">Router Link 2</router-link>

</p>

7、event：声明可以用来触发导航的事件。可以是一个字符串或是一个包含字符串的数组。

<router-link v-bind:to = "{ path: '/route1'}" event = "mouseover">Router Link 1</router-link>

以上代码设置了 event 为 mouseover ，及在鼠标移动到 Router Link 1 上时导航的 HTML 内容会发生改变。

# 三、Vue.js 过渡 & 动画

1、过渡：Vue 在插入、更新或者移除 DOM 时，提供多种不同方式的应用过渡效果。Vue 提供了内置的过渡封装组件，该组件用于包裹要实现过渡效果的组件。

（1）语法格式

<transition name = "nameoftransition">

<div></div>

</transition>

例子：

<button v-on:click = "show = !show">点我</button>

<transition name = "fade">

<p v-show = "show" v-bind:style = "styleobj">动画实例</p>

</transition>

<style>

/\* 可以设置不同的进入和离开动画 \*/

/\* 设置持续时间和动画函数 \*/

.fade-enter-active, .fade-leave-active {

transition: opacity 2s

}

.fade-enter, .fade-leave-to /\* .fade-leave-active, 2.1.8 版本以下 \*/ {

opacity: 0

}

</style>

data: {

show:true,

styleobj :{

fontSize:'30px',

color:'red'

}

},

（2）过渡其实就是一个淡入淡出的效果。Vue在元素显示与隐藏的过渡中，提供了 6 个 class 来切换：

v-enter：定义进入过渡的开始状态。在元素被插入之前生效，在元素被插入之后的下一帧移除。opacity:0

v-enter-active：定义进入过渡生效时的状态。在整个进入过渡的阶段中应用，在元素被插入之前生效，在过渡/动画完成之后移除。这个类可以被用来定义进入过渡的过程时间，延迟和曲线函数。

v-enter-to: 2.1.8版及以上 定义进入过渡的结束状态。在元素被插入之后下一帧生效 (与此同时 v-enter 被移除)，在过渡/动画完成之后移除。 opacity:1

v-leave: 定义离开过渡的开始状态。在离开过渡被触发时立刻生效，下一帧被移除。 opacity:1

v-leave-active：定义离开过渡生效时的状态。在整个离开过渡的阶段中应用，在离开过渡被触发时立刻生效，在过渡/动画完成之后移除。这个类可以被用来定义离开过渡的过程时间，延迟和曲线函数。

v-leave-to: 2.1.8版及以上 定义离开过渡的结束状态。在离开过渡被触发之后下一帧生效 (与此同时 v-leave 被删除)，在过渡/动画完成之后移除。 opacity:0

v-enter-active 和 v-leave-active 可以控制进入/离开过渡的不同的缓和曲线。

对于这些在过渡中切换的类名来说，如果你使用一个没有名字的 <transition>，则 v- 是这些类名的默认前缀。如果你使用了 <transition name="my-transition">，那么 v-enter 会替换为 my-transition-enter。

2、CSS 过渡：通常我们都使用 CSS 过渡来实现效果。

<button v-on:click = "show = !show">点我</button>

<transition name="slide-fade">

<p v-if="show">菜鸟教程</p>

</transition>

<style>

/\* 可以设置不同的进入和离开动画 \*/

/\* 设置持续时间和动画函数 \*/

.slide-fade-enter-active {

transition: all .3s ease;

}

.slide-fade-leave-active {

transition: all .8s cubic-bezier(1.0, 0.5, 0.8, 1.0);

}

.slide-fade-enter, .slide-fade-leave-to

/\* .slide-fade-leave-active 用于 2.1.8 以下版本 \*/ {

transform: translateX(10px);

opacity: 0;

}

</style>

## 3、CSS 动画：

CSS 动画用法类似 CSS 过渡，但是在动画中 v-enter 类名在节点插入 DOM 后不会立即删除，而是在 animationend 事件触发时删除。

<button v-on:click = "show = !show">点我</button>

<transition name="bounce">

<p v-if="show">菜鸟教程 -- 学的不仅是技术，更是梦想！！！</p>

</transition>

<style>

.bounce-enter-active {

animation: bounce-in .5s;

}

.bounce-leave-active {

animation: bounce-in .5s reverse;

}

@keyframes bounce-in {

0% {

transform: scale(0);

}

50% {

transform: scale(1.5);

}

100% {

transform: scale(1);

}

}

</style>

## 4、自定义过渡的类名

自定义过渡的类名

我们可以通过以下特性来自定义过渡类名：

enter-class

enter-active-class

enter-to-class (2.1.8+)

leave-class

leave-active-class

leave-to-class (2.1.8+)

自定义过渡的类名优先级高于普通的类名，这样就能很好的与第三方（如：animate.css）的动画库结合使用。

例子：

<link href="https://cdn.jsdelivr.net/npm/animate.css@3.5.1" rel="stylesheet" type="text/css">

<button v-on:click = "show = !show">点我</button>

<transition

name="custom-classes-transition"

enter-active-class="animated tada"

leave-active-class="animated bounceOutRight"

>

<p v-if="show">菜鸟教程 -- 学的不仅是技术，更是梦想！！！</p>

</transition>

## 5、同时使用过渡和动画

Vue 为了知道过渡的完成，必须设置相应的事件监听器。它可以是 transitionend 或 animationend ，这取决于给元素应用的 CSS 规则。如果你使用其中任何一种，Vue 能自动识别类型并设置监听。

但是，在一些场景中，你需要给同一个元素同时设置两种过渡动效，比如 animation 很快的被触发并完成了，而 transition 效果还没结束。在这种情况中，你就需要使用 type 特性并设置 animation 或 transition 来明确声明你需要 Vue 监听的类型。

## 6、显性的过渡持续时间

在很多情况下，Vue 可以自动得出过渡效果的完成时机。默认情况下，Vue 会等待其在过渡效果的根元素的第一个 transitionend 或 animationend 事件。然而也可以不这样设定——比如，我们可以拥有一个精心编排的一系列过渡效果，其中一些嵌套的内部元素相比于过渡效果的根元素有延迟的或更长的过渡效果。

在这种情况下你可以用 <transition> 组件上的 duration 属性定制一个显性的过渡持续时间 (以毫秒计)：

<transition :duration="1000">...</transition>

你也可以定制进入和移出的持续时间：

<transition :duration="{ enter: 500, leave: 800 }">...</transition>

## 7、JavaScript 钩子

<button v-on:click = "show = !show">点我</button>

<transition

v-on:before-enter="beforeEnter"

v-on:enter="enter"

v-on:leave="leave"

v-bind:css="false"

>

<p v-if="show">菜鸟教程 -- 学的不仅是技术，更是梦想！！！</p>

</transition>

data: {

show: false

},

methods: {

beforeEnter: function (el) {

el.style.opacity = 0

el.style.transformOrigin = 'left'

},

enter: function (el, done) {

Velocity(el, { opacity: 1, fontSize: '1.4em' }, { duration: 300 })

Velocity(el, { fontSize: '1em' }, { complete: done })

},

leave: function (el, done) {

Velocity(el, { translateX: '15px', rotateZ: '50deg' }, { duration: 600 })

Velocity(el, { rotateZ: '100deg' }, { loop: 2 })

Velocity(el, {

rotateZ: '45deg',

translateY: '30px',

translateX: '30px',

opacity: 0

}, { complete: done })

}

# 四、Vue.js 混入

混入 (mixins)定义了一部分可复用的方法或者计算属性。混入对象可以包含任意组件选项。当组件使用混入对象时，所有混入对象的选项将被混入该组件本身的选项。

## 1、实例：

<div id = "databinding"></div>

<script type = "text/javascript">

var vm = new Vue({

el: '#databinding',

data: {

},

methods : {

},

});

// 定义一个混入对象

var myMixin = {

created: function () {

this.startmixin()

},

methods: {

startmixin: function () {

document.write("欢迎来到混入实例");

}

}

};

var Component = Vue.extend({

mixins: [myMixin]

})

var component = new Component();

</script>

## 2、选项合并

当组件和混入对象含有同名选项时，这些选项将以恰当的方式混合。

比如，数据对象在内部会进行浅合并 (一层属性深度)，在和组件的数据发生冲突时以组件数据优先。

以下实例中，Vue 实例与混入对象包含了相同的方法。从输出结果可以看出两个选项合并了。

<div id = "databinding"></div>

<script type = "text/javascript">

var mixin = {

created: function () {

document.write('混入调用' + '<br>')

}

}

new Vue({

mixins: [mixin],

created: function () {

document.write('组件调用' + '<br>')

}

});

</script>

如果 methods 选项中有相同的函数名，则 Vue 实例优先级会较高。如下实例，Vue 实例与混入对象的 methods 选项都包含了相同的函数：

<div id = "databinding"></div>

var mixin = {

methods: {

hellworld: function () {

document.write('HelloWorld 方法' + '<br>');

},

samemethod: function () {

document.write('Mixin：相同方法名' + '<br>');

}

}

};

var vm = new Vue({

mixins: [mixin],

methods: {

start: function () {

document.write('start 方法' + '<br>');

},

samemethod: function () {

document.write('Main：相同方法名' + '<br>');

}

}

});

vm.hellworld();

vm.start();

vm.samemethod();

输出结果：

HelloWorld 方法

start 方法

Main：相同方法名

## 3、全局混入

也可以全局注册混入对象。注意使用！ 一旦使用全局混入对象，将会影响到 所有 之后创建的 Vue 实例。使用恰当时，可以为自定义对象注入处理逻辑。

<script type = "text/javascript">

// 为自定义的选项 'myOption' 注入一个处理器。

Vue.mixin({

created: function () {

var myOption = this.$options.myOption

if (myOption) {

document.write(myOption)

}

}

})

new Vue({

myOption: 'hello!'

})

// => "hello!"

</script>

# 五、json只能get提交$http数据

build\webpack.dev.conf.js:

var jsonServer=require('json-server')

var apiServer=jsonServer.create()

var apiRouter=jsonServer.router('db.json')

var middlewares=jsonServer.defaults()

apiServer.use(middlewares)

apiServer.use('/api',apiRouter)

apiServer.listen(port+1,function(){

console.log('JSON Server is running')

})

config\index.js里:

proxyTable: {

'/api': 'http://localhost:8081/#/'

},

index.Vue里：

export default {

created: function() {

this.$http.get('api/getNewsList')

.then((res)=>{

this.newsList=res.data

},(err)=>{

console.log(err)

})

},

# 六、post和get提交

webpack.dev.conf.js里面代码：：

var express = require('express')

var apiServer = express()

var bodyParser = require('body-parser')

apiServer.use(bodyParser.urlencoded({ extended: true }))

apiServer.use(bodyParser.json())

var apiRouter = express.Router()

var fs = require('fs')

apiRouter.get('/',function(req,res){

res.json({message:"hooray!welcome to your api!"})

});

apiRouter.route('/:apiName')

.all(function(req,res){

fs.readFile('./db.json','utf8',function(err,data){

if(err) throw err

var data=JSON.parse(data)

if(data[req.params.apiName]){

res.json(data[req.params.apiName])

}

else{

res.send("NO SUCH API NAME")

}

})

})

apiServer.use('/api',apiRouter)

port里面：

apiServer.listen(port+1,function(err){

if(err){

console.log(err)

return

}

console.log('Listening at http://localhost:' + (port + 1) + '\n')

})

config\index.js：

将proxyTable{}改为： proxyTable: {

'/api': 'http://localhost:8083'

},

index.Vue里：

export default {

created: function () {

this.$http.post('api/getNewsList')

.then((res) => {

this.newsList = res.data

}, (err) => {

console.log(err)

})

},

created: function () {

this.$http.post('api/getBoardList')

.then((res) => {

this.boardList = res.data

}, (err) => {

console.log(err)

})

},

# 七、passwordFlag：第一次进入文本框不显示错误信息

if(!this.passwordFlag){

errorText=''

this.passwordFlag=true

}

# 八、router之redirect使用

let router=new VueRouter({

mode:'history',

routes:[

{

path:'/',

component:IndexPage

},

{

path:'/detail',

component:DetailPage,

redirect:'/detail/analysis'，

**(页面地址输入：http://localhost:8082/detail)**

**（则自动跳转到：http://localhost:8082/detail/analysis）**

children:[

{

path:'analysis',

component:DetailAnaPage

},

{

path:'count',

component:DetailCouPage

},

{

path:'forecast',

component:DetailForPage

},

{

path:'publish',

component:DetailPubPage

}

]

}

]

})

# 九、to={path''''}使用路由点击图片跳转到首页

<router-link :to="{path:'/'}">

<img src="../assets/logo.png">

</router-link>

# 十、router-link使用

main.js:detail.vue为父组件，其他为子组件

import IndexPage from './pages/index.vue'

import DetailPage from './pages/detail.vue'

import DetailAnaPage from './pages/detail/analysis.vue'

import DetailCouPage from './pages/detail/count.vue'

import DetailForPage from './pages/detail/forecast.vue'

import DetailPubPage from './pages/detail/publish.vue'

let router=new VueRouter({

mode:'history',

routes:[

{

path:'/',

component:IndexPage

},

{

path:'/detail',

component:DetailPage,

children:[

{

path:'analysis',

component:DetailAnaPage

},

{

path:'count',

component:DetailCouPage

},

{

path:'forecast',

component:DetailForPage

},

{

path:'publish',

component:DetailPubPage

}

]

}

]

})

**detail.vue里面：**

<ul>

<router-link v-for="item in products" :to="{path :item.path}" tag="li" active-class="active">

{{item.name}}

</router-link>

</ul>

**1、使用router-link引入子组件**

**2、使用to来跳转到指定的path。path与相同。**

**3、tag的意思为自动生成的什么样式，因为外层是ul所以我们内层是li格式。**

**4、active-class如果没有，系统则自动生成一个router-link-active的名字的class,被激活时候的类名**

products: [

{

name: '数据统计',

path: 'count',

icon: require('../assets/images/1.png'),

active: false

},

{

name: '数据预测',

path: 'forecast',

active: false

},

# 十一、transparent实现三角形箭头

#box{

width: 0px;

height: 0px;

border-top: 40px solid red;

border-right:40px solid transparent;

border-bottom:40px solid transparent;

border-left:40px solid transparent;

}

transparent是设置透明度

# 十二、props使用：子组件接收父组件传的数据

子组件：

export default {

props: {

selections: {

type: Array, "类型是什么"

default: [{

label: 'test',

value: 0

}]

}

},

接收的属性是selections属性，类型是type，有默认值

父组件：

<v-selection :selections="productList" ></v-selection>

.

.

.

<script>

import VSelection from '../../components/selection.vue'

.

export default{

components:{

VSelection

},

数据：

productList: [

{

label: '入门版',

value: 0

},

{

label: '中级版',

value: 1

},

{

label: '高级版',

value: 2

}

]

子组件:

<span>{{ selections[nowIndex].label }}</span>

data () {

return {

isDrop: false,

nowIndex: 0

}

},

# 十三、lodash做多选组件

新建立: multiplyChooser.vue

<div class="chooser-component">

<ul class="chooser-list">

<li

v-for="(item, index) in selections"

@click="toggleSelection(index)"

:title="item.label"

:class="{active: checkActive(index)}" （数组里面如何验证index）

>{{ item.label }}</li>

</ul>

</div>

</div>

<script>

import \_ from 'lodash'（引入lodash的js工具库，缩写为下划线）

export default {

props: {

selections: {

type: Array,

default: [{

label: 'test',

value: 0

}]

}

},

data () {

return {

nowIndexes: [0] 为数组所以可以多项选择

}

},

methods: {

(此方法就是判断当前选择的序列是否在存在的序列里面，如果在就剔除之后加上，如果不在就push进去)

toggleSelection (index) {

if (this.nowIndexes.indexOf(index) === -1) { （===-1说明没有查找到，返回-1）

this.nowIndexes.push(index)

}

else { （lodash的remove方法，删除不在index里面的idx元素）

this.nowIndexes = \_.remove(this.nowIndexes, (idx) => { （引入lodash的js工具库）

return idx !== index

})

}

let nowObjArray = \_.map(this.nowIndexes, (idx) => {

return this.selections[idx]

})

this.$emit('on-change', nowObjArray)

},

checkActive (index) {

return this.nowIndexes.indexOf(index) !== -1

}

}

}

</script>

父组件：

import VMulChooser from '../../components/base/multiplyChooser'

export default {

components: {

VCounter,

VMulChooser

},

<v-mul-chooser :selections="versionList"></v-mul-chooser>

data () {

return {

versionList: [

{

label: '纸质报告',

value: 0

},

{

label: 'pdf',

value: 1

},

{

label: '页面报告',

value: 2

},

{

label: '邮件',

value: 3

}

]

}

}

# 十四、keyup鼠标事件

两个input的效果都是一样的 如果安13  也就是按键 enter   才会执行弹窗！！

@keyup.13 回车

@keyup.enter 回车

@keyup.left 左键

@keyup.right 右键

@keyup.up 上键

@keyup.down 下键

@keyup.delete 删除键

# 十五、数量选择组件（有最大最小限制）

count.vue:

<template>

<div class="counter-component">

<div class="counter-btn" @click="minus"> - </div> (减号加号输入框)

<div class="counter-show">

<input type="text" v-model="number" @keyup="fixNumber">

</div>

<div class="counter-btn" @click="add"> + </div>

</div>

</template>

<script>

export default {

props: {

max: {

type: Number,

default: 5

},

最大最小值通过父组件传递进来

min: {

type: Number,

default: 1

}

},

data () {

return {

number: this.min

}

},

不确定number会在哪里发生改变，使用watch监听

watch: {

number () {

this.$emit('on-change', this.number)

}

},

methods: {

将所有不是数字的字符删掉

fixNumber () {

let fix

if (typeof this.number === 'string') {

fix = Number(this.number.replace(/\D/g, ''))

}

else {

fix = this.number

}

if (fix > this.max || fix < this.min) {

fix = this.min

}

this.number = fix

},

minus () {

if (this.number <= this.min) {

return

}

this.number --

},

add () {

if (this.number >= this.max) {

return

}

this.number ++

}

}

}

</script>

<style scoped>

.counter-component {

position: relative;

display: inline-block;

overflow: hidden;

vertical-align: middle;

}

.counter-show {

float: left;

}

.counter-show input {

border: none;

border-top: 1px solid #e3e3e3;

border-bottom: 1px solid #e3e3e3;

height: 23px;

line-height: 23px;

width: 30px;

outline: none;

text-indent: 4px;

}

.counter-btn {

border: 1px solid #e3e3e3;

float: left;

height: 25px;

line-height: 25px;

width: 25px;

text-align: center;

cursor: pointer;

}

.counter-btn:hover {

border-color: #4fc08d;

background: #4fc08d;

color: #fff;

}

</style>

父组件：

<v-counter :max="300" :min="20"></v-counter>

进行max 和 min 的给子组件传值

# 十六、选择数量之后将价格返回到界面上

思路：

1、首先在后台需要记录一下传过来的值，因为是四项，所以设定四个变量

![](data:image/png;base64,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)

buyNum: 0, （买多少个）

buyType: {}, （类型，是个对象）

versions: [], （版本，因为可以多选，所以为数组【】）

period: {}, （有效时间，为对象）

2、首在组件发生改变的时候，将改变的值赋给对应的变量

(1) choose.vue:

methods: {

chosenSelection (index) {

this.nowIndex = index

this.$emit('on-change', this.selections[index]) (根据index取出selections的值)

}

}

(2) counter.vue:

watch: {

number () {

this.$emit('on-change', this.number)

}

},

(3) selections.vue:

methods: {

toggleDrop () {

this.isDrop = !this.isDrop

},

chooseSelection (index) {

this.nowIndex = index

this.isDrop = false

this.$emit('on-change', this.selections[this.nowIndex])

}

}

(4) multychooser.vue:

methods: {

toggleSelection (index) {

if (this.nowIndexes.indexOf(index) === -1) {

this.nowIndexes.push(index)

}

else {

this.nowIndexes = \_.remove(this.nowIndexes, (idx) => {

return idx !== index

})

}

因为是数组的集合，多选所以采用lodash。通过map方法给nowIndex做一个映射，对里面的每一项进行改变，把每一项的Index变成了一个从selections里面取的对象

let nowObjArray = \_.map(this.nowIndexes, (idx) => {

return this.selections[idx]

})

this.$emit('on-change', nowObjArray)

},

checkActive (index) {

return this.nowIndexes.indexOf(index) !== -1

}

}

3、想每个组件共享一个方法，onParamChange

<v-counter @on-change="onParamChange('buyNum', $event)"></v-counter>

<v-selection :selections="buyTypes" @on-change="onParamChange('buyType', $**event**)"></v-selection>

<v-chooser :selections="periodList" @on-change="onParamChange('period', $event)"></v-chooser>

<v-mul-chooser :selections="versionList" @on-change="onParamChange('versions', $event)"></v-mul-chooser>

methods: {

onParamChange (attr, val) {

this[attr] = val

this.getPrice()

},

（手动将组件传过来的信息自己手动打进去，用到 $event 事件【用来传递信息】）

4、需要一个方法，发送一个AJAX请求

getPrice () {

let buyVersionsArray = \_.map(this.versions, (item) => {

return item.value （将version通过lodash变成对象的value）

})

let reqParams = {

buyNumber: this.buyNum,

buyType: this.buyType.value, （拼接好请求的参数）

period: this.period.value,

version: buyVersionsArray.join(',')

}

this.$http.post('/api/getPrice', reqParams) （通过一个vue-resourse发送一个post请求，注意是post请求）

.then((res) => {

this.price = res.data.amount

let data= JSON.parse(res.data)

this.price = data.amount （如果后台传递的是字符串，需要进行JSON.parse变成JSON形式）

})

},

5、刚进入界面时候应该显示为多少钱，而不是0元

（1）在页面渲染完毕之后，进行一个初始化内容：

mounted () {

this.buyNum = 1

this.buyType = this.buyTypes[0] （注意是“=”号）

this.versions = [this.versionList[0]]

this.period = this.periodList[0]

this.getPrice()

}

# 十七、VScode快捷键

**主命令框**

F1 或 Ctrl+Shift+P: 打开命令面板。在打开的输入框内，可以输入任何命令，例如：

* 按一下 Backspace 会进入到 Ctrl+P 模式
* 在 Ctrl+P 下输入 > 可以进入 Ctrl+Shift+P 模式

在 Ctrl+P 窗口下还可以:

* 直接输入文件名，跳转到文件
* ? 列出当前可执行的动作
* ! 显示 Errors或 Warnings，也可以 Ctrl+Shift+M
* : 跳转到行数，也可以 Ctrl+G 直接进入
* @ 跳转到 symbol（搜索变量或者函数），也可以 Ctrl+Shift+O 直接进入
* @ 根据分类跳转 symbol，查找属性或函数，也可以 Ctrl+Shift+O 后输入:进入
* # 根据名字查找 symbol，也可以 Ctrl+T

**常用快捷键**

**编辑器与窗口管理**

1. 打开一个新窗口： Ctrl+Shift+N
2. 关闭窗口： Ctrl+Shift+W
3. 同时打开多个编辑器（查看多个文件）
4. 新建文件 Ctrl+N
5. 文件之间切换 Ctrl+Tab
6. 切出一个新的编辑器（最多 3 个） Ctrl+\，也可以按住 Ctrl 鼠标点击 Explorer 里的文件名
7. 左中右 3 个编辑器的快捷键 Ctrl+1 Ctrl+2 Ctrl+3
8. 3 个编辑器之间循环切换 Ctrl+
9. 编辑器换位置， Ctrl+k然后按 Left或 Right

**代码编辑**

**格式调整**

1. 代码行缩进 Ctrl+[ 、 Ctrl+]
2. Ctrl+C 、 Ctrl+V 复制或剪切当前行/当前选中内容
3. 代码格式化： Shift+Alt+F，或 Ctrl+Shift+P 后输入 format code
4. 上下移动一行： Alt+Up 或 Alt+Down
5. 向上向下复制一行： Shift+Alt+Up 或 Shift+Alt+Down
6. 在当前行下边插入一行 Ctrl+Enter
7. 在当前行上方插入一行 Ctrl+Shift+Enter

**光标相关**

1. 移动到行首： Home
2. 移动到行尾： End
3. 移动到文件结尾： Ctrl+End
4. 移动到文件开头： Ctrl+Home
5. 移动到定义处： F12
6. 定义处缩略图：只看一眼而不跳转过去 Alt+F12
7. 移动到后半个括号： Ctrl+Shift+]
8. 选择从光标到行尾： Shift+End
9. 选择从行首到光标处： Shift+Home
10. 删除光标右侧的所有字： Ctrl+Delete
11. 扩展/缩小选取范围： Shift+Alt+Left 和 Shift+Alt+Right
12. 多行编辑(列编辑)：Alt+Shift+鼠标左键，Ctrl+Alt+Down/Up
13. 同时选中所有匹配： Ctrl+Shift+L
14. Ctrl+D 下一个匹配的也被选中 (在 sublime 中是删除当前行，后面自定义快键键中，设置与 Ctrl+Shift+K 互换了)
15. 回退上一个光标操作： Ctrl+U

**重构代码**

1. 找到所有的引用： Shift+F12
2. 同时修改本文件中所有匹配的： Ctrl+F12
3. 重命名：比如要修改一个方法名，可以选中后按 F2，输入新的名字，回车，会发现所有的文件都修改了
4. 跳转到下一个 Error 或 Warning：当有多个错误时可以按 F8 逐个跳转
5. 查看 diff： 在 explorer 里选择文件右键 Set file to compare，然后需要对比的文件上右键选择 Compare with file\_name\_you\_chose

**查找替换**

1. 查找 Ctrl+F
2. 查找替换 Ctrl+H
3. 整个文件夹中查找 Ctrl+Shift+F

**显示相关**

1. 全屏：F11
2. zoomIn/zoomOut：Ctrl +/-
3. 侧边栏显/隐：Ctrl+B
4. 显示资源管理器 Ctrl+Shift+E
5. 显示搜索 Ctrl+Shift+F
6. 显示 Git Ctrl+Shift+G
7. 显示 Debug Ctrl+Shift+D
8. 显示 Output Ctrl+Shift+U

**其他**

* 自动保存：File -> AutoSave ，或者 Ctrl+Shift+P，输入 auto

**修改默认快捷键**

打开默认键盘快捷方式设置：  
File -> Preferences -> Keyboard Shortcuts，或者：Alt+F -> p -> k

修改 keybindings.json：

// Place your key bindings in this file to overwrite the defaults

[

// ctrl+space 被切换输入法快捷键占用

{

"key": "ctrl+alt+space",

"command": "editor.action.triggerSuggest",

"when": "editorTextFocus"

},

// ctrl+d 删除一行

{

"key": "ctrl+d",

"command": "editor.action.deleteLines",

"when": "editorTextFocus"

},

// 与删除一行的快捷键互换

{

"key": "ctrl+shift+k",

"command": "editor.action.addSelectionToNextFindMatch",

"when": "editorFocus"

},

// ctrl+shift+/多行注释

{

"key":"ctrl+shift+/",

"command": "editor.action.blockComment",

"when": "editorTextFocus"

},

// 定制与 sublime 相同的大小写转换快捷键，需安装 TextTransform 插件

{

"key": "ctrl+k ctrl+u",

"command": "uppercase",

"when": "editorTextFocus"

},

{

"key": "ctrl+k ctrl+l",

"command": "lowercase",

"when": "editorTextFocus"

}

]

# 十八、点击购买显示购买购买弹窗包含一个购买信息表格

layout布局表单

slideshow幻灯片表单

analysis.vue:

import Dialog from '../../components/base/dialog'

export default {

components: {

MyDialog: Dialog (注意dialog是html内置标签，不能使用dialog)

},

<my-dialog :is-show="isShowPayDialog" @on-close="hidePayDialog">

isShowPayDialog: false,

showPayDialog () {

this.isShowPayDialog = true

}, （is-show默认是关闭的，关闭的时候设置为false）

hidePayDialog () {

this.isShowPayDialog = false

},

（2）analysis.vue的mydialog中写入表格

<table class="buy-dialog-table">

<tr>

<th>购买数量</th>

<th>产品类型</th>

<th>有效时间</th>

<th>产品版本</th>

<th>总价</th>

</tr>

<tr>

<td>{{ buyNum }}</td>

<td>{{ buyType.label }}</td>

<td>{{ period.label }}</td>

<td>

<span v-for="item in versions">{{ item.label }}</span>

</td>

<td>{{ price }}</td>

</tr>

</table>

buyNum: 0,

mounted () {

this.buyNum = 1

this.buyType = this.buyTypes[0]

this.versions = [this.versionList[0]]

this.period = this.periodList[0]

this.getPrice()

}

选择银行界面：

<h3 class="buy-dialog-title">请选择银行</h3>

<bank-chooser @on-change="onChangeBanks"></bank-chooser> （选择银行组件引入）

<div class="button buy-dialog-btn" @click="confirmBuy">

确认购买

</div>

bankChooser:

新建一个bankChooser.vue 级别同logForm.vue

<template>

<div class="chooser-component">

<ul class="chooser-list">

<li

v-for="(item, index) in banks"

@click="chooseSelection(index)"

:title="item.label"

:class="[item.name, {active: index === nowIndex}]"

></li>

</ul>

</div>

</template>

<script>

export default {

data () {

return {

nowIndex: 0, (当前选择的银行，默认是0)

banks: [

{

id: 201,

label: '招商银行',

name: 'zhaoshang'

},

{

id: 301,

label: '中国建设银行',

name: 'jianshe'

},

{

id: 601,

label: '浦发银行',

name: 'pufa'

},

{

id: 1101,

label: '交通银行',

name: 'jiaotong'

},

{

id: 101,

label: '中国工商银行',

name: 'gongshang'

},

{

id: 401,

label: '中国农业银行',

name: 'nongye'

},

{

id: 1201,

label: '中国银行',

name: 'zhongguo'

},

{

id: 501,

label: '中信银行',

name: 'zhongxin'

}

]

}

},

methods: {

chooseSelection (index) {

this.nowIndex = index

this.$emit('on-change', this.banks[index])

}

}

}

</script>

在analysis.vue中，引入

import BankChooser from '../../components/bankChooser'

export default {

components: {

BankChooser

},

》》》》》》

》》》》》》

confirmBuy () {

let buyVersionsArray = \_.map(this.versions, (item) => {

return item.value

})

let reqParams = {

buyNumber: this.buyNum,

buyType: this.buyType.value,

period: this.period.value,

version: buyVersionsArray.join(','),

bankId: this.bankId

}

this.$http.post('/api/createOrder', reqParams)

.then((res) => {

this.orderId = res.data.orderId

this.isShowCheckOrder = true

this.isShowPayDialog = false

}, (err) => {

this.isShowBuyDialog = false

this.isShowErrDialog = true

})

}

# 十九、vue-date-picker时间函数引入

https://githup.com/fishenal 中找到awesome vue

1、安装

npm install vue-date-picker --save

2、

import VDatePicker from 'vue-date-picker'

3、components:{

VDatePicker

}

4、界面引入<v-data-picker></ v-data-picker>

5、node-modules中找到 vue-date-picker，==》src ==》 datePicker.vue复制到需要应用的组件文件夹下面

6、

改变dataPicker.vue为以下代码：详情见同文件夹下的datePicker.vue

7、import VDatePicker from 'vue-date-picker' 改变引入路径为最后复制的vue-date-picker.vue的路径

# 二十、在json中读取数据存放到表格当中

1、有这样一个表格

<table>

<tr>

<th v-for="head in tableHeads">{{ head.label }}</th> （表头部分）

</tr>

<tr>

<td>

</td>

</tr>

</table>

2、data数据存在 tableHeads

tableHeads: [

{

label: '订单号',

key: 'orderId'

},

{

label: '购买产品',

key: 'product'

},

{

label: '版本类型',

key: 'version'

},

{

label: '有效时间',

key: 'period'

},

{

label: '购买日期',

key: 'date'

},

{

label: '数量',

key: 'buyNum'

},

{

label: '总价', （lable与表头一一对应）

key: 'amount'

}

],

3、此时显示表头信息

![](data:image/png;base64,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)

4、db.json 存在数据： （tableHeads中的key应该与list键值对中的key一一对应）

"getOrderList": {

"list": [

{

"orderId": "ddj123",

"product": "数据统计",

"version": "高级版",

"period": "1年",

"buyNum": 2,

"date": "2016-10-10",

"amount": "500元"

},

{

"orderId": "yuj583",

"product": "流量分析",

"version": "户外版",

"period": "3个月",

"buyNum": 1,

"date": "2016-5-2",

"amount": "2200元"

},

{

"orderId": "pmd201",

"product": "广告发布",

"version": "商铺版",

"period": "3年",

"buyNum": 12,

"date": "2016-8-3",

"amount": "7890元"

}

]

}

5、vue中写方法：

getTableData(){

let reqParam={

query:this.query,

productId:this.productId,

startDate:this.startDate, （此处是你想传入json的值）

endDate:this.endDate

}

this.$http.post('api/getOrderList',reqParam) （用post请求页面跳转到getOrderList'，db.json中的数据名称）

.then((res)=>{

this.tableData =res.data.list （将获得的数据复制给tableData）

},(err)=>{

})

}

6、界面刚进入是触发：

mounted() {

this.getTableData() （触动这个方法，不要忘记括号）

}

<tr v-for="item in tableData" :key="item.period">

<td v-for="head in tableHeads">{{ item[head.key] }}</td>

</tr>

7、编辑表格

<tr v-for="item in tableData" :key="item.period">

<td v-for="head in tableHeads">{{ item[head.key] }}</td>

</tr>

8、点击表头自动排序

（1）在表头上有这样的一个方法

<table>

<tr>

<th v-for="head in tableHeads" @click="changeOrderType(head)" :class="{active:head.active}">{{ head.label }}</th>

</tr>

<tr v-for="item in tableData" :key="item.period">

<td v-for="head in tableHeads">{{ item[head.key] }}</td>

</tr>

</table>

methods{

changeOrderType (headItem) {

this.tableHeads.map((item) => {

item.active = false

return item

})

headItem.active = true

if (this.currentOrder === 'asc') {

this.currentOrder = 'desc'

}

else if (this.currentOrder === 'desc') {

this.currentOrder = 'asc'

} （lodash的orderby方法返回的是排序好的数组，直接将它赋值给this.tableData即可）

this.tableData = \_.orderBy(this.tableData, headItem.key, this.currentOrder)

} (第一个参数你要排序的数组,第二个参数根据哪一个项目排序,第三个参数排序的方式【正序和倒叙】)

}

初始化排序方式： currentOrder: 'asc' 正序排序

# 二十一、this.$route.path点击对应文字切换图片this.$route.push点击关闭跳转页面

detail.vue:

用法一：

<img :src="productIcon">

data数据：

imgMap: {

'/detail/count': require("../assets/images/1.png"),

'/detail/forecast': require("../assets/images/2.png"),

'/detail/analysis': require("../assets/images/3.png"),

'/detail/publish': require("../assets/images/4.png")

}

计算属性：

computed:{

productIcon(){

return this.imgMap[this.$route.path]

}

}

在这个里面，this.$router.path与'/detail/count '相同，为url

用法二：

<this-dialog :is-show="isShowFailDialog" @on-close="toOrderList">

购买失败！

</this-dialog>

toOrderList () {

this.$router.push({path: '/orderList'})

}

# 二十二、eventBus和stopPropagation阻止时间冒泡

## 一、一个selection组件的情况

1、新建eventBus.js和main.js同级,写入

// The Vue build version to load with the `import` command

// (runtime-only or standalone) has been set in webpack.base.conf with an alias.

import Vue from 'vue'

const eventBus = new Vue()

export { eventBus }

2、在layout.vue中引入eventBus.js

import { eventBus } from '../eventBus.js'

<template>

<div id="app" @click="resetComponent"> (为了实现点击div控件，所有的selection组件隐藏)

methods:

resetComponent(){

eventBus.$emit('reset-component')

}

3、在selection.vue中引入eventBus.js

import { eventBus } from '../../eventBus.js'

mounted() {

eventBus.$on('reset-component',() => {

this.isDrop = false （点击的时候selection组件关闭）

})

},

methods: {

toggleDrop (event) {

event.stopPropagation(); （阻止时间冒泡）

this.isDrop = !this.isDrop

},

## 二、两个selection组件的情况

只需要再调用一次$emit事件就可以了

methods: {

toggleDrop (event) {

event.stopPropagation();

eventBus.$emit('reset-component')

this.isDrop = !this.isDrop

},

# 二十三、Vue基本组件构成

1、el、template、data含义

var newVue=new Vue({

el:'页面装载的位置'，

template:'装载的东西，html片段<div>hello</div>,模板',

data:{

name:'数据'

}

})

2、Vue实例生命周期：

beforeCreate =(初始化完成)=>created=>beforeMount=>mounted(渲染)

=> beforeUpdate => updated =>beforeDestroy => destroyed

3、箭头函数

render：function（h）{

return h(App)

}

相当于：

render：h=>h(App) return 相当于箭头

4、模板渲染

（1）{{}}进行渲染 不可以使用到属性里面，比如title

{{hello}}

data(){

retuen{

hello:'world'

}

}

（2）v-html/v-text:区别是v-html存在html标记性语言可以直接转化

<p v-html="hello"><p>

<p v-text="hello"><p>

（3）进行表达式书写

{{ num +1 }}

{{ status ? 'true': 'false' }}

data(){

retuen{

hello:'world，

num:1,

status:false

}

}

5、列表渲染v-for

数组渲染：

<ul>

<li v-for="item in list">{{ item.value }} </li>

或者

<li v-for="item in list v-text="item.name + ‘-' + item.value></li>

/ul>

(item ,index) in list 序号index这种方式被渲染

data(){

retuen{

hello:'world，

num:1,

status:false,

list:[

{

name:'a1',

value:'11'

},

{

name:'a2',

value:'22'

},

{

name:'a3',

value:'33'

}

]

}

}

对象渲染v-for：

v-for="value in obj"

data(){

return {

obj:{

name:'apple',

value:'111'

}

}

}

# 二十四、Vue中引入jQuery

1：因为已经安装了vue脚手架，所以需要在webpack中全局引入jquery

      打开package.json文件，在里面加入这行代码，jquery后面的是版本，根据你自己需求更改。

        dependencies:{

  "jquery":"^2.2.3"

       }

      然后在命令行中cnpm install

      大多人应该都是使用的淘宝镜像，所以使用cnpm，如果你不是 ，可以使用npm安装。

2：在webpack.base.conf.js中加入一行代码

 var webpack=require("webpack")

3：在webpack.base.conf.js中module.exports的最后加入这行代码，

  plugins: [  
new webpack.optimize.CommonsChunkPlugin('common.js'),  
new webpack.ProvidePlugin({  
    jQuery: "jquery",  
    $: "jquery"  
})  
]

4：在main.js中引入,加入下面这行代码

      import $ from 'jquery'

5：最后一步，重新跑一边就好，cnpm run dev

# 二十五、Vue之css样式

一：border-radius

border-radius：用来设置边框圆角。

有两种语法：

border-radius:2px 3px;

border-radius:2px 4px/6px;

* 一个值

border-radius: radius 表示边框四角的圆角半径。只在单值语法中使用。

* 两个值

border-radius: top-left-and-bottom-right top-right-and-bottom-left

第一个值表示边框**左上角和右下角**的圆角半径。   
第一个值表示边框**右上角和左下角**的圆角半径

* 三个值

border-radius: top-left top-right-and-bottom-left bottom-right

第一个值为左上角；   
第二个值为右上角和左下角；   
第三个值为右下角。

* 四个值

border-radius：top-left top-right bottom-right bottom-left

从左上角开始顺时针声明四个角的值。

**椭圆半径**

半径的第二个语法，“/” 前后分别可取1~4个值，对应的角的顺序与第一种语法相同。   
“/”前后相对应的第一个值与第二个值确定了一个角的**椭圆半径**。

border-radius: 1em/5em;

圆形：.div1{

border-radius:50px; /\* 或者50% \*/

width:100px;

height:100px;

background-color:lightgreen;

}

二：padding: 0; margin: 0;

就是全部样式的外边距和内边距都为0， 也就是写CSS之前把所有浏览器的默认样式统一。

主要意义是为了兼容不同的浏览器，消除浏览器的默认值。

三、！important

.xzjxsc .el-radio + .el-radio {

margin-left: 15px !important;

}

!important的作用是提高指定样式规则的应用优先权。写在定义的最后面，例如：box{color:red !important;} 最重要的一点是：IE 6.0一直都不支持这个语法，而其他的浏览器都支持。因此我们就可以利用这一点来分别 比如：  
.bor{ border:20px solid red !important; border:20px solid green;padding: 30px;width : 300px;}  
因为ie6不认识!important，后面的绿色边框样式就会覆盖前面那句红色边框样式，而如ie7、火狐等浏览器认识!important，知道这一条样式的优先级要比后面那句高，就只会执行这句红色边框的样式。

四、height：100% ：想让根节点满屏

五、display：flex

父级元素定义display:flex,子元素宽度用flex来定义,flex:1 是均分父级元素。占的比例相同

main:{

padding :20px;

display: flex

}

.left{

flex:1

}

.right{

flex:1

}

.clear{

clear:both

}

这样是一比一分布

如果是flex:1 flex:2那么就是一比二

如果是flex:1 flex:2 flex:1 那面就是左：中：右为1：2：1

flex-direction: 属性规定灵活项目的方向。

六：颜色渐变  
 background: linear-gradient(to right, #f5adc9, #f38eb6, #f977ab);

七：禁止鼠标点击：  
 pointer-events: none;

8、设置透明，并兼并浏览器

{

filter: alpha(opacity=50); /\* internet explorer \*/

-khtml-opacity: 0.5; /\* khtml, old safari \*/

-moz-opacity: 0.5; /\* mozilla, netscape \*/

opacity: 0.5; /\* fx, safari, opera \*/

}

# 二十六、前台直接跳转后台

前台代码：

openWs() {

var docUrl =

window.location.protocol +

"//" +

window.location.host +

"/zhzj/writ/" +

this.caseId +

"/load/" + this.selectValue;

this.openFromURL(docUrl);

},

后台接收： 一一对应

@Controller

@RequestMapping("writ")

public class DocumentController {

static final File BASEPATH = new File(new File(ArteryWebUtil.getWebPath()), "artery" + "/" + "downloads"

+ "/" + "files");

@RequestMapping(value = "{caseId}/{load}/{selectValue}", method = RequestMethod.GET)

public void loadWrit(@PathVariable("caseId") String caseId, @PathVariable("selectValue") String selectValue,

@PathVariable("load") String load, HttpServletResponse res) throws StoreException {

InputStream inputStream = null;

OutputStream outputStream = null;

String autoDocType=ApiKeyToType.selectTypeByApiKey(selectValue);

ZhzjAutoDoc zhzjAutoDoc=new ZhzjAutoDoc();

zhzjAutoDoc.setAutoDocType(autoDocType);

zhzjAutoDoc.setCaseId(caseId);

List<ZhzjAutoDoc> fileList = autoDocService.getZhzjAutoDocByCaseIdAndType(zhzjAutoDoc);

try {

if (CollectionUtils.isNotEmpty(fileList)) {

String fileName = caseId + "\_"+autoDocType+".docx";

String ftpPath = "/zhzj/" + caseId + "/" + fileName;

inputStream = FtpUtil.downloadFileAsStream(fileName, ftpPath);

}

outputStream = res.getOutputStream();

IOUtils.copy(inputStream, outputStream);

} catch (IOException e) {

logger.error("数据流转换出错", e);

} finally {

IOUtils.closeQuietly(inputStream);

IOUtils.closeQuietly(outputStream);

}

}

# 二十七、1变一 11变十一

num="1"

number = this.Arabia\_To\_SimplifiedChinese(num);

Arabia\_To\_SimplifiedChinese(Num) {

//字符处理完毕后开始转换,采用前后两部分分别转换

let part = String(Num).split(".");

let newchar = "";

//小数点前进行转化

for (i = part[0].length - 1; i >= 0; i--) {

if (part[0].length > 10) {

return "";

} //若数量超过拾亿单位,提示

let tmpnewchar = "";

let perchar = part[0].charAt(i);

switch (perchar) {

case "0":

tmpnewchar = "零" + tmpnewchar;

break;

case "1":

tmpnewchar = "一" + tmpnewchar;

break;

case "2":

tmpnewchar = "二" + tmpnewchar;

break;

case "3":

tmpnewchar = "三" + tmpnewchar;

break;

case "4":

tmpnewchar = "四" + tmpnewchar;

break;

case "5":

tmpnewchar = "五" + tmpnewchar;

break;

case "6":

tmpnewchar = "六" + tmpnewchar;

break;

case "7":

tmpnewchar = "七" + tmpnewchar;

break;

case "8":

tmpnewchar = "八" + tmpnewchar;

break;

case "9":

tmpnewchar = "九" + tmpnewchar;

break;

}

switch (part[0].length - i - 1) {

case 0:

tmpnewchar = tmpnewchar;

break;

case 1:

if (perchar != 0) tmpnewchar = tmpnewchar + "十";

break;

case 2:

if (perchar != 0) tmpnewchar = tmpnewchar + "百";

break;

case 3:

if (perchar != 0) tmpnewchar = tmpnewchar + "千";

break;

case 4:

tmpnewchar = tmpnewchar + "万";

break;

case 5:

if (perchar != 0) tmpnewchar = tmpnewchar + "十";

break;

case 6:

if (perchar != 0) tmpnewchar = tmpnewchar + "百";

break;

case 7:

if (perchar != 0) tmpnewchar = tmpnewchar + "千";

break;

case 8:

tmpnewchar = tmpnewchar + "亿";

break;

case 9:

tmpnewchar = tmpnewchar + "十";

break;

}

newchar = tmpnewchar + newchar;

}

//替换以“一十”开头的,为“十”

if (newchar.indexOf("一十") == 0) {

newchar = newchar.substr(1);

}

//替换以“零”结尾的,为“”

if (newchar.lastIndexOf("零") == newchar.length - 1) {

newchar = newchar.substr(0, newchar.length - 1);

}

return newchar;

},

# 二十八、文字超长显示问题

超出文本长度的内容省略号显示，鼠标放上去显示全部内容

<span class="ahNameClass" :title="item.name">{{item.name}}</span>

.ahNameClass{

display: inline-block;

width: 251px;

overflow: hidden;

text-overflow: ellipsis;

white-space: nowrap;

position: absolute;

}

# 二十九、返回主页面的时候保存页面上的纠违或者其他未保存的信息

1、home.vue里面点击事件：

handleClick() {

this.$store.dispatch('saveSclcOk',true)

setTimeout(()=>{

this.goAjlb() //500毫秒之后再执行这个操作

},500)

2、 btnset.vue里面

computed: {还原证据名称重新识别瑕疵点/获取最后修改时间格式问题/修改自动同步文书名称初始化的错误赋值

getSaveSclc(){

return this.$store.getters['saveSclcOk']

},

watch: {

getSaveSclc(newValue, oldValue){

if(newValue){

this.saveSclc()

}

},

//保存方法里面

saveSclc() {

if (this.disableEsitors) {

return;

}

this.$store.dispatch('saveSclcOk',false)

3、 保存方法里面

handleSave() {

this.$store.dispatch('saveSclcOk',true)

4、配置文件：evidence.js

const state = {

evidenceId: '',

caseId: '',

evidenceType: [],

currEvidenceType: [],

addEvidenceVisible: false, // 是否点击了证据补录

changeRecordVisible: false, // 是否点击了变更历史

changeReasonVisible: false, // 是否弹出了变更原因窗口

exitVisible: false, // 退出弹窗是否显示，是否点击了退出按钮

currCaseCompleted: -1, // 当前案件上传的文件是否解析完成:0解析中，1解析完成

savePageBeforeGoAjlb: 0, // 返回案件列表前先保存,0不保存 1保存 2保存完成

savePageBeforeExit: 0, // 退出前先保存,0不保存 1保存 2保存完成

eviManagePdfVisible: true, // 证据管理，是否点击了删除节点，隐藏pdf

pageFlag: '', // 页面类型：ajlb案件列表页 zjcxsc证据程序性审查

currClickEviId: '', // 点击全局的证据审查点，保存其证据id，切换目录

uploadSuccess: 0, // 证据补录是否上传成功,0初始状态没有上传 1上传成功 2上传中 3上传失败

uploadClearFiles: false, // 清空上传的文件列表

nodeOldInfoList: [], // 记录页面原来需要展开的节点信息，目的：新增节点或子节点，保留原树的收起展开状态

clickAppendChildNode: false, // 记录是否点击了新增子节点

clickIgnoreBtn: false, //是否点击了忽略按钮

evidenceList: [] ,

changechartOpation:false, //是否改变图表的数据

clickSave:true, //是否点击保存

saveOk:false, //是否保存成功

clickTreeNode:'9999',//点击树结构时的id值

repDis:false,//是否点击的重新识别

zjglClick:false,//是否点击的证据管理

closePdf:false,//点击查看文书隐藏pdf

exportWord:false,//导出文书

userIdentity:'',//登录人身份

disableEsitors:'',//根据不同身份进入案件详情，是否为不可编辑状态

btnsShow:false,//按钮组的显示状态

saveSclcOk:false,//审查流程是否需要保存

}

// getters

const getters = {

evidenceId: state => state.evidenceId,

closePdf: state => state.closePdf,

caseId: state => state.caseId,

evidenceType: state => state.evidenceType,

currEvidenceType: state => state.currEvidenceType,

addEvidenceVisible: state => state.addEvidenceVisible,

changeRecordVisible: state => state.changeRecordVisible,

changeReasonVisible: state => state.changeReasonVisible,

exitVisible: state => state.exitVisible,

currCaseCompleted: state => state.currCaseCompleted,

savePageBeforeGoAjlb: state => state.savePageBeforeGoAjlb,

savePageBeforeExit: state => state.savePageBeforeExit,

eviManagePdfVisible: state => state.eviManagePdfVisible,

pageFlag: state => state.pageFlag,

currClickEviId: state => state.currClickEviId,

uploadSuccess: state => state.uploadSuccess,

uploadClearFiles: state => state.uploadClearFiles,

nodeOldInfoList: state => state.nodeOldInfoList,

clickAppendChildNode: state => state.clickAppendChildNode,

clickIgnoreBtn: state => state.clickIgnoreBtn,

evidenceList: state => state.evidenceList,

changechartOpation: state => state.changechartOpation,

saveOk: state => state.saveOk,

clickTreeNode: state => state.clickTreeNode,

repDis: state => state.repDis,

clickSave: state => state.clickSave,

zjglClick: state => state.zjglClick,

exportWord: state => state.exportWord,

userIdentity: state => state.userIdentity,

disableEsitors: state => state.disableEsitors,

btnsShow: state => state.btnsShow,

saveSclcOk: state => state.saveSclcOk,

}

// actions

const actions = {

getCurrEvidence ({ commit, state }, obj) {

commit('getCurrEvidence', obj)

},

closePdf ({ commit, state }, obj) {

commit('closePdf', obj)

},

zjglClick ({ commit, state }, obj) {

commit('zjglClick', obj)

},

exportWord ({ commit, state }, obj) {

commit('exportWord', obj)

},

getCurrCaseId ({ commit, state }, obj) {

commit('getCurrCaseId', obj)

},

getEvidenceType ({ commit, state }, obj) {

commit('getEvidenceType', obj)

},

getCurrEvidenceType ({ commit, state }, obj) {

commit('getCurrEvidenceType', obj)

},

getAddEvidenceVisible ({ commit, state }, obj) {

commit('getAddEvidenceVisible', obj)

},

getChangeRecordVisible ({ commit, state }, obj) {

commit('getChangeRecordVisible', obj)

},

getChangeReasonVisible ({ commit, state }, obj) {

commit('getChangeReasonVisible', obj)

},

getExitVisible ({ commit, state }, obj) {

commit('getExitVisible', obj)

},

getCurrCaseCompleted ({ commit, state }, obj) {

commit('getCurrCaseCompleted', obj)

},

getSavePageBeforeGoAjlb ({ commit, state }, obj) {

commit('getSavePageBeforeGoAjlb', obj)

},

getSavePageBeforeExit ({ commit, state }, obj) {

commit('getSavePageBeforeExit', obj)

},

getEviManagePdfVisible ({ commit, state }, obj) {

commit('getEviManagePdfVisible', obj)

},

getPageFlag ({ commit, state }, obj) {

commit('getPageFlag', obj)

},

getCurrClickEviId ({ commit, state }, obj) {

commit('getCurrClickEviId', obj)

},

getUploadSuccess ({ commit, state }, obj) {

commit('getUploadSuccess', obj)

},

getUploadClearFiles ({ commit, state }, obj) {

commit('getUploadClearFiles', obj)

},

getNodeOldInfoList ({ commit, state }, obj) {

commit('getNodeOldInfoList', obj)

},

getClickAppendChildNode ({ commit, state }, obj) {

commit('getClickAppendChildNode', obj)

},

getClickIgnoreBtn ({ commit, state }, obj) {

commit('getClickIgnoreBtn', obj)

},

evidenceList ({ commit, state }, obj) {

commit('evidenceList', obj)

},

changechartOpation ({ commit, state }, obj) {

commit('changechartOpation', obj)

},

saveOk ({ commit, state }, obj) {

commit('saveOk', obj)

},

clickTreeNode ({ commit, state }, obj) {

commit('clickTreeNode', obj)

},

repDis ({ commit, state }, obj) {

commit('repDis', obj)

},

clickSave ({ commit, state }, obj) {

commit('clickSave', obj)

},

userIdentity ({ commit, state }, obj) {

commit('userIdentity', obj)

},

disableEsitors ({ commit, state }, obj) {

commit('disableEsitors', obj)

},

btnsShow ({ commit, state }, obj) {

commit('btnsShow', obj)

},

saveSclcOk ({ commit, state }, obj) {

commit('saveSclcOk', obj)

},

}

// mutations

const mutations = {

// data 载荷

getCurrEvidence (state, data) {

state.evidenceId = data

},

exportWord (state, data) {

state.exportWord = data

},

closePdf (state, data) {

state.closePdf = data

},

zjglClick (state, data) {

state.zjglClick = data

},

getCurrCaseId (state, data) {

state.caseId = data

},

getEvidenceType (state, data) {

state.evidenceType = data

},

getCurrEvidenceType (state, data) {

state.currEvidenceType = data

},

getAddEvidenceVisible (state, data) {

state.addEvidenceVisible = data

},

getChangeRecordVisible (state, data) {

state.changeRecordVisible = data

},

getChangeReasonVisible (state, data) {

state.changeReasonVisible = data

},

getExitVisible (state, data) {

state.changeReasonVisible = data

},

getCurrCaseCompleted (state, data) {

state.exitVisible = data

},

getSavePageBeforeGoAjlb (state, data) {

state.savePageBeforeGoAjlb = data

},

getSavePageBeforeExit (state, data) {

state.savePageBeforeExit = data

},

getEviManagePdfVisible (state, data) {

state.eviManagePdfVisible = data

},

getPageFlag (state, data) {

state.pageFlag = data

},

getCurrClickEviId (state, data) {

state.currClickEviId = data

},

getUploadSuccess (state, data) {

state.uploadSuccess = data

},

getUploadClearFiles (state, data) {

state.uploadClearFiles = data

},

getNodeOldInfoList (state, data) {

state.nodeOldInfoList = data

},

getClickIgnoreBtn (state, data) {

state.clickIgnoreBtn = data

},

evidenceList (state, data) {

state.evidenceList = data

},

changechartOpation (state, data) {

state.changechartOpation = data

},

saveOk (state, data) {

state.saveOk = data

},

clickTreeNode (state, data) {

state.clickTreeNode = data

},

repDis (state, data) {

state.repDis = data

},

userIdentity (state, data) {

state.userIdentity = data

},

clickSave (state, data) {

state.clickSave = data

},

disableEsitors (state, data) {

state.disableEsitors = data

},

btnsShow (state, data) {

state.btnsShow = data

},

saveSclcOk (state, data) {

state.saveSclcOk = data

},

// ,

// getClickAppendChildNode (state, data) {

// state.clickAppendChildNode = data

// }

}

export default {

state,

getters,

actions,

mutations

}

# 三十、防止重复增加数据

<el-button type="primary" class="blue" size="small" @click="checkSave()">保存</el-button>

successflag: true,

methods:

checkSave(){

if(this.successflag){

this.save()

this.successflag = false;

}

setTimeout(() => {

this.successflag = true;

}, 5000);

},

再调用保存方法，就不会重复添加了

save() {

this.sort(this.treeData);

let treeDataStr = JSON.stringify(this.treeData);

let deleteDocListStr = JSON.stringify(this.deleteDocList);

let deleteDocFileListStr = JSON.stringify(this.deleteDocFileList);

let params = {

appKey: this.global.config.appKey,

sign: this.$getUser(),

apiKey: "0304",

v: "1",

timestamp: new Date().getTime(),

caseId: this.caseId,

treeDataStr: treeDataStr,

deleteDocListStr: deleteDocListStr,

deleteDocFileListStr: deleteDocFileListStr

};

api

.post(this.global.config.baseApiUrl, params)

.then(response => {

if (response.data.code === "0000") {

console.log('保存成功！！！')

if (this.successflag) {

this.$notice("1","保存成功");

}

this.$emit("hiddenDialog", true);

} else {

if (this.failedflag) {

this.$notice("2","保存失败");

this.failedflag = false;

setTimeout(() => {

this.failedflag = true;

}, 3000);

}

}

})

.catch(error => {

console.log(error);

});

},

# 三十一、手动增加按钮鼠标划过变小手

mounted() {

this.caseId = this.$getCaseId();

this.getData("FactDimension");

let elTabs = document.getElementsByClassName("el-tabs\_\_header")[0];

let button = document.createElement("button"); <!--增加按钮-->

elTabs.appendChild(button); <!--增加按钮-->

let Btn = elTabs.lastChild;

Btn.innerHTML = "返回"; <!--按钮名称-->

Btn.classList.add("backRouter"); <!--按钮样式-->

let \_this = this;

document.getElementsByClassName("backRouter")[0].onclick = function() {

\_this.$router.go(-1); <!--返回上一页，点击按钮-->

};

},

样式：

.backRouter {

width: 80px;

height: 30px;

background: #409eff;

position: absolute;

border: 0;

color: #fff;

font-size: 14px;

padding: 0;

line-height: 30px;

border-radius: 3px;

display: block;

position: absolute;

left: 0;

bottom: 60px;

right: 0;

margin: 0 auto;

cursor:pointer <!--点击的时候出现小手，不是鼠标-->

}

.backRouter:active { <!--点击的时候，背景颜色变为下面这个颜色-->

background: #1579e0;

}

# 三十二、点击空白不可关闭组件

<el-dialog class="my-small" size="small" title="变更原因" :visible.sync="dialogVisibleReason" width="40%">

<el-dialog class="my-small" size="small" title="变更原因" :visible.sync="dialogVisibleReason" width="40%" :close-on-click-modal="false">

# 三十三、只在某个指定的页面显示某控件

<el-popover v-if="newsShow" class="popover"

placement="bottom"

:width="popoverWidth"

v-model="visible">

<div class="newsTitle">继续侦查消息提醒</div>

<div v-if="newsContent.length>0">

<ul class="newsList">

<li v-for="(data,index) in newsContent" :key="index">

<span :title='data.caseName +"一案，" +"继续侦查意见取证期限截止到" +data.date +"结束，请注意审核"'><span @click="getAjxxList(data.caseID,index)" style="color:rgb(26, 147, 250)">{{data.caseName}}</span>一案，继续侦查意见取证期限截止到{{data.date}}结束，请注意审核</span>

<span @click="removeNews(index)">已审核</span>

</li>

</ul>

<div @click="removeNews('removeall')"><a href="javascript:;" style="color:#1a93fa">已全部审核</a></div>

</div>

<div v-else>

<img src="./ajlb/img/newsNone.png" alt="" style="display:block; margin:0 auto;">

</div>

<el-button class="btn-bell" slot="reference" v-show="!disabled">

<div class="newsCount" v-show="newsContent.length>0">{{newsContent.length}}</div>

<i class="el-icon-bell"></i>

</el-button>

</el-popover>

data:{

newsShow:true

}

$route: {

handler: function(val, oldVal) {

if (val.path == "/ajlb") { （只有在案件列表页面将newsShow设置为true）

localStorage.setItem("newsShow", true);

if (localStorage.getItem("newsShow") == "true") {

this.newsShow = true;

this.$nextTick(() => {

if (this.newsContent.length > 0 && !this.disabled) {

this.visible = true;

this.popoverWidth = "600";

} else {

this.visible = false;

this.popoverWidth = "350";

}

});

}

} else {

localStorage.setItem("newsShow", false);

if (localStorage.getItem("newsShow") == "false") {

this.newsShow = false;

this.visible = false;

}

}

},

// 深度观察监听

deep: true

}

# 三十四：样式子、孙css

.fxpgjya .el-tree-node\_\_children[role="group"]>div:last-child{

margin-left:3px!important;

}

解释：class = fxpghya的div下面的 class = el-tree-node\_\_children的div中 role="group"的div的孩子不包括孙子中的最后一个，将它设置成为margin-left:3px!important;

# 三十五:字母和数字也自动换行

word-break: break-all;

word-wrap: break-word;

# 三十六：在一个vue页面的方法里面调用另外一个vue页面的方法

a.vue里面有这样一个方法hanleUpdate()：，想要调用b.vue里面 的getLeftData()方法

（一、前端a.vue页面）

handleUpdate(){

let params = {

appKey: this.global.config.appKey,

sign: this.$getUser(),

apiKey: "0109",

v: "1",

timestamp: new Date().getTime(),

caseId: this.caseId

};

api

.post(this.global.config.baseApiUrl, params)

.then(response => {

if (response.data.data == true) {

console.log(response.data.data)

// this.$refs.gerLeftDataFather.getLeftData();

this.$notice("1", "更新成功");

**this.$store.dispatch('handleUpdata',true)**

} else {

this.$notice("2", "更新失败");

}

})

.catch(error => {

console.log(error);

});

// this.$refs.gerLeftDataFather.getLeftData();

},

（二、前端evidence.js页面）

使用vuex:

const state = {

handleUpdata:false, 定义这个变量的初始值是false

}

const getters = {

handleUpdata: state => state.handleUpdata, // 配置获得的状态

}

const actions = {

handleUpdata ({ commit, state }, obj) {

commit('handleUpdata', obj) //配置动作

}

}

const mutations = {

// data 载荷

handleUpdata (state, data) {

state.handleUpdata = data

}

}

export default {

state,

getters,

actions,

mutations

}

（三、前端b.vue页面）

computed: {

gethandleUpdata() {

return this.$store.getters["handleUpdata"]; ---handleUpdate要写对

},

}

watch: {

gethandleUpdata(newVal,oldVal){

if(newVal){

**this.getLeftData() ---- 此处就是调用b.vue的**

this.$store.dispatch('handleUpdata',false)

}

}

# 37、点击对应地方滚动条发生改变

clickTreeNode(newValue, oldValue){

let newTitleList = document.getElementsByClassName('title')

for(let i = 0; i<newTitleList.length;i++){

newTitleList[i].classList.remove('activeTitle')

}

let NewDom = document.querySelector('.XCname #title'+newValue+'.title')

if(NewDom){

NewDom.classList.add('activeTitle')

let scrollTop = document.getElementsByClassName("activeTitle")[0].offsetTop;

// alert(scrollTop)

let content = document.getElementsByClassName("content")[4]; 一定是对应的div

console.log(document.getElementsByClassName("content").length)

// content.style.background='#f0f'

content.scrollTop = scrollTop-458;

alert(content.scrollTop)

}else{

return

}

},

双向绑定：

麻烦的方法：

<input type="checkbox" v-bind:checked="checked" ref = "c2" @change = "change">v-bind</input><br/>

<label for="checkbox">{{ checked }}</label>

data(){

return {checked : true}

},

change(){

this.checked = this.$refs.c2.checked

}

# 38、js中的join(),reverse()与 split()函数用法解析

\* 1：arrayObject.reverse()

\* 注意： 该方法会改变原来的数组，而不会创建新的数组。

\* 2：arrayObject.join()

\* 注意：join() 方法用于把数组中的所有元素放入一个字符串。

\* 元素是通过指定的分隔符进行分隔的。

\* 指定分隔符方法join("#");其中#可以是任意

\* 3：stringObject.split(a,b)这是它的语法

\* 方法：用于把一个字符串分割成字符串数组.

\* a是必须的决定个从a这分割

\* b不是必须的，可选。该参数可指定返回的数组的最大长度 。如果设置了该参数，返回的子串不会多于这个参数指定的数组。如果没有设置该参数，整个字符串都会被分割，不考虑它的长度。

\* 注意：返回的数组中不包括a本身；

\* 提示和注释：

\* 注释：如果把空字符串 ("") 用作 a，那么 stringObject 中的每个字符之间都会被分割。

\* 注释：String.split() 执行的操作与 Array.join 执行的操作是相反的。

举例：

var str = "a,b,c,d,e,f,g";//声明一个字符串

str = str.split(',').reverse();//用split函数拆分成数组对象，再用reverse函数将数组倒序排列

console.log((str.length+":"+typeof(str)));

// 7:object

console.log(typeof(str.join)+":"+str.join('#')+":"+str.join('#').length);

// function:g#f#e#d#c#b#a:13

var s = str.reverse().join("#");

console.log(typeof(s)+":"+s);

// string:a#b#c#d#e#f#g

数组的操作：

https://blog.csdn.net/hehaoyang666/article/details/39137553

# 39、用key管理可复用元素

<span v-if="loginType === 'username'">

<label>Username</label>

<input placeholder="Enter your username" >

</span>

<span v-else>

<label>Email</label>

<input placeholder="Enter your email address" >

</span>

<button v-on:click="test">切换</button>

</br></br>

<span v-if="loginType === 'username'">

<label>Username</label>

<input placeholder="Enter your username" key="username-input">

</span>

<span v-else>

<label>Email</label>

<input placeholder="Enter your email address" key="email-input">

</span>

<button v-on:click="test">切换</button>

加上key之后再切换时，如果文本框中有输入的内容，那么会自动清除

# 40、v-show  & v-if

　　v-show也是根据条件展示元素的指令。带有 v-show 的元素始终会被渲染并保留在 DOM 中。v-show 是简单地切换元素的 CSS 属性 display 。