**第六章 面向对象的程序设计**

本章内容

* 理解对象属性
* 理解并创建对象
* 理解继承

代码中加粗的那一行代码“借调”了超类型的构造函数。通过使用call()方法（或apply()方法也可以），我们实际上是在（未来将要）新创建的SubType实例的环境下调用了SuperType构造函数。这样一来，就会在新SubType对象上执行SuperType()函数中定义的所有对象初始化代码。结果，SubType的每个实例就都会具有自己的colors属性的副本了。

1.传递参数

相对于原型链而言，借用构造函数有一个很大的优势，即可以在子类型构造函数中向超类型构造函数传递参数。看下面这个例子。

1.         function SuperType(name) {

2.             this.name = name;

3.         }

4.

5.         function SubType() {

6.             SuperType.call(this, "xieshengyun");

7.             this.age = 33;

8.         }

9.

10.         var instance = new SubType();

11.

12.         alert(instance.name);

13.         alert(instance.age);
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在以上代码中的SuperType只接受一个参数name，该参数会直接赋给一个属性。在SubType构造函数内部调用SuperType构造函数时，实际上是为SubType的实力设置了name属性。为了确保SuperType构造函数不会重写子类型的属性，可以在调用超类构造函数后，再添加应该在子类型中定义的属性。

2.借用构造函数的问题

如果仅仅是借用构造函数，那么也将无法避免构造函数模式存在的问题---方法都在构造函数中定义，因此函数复用就无从谈起了。而且，在超类型的原型中定义的方法，对子类而言也是不可见的，结果所有类型都只能使用构造函数模式。考虑到这些问题，借用构造函数的技术也是很少单独使用的。

6.3.3 组合继承

组合继承（combination inheritance），有时候也叫做伪经典继承，指的是将原型链与借用构造函数的技术组合到一块，从而发挥二者之长的一种继承模式。其背后的思路是使用原型链实现对原型属性和方法的继承，而通过借用构造函数来实现实例属性的继承。这样，即通过在原型上定义方法实现了函数服用，又能够保证每个实例都有它自己的属性。下面来看一下例子：

1.         function SuperType(name) {

2.             this.name = name;

3.             this.colors = ["read", "blue", "green"];

4.         }

5.

6.         SuperType.prototype.sayName = function () {

7.             alert(this.name);

8.         };

9.

10.         function SubType(name, age) {

11.             // 继承属性

12.             SuperType.call(this, "inheritence property:" + name);

13.

14.             this.age = age;

15.         }

16.

17.         // 继承方法

18.         SubType.prototype = new SuperType();

19.         SubType.prototype.constructor = SubType;

20.         SubType.prototype.sayAge = function () {

21.             alert(this.age);

22.         }

23.

24.         var instance1 = new SubType("Nicholas", 33);

25.         instance1.colors.push("yellow");

26.         alert(instance1.colors); // "red,blue,green,yellow"

27.         instance1.sayName(); // Nicholas

28.         instance1.sayAge(); // 33

29.

30.         var instance2 = new SubType("Greg", 33);

31.         alert(instance2.colors); // "red,blue,green"

32.         instance2.sayName(); // "Greg"

33.         instance2.sayAge(); // 33
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在这个例子中，SuperType构造函数定义了两个属性：name和colors。SuperType的原型定义了一个方法sayName()。SubType构造函数在调用SuperType构造函数时传入了name参数，紧接着又定义了它自己的属性age。然后，将SuperType的实例赋值给SubType的原型，然后又在该新原型上定义了方法sayAge()。这样一来，就可以让两个不同的SubType实例即分别拥有自己的属性---包括colors属性，又可以使用相同的方法了。

组合继承避免了原型链和借用构造函数的缺陷，融合了它们的优点，成为JavaScript中最常用的集成模式。而且，instanceof和isPrototypeOf()也能够识别基于组合继承创建的对象。

6.3.4 原型式继承

道格拉斯.可罗克福德在2006年写了一篇文章，题为Prototypal Inheritance in JavaScript（JavaScript中的原型继承）。在这片文章中，他介绍了一种实现继承的方法，这种方法并没有使用严格意义上的构造函数。他的想法是借助原型可以基于已有的对象创建新对象，同时还不必因此创建自定义类型。为了达到这个目的，他给出了如下函数。

1.         function object(o) {

2.             function F() {}

3.             F.prototype = o;

4.             return new F();

5.         }

在object()函数内部，先创建了一个临时性的构造函数，然后将传入的对象作为这个构造函数的原型，最后返回了这个临时类型的一个新实例。从本质上讲，object()对传入其中的对象执行了一次浅复制。来看下面的例子。

1.         function object(o) {

2.             function F() {}

3.             F.prototype = o;

4.             return new F();

5.         }

6.

7.         var person = {

8.             name: "Nichols",

9.             friends: ["Shelly", "Court", "Van"]

10.         }

11.

12.         var anotherPerson = object(person);

13.         anotherPerson.name = "Greg";

14.         anotherPerson.friends.push("Rob");

15.

16.         var yetAnotherPerson = object(person);

17.         yetAnotherPerson.name = "Linda";

18.         yetAnotherPerson.friends.push("Barbie");

19.

20.         alert(person.friends);
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克罗克福德主张的这种原型式继承，要求你必须有一个对象作为另一个对象的基础。如果有这么一个对象的话，可以把它传递给object()函数，然后再根据具体需求对得到的对象加以修改即可。在这个例子中，可以作为另一个对象基础的是person对象，于是我们把它传入到object()函数中，然后该函数就会返回一个新对象。这个新对象将person作为原型。所以它的原型中就包含一个基本类型值属性和一个引用类型值属性。这意味着person.friends不仅属于person所有，而且也会被anotherPerson及yetAnotherPerson共享。实际上，这就相当于又创建了person对象的两个副本。

ECMAScript 5通过新增Object.create()方法规范化了原型式继承。这个方法接受两个参数：一个用作新对象原型的对象（可选的）一个为新对象定义额外属性的对象。在传入一个参数的情况下，Object.create()与object()方法的行为相同。

  1.     var person = {

2.         name: "Nichols",

3.         friends: ["Shelly", "Court", "Van"],

4.       };

5.

6.       var anotherPerson = Object.create(person);

7.       anotherPerson.name = "Greg";

8.       anotherPerson.friends.push("Rob");

9.

10.       var yetAnotherPerson = Object.create(person);

11.       yetAnotherPerson.name = "Linda";

12.       yetAnotherPerson.friends.push("Barbie");

13.

14.       alert(person.friends);
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Object.create()方法的第二个参数与Object.defineProperties()方法的第二个参数格式相同：每个属性都是通过自己的描述符定义的。以这种方式指定的任何属性都会覆盖原型对象上的同名属性。例如：

1.       var person = {

2.         name: "Nichols",

3.         friends: ["Shelly", "Court", "Van"],

4.       };

5.

6.       var anotherPerson = Object.create(person, {

7.         name: {

8.           value: "Greg"

9.         }

10.       });

11.

12.       alert(anotherPerson.name);
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支持Object.create()方法的浏览器有IE 9+、Firefox 4+、Safari 5+、Opera 12+和chrome。

在没有必要兴师动众地创建构造函数，而只想让一个对象与另一个对象保持类似的情况下，原型式继承是完全可以胜任的。不过别忘了，包含引用类型值的属性始终都会共享相应的值，就像使用原型模式一样。

6.3.5 寄生式继承

寄生式继承（parasitic）是与原型式继承紧密相关的一种思路，并且同样也是由克罗克福德推而广之的。寄生式继承的思路与寄生构造函数和工厂模式类似，即创建一个仅用于封装继承过程的函数，该函数在内部以某种方式来增强对象，最后再像真的是它做了所有工作一样返回对象。以下代码示范了寄生式继承模式。

1.       function createAnother(original) {

2.         var clone = object(original); // （原型式继承）通过调用函数创建一个新对象

3.         clone.sayHi = function () {   // 以某种方式来增强这个对象

5.           alert("Hi");

6.         };

7.         return clone; // 返回这个对象

8.       }

在这个例子中，createAnother()函数接受了一个参数，也就是将要作为新对象基础的对象。然后，把这个对象（original）传递给object()函数，将返回的结果赋值给clone。再为clone对象添加一个新方法sayHi()，最后返回clone对象。可以像下面这样来使用createAnother()函数：

1.       function object(o) {

2.         function F() {}

3.         F.prototype = o;

4.         return new F();

5.       }

6.

7.       function createAnother(original) {

8.         var clone = object(original); // 通过调用函数创建一个新对象

9.         clone.sayHi = function () {

10.           // 以某种方式来增强这个对象

11.           alert("Hi");

12.         };

13.         return clone; // 返回这个对象

14.       }

15.

16.       var person = {

17.         name: "Nichols",

18.         friends: ["Shelly", "Court", "Van"]

19.       }

20.

21.       var anotherPerson = createAnother(person);

22.       anotherPerson.sayHi(); // "hi"

这个例子中的代码基于person返回了一个新对象---anotherPerson。新对象不仅具有person的所有属性和方法，而且还有自己的sayHi()方法。

在主要考虑对象而不是自定义类型和构造函数的情况下，寄生式继承也是一种有用的模式。前面示范继承模式时使用的object()函数不是必须的；任何能够返回新对象的函数都适用于此模式。

使用寄生式继承来为对象添加函数，会由于不能做到函数复用而降低效率；这一点与构造函数模式类似。

6.3.6 寄生组合式继承

前面说过，组合继承是JavaScript最常用的继承模式；不过，它也有自己的不足。组合继承最大的问题就是无论什么情况下，都会调用两次超类型构造函数：一次是在创建子类原型的时候，另一次是在子类型构造函数内部。没错，子类型最终会包含超类型对象的全部实例属性，但我们不得不在调用子类型构造函数时重写这些属性。再来看一看下面组合继承的例子。

1.       function SuperType(name) {

2.         this.name = name;

3.         this.colors = ["red", "blue", "green"];

4.       }

5.

6.       SuperType.prototype.sayName = function () {

7.         alert(this.name);

8.       }

9.

10.       function SubType(name, age) {

11.         **SuperType.call(this, name);** // 第二次调用 SuperType

12.         this.age = age;

13.       }

14.

15.       **SubType.prototype = new SuperType();** // 第一次调用SuperType

16.       SubType.prototype.constructor = SubType;

17.       SubType.prototype.sayAge = function () {

18.         alert(this.age);

19.       }

加粗字体的行中是调用SuperType构造函数的代码。在第一次调用SuperType构造函数时，SubType.prototype会得到两个属性：name和colors；它们都是SuperType的实例属性，只不过现在位于SubType的原型中。当调用SubType构造函数时，又会调用一次SuperType构造函数，这一次又在新对象上创建了实例属性name和colors。于是，这两个属性就屏蔽了原型中的两个同名属性。图6-6展示了上述过程。

如果6-6所示，有两组name和colors属性：一组在实例上，一组在SubType原型中。这就是调用两次SuperType构造函数的结果。好在我们已经找到了解决这个问题的方法---寄生组合式继承。

所谓寄生组合式继承，即通过“借用构造函数”来继承属性，通过原型链的混合形式来继承方法。其背后的基本思路是：不必为了指定子类型的2原型而调用超类型的构造函数，我们所需要的无非就是超类型原型的一个副本而已。本质上，就是使用寄生式继承来继承超类型的原型，然后再将结果指定给子类型的原型。寄生组合式继承的基本模式如下所示。

1.       function inheritPrototype(subType, superType) {

2.         var prototype = Object(superType.prototype); // 创建对象

3.         prototype.constructor = subType;  // 增强对象

4.         subType.prototype = prototype;  // 指定对象

5.       }

这个示例中的inheritPrototype()函数实现了寄生组合式继承的最简单形式。这个函数接受两个参数：子类型构造函数和超类型构造函数。在函数内部，第一步是创建超类型原型的一个副本。第二步是为创建的副本添加constructor属性，从而弥补因重写原型而失去的默认的constructor属性。最后一步，将新创建的对象（即副本）赋值给子类型的原型。这样，我们就可以调用inheritPrototype()函数的语句，去替换前面例子中为子类型原型赋值的语句了，例如：

1.       function inheritPrototype(subType, superType) {

2.         var prototype = new Object(superType.prototype);

3.

4.         prototype.constructor = subType;

5.

6.         subType.prototype = prototype;

7.       }

8.

9.       function SuperType(name) {

10.         this.name = name;

11.         this.colors = ["red", "blue", "green"];

12.       }

13.

14.       SuperType.prototype.sayName = function () {

15.         alert(this.name);

16.       }

17.

18.       function SubType(name, age) {

19.         SuperType.call(this, name); // 第二次调用 SuperType

20.         this.age = age;

21.       }

22.

23.       inheritPrototype(SubType, SuperType);

24.

25.       SubType.prototype.sayAge = function () {

26.         alert(this.age);

27.       }

28.

29.       var instance = new SubType("Nichole", 39);

30.       instance.sayAge();

ParasiticCombinationInheritanceExample01.html

![图示

描述已自动生成](data:image/png;base64,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)

这个例子的高效体现在它只调用了一次SuperType构造函数，并且因此避免了在SubType.prototype上面创建不必要的，多余的属性。于此同时，原型链还能保持不变；因此，还能够正常使用instanceof和isPrototypeOf()。开发人员普遍认为寄生组合式继承是引用类型最理想的继承范式。

YUI的YAHOO.lang.extend()方法采用了寄生组合继承，从而让这种模式首次出现在了一个应用非常广泛的JavaScript库中。要了解有关YUI的更多信息，请访问<http://developer.yahoo.com/yui/>。

6.4 小结

ECMAScript支持面向对象（OO）编程，但不能使用类或者接口。对象可以在代码执行过程中创建和增强，因此具有动态性而非严格定义的实体。在没有类的情况下，可以采用下列模式创建对象。

* 工厂模式，使用简单的函数创建对象，为对象添加属性和方法，然后返回对象。这个模式后来被构造函数模式所取代。
* 构造函数模式，可以创建自定义引用类型，可以像创建内置对象实例一样使用new操作符。不过，构造函数模式也有缺点，即它的每个成员都无法得到复用，包括函数。由于函数可以不局限于任何对象（即与对象具有松散耦合的特点），因此没有理由不在多个对象间共享函数。
* 原型模式，使用构造函数的prototype属性来指定那些因该共享的属性和方法。组合使用构造函数模式和原型模式时，使用构造函数定义实例属性，而使用原型定义共享的属性和方法。

JavaScript主要通过原型链实现继承。原型链的构建是通过将一个类型的实例赋值给另一个构造函数的原型实现的。这样，子类型就能够访问超类型的所有属性和方法，这一点与基于类的继承很相似。原型链的问题是对象实例共享所有继承的属性和方法，因此不适宜单独使用。解决这个问题的技术是“借用构造函数”，即在子类型构造函数的内部调用超类型构造函数。这样就可以做到每个实例都具有自己的属性，同时还能保证只使用构造函数模式来定义类型。使用最多的继承模式是组合继承，这种模式使用原型链继承共享的属性和方法，而通过借用构造函数继承实例属性。

此外，还存在下列可供选择的继承模式。

* 原型式继承，可以在不必预先定义构造函数的情况下实现继承，其本质是执行对给定对象的浅复制。而复制得到的副本还可以得到进一步改造。
* 寄生式继承，与原型式继承非常相似，也是基于某个对象或某些信息创建一个对象，然后增强对象，最后返回对象。为了解决组合继承模式由于多次调用超类型构造函数而导致的低效率问题，可以将这个模式与组合继承一起使用。
* 寄生组合式继承，集寄生式继承和组合继承的有点与一身，是实现基于类型继承的最有效方法。