tensorflow提供了API文档

参考：<http://www.tensorfly.cn/tfdoc/api_docs/python/nn.html>

下面列出一些常用的ops，比如array ops ,math , nn ,train等。

具体可以?tf.add查看详细帮助

# Building Graphs

## Core graph data structures

**class tf.Graph**

tf.Graph.\_\_init\_\_()

tf.Graph.as\_default()

tf.Graph.device(device\_name\_or\_function)

tf.Graph.name\_scope(name)

tf.Graph.add\_to\_collection(name, value)

tf.Graph.add\_to\_collections(names, value)

tf.Graph.get\_collection(name, scope=None)

# get\_collection 其实就是get a list of values by name , 也就是 get\_values

tf.Graph.get\_operation\_by\_name(name)

tf.Graph.get\_operations()

tf.Graph.seed

tf.Graph.unique\_name(name, mark\_as\_used=True)

tf.Graph.version

tf.Graph.create\_op(op\_type, inputs, dtypes, input\_types=None, name=None, attrs=None, op\_def=None, compute\_shapes=True, compute\_device=True)

**class tf.Operation**

**class tf.Tensor**

tf.Tensor.dtype

tf.Tensor.name

tf.Tensor.value\_index

tf.Tensor.graph

tf.Tensor.op

tf.Tensor.consumers()

tf.Tensor.eval(feed\_dict=None, session=None)

tf.Tensor.get\_shape()

tf.Tensor.set\_shape(shape)

tf.Tensor.\_\_abs\_\_(x, name=None)

tf.Tensor.\_\_add\_\_(x, y)

tf.Tensor.\_\_and\_\_(x, y)

tf.Tensor.\_\_bool\_\_()

tf.Tensor.\_\_div\_\_(x, y)

## Tensor types

**class tf.DType**

The following DType objects are defined:

* tf.float16: 16-bit half-precision floating-point.
* tf.float32: 32-bit single-precision floating-point.
* tf.float64: 64-bit double-precision floating-point.
* tf.bfloat16: 16-bit truncated floating-point.
* tf.complex64: 64-bit single-precision complex.
* tf.complex128: 128-bit double-precision complex.
* tf.int8: 8-bit signed integer.
* tf.uint8: 8-bit unsigned integer.
* tf.uint16: 16-bit unsigned integer.
* tf.int16: 16-bit signed integer.
* tf.int32: 32-bit signed integer.
* tf.int64: 64-bit signed integer.
* tf.bool: Boolean.
* tf.string: String.
* tf.qint8: Quantized 8-bit signed integer.
* tf.quint8: Quantized 8-bit unsigned integer.
* tf.qint16: Quantized 16-bit signed integer.
* tf.quint16: Quantized 16-bit unsigned integer.
* tf.qint32: Quantized 32-bit signed integer.
* tf.resource: Handle to a mutable resource.

**tf.as\_dtype(type\_value)**

converts numpy types and string type names to a DType object

# Constants, Sequences, and Random Values

## Constant Value Tensors

tf.zeros(shape, dtype=tf.float32, name=None)

tf.zeros\_like(tensor, dtype=None, name=None)

tf.ones(shape, dtype=tf.float32, name=None)

tf.ones\_like(tensor, dtype=None, name=None)

tf.fill(dims, value, name=None)

tf.constant(value, dtype=None, shape=None, name='Const')

## Sequences

tf.linspace(start, stop, num, name=None)

tf.range(start, limit, delta=1, name='range')

## Random Tensors

#正太分布

tf.random\_normal(shape, mean=0.0, stddev=1.0, dtype=tf.float32, seed=None, name=None)

#截断的正太分布

#如果生成的值大于平均值2个标准偏差的值则丢弃重新选择。

tf.truncated\_normal(shape, mean=0.0, stddev=1.0, dtype=tf.float32, seed=None, name=None)#

#均匀分布

tf.random\_uniform(shape, minval=0.0, maxval=1.0, dtype=tf.float32, seed=None, name=None)

#随机打散shuffle

tf.random\_shuffle(value, seed=None, name=None)

tf.set\_random\_seed(seed)

tf.stack(values, axis=0, name="stack"):

# 'x' is [1, 4]

# 'y' is [2, 5]

# 'z' is [3, 6]

tf.stack([x, y, z]) = np.asarray([x, y, z])

stack([x, y, z]) => [[1, 4], [2, 5], [3, 6]] # Pack along first dim.

stack([x, y, z], axis=1) => [[1, 2, 3], [4, 5, 6]]

# Variables

## Variables

class tf.Variable

## Variable helper functions

tf.global\_variables()

tf.local\_variables()

tf.model\_variables()

tf.trainable\_variables()

tf.moving\_average\_variables()

tf.global\_variables\_initializer()

tf.local\_variables\_initializer()

tf.variables\_initializer(var\_list, name=init)

tf.is\_variable\_initialized(variable)

tf.report\_uninitialized\_variables(var\_list=None, name=report\_uninitialized\_variables)

tf.assert\_variables\_initialized(var\_list=None)

tf.assign(ref, value, validate\_shape=None, use\_locking=None, name=None)

tf.assign\_add(ref, value, use\_locking=None, name=None)

tf.assign\_sub(ref, value, use\_locking=None, name=None)

## Saving and Restoring Variables（变量保存）

class tf.train.Saver

#保存

saver=tf.train.Saver()

with tf.Session() as sess:

saver.save(sess,"path/model/model.ckpt")

目录下会生成图结构的model.ckpt.meta和变量取值的model.ckpt

# load

saver = tf.train.Saver()

# 若只加载图

saver2 = tf.train.import\_meta\_graph("path/model/model.ckpt/model.ckpt.meta")

with tf.Session() as sess:

saver.restore(sess,"/model/model.ckpt")

saver2.restore(sess,"/model/model.ckpt")

tf.train.latest\_checkpoint(checkpoint\_dir, latest\_filename=None)

tf.train.get\_checkpoint\_state(checkpoint\_dir, latest\_filename=None)

tf.train.update\_checkpoint\_state(save\_dir, model\_checkpoint\_path, all\_model\_checkpoint\_paths=None, latest\_filename=None)

## Sharing Variables

tf.get\_variable(name, shape=None, dtype=None, initializer=None, regularizer=None, trainable=True, collections=None, caching\_device=None, partitioner=None, validate\_shape=True, custom\_getter=None)

tf.get\_variable可以创建变量和获取变量。

#创建变量时，下面2个定义是等价的

v=tf.get\_variable("v",shape=[1],initializer=tf.constant\_initializer(1))

v=tf.Variable(tf.constant(1.0,shape=[1]),name="v")

class tf.VariableScope

tf.variable\_scope(name\_or\_scope, default\_name=None, values=None, initializer=None, regularizer=None, caching\_device=None, partitioner=None, custom\_getter=None, reuse=None, dtype=None)

tf.variable\_scope会创建一个namespace,所以提供了一个变量命名空间的方式。

with tf.variable\_scope("foo"):

v2=tf.get\_variable("v",[1])

print(v2.name)

# foo/v:0

tf.variable\_op\_scope(values, name\_or\_scope, default\_name=None, initializer=None, regularizer=None, caching\_device=None, partitioner=None, custom\_getter=None, reuse=None, dtype=None)

tf.get\_variable\_scope()

tf.make\_template(name\_, func\_, create\_scope\_now\_=False, unique\_name\_=None, \*\*kwargs)

tf.no\_regularizer(\_)

#将变量初始化为给定常量

tf.constant\_initializer(value=0, dtype=tf.float32)

#将变量初始化为满足正太分布的随即值。

tf.random\_normal\_initializer(mean=0.0, stddev=1.0, seed=None, dtype=tf.float32)

tf.truncated\_normal\_initializer(mean=0.0, stddev=1.0, seed=None, dtype=tf.float32)

tf.random\_uniform\_initializer(minval=0, maxval=None, seed=None, dtype=tf.float32)

tf.uniform\_unit\_scaling\_initializer(factor=1.0, seed=None, dtype=tf.float32)

#将变量设置为0,

tf.zeros\_initializer(shape, dtype=tf.float32, partition\_info=None)

tf.ones\_initializer(dtype=tf.float32, partition\_info=None)

tf.orthogonal\_initializer(gain=1.0, dtype=tf.float32, seed=None)

## Variable Partitioners for Sharding

tf.fixed\_size\_partitioner(num\_shards, axis=0)

tf.variable\_axis\_size\_partitioner(max\_shard\_bytes, axis=0, bytes\_per\_string\_element=16, max\_shards=None)

tf.min\_max\_variable\_partitioner(max\_partitions=1, axis=0, min\_slice\_size=262144, bytes\_per\_string\_element=16)

## Sparse Variable Updates

tf.scatter\_update(ref, indices, updates, use\_locking=None, name=None)

tf.scatter\_add(ref, indices, updates, use\_locking=None, name=None)

tf.scatter\_sub(ref, indices, updates, use\_locking=None, name=None)

tf.scatter\_mul(ref, indices, updates, use\_locking=None, name=None)

tf.scatter\_div(ref, indices, updates, use\_locking=None, name=None)

tf.scatter\_nd\_update(ref, indices, updates, use\_locking=None, name=None)

tf.scatter\_nd\_add(ref, indices, updates, use\_locking=None, name=None)

tf.scatter\_nd\_sub(ref, indices, updates, use\_locking=None, name=None)

tf.sparse\_mask(a, mask\_indices, name=None)

class tf.IndexedSlices

## Read-only Lookup Tables

tf.initialize\_all\_tables(name=init\_all\_tables)

## Exporting and Importing Meta Graphs

tf.train.export\_meta\_graph(filename=None, meta\_info\_def=None, graph\_def=None, saver\_def=None, collection\_list=None, as\_text=False, graph=None, export\_scope=None, clear\_devices=False, \*\*kwargs)

tf.train.import\_meta\_graph(meta\_graph\_or\_file, clear\_devices=False, import\_scope=None, \*\*kwargs)

Deprecated functions (removed after 2017-03-02). Please don't use them.

tf.all\_variables(\*args, \*\*kwargs)

tf.initialize\_all\_variables(\*args, \*\*kwargs)

tf.initialize\_local\_variables(\*args, \*\*kwargs)

tf.initialize\_variables(\*args, \*\*kwargs)

# Tensor Transformations(array ops)

## Cast

tf.string\_to\_number(string\_tensor, out\_type=None, name=None)

tf.as\_string(input, precision=None)

tf.to\_double(x, name='ToDouble')

tf.to\_float(x, name='ToFloat')

tf.to\_bfloat16(x, name='ToBFloat16')

tf.to\_int32(x, name='ToInt32')

tf.to\_int64(x, name='ToInt64')

tf.cast(x, dtype, name=None)

## Shapes and Shaping

tf.shape(input, name=None)

tf.size(input, name=None)

tf.rank(input, name=None)

tf.reshape(tensor, shape, name=None)

tf.squeeze(input, squeeze\_dims=None, name=None)

tf.expand\_dims(input, dim, name=None)

增加一维，位置是dim

```python

# 't' is a tensor of shape [2]

shape(expand\_dims(t, 0)) ==> [1, 2]

shape(expand\_dims(t, 1)) ==> [2, 1]

shape(expand\_dims(t, -1)) ==> [2, 1]

# 't2' is a tensor of shape [2, 3, 5]

shape(expand\_dims(t2, 0)) ==> [1, 2, 3, 5]

shape(expand\_dims(t2, 2)) ==> [2, 3, 1, 5]

shape(expand\_dims(t2, 3)) ==> [2, 3, 5, 1]

```

## Slicing and Joining

tf.slice(input\_, begin, size, name=None)

tf.split(split\_dim, num\_split, value, name='split')

tf.tile(input, multiples, name=None)

tf.pad(input, paddings, name=None)

tf.concat(concat\_dim, values, name='concat')

tf.stack(values, axis=0, name='stack')

if axis == 0 then the output tensor will have the shape (N, A, B, C).

if axis == 1 then the output tensor will have the shape (A, N, B, C). Etc.

# 'x' is [1, 4]

# 'y' is [2, 5]

# 'z' is [3, 6]

stack([x, y, z]) => [[1, 4], [2, 5], [3, 6]] # Pack along first dim.

stack([x, y, z], axis=1) => [[1, 2, 3], [4, 5, 6]]

tf.pack(values, name='pack')

tf.unpack(value, num=None, name='unpack')

tf.reverse\_sequence(input, seq\_lengths, seq\_dim, name=None)

tf.reverse(tensor, dims, name=None)

tf.transpose(a, perm=None, name='transpose')

tf.gather(params, indices, name=None)

参数说明：params是一个tensor， indices是个值为int的tensor用来指定要从params取得元素的第0维的index。该函数可看成是tf.nn.embedding\_lookup()的特殊形式，所以功能与其类是，即将其看成是embedding\_lookup函数的params参数内只有一个tensor时的情形。

tf.dynamic\_partition(data, partitions, num\_partitions, name=None)

tf.dynamic\_stitch(indices, data, name=None)

Args:

indices: A list of at least 1 Tensor objects with type int32.

data: A list with the same length as indices of Tensor objects with the same type.

name: A name for the operation (optional).

example:

x\_shuffle = tf.dynamic\_stitch([ind], [x1])

#x1是个tensor , 如果x是个araay ,可以这样： x\_ shuffle =x[ind]

x\_shuffle = tf.dynamic\_stitch([ind1,ind2], [x1,x2])

#相当于

x=merge(x1,x2)

ind=merge(ind1,ind2)

x\_shuffle = x[ind]

# Math ops

## Arithmetic Operators

tf.add(x, y, name=None)

tf.sub(x, y, name=None)

tf.mul(x, y, name=None)

tf.div(x, y, name=None)

tf.mod(x, y, name=None)

## Basic Math Functions

tf.add\_n(inputs, name=None)

tf.abs(x, name=None)

tf.neg(x, name=None)

tf.sign(x, name=None)

tf.inv(x, name=None)

tf.square(x, name=None)

tf.round(x, name=None)

tf.sqrt(x, name=None)

tf.rsqrt(x, name=None)

tf.pow(x, y, name=None)

tf.exp(x, name=None)

tf.log(x, name=None)

tf.ceil(x, name=None)

tf.floor(x, name=None)

tf.maximum(x, y, name=None)

tf.minimum(x, y, name=None)

tf.cos(x, name=None)

tf.sin(x, name=None)

## Matrix Math Functions

tf.diag(diagonal, name=None)

tf.transpose(a, perm=None, name='transpose')

tf.matmul(a, b, transpose\_a=False, transpose\_b=False, a\_is\_sparse=False, b\_is\_sparse=False, name=None)

tf.batch\_matmul(x, y, adj\_x=None, adj\_y=None, name=None)

tf.matrix\_determinant(input, name=None)

tf.batch\_matrix\_determinant(input, name=None)

tf.matrix\_inverse(input, name=None)

tf.batch\_matrix\_inverse(input, name=None)

tf.cholesky(input, name=None)

tf.batch\_cholesky(input, name=None)

## Reduction

tf.reduce\_sum(input\_tensor, reduction\_indices=None, keep\_dims=False, name=None)

tf.reduce\_prod(input\_tensor, reduction\_indices=None, keep\_dims=False, name=None)

tf.reduce\_min(input\_tensor, reduction\_indices=None, keep\_dims=False, name=None)

tf.reduce\_max(input\_tensor, reduction\_indices=None, keep\_dims=False, name=None)

tf.reduce\_mean(input\_tensor, reduction\_indices=None, keep\_dims=False, name=None)

tf.reduce\_all(input\_tensor, reduction\_indices=None, keep\_dims=False, name=None)

tf.reduce\_any(input\_tensor, reduction\_indices=None, keep\_dims=False, name=None)

tf.accumulate\_n(inputs, shape=None, tensor\_dtype=None, name=None)

\*这里说明下参数：reduction\_indices

假设input的shape=[2,3] ,即2行3列的矩阵。

若reduction\_indices=1,则按shape(1)的维度做reduce，做完reduce后，shape(1)=1，即output的shape=[2,1] 。简单记忆：reduction\_indices的维度最后的shape会=1.

![](data:image/png;base64,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)

## Sequence Comparison and Indexing

tf.argmin(input, dimension, name=None)

tf.argmax(input, dimension, name=None)

tf.listdiff(x, y, name=None)

tf.where(input, name=None)

tf.unique(x, name=None)

tf.edit\_distance(hypothesis, truth, normalize=True, name='edit\_distance')

tf.invert\_permutation(x, name=None)

# NN

## Activation Functions

tf.nn.relu(features, name=None)

tf.nn.relu6(features, name=None)

tf.nn.softplus(features, name=None)

tf.nn.dropout(x, keep\_prob, noise\_shape=None, seed=None, name=None)

tf.nn.bias\_add(value, bias, name=None)

tf.sigmoid(x, name=None)

tf.tanh(x, name=None)

tf.nn.softmax(logits, name=None)

tf.nn.log\_softmax(logits, dim=-1, name=None)

## Convolution

tf.nn.convolution(input, filter, padding, strides=None, dilation\_rate=None, name=None, data\_format=None)

tf.nn.conv2d(input, filter, strides, padding, use\_cudnn\_on\_gpu=None, name=None)

-----------------------------------------------------------

input: [batch, in\_height, in\_width, in\_channels]

filter: [filter\_height, filter\_width, in\_channels, out\_channels]

strides: [1, stride, stride, 1]

padding: SAME,VALID. SAME表示input不需要填充

output: [batch,停留次数，停留次数，out\_channels]

eg:

x\_image = tf.reshape(x, [-1,28,28,1])

# x\_image的batch=n,根据计算得到, 28\*28像素，1通道。如果是RGB,则channels=3.

W\_conv1 = tf.truncated\_normal ([5, 5, 1, 32] , stddev=0.1)

# W\_conv1的out\_channels=32,其实就是说conv层的depth=32,即32个神经元

y\_conv1 = tf.nn.conv2d(x\_image, W\_conv1, strides=[1, 1, 1, 1], padding='SAME')

# strides=[1, 1, 1, 1] 表示步长为1

b\_conv1 = bias\_variable([32])

h\_conv1 = tf.nn.relu(y\_conv1 + b\_conv1)

-----------------------------------------------------------

tf.nn.conv1d(value, filters, stride, padding, use\_cudnn\_on\_gpu=None, data\_format=None, name=None)

tf.nn.conv3d(input, filter, strides, padding, name=None)

tf.nn.depthwise\_conv2d(input, filter, strides, padding, name=None)

tf.nn.separable\_conv2d(input, depthwise\_filter, pointwise\_filter, strides, padding, name=None)

## Pooling

tf.nn.avg\_pool(value, ksize, strides, padding, name=None)

tf.nn.max\_pool(value, ksize, strides, padding, name=None)

tf.nn.max\_pool\_with\_argmax(input, ksize, strides, padding, Targmax=None, name=None)

## Normalization

tf.nn.l2\_normalize(x, dim, epsilon=1e-12, name=None)

tf.nn.local\_response\_normalization(input, depth\_radius=None, bias=None, alpha=None, beta=None, name=None)

tf.nn.moments(x, axes, name=None) #返回mean and variance

## Losses

tf.nn.l2\_loss(t, name=None) #平方损失

tf.nn.log\_poisson\_loss(log\_input, targets, compute\_full\_loss=False, name=None)

## Classification loss

tf.nn.sigmoid\_cross\_entropy\_with\_logits(logits, targets, name=None)

tf.nn.softmax\_cross\_entropy\_with\_logits(logits, labels, name=None)

tf.nn.weighted\_cross\_entropy\_with\_logits(logits, targets, pos\_weight, name=None)

#可以自己定义。

cross\_entropy = -tf.reduce\_sum(y\*tf.log(y\_))

## Embeddings

tf.nn.embedding\_lookup(params, ids, name=None)

tf.nn.embedding\_lookup\_sparse(params, sp\_ids, sp\_weights, partition\_strategy='mod', name=None, combiner=None, max\_norm=None)

## RNN

tf.nn.dynamic\_rnn(cell, inputs, sequence\_length=None, initial\_state=None, dtype=None, parallel\_iterations=None, swap\_memory=False, time\_major=False, scope=None)

tf.nn.rnn(cell, inputs, initial\_state=None, dtype=None, sequence\_length=None, scope=None)

tf.nn.state\_saving\_rnn(cell, inputs, state\_saver, state\_name, sequence\_length=None, scope=None)

tf.nn.bidirectional\_dynamic\_rnn(cell\_fw, cell\_bw, inputs, sequence\_length=None, initial\_state\_fw=None, initial\_state\_bw=None, dtype=None, parallel\_iterations=None, swap\_memory=False, time\_major=False, scope=None)

tf.nn.bidirectional\_rnn(cell\_fw, cell\_bw, inputs, initial\_state\_fw=None, initial\_state\_bw=None, dtype=None, sequence\_length=None, scope=None)

tf.nn.raw\_rnn(cell, loop\_fn, parallel\_iterations=None, swap\_memory=False, scope=None)

## Evaluation

tf.nn.top\_k(input, k, name=None)

tf.nn.in\_top\_k(predictions, targets, k, name=None)

该函数就判断targets所代表的类别在predictions中是否排在前k个，如果是，那就返回true

correct = tf.nn.in\_top\_k(logits, labels, 1)

#bool转变成int32，并求和

return tf.reduce\_sum(tf.cast(correct, tf.int32)

## Sampled Loss Functions

为了更快的训练，tensorflow提供了采样的 Loss Functions

# 多分类

tf.nn.sampled\_softmax\_loss(weights, biases, inputs, labels, num\_sampled, num\_classes, num\_true=1, sampled\_values=None, remove\_accidental\_hits=True, name='sampled\_softmax\_loss')

# 噪声对比估计(NCE)

tf.nn.nce\_loss(weights, biases, inputs, labels, num\_sampled, num\_classes, num\_true=1, sampled\_values=None, remove\_accidental\_hits=False, name='nce\_loss')

# train

## Optimizers

class tf.train.Optimizer

tf.train.Optimizer.\_\_init\_\_(use\_locking, name)

tf.train.Optimizer.minimize(loss, global\_step=None, var\_list=None, gate\_gradients=1, aggregation\_method=None, colocate\_gradients\_with\_ops=False, name=None, grad\_loss=None)

tf.train.Optimizer.compute\_gradients(loss, var\_list=None, gate\_gradients=1, aggregation\_method=None, colocate\_gradients\_with\_ops=False, grad\_loss=None)

tf.train.Optimizer.apply\_gradients(grads\_and\_vars, global\_step=None, name=None)

opt = GradientDescentOptimizer(learning\_rate=0.1)

opt\_op = opt.minimize(cost, var\_list=<list of variables>)

opt\_op.run()

# Compute the gradients for a list of variables.

grads\_and\_vars = opt.compute\_gradients(loss, <list of variables>)

# grads\_and\_vars is a list of tuples (gradient, variable). Do whatever you

# need to the 'gradient' part, for example cap them, etc.

capped\_grads\_and\_vars = [(MyCapper(gv[0]), gv[1]) for gv in grads\_and\_vars]

# Ask the optimizer to apply the capped gradients.

opt.apply\_gradients(capped\_grads\_and\_vars)

子类，subclass

class tf.train.GradientDescentOptimizer

tf.train.GradientDescentOptimizer.\_\_init\_\_(learning\_rate, use\_locking=False, name='GradientDescent')

class tf.train.AdadeltaOptimizer

tf.train.AdadeltaOptimizer.\_\_init\_\_(learning\_rate=0.001, rho=0.95, epsilon=1e-08, use\_locking=False, name='Adadelta')

class tf.train.AdagradOptimizer

tf.train.AdagradOptimizer.\_\_init\_\_(learning\_rate, initial\_accumulator\_value=0.1, use\_locking=False, name='Adagrad')

class tf.train.MomentumOptimizer

tf.train.MomentumOptimizer.\_\_init\_\_(learning\_rate, momentum, use\_locking=False, name='Momentum', use\_nesterov=False)

class tf.train.AdamOptimizer

tf.train.AdamOptimizer.\_\_init\_\_(learning\_rate=0.001, beta1=0.9, beta2=0.999, epsilon=1e-08, use\_locking=False, name='Adam')

class tf.train.FtrlOptimizer

tf.train.FtrlOptimizer.\_\_init\_\_(learning\_rate, learning\_rate\_power=-0.5, initial\_accumulator\_value=0.1, l1\_regularization\_strength=0.0, l2\_regularization\_strength=0.0, use\_locking=False, name='Ftrl')

class tf.train.RMSPropOptimizer

tf.train.RMSPropOptimizer.\_\_init\_\_(learning\_rate, decay=0.9, momentum=0.0, epsilon=1e-10, use\_locking=False, centered=False, name='RMSProp')

例如：

#生成一个object

tf.train.AdamOptimizer(leanring\_rate)

#调用其中的minimize方法。

tf.train.AdamOptimizer(leanring\_rate).minimize(loss)

## Gradient Computation

tf.gradients(ys, xs, grad\_ys=None, name='gradients', colocate\_gradients\_with\_ops=False, gate\_gradients=False, aggregation\_method=None)

class tf.AggregationMethod

tf.stop\_gradient(input, name=None)

tf.hessians(ys, xs, name='hessians', colocate\_gradients\_with\_ops=False, gate\_gradients=False, aggregation\_method=None)

## Clipping（裁剪）

#按指定的范围[clip\_value\_min, clip\_value\_max]裁剪，一般避免出现log(0)

tf.clip\_by\_value(t, clip\_value\_min, clip\_value\_max, name=None)

tf.clip\_by\_norm(t, clip\_norm, name=None)

tf.clip\_by\_average\_norm(t, clip\_norm, name=None)

tf.clip\_by\_global\_norm(t\_list, clip\_norm, use\_norm=None, name=None)

tf.global\_norm(t\_list, name=None)

## Decaying the learning rate(衰减学习率)

tf.train.exponential\_decay(learning\_rate, global\_step, decay\_steps, decay\_rate, staircase=False, name=None)

指数衰减,

公式是：

decayed\_learning\_rate=learning\_rate \* decay\_rate ^( global\_step/decay\_steps)

staircase=True时，( global\_step/decay\_steps)会被转成整数。

## Moving Averages（移动平均）

class tf.train.ExponentialMovingAverage

## Coordinator and QueueRunner（协调和队列执行）

class tf.train.Coordinator

class tf.train.QueueRunner

tf.train.add\_queue\_runner(qr, collection='queue\_runners')

tf.train.start\_queue\_runners(sess=None, coord=None, daemon=True, start=True, collection='queue\_runners')

## Distributed execution

class tf.train.Server

tf.train.Server.\_\_init\_\_(server\_or\_cluster\_def, job\_name=None, task\_index=None, protocol=None, config=None, start=True)

tf.train.Server.create\_local\_server(config=None, start=True)

tf.train.Server.target

tf.train.Server.server\_def

tf.train.Server.start()

tf.train.Server.join()

class tf.train.Supervisor

class tf.train.SessionManager

## Summary Operations

tf.scalar\_summary(tags, values, collections=None, name=None)

tf.image\_summary(tag, tensor, max\_images=None, collections=None, name=None)

tf.histogram\_summary(tag, values, collections=None, name=None)

tf.nn.zero\_fraction(value, name=None)

tf.merge\_summary(inputs, collections=None, name=None)

tf.merge\_all\_summaries(key='summaries')

收集当前图的所有信息。

Adding Summaries to Event Files

class tf.train.SummaryWriter

tf.train.SummaryWriter.add\_summary(summary, global\_step=None)

把收集到的summary和step信息添加到缓冲区。

tf.train.SummaryWriter.flush()

把把缓冲区的内容更新记录到之前创立的硬盘文件中。

## Training utilities（公共功能）

tf.train.global\_step(sess, global\_step\_tensor)

tf.train.write\_graph(graph\_def, logdir, name, as\_text=True)

# Sparse Tensors

## Sparse Tensor Representation表示

class tf.SparseTensor

class tf.SparseTensorValue

## Sparse to Dense Conversion

tf.sparse\_to\_dense(sparse\_indices, output\_shape, sparse\_values, default\_value, name=None)

tf.sparse\_tensor\_to\_dense(sp\_input, default\_value, name=None)

tf.sparse\_to\_indicator(sp\_input, vocab\_size, name=None)

## Manipulation操控

tf.sparse\_concat(concat\_dim, sp\_inputs, name=None)

tf.sparse\_reorder(sp\_input, name=None)

tf.sparse\_retain(sp\_input, to\_retain)

tf.sparse\_fill\_empty\_rows(sp\_input, default\_value, name=None)

# control flow

## Control Flow Operations

tf.identity(input, name=None)

tf.tuple(tensors, name=None, control\_inputs=None)

tf.group(\*inputs, \*\*kwargs)

#在训练神经网络模型时，既要更新w，又要更新它的滑动平均值，这时就可以用tf.group

tf.no\_op(name=None)

tf.count\_up\_to(ref, limit, name=None)

tf.cond(pred, fn1, fn2, name=None)

# Return either fn1() or fn2() based on the boolean predicate `pred`.

tf.case(pred\_fn\_pairs, default, exclusive=False, name='case')

tf.while\_loop(cond, body, loop\_vars, shape\_invariants=None, parallel\_iterations=10, back\_prop=True, swap\_memory=False, name=None)

## Logical Operators

tf.logical\_and(x, y, name=None)

tf.logical\_not(x, name=None)

tf.logical\_or(x, y, name=None)

tf.logical\_xor(x, y, name='LogicalXor')

## Comparison Operators

tf.equal(x, y, name=None)

tf.not\_equal(x, y, name=None)

tf.less(x, y, name=None)

tf.less\_equal(x, y, name=None)

tf.greater(x, y, name=None) # max(x,y)

tf.greater\_equal(x, y, name=None)

tf.select(condition, t, e, name=None)

tf.where(condition, x=None, y=None, name=None)

# Inputs and Readers

## Placeholders

tf.placeholder(dtype, shape=None, name=None)

tf.placeholder\_with\_default(input, shape, name=None)

tf.sparse\_placeholder(dtype, shape=None, name=None)

## Readers

class tf.ReaderBase

#

class tf.TextLineReader

tf.TextLineReader.\_\_init\_\_(skip\_header\_lines=None, name=None)

tf.TextLineReader.num\_records\_produced(name=None)

tf.TextLineReader.read(queue, name=None) # return A tuple of Tensors (key, value).

tf.TextLineReader.read\_up\_to(queue, num\_records, name=None) #读取最多num条记录

#

class tf.WholeFileReader

class tf.IdentityReader

class tf.TFRecordReader

class tf.FixedLengthRecordReader

## Converting

转化为tensor，

# decode\_csv将文本转化为tensor

tf.decode\_csv(records, record\_defaults, field\_delim=None, name=None)

# decode将pb转化为tensor

tf.decode\_raw(bytes, out\_type, little\_endian=None, name=None)

## Example protocol buffer

class tf.VarLenFeature

class tf.FixedLenFeature

class tf.FixedLenSequenceFeature

tf.parse\_example(serialized, features, name=None, example\_names=None)

tf.parse\_single\_example(serialized, features, name=None, example\_names=None)

tf.parse\_tensor(serialized, out\_type, name=None)

tf.decode\_json\_example(json\_examples, name=None)

## Queues

class tf.QueueBase

基本的操作方法（子类继承了这些方法）

tf.QueueBase.\_\_init\_\_(dtypes, shapes, names, queue\_ref)

#初始化队列的元素

tf.QueueBase.enqueue\_many(vals, name=None)

#入队

tf.QueueBase.enqueue(vals, name=None)

#出对

tf.QueueBase.dequeue(name=None)

class tf.FIFOQueue

class tf.PaddingFIFOQueue

class tf.RandomShuffleQueue

class tf.PriorityQueue

example:

#创建一个先进先出的队列，指定队列中做多可以保存2个元素，元素类型为int32

q=tf.FIFOQueue(2,"int32")

#

init=q.enqueue\_many(([0,10],))

#

x=q.dequeue()

print(x)

y=x+1

q\_inc=q.enqueue([y])

with tf.Session() as sess:

init.run()

for i in range(5):

v,i=sess.run([x,q\_inc])

print(v)

## Conditional Accumulators

class tf.ConditionalAccumulatorBase

class tf.ConditionalAccumulator

class tf.SparseConditionalAccumulator

## Dealing with the filesystem

tf.matching\_files(pattern, name=None)

tf.read\_file(filename, name=None)

tf.write\_file(filename, contents, name=None)

## Input pipeline

tf.train.match\_filenames\_once(pattern, name=None)

tf.train.string\_input\_producer(string\_tensor, num\_epochs=None, shuffle=True, seed=None, capacity=32, shared\_name=None, name=None, cancel\_op=None) # capacity翻译为容量

tf.train.batch(tensors, batch\_size, num\_threads=1, capacity=32, enqueue\_many=False, shapes=None, dynamic\_pad=False, allow\_smaller\_final\_batch=False, shared\_name=None, name=None)

tf.train.shuffle\_batch(tensors, batch\_size, capacity, min\_after\_dequeue, num\_threads=1, seed=None, enqueue\_many=False, shapes=None, allow\_smaller\_final\_batch=False, shared\_name=None, name=None)

tf.train.batch\_join(tensors\_list, batch\_size, capacity=32, enqueue\_many=False, shapes=None, dynamic\_pad=False, allow\_smaller\_final\_batch=False, shared\_name=None, name=None)

tf.train.shuffle\_batch\_join(tensors\_list, batch\_size, capacity, min\_after\_dequeue, seed=None, enqueue\_many=False, shapes=None, allow\_smaller\_final\_batch=False, shared\_name=None, name=None)