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# 基础篇

## 一 语法

缩进统一

### 变量

计算机语言中能储存计算结果或能表示值抽象概念。

变量可以通过变量名访问存在内存空间地址方便后续调用。

### 变量规则

标识符的第一个字符必须是字母表中的字母(大写或者小写)或是一个下划线(‘\_’);

标识符名称的其他部分可以由字母(大写或小写),下划线(‘\_’)或数字(0-9)组成;

标识符名称对大小写敏感;

变量的命名:书写规范可读性,(user\_name).

例子：

>>> name='song'

>>> name1=name

>>> print name,name1

song song

>>> id(name)

43830248L

>>> id(name1)

43830248L

>>> name='bing'

>>> print name,name1

bing song

>>> id(name)

43830328L

>>> id(name1)

43830248L

### 变量内存位置

通过上例子id()查看查看变量内存地址:

当变量name被赋值字符串song的时候,在内存中创建变量’name’,内存地址为43830248L,同时把变量name重新赋值给变量name1,这时候name1的内存地址和name一样,此时修改变量name的值,重新查看name和name1的内存地址已经发生变化,修改内存存储空间,得出结果是在0-255直接的数值python虚拟机自动做优化,把相同的内容指定到相同的内存空间.

总结name1=name的操作实际上是：创建变量name1并把name1指向name指向的字符串

>>> name2='song'

>>> id(name2)

43830248L

#任何的序列（或者可迭代对象）可以通过一个简单的赋值语句解压并赋值给多个变量。唯一前提就是变量的数量必须跟序列元素的数量一样。(列表，字典，字符串，文件对象，迭代器和生成器)

注：python2中不支持此方法

>>> a,b,c,d='spam'

>>> a

's'

>>> b

'p'

>>> c

'a'

>>> d

'm'

>>>

如果变量个数和序列元素的个数不匹配，会产生一个异常。

>>> a,b,c='spam'

Traceback (most recent call last):

File "<pyshell#29>", line 1, in <module>

a,b,c='spam'

ValueError: too many values to unpack (expected 3)

>>> a,b,c,d='spa'

Traceback (most recent call last):

File "<pyshell#0>", line 1, in <module>

a,b,c,d='spa'

ValueError: not enough values to unpack (expected 4, got 3)

>>>

>>> string='spam'

>>> a,b,c=string[0],string[1],string[2:]

>>> a

's'

>>> b

'p'

>>> c

'am'

扩展的迭代解压语法是专门为解压不确定个数或任意个数元素的可迭代对象而设计的。

>>> seq=[1,2,3,4]

>>> seq

[1, 2, 3, 4]

>>> a,\*b=seq

>>> a

1

>>> b

[2, 3, 4]

>>> \*a,b=seq

>>> a

[1, 2, 3]

>>> b

4

>>> a,\*b,c=seq

>>> a

1

>>> b

[2, 3]

>>> c

4

>>>

>>> a,\*b='spam'

>>> a

's'

>>> b

['p', 'a', 'm']

>>> a,\*b,c='spam'

>>> a

's'

>>> b

['p', 'a']

>>> c

'm'

>>>

通过上例总结：

Python变量赋值可以根据变量和值得对应关系进行赋值，必须保证变量名和变量值关系一一对应

### Print 输出函数

可以使用在 print() 函数中使用 sep 和 end 关键字参数，以你想要的方式输出。比如：

>>> print('ACME', 50, 91.5)

ACME 50 91.5

>>> print('ACME', 50, 91.5, sep=',')

ACME,50,91.5

>>> print('ACME', 50, 91.5, sep=',', end='!!\n')

ACME,50,91.5!!

>>>

使用 end 参数也可以在输出中禁止换行。比如：

>>> for i in range(5):

... print(i)

...

0

1

2

3

4

>>> for i in range(5):

... print(i, end=' ')

## 二 数据类型

数据类型划分

* 按特征划分

布尔型:

True False

整型:

长整型 标准整型

分整型:

双精度浮点型 复数

序列类型:

字符串 元组(tuple) 列表(list)

映像类型:

字典(dict)

集合类型:

可变集合(set) 不可变集合(frozenset)

* 按可变性划分

可哈希的,不可变数据类型:

数字类型 不可变集合(frozenset) 字符串(str) 元组(tuple)

可变数据类型:

字典(dict) 列表(list) 可变集合(set)

* immutable指对象一经创建，即不可修改。对象是不是immutable取决于数据类型，比如整型（integer）、字符串（string）和元组（tuple）都是immutable，而列表（list）、字典（dictionary）、集合（set）都是mutable
* **hashable** 哈希表是在一个关键字和一个较大的数据之间建立映射的表，能使对一个数据序列的访问过程更加迅速有效。用作查询的关键字必须唯一且固定不变，于是只有immutable的对象才可以作为关键字，也叫hashable.
* 查看属于哪种类型type()

例子:

>> name='songbing'

>>> age=26

>>> wage=5000.02

>>> type(name)

<type 'str'>

>>> type(age)

<type 'int'>

>>> type(wage)

<type 'float'>

>>> list\_t=[1,2,3,4]

>>> type(list\_t)

<type 'list'>

>>> tunple\_t=(1,2,3)

>>> type(tunple\_t)

<type 'tuple'>

>>> dict\_t={'name':'song','age':26}

>>> type(dict\_t)

<type 'dict'>

>>>

### 1 字符串操作方法

在python有各种各样的string操作函数。在历史上string类在python中经历了一段轮回的历史。在最开始的时候，python有一个专门的string的module，要使用string的方法要先import，但后来由于众多的python使用者的建议，从python2.0开始， string方法改为用S.method()的形式调用，只要S是一个字符串对象就可以这样使用，而不用import。同时为了保持向后兼容，现在的 python中仍然保留了一个string的module，其中定义的方法与S.method()是相同的，这些方法都最后都指向了用S.method ()调用的函数。要注意，S.method()能调用的方法比string的module中的多，比如isdigit()、istitle()等就只能用 S.method()的方式调用。

对一个字符串对象，首先想到的操作可能就是计算它有多少个字符组成，很容易想到用S.len()，但这是错的，应该是len(S)。因为len()是内置函数，包括在\_\_builtin\_\_模块中。python不把len()包含在string类型中，乍看起来好像有点不可理解，其实一切有其合理的逻辑在里头。len()不仅可以计算字符串中的字符数，还可以计算list的成员数，tuple的成员数等等，因此单单把len()算在string里是不合适，因此一是可以把len()作为通用函数，用重载实现对不同类型的操作，还有就是可以在每种有len()运算的类型中都要包含一个len()函数。 python选择的是第一种解决办法。类似的还有str(arg)函数，它把arg用string类型表示出来。

### 2 字符串大小写转换

>>> s\_str='this IS test'

转换为小写:

>>> print s\_str.lower()

this is test

>>>

转换为大写:

>>> print s\_str.upper()

THIS IS TEST

>>>

大小写互换:

>>> print s\_str.swapcase()

THIS is TEST

>>>

字符串的首字母大写:

>>> print s\_str.capitalize()

This is test

>>>

字符串中所有单词首字母大写:

需要导入string模块

>>> import string

>>> print string.capwords(s\_str)

This Is Test

>>>

# capwords这个模块中的方法。它把s\_str用split()函数分开，然后用capitalize()把首字母变成大写，最后用join()合并到一起。

字符串中所有单词首字母大写:

>>> print s\_str.title()

This Is Test

>>>

### 3 字符串判断:

S.isalnum() #是否全是字母和数字，并至少有一个字符

S.isalpha() #是否全是字母，并至少有一个字符，不包含空格特殊字符

S.isdigit() #是否全是数字，并至少有一个字符

S.isspace() #是否全是空白字符，并至少有一个字符

S.islower() #S中的字母是否全是小写

S.isupper() #S中的字母是否全是大写

S.istitle() #S是否是首字母大写的

### 4 字符串格式化:

S.ljust(width,[fillchar])

#输出width个字符，S左对齐，不足部分用fillchar填充，默认的为空格，

fillcachar可以是任意值。

>>> s\_str.ljust(18)

'this IS test '

>>> print s\_str.ljust(18,'0')

this IS test000000

>>>

S.rjust(width,[fillchar]) #右对齐,不足部分用fillchar填充，默认的为空格。

>>> print s\_str.rjust(18)

this IS test

>>> print s\_str.rjust(18,'0')

000000this IS test

>>>

S.center(width, [fillchar]) #中间对齐 ,不足部分用fillchar填充，默认的为空格。

>>> print s\_str.center(18)

this IS test

>>> print s\_str.center(18,'0')

000this IS test000

>>>

S.zfill(width) #把S变成width长，并在右对齐，不足部分只用0补足

>>> print s\_str.zfill(20)

00000000this IS test

>>>

### 5 字符串搜索替换:

S.find(substr, [start, [end]])

#返回S中出现substr的第一个字母的标号，如果S中没有substr

则返回-1。

start和end作用就相当于在S[start:end]中搜索

>>> print s\_str.find('is')

2

>>> print s\_str.find('a')

-1

>>>

S.index(substr, [start, [end]])

#与find()相同，只是在S中没有substr时，如果没有匹配的字符串会报异常

>>> print s\_str.index('a')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

ValueError: substring not found

>>> print s\_str.index('is')

2

>>>

S.rfind(substr, [start, [end]])

#返回S中最后出现的substr的第一个字母的标号，如果S中没有substr则返回-1，也就是说从右边算起的第一次出现的substr的首字母标号。

>>> print s\_str.index('is')

2

>>> print s\_str.rfind('a')

-1

>>> print s\_str.rfind('is')

2

>>> print s\_str.rfind('s')

10

>>>

S.rindex(substr, [start, [end]])

#返回substr在字符串中最后出现的位置，如果没有匹配的字符串会报异常。

>>> print s\_str.rindex('d')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

ValueError: substring not found

>>> print s\_str.rindex('s')

10

>>> print s\_str.rindex('is')

2

>>>

S.count(substr, [start, [end]]) #计算substr在S中出现的次数。

>>> print s\_str.count('s')

2

>>> print s\_str.count('is')

1

>>> print s\_str.count('a')

0

>>>

>>> s\_str='this IS is test'

>>> s\_str.count('is')

2

S.replace(oldstr, newstr, [count])

#把S中的oldstar替换为newstr，count为替换次数。这是替换的通用

形式，还有一些函数进行特殊字符的替换 ，如果不指定替换次数，默认替换所有。

>>> print s\_str.replace('is','at')

that IS test

>>>

重新定义字符串s\_str

>>> s\_str=' 8888this is test8888'

>>> print s\_str

8888this is test8888

>>>

S.strip([chars])

#把S中前后chars中有的字符全部去掉，可以理解为把S前后chars替换为None。

>>> print s\_str.strip()

8888this is test8888

>>> print s\_str.strip('8')

8888this is test

>>> print s\_str.strip().strip('8')

this is test

>>>

S.lstrip([chars])

#返回截掉字符串左边的空格或指定字符后生成的新字符串。

>>> print s\_str.lstrip()

8888this is test8888

>>> print s\_str.lstrip().lstrip('8')

this is test8888

>>>

S.rstrip([chars])

#返回删除字符串末尾的指定字符后生成的新字符串。

>>> print s\_str.rstrip('8')

8888this is test

>>>

做文本处理的时候经常要判断一个文本有没有以一个子串开始，或者结束。Python为此提供了两个函数：  
S.startswith(prefix[, start[, end]]) -> bool  
如果字符串S以prefix开始，返回True，否则返回False。start和end是两个可以缺省的参数。分别是开始比较的位置和结束比较的位置。这个函数也可以写成S[start:end].startswith(prefix)。  
S.endswith(suffix[, start[, end]]) -> bool  
如果字符串S以suffix结束，返回True，否者返回False。与startswith类似，这个函数也可以写成S[start:end].endswith(suffix)。start和end仍然是从左数起。

>>> "fish".startswith("fi")

True

>>> "fish".endswith("sh")

True

>>>

### 6 字符串分割组合:

S.split([sep, [maxsplit]])

#以sep为分隔符，把S分成一个list。maxsplit表示分割的次数。默认的分割符为空白字符

>>> print s\_str.split()

['8888this', 'is', 'test8888']

>>>

S.rsplit([sep, [maxsplit]]) 和split区别不懂

>>> print s\_str.rsplit()

['8888this', 'is', 'test8888']

>>>

S.splitlines([keepends])

#把S按照行分割符分为一个list，keepends是一个bool值，如果为真每行后而会保留行分割符。

>>> print s\_str.splitlines()

[' 8888this is test8888']

>>>

S.join(seq) #返回通过指定字符连接序列中元素后生成的新字符串。

>>> seq=['aa','bb','cc']

>>> s\_str='-'

>>> print s\_str.join(seq)

aa-bb-cc

>>>

这里再强调一次，字符串对象是不可改变的，也就是说在python创建一个字符串后，你不能把这个字符中的某一部分改变。任何上面的函数改变了字符串后，都会返回一个新的字符串，原字串并没有变。其实这也是有变通的办法的，可以用S=list(S)这个函数把S变为由单个字符为成员的list，这样的话就可以使用S[3]='a'的方式改变值，然后再使用S=" ".join(S)还原成字符串

### 7 浮点数

#%f 打印浮点数

>>> print ("His height is %f m" %(1.83) )

His height is 1.830000 m

>>> print ("His height is %f m" %(1.1) )

His height is 1.100000 m

>>>

# 打印浮点数，指定小数点位数

>>> print ("His height is %.2f m" %(1.83))

His height is 1.83 m

>>> print ("His height is %.2f m" %(1.83234))

His height is 1.83 m

>>> print ("His height is %.3f m" %(1.83234))

His height is 1.832 m

>>>

#指定占位符宽度

>>> print ("Nmae:%10s Age:%8d Height:%8.2f" %("Aviad",25,1.83))

Nmae: Aviad Age: 25 Height: 1.83

>>>

#指定占位符宽度（左对齐）

>>> print ("Nmae:%-10s Age:%-8d Height:%-8.2f" %("Aviad",25,1.83) )

Nmae:Aviad Age:25 Height:1.83

>>>

#指定占位符（只能用0当占位符）

>>> print ("Nmae:%-10s Age:%08d Height:%8.2f" %("ACiad",25,1.83))

Nmae:ACiad Age:00000025 Height: 1.83

### 8 format 字符串格式化调用方法

python 2.6 和Python3.0（以及以后的版本）中新的字符串对象的format方法使用主体字符串作为模板，并且接受任意多个表示将要根据模板替换的值的参数。在主体字符串中，花括号通过位置（例如，{1}或者关键字（例如，{food}））指出替换目标及将要插入的参数。

注意：通过位置指定的时候是根据format()里面传入的参数的位置来确定

#通过指定位置

>>> template='{0},{1} and {2}'

>>> template.format('spam','ham','eggs')

'spam,ham and eggs'

0 1

>>> template2='{1},{0},{1}'.format('ceshi','test')

>>> template2

'test,ceshi,test'

#通过列表下标

>>> p=["kk",18]

>>> p

['kk', 18]

>>> template3='{0[0]},{0[1]}'.format(p)

>>> template3

'kk,18'

#通过指定关键字

>>> templage1='{motto},{pork} and {food}'

>>> templage1.format(motto='spam',pork='ham',food='eggs')

'spam,ham and eggs'

#字符串可以创建一个临时字符串的常亮，并且任意的对象类型都可以替换

>>> '{motto},{0} and {food}'.format(42,motto=3.14,food=[1,2])

'3.14,42 and [1, 2]'

#

>>> x='{motto},{0} and {food}'.format(42,motto=3.14,food=[1,2])

>>> x

'3.14,42 and [1, 2]'

>>>

#^、<、>分别是居中、左对齐、右对齐，后面带宽度  
#:号后面带填充的字符，只能是一个字符，不指定的话默认是用空格填充

#指定偏移量

#{0:10}表示一个10位字符宽的字段中的第一个位置参数

#{1:<10}表示第二个位置参数在一个10位字符宽度字段中 左对齐

>>> '{0:10}={1:10}'.format('spam',123.4567)

'spam = 123.4567'

>>> '{1:>10}={1:<10}'.format('spam',123.4567)

' 123.4567=123.4567 '

#精度与类型f

>>> template4='{:.2f}'.format(3.1425165)

>>> template4

'3.14'

#使用逗号默认3位分割

>>> '{:,}'.format(123456789)

'123,456,789'

### 9 类型转换

int(x [,base ]) 将x转换为一个整数

long(x [,base ]) 将x转换为一个长整数

float(x ) 将x转换到一个浮点数

complex(real [,imag ]) 创建一个复数

str(x ) 将对象 x 转换为字符串

repr(x ) 将对象 x 转换为表达式字符串

eval(str ) 用来计算在字符串中的有效Python表达式,并返回一个对象

tuple(s ) 将序列 s 转换为一个元组

list(s ) 将序列 s 转换为一个列表

chr(x ) 将一个整数转换为一个字符

unichr(x ) 将一个整数转换为Unicode字符

ord(x ) 将一个字符转换为它的整数值

hex(x ) 将一个整数转换为一个十六进制字符串

oct(x ) 将一个整数转换为一个八进制字符串

## 三 运算

### 1 运算符

|  |  |  |
| --- | --- | --- |
| + | 加 - 两个对象相加 | a + b 输出结果 30 |
| - | 减 - 得到负数或是一个数减去另一个数 | a - b 输出结果 -10 |
| \* | 乘 - 两个数相乘或是返回一个被重复若干次的字符串 | a \* b 输出结果 200 |
| / | 除 - x除以y | b / a 输出结果 2 |
| % | 取模 - 返回除法的余数 | b % a 输出结果 0 |
| \*\* | 幂 - 返回x的y次幂 | a\*\*b 为10的20次方， 输出结果 100000000000000000000 |
| // | 取整除 - 返回商的整数部分 | 9//2 输出结果 4 , 9.0//2.0 输出结果 4.0 |

### 2 比较运算

|  |  |
| --- | --- |
| == | 等于 - 比较对象是否相等 |
| != | 不等于 - 比较两个对象是否不相等 |
| <> | 不等于 - 比较两个对象是否不相等 |
| > | 大于 - 返回x是否大于y |
| < | 小于 - 返回x是否小于y。所有比较运算符返回1表示真，返回0表示假。这分别与特殊的变量True和False等价。注意，这些变量名的大写。 |
| >= | 大于等于 - 返回x是否大于等于y。 |
| <= | 小于等于 - 返回x是否小于等于y。 |

### 3 赋值运算

|  |  |  |
| --- | --- | --- |
| = | 简单的赋值运算符 | c = a + b 将 a + b 的运算结果赋值为 c |
| += | 加法赋值运算符 | c += a 等效于 c = c + a |
| -= | 减法赋值运算符 | c -= a 等效于 c = c - a |
| \*= | 乘法赋值运算符 | c \*= a 等效于 c = c \* a |
| /= | 除法赋值运算符 | c /= a 等效于 c = c / a |
| %= | 取模赋值运算符 | c %= a 等效于 c = c % a |
| \*\*= | 幂赋值运算符 | c \*\*= a 等效于 c = c \*\* a |
| //= | 取整除赋值运算符 | c //= a 等效于 c = c // a |

### 4 逻辑运算

|  |  |  |
| --- | --- | --- |
| and | x and y | 与运算，只有所有都为True，and运算结果才是True： |
| or | x or y | 或运算，只要其中有一个为True，or运算结果就是True： |
| not | not x | 运算是非运算，它是一个单目运算符，把True变成False，False变成True： |

### 5 成员运算

|  |  |  |
| --- | --- | --- |
| in | 如果在指定的序列中找到值返回 True，否则返回 False。 | x在 y 序列中 , 如果 x 在 y 序列中返回 True。 |
| not in | 如果在指定的序列中没有找到值返回 True，否则返回 False。 | x 不在 y 序列中 , 如果 x 不在 y 序列中返回 True。 |

### 6 身份运算

|  |  |  |
| --- | --- | --- |
| is | is是判断两个标识符是不是引用自一个对象 | x is y, 如果 id(x) 等于 id(y) , **is** 返回结果 1 |
| is not | is not是判断两个标识符是不是引用自不同对象 | x is not y, 如果 id(x) 不等于 id(y). **is not** 返回结果 1 |

### 7 位运算

位运算二进制运算，在计算机识别中，只有0和1 ，计算机的存储单位

1Byte=8bit

1Byte标识 128 64 32 16 8 4 2 1 其中每个字段标识一个bit

数字10的二进制

0 0 0 0 1 0 1 0

|  |  |  |
| --- | --- | --- |
| & | 按位与运算符：参与运算的两个值,如果两个相应位都为1,则该位的结果为1,否则为0 | (a & b) 输出结果 12 ，二进制解释： 0000 1100 |
| | | 按位或运算符：只要对应的二个二进位有一个为1时，结果位就为1。 | (a0 1 | b) 输出=结果 61 ，二进制解释： 0011 1101 |
| ^ | 按位异或运算符：当两对应的二进位相异时，结果为1 | (a ^ b) 输出结果 49 ，二进制解释： 0011 0001 |
| ~ | 按位取反运算符：对数据的每个二进制位取反,即把1变为0,把0变为1 | (~a ) 输出结果 -61 ，二进制解释： 1100 0011， 在一个有符号二进制数的补码形式。 |
| << | 左移动运算符：运算数的各二进位全部左移若干位，由"<<"右边的数指定移动的位数，高位丢弃，低位补0。 | a << 2 输出结果 240 ，二进制解释： 1111 0000 |
| >> | 右移动运算符：把">>"左边的运算数的各二进位全部右移若干位，">>"右边的数指定移动的位数 | a >> 2 输出结果 15 ，二进制解释： 0000 1111 |

## 四 流程控制

### 1 判断

Python程序语言指定任何非0和非空（null）值为true，0 或者 null为false。

条件判断

Python 中if语句用于控制程序的执行，当判断条件成立时(非0)，则执行后面的语句，执行内容可以是是多行，以缩进来区分表示同一范围。

else 为可选语句，当需要在条件不成立是执行内容则可以执行相关语句。

if 语句的判断条件可以用>（大于）、<(小于)、==（等于）、>=（大于等于）、<=（小于等于）

!= (不等于)来表示其关系

如果判断需要多个条件需同时判断时，可以使用 or （或），表示两个条件有一个成立时判断条件成功；使用 and （与）时，表示只有两个条件同时成立的情况下，判断条件才成功。

当if有多个条件时可使用括号来区分判断的先后顺序，括号中的判断优先执行，此外 and 和 or 的优先级低于>（大于）、<（小于）等判断符号，即大于和小于在没有括号的情况下会比与或要优先判断。

* 判断

if 判断条件：

执行语句……

else：

执行语句……

* 多重判断

if 判断条件1:

执行语句1……

elif 判断条件2:

执行语句2……

elif 判断条件3:

执行语句3……

else:

执行语句4……

### 2 循环

* for循环

for:

for iterating\_var in sequence:

statements(s)

for iterating\_var in sequence:

statements(s)

else:

执行语句……

当for语句正常执行结束以后，才执行else语句

* while 循环

while 判断条件：

执行语句……

while 判断条件：

执行语句……

else:

执行语句……

当while语句正常执行结束以后，才执行else语句

### 3 断点

break

在语句块执行过程中终止循环，并且跳出整个循环

continue

在语句块执行过程中终止当前循环，跳出该次循环，执行下一次循环。

pass

pass是空语句，是为了保持程序结构的完整性

assert 断言

断言是声明其布尔值必须为真的判定，如果发生异常就说明表达示为假

### 4 三元运算

result = 值1 if 条件 else 值2  
 如果条件为真：result = 值1  
 如果条件为假：result = 值2

* 例子

name="song"  
 username=input("Please input your name: ")  
 判断：根据用户输入的名字判断是否正确  
 if username==name:  
 print("My name is {username}".format(username=username))  
 else:  
 print("Sorry not found user!")  
 多重判断：根据输入的成绩判断成绩的状态  
 get\_achievement=input("Please input your achievement: ")  
  
 if get\_achievement.isdigit():  
 get\_achievement=int(get\_achievement)  
 if 60<=get\_achievement<=70:  
 print("Your grades have passed.")  
 elif 70<=get\_achievement<=80:  
 print("Your grades are good.")  
 elif 80<get\_achievement<=100:  
 print("Your grades are excellent.")  
 elif 100<get\_achievement:  
 print("error grades!")  
 else:  
 print("You need to work hard")  
 else:  
 print("Please input number!")  
  
 for循环：简单for循环  
 for i in list(range(1,10)):  
 print(i,end=" ")  
 for多重循环：乘法口诀  
 for i in list(range(1,10)):  
 for j in list(range(1,i+1)):  
 print("%dx%d=%d" % (j,i,j\*i),end=" ")  
 if j==i:  
 print("\r")  
 for多重循环：多重循环输出实例  
 for i in list(range(1,10)):  
 print("\r")  
 print(i,end=" ")  
 for a in 'spam':  
 print(a,end=" ")  
  
 while 循环：猜数字游戏，使用到continue  
  
 number=10  
 Flag=True  
 while Flag:  
 get\_number = input("Please input your lucky number: ")  
 if get\_number.isdigit():  
 get\_number=int(get\_number)  
 else:  
 print("need number!")  
 continue  
 if get\_number==number:  
 print("This is your lucky number!")  
 Flag=False  
 elif get\_number>number:  
 print("The number you entered is too large")  
 elif get\_number<number:  
 print("The number you entered is too small.")  
 else:  
 print("game over!")

## 五 序列

序列是Python中最基本的数据结构。序列中的每个元素都分配一个数字—它的位置或索引，第一个索引是0，第二个是1，依次类推。

Python中有6个序列的内置类型，其中最常见的是列表和元组。

序列都可以进行的操作包括索引，切片，加，减，乘，检查成员。

Python中已经内置确定序列的长度以及确定最大和最小的元素的方法。

### 1 列表 有序的可变集合

列表常用函数：

**append()#在列表末尾添加新的对象**

>>> name\_list

['this', 'is', 'test']

>>> name\_list.append('songbing')

>>> name\_list

['this', 'is', 'test', 'songbing']

>>>

count()#统计某个元素在列表中出行的次数

>>> name\_list

['this', 'is', 'test', 'songbing', 'is']

>>> name\_list.count('is')

2

>>>

index()#从列表中找出某个值第一个匹配项的索引的位置  
>>> name\_list

['this', 'is', 'test', 'songbing', 'is']

>>> name\_list.index('is')

1

>>>

根据索引取出对应索引的值

>>> name\_list[2]

'test'

Pop()#移除列表中的一个元素(默认最后一个元素)，并且返回该元素的值，可以直接指定需要移除的元素的索引值

>>> name\_list

['this', 'is', 'test', 'songbing', 'is']

>>> name\_list.pop()

'is'

>>> name\_list

['this', 'is', 'test', 'songbing']

>>>

>>> name\_list.pop(3)

'songbing'

>>> name\_list

['this', 'is', 'test']

>>>

Remove()#移除列表中某个值的第一个匹配项，不返回移除的内容

>>> name\_list.append('is')

>>> name\_list

['this', 'is', 'aaaa', 'test', 'is']

>>> name\_list.remove('is')

>>> name\_list

['this', 'aaaa', 'test', 'is']

>>>

Insert()#插入对象到列表

>>> name\_list

['this', 'is', 'test']

>>> name\_list.insert(2,'aaaa')

>>> name\_list

['this', 'is', 'aaaa', 'test']

>>>

Reverse()#反向列表中的元素

>>> name\_list

['this', 'aaaa', 'test', 'is']

>>> name\_list.reverse()

>>> name\_list

['is', 'test', 'aaaa', 'this']

>>>

Sort()#对原列表进行排序

>>> name\_list

['is', 'test', 'aaaa', 'this']

>>> name\_list.sort()

>>> name\_list

['aaaa', 'is', 'test', 'this']

>>>

### 2 列表切片：顾前不顾后（索引）

>>> name\_list

['this', 'is', 'test']

>>> name\_list[:2]

['this', 'is']

>>> name\_list[1:2]

['is']

>>> name\_list[-2:]

['is', 'test']

>>>

>>> name\_list[:-2]

['this']

>>> name\_list[:-1]

['this', 'is']

### 3 列表解析表达式

处理序列的操作和列表的方法中，Python还包括了跟高级的操作，称作列表解析表达式（list comprehension expression）,从而提供了一种处理像矩阵这样结构的强大工具。

列表解析源自集合的概念，它是一种通过对序列中的每一项运行一个表达式来创建一个新列表的方法，每次一个，从左至右。列表解析是编写在方括号中（

提醒你创建列表这个事实），并且由使用了同一个变量名的（这里是row）表达式和循环结构组成。下面的这个类别解析表达式基本上就是“把矩阵M的每个row中的row[1]，放在一个新的列表中”。其结果就是一个包含了矩阵的第二列的心列表。

>>> M=[[1,2,3],[4,5,6],[7,8,9]]

>>> M

[[1, 2, 3], [4, 5, 6], [7, 8, 9]]

#通过for循环取M的，并把值付给row[1]取出每个小列表里面的值

>>> col2=[row[1] for row in M]

>>> col2

[2, 5, 8]

>>>

类似：

>>> for row in M:

... print row[1]

...

2

5

8

复杂列表解析表达式

>>> [row[1]+1 for row in M]

[3, 6, 9]

>>> [row[1] for row in M if row[2] %2 ==0]

[5]

第一个操作，把搜索到的每个元素都加一

第二个操作，把搜索到的每个元素通过if条件语句，使用%取余表达式过滤了奇数作为结果

>>> M

[[1, 2, 3], [4, 5, 6], [7, 8, 9]]

>>> diag=[M[i][i] for i in [0,1,2]]

>>> diag

[1, 5, 9]

>>>

>>> doubles=[c\*2 for c in 'spam']

>>> print doubles

['ss', 'pp', 'aa', 'mm']

>>>

>>> [x+y for x in 'abc' for y in 'spam']

['as', 'ap', 'aa', 'am', 'bs', 'bp', 'ba', 'bm', 'cs', 'cp', 'ca', 'cm']

>>>

### 4 元组 有序不可变集合

元组与列表类似，不同之处在于元组的元素不能修改，不能对元组进行内部操作

元组中的元素值是不允许删除修改增加的，但我们可以使用del语句来删除整个元组

>>> name\_trun=('this','is','test')

>>> name\_trun

('this', 'is', 'test')

>>> del name\_trun

>>> name\_trun

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

NameError: name 'name\_trun' is not defined

要定义一个只有1个元素的tuple，如果你这么定义：

>>> t = (1)

>>> t

1

定义的不是tuple，是1这个数！这是因为括号()既可以表示tuple，又可以表示数学公式中的小括号，这就产生了歧义，因此，Python规定，这种情况下，按小括号进行计算，计算结果自然是1。

所以，只有1个元素的tuple定义时必须加一个逗号,，来消除歧义：

>>> t = (1,)

>>> t

(1,)

Python在显示只有1个元素的tuple时，也会加一个逗号,，以免你误解成数学计算意义上的括号。

最后来看一个“可变的”tuple：

>>> t = ('a', 'b', ['A', 'B'])

>>> t[2][0] = 'X'

>>> t[2][1] = 'Y'

>>> t

('a', 'b', ['X', 'Y'])

这个tuple定义的时候有3个元素，分别是'a'，'b'和一个list。不是说tuple一旦定义后就不可变了吗？怎么后来又变了？

别急，我们先看看定义的时候tuple包含的3个元素：

![tuple-0](data:image/png;base64,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)

当我们把list的元素'A'和'B'修改为'X'和'Y'后，tuple变为：

![tuple-1](data:image/png;base64,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)

表面上看，tuple的元素确实变了，但其实变的不是tuple的元素，而是list的元素。tuple一开始指向的list并没有改成别的list，所以，tuple所谓的“不变”是说，tuple的每个元素，指向永远不变。即指向'a'，就不能改成指向'b'，指向一个list，就不能改成指向其他对象，但指向的这个list本身是可变的！

理解了“指向不变”后，要创建一个内容也不变的tuple怎么做？那就必须保证tuple的每一个元素本身也不能变。

### 5 集合

 set是一个无序不重复元素集, 基本功能包括关系测试和消除重复元素.

集合对象还支持union(联合), intersection(交), difference(差)

和sysmmetric difference(对称差集)等数学运算.

>>> x=set('spam')

>>> print x

set(['a', 'p', 's', 'm'])

>>> y=set(['h','a','m'])

>>> print y

set(['a', 'h', 'm'])

>>> x,y

(set(['a', 'p', 's', 'm']), set(['a', 'h', 'm']))

#交集，列出两个集合共有的元素

>>> x & y

set(['a', 'm'])

>>>

#并集，合并两个集合并去重复

>>> x | y

set(['a', 'p', 's', 'h', 'm'])

>>>

#差集，列出在x集合中有，y中没有的元素

>>> x - y

set(['p', 's'])

>>>

两种集合的添加方法

#集合添加 add

>>> x.add('test')

>>> x

set(['a', 'p', 's', 'test', 'm'])

>>>

#集合添加 update

>>> x.update('ceshi')

>>> x

set(['a', 'c', 'e', 'i', 'h', 'm', 'p', 's', 'test'])

>>>

#集合删除元素 remove

>>> x.remove('test')

>>> x

set(['a', 'c', 'e', 'i', 'h', 'm', 'p', 's'])

>>>

Set 集合常用的操作方法

s.add(x)

向 set “s”中增加元素 x

s.remove(x)

从 set “s”中删除元素 x, 如果不存在则引发 KeyError

s.discard(x)

如果在 set “s”中存在元素 x, 则删除，不存在也不引发报错

s.pop()

删除并且返回 set “s”中的一个不确定的元素, 如果为空则引发 KeyError

s.clear()

删除 set “s”中的所有元素

集合推导式

它们跟列表推导式也是类似的

squared = {x\*\*2 for x in [1, 1, 2]}

print(squared)

# Output: {1, 4}

### 6 浅复制

>>> list1=["song","bing",[1,2,3]]  
>>> list1  
['song', 'bing', [1, 2, 3]]  
>>> list2=list1.copy()  
>>> list2  
['song', 'bing', [1, 2, 3]]  
>>> list1[0]="test"  
>>> list1  
['test', 'bing', [1, 2, 3]]  
>>> list2  
['song', 'bing', [1, 2, 3]]  
>>> list1[2][0]="songbing"  
>>> list1  
['test', 'bing', ['songbing', 2, 3]]  
>>> list2  
['song', 'bing', ['songbing', 2, 3]]  
>>>  
  
  
>>> list4=list1[:]  
>>> list4  
['test', 'bing', ['songbing', 2, 3]]  
>>> list1  
['test', 'bing', ['songbing', 2, 3]]  
>>> list1[2][2]="test"  
>>> list1  
['test', 'bing', ['songbing', 2, 'test']]  
>>> list4  
['test', 'bing', ['songbing', 2, 'test']]  
>>> list1[1]="ceshi"  
>>> list1  
['test', 'ceshi', ['songbing', 2, 'test']]  
>>> list4  
['test', 'bing', ['songbing', 2, 'test']]  
  
import copy  
>>> list3=copy.copy(list1)  
>>> list1  
['test', 'ceshi', ['songbing', 2, 'test']]  
>>> list3  
['test', 'ceshi', ['songbing', 2, 'test']]  
>>> list1[2][1]="li"  
>>> list1  
['test', 'ceshi', ['songbing', 'li', 'test']]  
>>> list3  
['test', 'ceshi', ['songbing', 'li', 'test']]  
>>> list1[1]="apan"  
>>> list1  
['test', 'apan', ['songbing', 'li', 'test']]  
>>> list3  
['test', 'ceshi', ['songbing', 'li', 'test']]

完全相同的内存地址  
list1=list5

查看两个列表的内存地址  
>>> id(list1)  
56757984  
>>> id(list2)  
56735584  
查看列表中列表的内存地址  
>>> id(list1[2][0])  
59553296  
>>> id(list2[2][0])  
59553296  
查看列表中每个元素的内存地址  
>>> id(list1[0])  
26868768  
>>> id(list2[0])  
59492672  
>>>

## 六 字典

字典是另一种可变容器模型，可存储任意类型对象。无序

字典的每个键值(key=value)对用冒号(:)分割，每个对之间用逗号(,)分割，整个字典包括在花括号内({}).

dic={

key1:value1,

key2:value2,

}

字典中键值必须是唯一，但是值则不必

值可以取任何数据类型，但是键必须是不可变的，如字符串，数字，元组

### 1 字典常用方法

访问字典的值

>>> dict={'name':'song','age':27}

>>> print dict['name']

song

>>>

如果key值不存在返回报错

>>> print dict['job']

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

KeyError: 'job'

>>>

Python2 判断字典里面是否有次key

dict.has\_key("name")

python3判断字典里面是否有次key

>>> 'name' in dict

True

>>> dict.get('name')

'song'字典添加值

>>> dict['job']='IT'

>>> dict

{'job': 'IT', 'age': 27, 'name': 'song'}

>>>

修改字典的值

>>> dict['name']='bing'

>>> dict

{'job': 'IT', 'age': 27, 'name': 'bing'}

>>>

删除字典里面的值不返回删除的值

>>> del dict['job']

>>> dict

{'age': 27, 'name': 'bing'}

>>>

删除字典里面的值并返回删除的值

>>> dict.pop("name")

'song'

>>> dict

{'age': 27}

Python2和Python3中动态初始化字典方法

>>> list(zip(['a','b','c'],[1,2,3]))

[('a', 1), ('b', 2), ('c', 3)]

>>> D=dict(zip(['a','b','c'],[1,2,3]))

>>> D

{'b': 2, 'a': 1, 'c': 3}

Python3

>>> D1={k:v for (k,v) in zip(['a','b','c'],[1,2,3])}

>>> D1

{'b': 2, 'a': 1, 'c': 3}

>>> D2={x:x\*\*2 for x in [1,2,3,4]}

>>> D2

{1: 1, 2: 4, 3: 9, 4: 16}

>>> D3={c:c\*4 for c in 'spam'}

>>> D3

{'a': 'aaaa', 'm': 'mmmm', 'p': 'pppp', 's': 'ssss'}

>>> D4=dict.fromkeys(['a','b','c'],[1,2,3])

>>> D4

{'b': [1, 2, 3], 'a': [1, 2, 3], 'c': [1, 2, 3]}

>>> D5=dict.fromkeys(['a','b','c'],0)

>>> D5

{'b': 0, 'a': 0, 'c': 0}

>>> D6=dict.fromkeys('spam')

>>> D6

{'a': None, 'm': None, 'p': None, 's': None}

#动态的反应在视图对象创建以后的修改

>>> D7={'a':1,'b':2,'c':3}

>>> D7

{'b': 2, 'a': 1, 'c': 3}

>>> k=D.keys()

>>> v=D.values()

>>> list(k)

['a', 'm', 'p', 's']

>>> k=D7.keys()

>>> v=D7.values()

>>> list(k)

['b', 'a', 'c']

>>> list(v)

[2, 1, 3]

>>> del D7['b']

>>> list(k)

['a', 'c']

>>> list(v)

[1, 3]

注意：

字典值可以没有限制地取任何python对象，既可以是标准的对象，也可以是用户定义的，但键不行。

不允许同一个键出现两次。创建时如果同一个键被赋值两次，后一个值会被记住

### 2 字典中内置方法

|  |  |
| --- | --- |
| 1 | [radiansdict.clear()](http://www.runoob.com/python/att-dictionary-clear.html) |
| 删除字典内所有元素 |
| 2 | [radiansdict.copy()](http://www.runoob.com/python/att-dictionary-copy.html) |
| 返回一个字典的浅复制 |
| 3 | [radiansdict.fromkeys()](http://www.runoob.com/python/att-dictionary-fromkeys.html) |
| 创建一个新字典，以序列seq中元素做字典的键，val为字典所有键对应的初始值 |
| 4 | [radiansdict.get(key, default=None)](http://www.runoob.com/python/att-dictionary-get.html) |
| 返回指定键的值，如果值不在字典中返回default值 |
| >>> dict.get('name') |
| 'bing' |
| >>> dict.get('test') |
| >>> print dict.get('test') |
| None |
| >>> |
| 5 | [radiansdict.has\_key(key)](http://www.runoob.com/python/att-dictionary-has_key.html) |
| 如果键在字典dict里返回true，否则返回false 此方法在Python3中已经取消 |
| >>> if dict.has\_key('name'): |
| ... print dict['name'] |
| ... |
| bing |
| >>> |
|  |
| >>> if dict.has\_key('test'): |
| ... print dict['test'] |
| ... else: |
| ... print "Not found" |
| ... |
| Not found |
| >>> |
| 6 | [radiansdict.items()](http://www.runoob.com/python/att-dictionary-items.html) |
| 以列表返回可遍历的(键, 值) 元组数组 |
| >>> for key,vaul in dict.items(): |
| ... print key,vaul |
| ... |
| age 27 |
| name bing |
| >>> |
| 7 | [radiansdict.keys()](http://www.runoob.com/python/att-dictionary-keys.html) |
| 以列表返回一个字典所有的键 |
| >>> dict.keys() |
| ['age', 'name'] |
| >>> |
| 8 | [radiansdict.setdefault(key, default=None)](http://www.runoob.com/python/att-dictionary-setdefault.html) |
| 和get()类似, 但如果键不存在于字典中，将会添加键并将值设为default |
| 9 | [radiansdict.update(dict2)](http://www.runoob.com/python/att-dictionary-update.html) |
| 把字典dict2的键/值对更新到dict里 |
| 10 | [radiansdict.values()](http://www.runoob.com/python/att-dictionary-values.html) |
| 以列表返回字典中的所有值 |
| >>> dict.values() |
| [27, 'bing'] |
| >>> |
|  |  |

### 3 字典推导式

字典推导和列表推导的使用方法是类似的

In [1]: mcase={"a":10,"b":34,"A":7,"Z":3}

In [2]: mcase\_frequency={k.lower(): mcase.get(k.lower(),0)+mcase.get(k.upper(),0

) for k in mcase.keys()}

In [3]: mca

mcase mcase\_frequency

In [3]: mcase\_frequency

Out[3]: {'a': 17, 'b': 34, 'z': 3}

In [4]: {v: k for k,v in mcase.items()}

Out[4]: {3: 'Z', 7: 'A', 10: 'a', 34: 'b'}

### 4 求最小值、最大值、排序

## 七 模块 包

在Python中一个.py文件就称为一个模块。

使用模块提高了代码的可维护性，还可以避免函数名和变量名的冲突。

相同名字的函数和变量完全可以分别在不同的模块中，

模块常用导入方法，

为了避免模块名冲突，Python又引入了按目录来组织模块的方法，称为包（Package）。

举个例子，一个abc.py的文件就是一个名字叫abc的模块，一个xyz.py的文件就是一个名字叫xyz的模块。

现在，假设我们的abc和xyz这两个模块名字与其他模块冲突了，于是我们可以通过包来组织模块，避免冲突。方法是选择一个顶层包名，比如mycompany，按照如下目录存放：
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引入了包以后，只要顶层的包名不与别人冲突，那所有模块都不会与别人冲突。现在，abc.py模块的名字就变成了mycompany.abc，类似的，xyz.py的模块名变成了mycompany.xyz。

请注意，每一个包目录下面都会有一个\_\_init\_\_.py的文件，这个文件是必须存在的，否则，Python就把这个目录当成普通目录，而不是一个包。\_\_init\_\_.py可以是空文件，也可以有Python代码，因为\_\_init\_\_.py本身就是一个模块，而它的模块名就是mycompany。
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文件www.py的模块名就是mycompany.web.www，两个文件utils.py的模块名分别是mycompany.utils和mycompany.web.utils。

mycompany.web也是一个模块，请指出该模块对应的.py文件。

import os#直接导入模块

Python的from语句让你从模块中导入一个指定的部分到当前命名空间中

from os import \* #不建议使用

from os import system,popen #导入多个方法

import muliprocessing as multi #别名导入方法

模块能够有逻辑的组织Python代码段

模块就是一个保存了Python代码的文件。模块能定义函数，类和变量。模块里也能包含可执行的代码。

一个模块只会被导入一次，不管你执行了多少次import。这样可以防止导入模块被一遍又一遍地执行

当你导入一个模块，Python解析器对模块位置的搜索顺序是：

当前目录

如果不在当前目录，Python 则搜索在 shell 变量 PYTHONPATH 下的每个目录。

如果都找不到，Python会察看默认路径。UNIX下，默认路径一般为/usr/local/lib/python/。

模块搜索路径存储在system模块的sys.path变量中。变量里包含当前目录，PYTHONPATH和由安装过程决定的默认目录。

## 八 InPut/OutPut

IO在计算机中指Input/Output，也就是输入和输出。由于程序和运行时数据是在内存中驻留，由CPU这个超快的计算核心来执行，涉及到数据交换的地方，通常是磁盘、网络等，就需要IO接口。

比如你打开浏览器，访问新浪首页，浏览器这个程序就需要通过网络IO获取新浪的网页。浏览器首先会发送数据给新浪服务器，告诉它我想要首页的HTML，这个动作是往外发数据，叫Output，随后新浪服务器把网页发过来，这个动作是从外面接收数据，叫Input。所以，通常，程序完成IO操作会有Input和Output两个数据流。当然也有只用一个的情况，比如，从磁盘读取文件到内存，就只有Input操作，反过来，把数据写到磁盘文件里，就只是一个Output操作。

IO编程中，Stream（流）是一个很重要的概念，可以把流想象成一个水管，数据就是水管里的水，但是只能单向流动。Input Stream就是数据从外面（磁盘、网络）流进内存，Output Stream就是数据从内存流到外面去。对于浏览网页来说，浏览器和新浪服务器之间至少需要建立两根水管，才可以既能发数据，又能收数据。

由于CPU和内存的速度远远高于外设的速度，所以，在IO编程中，就存在速度严重不匹配的问题。举个例子来说，比如要把100M的数据写入磁盘，CPU输出100M的数据只需要0.01秒，可是磁盘要接收这100M数据可能需要10秒，怎么办呢？有两种办法：

第一种是CPU等着，也就是程序暂停执行后续代码，等100M的数据在10秒后写入磁盘，再接着往下执行，这种模式称为同步IO；

另一种方法是CPU不等待，只是告诉磁盘，“您老慢慢写，不着急，我接着干别的事去了”，于是，后续代码可以立刻接着执行，这种模式称为异步IO。

同步和异步的区别就在于是否等待IO执行的结果。好比你去麦当劳点餐，你说“来个汉堡”，服务员告诉你，对不起，汉堡要现做，需要等5分钟，于是你站在收银台前面等了5分钟，拿到汉堡再去逛商场，这是同步IO。

你说“来个汉堡”，服务员告诉你，汉堡需要等5分钟，你可以先去逛商场，等做好了，我们再通知你，这样你可以立刻去干别的事情（逛商场），这是异步IO。

很明显，使用异步IO来编写程序性能会远远高于同步IO，但是异步IO的缺点是编程模型复杂。想想看，你得知道什么时候通知你“汉堡做好了”，而通知你的方法也各不相同。如果是服务员跑过来找到你，这是回调模式，如果服务员发短信通知你，你就得不停地检查手机，这是轮询模式。总之，异步IO的复杂度远远高于同步IO。

操作IO的能力都是由操作系统提供的，每一种编程语言都会把操作系统提供的低级C接口封装起来方便使用，Python也不例外。我们后面会详细讨论Python的IO编程接口。

读写文件前，我们先必须了解一下，在磁盘上读写文件的功能都是由操作系统提供的，现代操作系统不允许普通的程序直接操作磁盘，所以，读写文件就是请求操作系统打开一个文件对象（通常称为文件描述符），然后，通过操作系统提供的接口从这个文件对象中读取数据（读文件），或者把数据写入这个文件对象（写文件）。

### 1 文件读写

读写文件是最常见的I0操作，Python内置了读写文件的函数读写文件前，需要先了解，在磁盘上读写文件的功能是由操作系统提供的，现代操作系统不允许普通的程序直接操作磁盘，所以读写文件就是请求操作系统打开一个文件对象然后通过操作系统提供的接口从这个文件对象中读取数据，或者 把数据写入这个文件对象

### 2 Open函数

file object = open(file\_name [, access\_mode][, buffering])

* file\_name：file\_name变量是一个包含了你要访问的文件名称的字符串值。
* access\_mode：access\_mode决定了打开文件的模式：只读，写入，追加等。所有可取值见如下的完全列表。这个参数是非强制的，默认文件访问模式为只读(r)。
* buffering:如果buffering的值被设为0，就不会有寄存。如果buffering的值取1，访问文件时会寄存行。如果将buffering的值设为大于1的整数，表明了这就是的寄存区的缓冲大小。如果取负值，寄存区的缓冲大小则为系统默认。

|  |  |
| --- | --- |
| r | 以只读方式打开文件。文件的指针将会放在文件的开头。这是默认模式。 |
| rb | 以二进制格式打开一个文件用于只读。文件指针将会放在文件的开头。这是默认模式。 |
| r+ | 打开一个文件用于读写。文件指针将会放在文件的开头。 |
| rb+ | 以二进制格式打开一个文件用于读写。文件指针将会放在文件的开头。 |
| w | 打开一个文件只用于写入。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| wb | 以二进制格式打开一个文件只用于写入。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| w+ | 打开一个文件用于读写。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| wb+ | 以二进制格式打开一个文件用于读写。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| a | 打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。也就是说，新的内容将会被写入到已有内容之后。如果该文件不存在，创建新文件进行写入。 |
| ab | 以二进制格式打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。也就是说，新的内容将会被写入到已有内容之后。如果该文件不存在，创建新文件进行写入。 |
| a+ | 打开一个文件用于读写。如果该文件已存在，文件指针将会放在文件的结尾。文件打开时会是追加模式。如果该文件不存在，创建新文件用于读写。 |
| ab+ | 以二进制格式打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。如果该文件不存在，创建新文件用于读写。 |
| x | 表示在文件不存在的情况下新创建并写文件,如果文件存在报错 |
| t | 代表文本类型 |
| b | 代表二进制文件 |

文件被打开后，就有一个file对象，可以得到该文件的各种信息

|  |  |
| --- | --- |
| file.closed | 返回true如果文件已被关闭，否则返回false。 |
| file.mode | 返回被打开文件的访问模式。 |
| file.name | 返回文件的名称。 |
| file.softspace | 如果用print输出后，必须跟一个空格符，则返回false。否则返回true。 |
| f.flush() | 刷新输出缓存 |

取钱读写各种不同编码的文本数据使用（rt模式）或者(wt,w+t,a+t)

打印输出至文件中

print() 函数中指定 file 关键字参数，像下面这样：

with open('d:/work/test.txt', 'wt') as f:

print('Hello World!', file=f)

读取test.txt文件内容重新加入’ssss’后重新写入text.txt文件

**with** open(**'test.txt'**,**'a+t'**) **as** f:  
 print(f.read()+**"ssss"**,file=f)

如果文件不存在才可以写入，如果文件存在报错

**with** open(**'somefile'**,**'xt'**) **as** f:  
 f.write(**"Hwllo"**)

使用xt代替wt

为了以文本形式读取压缩文件

*# gzip compression*

**import** gzip

**with** gzip**.**open('somefile.gz', 'rt') **as** f:

text **=** f**.**read()

*# bz2 compression*

**import** bz2

**with** bz2**.**open('somefile.bz2', 'rt') **as** f:

text **=** f**.**read()

写入压缩数据

*# gzip compression*

**import** gzip

**with** gzip**.**open('somefile.gz', 'wt') **as** f:

f**.**write(text)

*# bz2 compression*

**import** bz2

**with** bz2**.**open('somefile.bz2', 'wt') **as** f:

f**.**write(text)

执行时创建一个临时文件或目录，并希望使用完之后可以自动销毁掉

**from** tempfile **import** TemporaryFile  
**with** TemporaryFile(**'w+t'**) **as** f:  
 f.write(**'Hello, World\n'**)  
 f.seek(0)  
 data=f.read()  
 print(data)

### 3 Python 读写方法

使用read()和write()方法来读取和写入文件

write()方法可将任何字符串写入一个打开的文件。需要重点注意的是，Python字符串可以是二进制数据，而不是仅仅是文字。

write()方法不会在字符串的结尾添加换行符('\n')：

read（）方法从一个打开的文件中读取一个字符串。需要重点注意的是，Python字符串可以是二进制数据，而不是仅仅是文字。

**fileObject.read([count]);**

在这里，被传递的参数是要从已打开文件中读取的字节计数。该方法从文件的开头开始读入，如果没有传入count，它会尝试尽可能多地读取更多的内容，很可能是直到文件的末尾。

f.read([count])  
读出文件，如果有count，则读出count个字节。  
f.readline()  
读出一行信息。  
f.readlines()  
读出所有行，也就是读出整个文件的信息。

f=open('file\_test.txt','w')  
f.write('This test file')  
f.close()  
  
f=open('file\_test.txt','r')  
print f.read()  
f.close()

### 4 文件定位

tell()方法告诉你文件内的当前位置；换句话说，下一次的读写会发生在文件开头这么多字节之后。

seek（offset [,from]）方法改变当前文件的位置。Offset变量表示要移动的字节数。From变量指定开始移动字节的参考位置。

如果from被设为0，这意味着将文件的开头作为移动字节的参考位置。如果设为1，则使用当前的位置作为参考位置。如果它被设为2，那么该文件的末尾将作为参考位置。

# f.seek(offset[,where])  
# 把文件指针移动到相对于where的offset位置。where为0表示文件开始处，这是默认值 ；1表示当前位置；2表示文件结尾。  
# f.tell()  
# 获得文件指针位置。

f=open('file\_test.txt','r')  
for i in f.readlines():  
 print len(i)  
print f.tell()  
f.seek(15)  
print f.read()  
f.close()

读取，写入文件后需要调用close()方法关闭文件。文件使用完毕后必须关闭，因为文件对象会占用操作系统的资源，并且操作系统同一时间能打开的文件数量也是有限的：

每次都这么写实在太繁琐，所以，Python引入了with语句来自动帮我们调用close()方法：

with open('/path/to/file', 'r') as f:

print f.read()

### 5 fileinput 函数

【 基本格式 】

fileinput.input([files[, inplace[, backup[, bufsize[, mode[, openhook]]]]]])

【 默认格式 】

fileinput.input (files=None, inplace=False, backup='', bufsize=0, mode='r', openhook=None)

files: #文件的路径列表，默认是stdin方式，多文件['1.txt','2.txt',...]

inplace: #是否将标准输出的结果写回文件，默认不取代

backup: #备份文件的扩展名，只指定扩展名，如.bak。如果该文件的备份文件已存在，则会自动覆盖。

bufsize: #缓冲区大小，默认为0，如果文件很大，可以修改此参数，一般默认即可

mode: #读写模式，默认为只读

openhook: #该钩子用于控制打开的所有文件，比如说编码方式等;

【 常用函数】

fileinput.input() #返回能够用于for循环遍历的对象

fileinput.filename() #返回当前文件的名称

fileinput.lineno() #返回当前已经读取的行的数量（或者序号）

fileinput.filelineno() #返回当前读取的行的行号

fileinput.isfirstline() #检查当前行是否是文件的第一行

fileinput.isstdin() #判断最后一行是否从stdin中读取

fileinput.close() #关闭队列

#查看文件内容  
for line in fileinput.input('test.txt'):  
 print line,

#文件内容替换  
#backup备份，只有当inplace参数为1的时候backup参数才能生效  
 for line in fileinput.input('test.txt',backup='.bak',inplace=1):  
 print line.rstrip().replace('This','HTIS')

#文件处理  
import sys  
for line in fileinput.input(r'test.txt'):  
 sys.stdout.write('==>')  
 sys.stdout.write(line)

## 九 序列化

我们把变量从内存中变成可存储或传输的过程称之为序列化

序列化之后，就可以把序列化后的内容写入磁盘，或者通过网络传输到别的机器上。

反过来，把变量内容从序列化的对象重新读到内存里称之为反序列化，即unpickling。

Python提供两个模块来实现序列化：cPickle和pickle。这两个模块功能是一样的，区别在于cPickle是C语言写的，速度快，pickle是纯Python写的，速度慢，跟cStringIO和StringIO一个道理。用的时候，先尝试导入cPickle，如果失败，再导入pickle：

**try**:  
 **import** cPickle **as** pickle  
**except** ImportError:  
 **import** pickle

pickle 支持的存储类型

所有Python支持的 [原生类型](http://woodpecker.org.cn/diveintopython3/native-datatypes.html) : 布尔, 整数, 浮点数, 复数, 字符串, bytes (字节串)对象, 字节数组, 以及 None .

由任何原生类型组成的列表，元组，字典和集合。

由任何原生类型组成的列表，元组，字典和集合组成的列表，元组，字典和集合(可以一直嵌套下去，直至[Python支持的最大递归层数](http://docs.python.org/3.1/library/sys.html#sys.getrecursionlimit) ).

函数，类，和类的实例(带警告)。

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
d=dict(name="bob",age=20,score=88)  
print(d)  
  
  
import pickle  
  
#序列化存储  
f=open('dump.pkl','wb')  
pickle.dump(d,f)  
f.close()  
  
#序列化导出  
f1=open('dump.pkl','rb')  
d1=pickle.load(f1)  
f1.close()  
print(d1)

Json 序列化

#!/usr/bin/env python  
#-\*-coding:utf-8-\*-   
#author: songbing  
  
  
import pickle  
import json  
  
d={"name":"song",  
 "job":"IT",  
 "gongzi":1000}  
  
f=open("test.pkl","w")  
json.dump(d,f)  
f.close()  
  
f=open("test.pkl")  
data=json.load(f)  
print data

## 十 正则

#!/usr/bin/env python  
# -\*- coding:utf-8 -\*-   
# Author: songbing  
# Mail : [songbing513@163.com](mailto:songbing513@163.com)

#字符串分割为多个字段，但是分隔符(还有周围的空格)并不是固定的

line='asdf fjdk; afed, fjek,asdf, foo'  
import re  
  
print(re.split(r'[;,\s]\s\*',line))

输出结果：

['asdf', 'fjdk', 'afed', 'fjek', 'asdf', 'foo']

fields=re.split(r'(;|,|\s)\s\*',line)

输出结果：

['asdf', ' ', 'fjdk', ';', 'afed', ',', 'fjek', ',', 'asdf', ',', 'foo']

import re  
#match尝试从字符串的开始匹配，从字符串的一个开始处匹配，如果开始处不匹配，则不匹配  
#第一个参数是正则表达式，这里为"(\w+)\s"，如果匹配成功，则返回一个Match，否则返回一个None；  
#第二个参数表示要匹配的字符串；  
#第三个参数是标致位，用于控制正则表达式的匹配方式，如：是否区分大小写，多行匹配等等。  
text="JGood is a handsome boy, he is cool, clever, and so on..."  
m=re.match(r"(\w+)\s",text)  
print 'match'  
if m:  
 print m.group(0),'\n',m.group(1)  
else:  
 print "Not match"

bt='bat bet bit'  
print("match 方法")  
m=re.match('bat',bt)  
  
if m is not None:  
 print(m.group())  
else:  
 print("Not found bat")  
  
n=re.match('bit',bt)  
if n is not None:  
 print(n.group())  
else:  
 print("Not found bit")

输出结果：

match 方法

bat

Not found bit  
#search函数会在字符串内查找模式匹配,只到找到第一个匹配然后返回，如果字符串没有匹配，则返回None  
#匹配整个字符  
print 'search'  
m1=re.search(r'\shan(ds)ome\s',text)  
if m:  
 print m1.group(0),m1.group(1)  
else:  
 print "Not search"

bt1=' bat bet bit'  
print("\nsearch 方法")  
m1=re.search('bat',bt1)  
if m1 is not None:  
 print(m1.group())  
else:  
 print('m1 not found')

输出结果：

search 方法

bat

#findall()函数查询字符串中某个正则表达式模式全部的非重复出现情况  
#与search函数执行字符串搜索类似，但是不同之处，findall()返回一个列表，列表将包含所有成功的匹配部分，从左向右按顺序排列  
# 如果没有搜索到，返回空列表  
f=re.findall('bit',bt1)  
print(f)  
输出结果:

['bit']

f1=re.findall('car','carry the barcardi to the car')  
print(f1)

输出结果：

['car', 'car', 'car']

s='This and that.'  
s1=re.findall(r'th\w+ and th\w+',s,re.I)  
s1\_2=re.findall(r'(th\w+) and (th\w+)',s,re.I)  
s1\_3=re.findall(r'(th\w+)',s,re.I)  
print(s1)  
print(s1\_2)  
print(s1\_3)

输出结果：

['This and that']

[('This', 'that')]

['This', 'that']

#sub()和subn()搜索和替换功能：  
#将某字符串中所有匹配正常表达式的部分进行某种形式替换  
#其中subn返回一个表示替换的总数，替换后的字符串和表示替换总数的数字两个元素，组成一个元组返回  
#re.sub('原有字符串','替换字符串','字符串')  
  
r=re.sub('X','Mr. smith','attn: X\nDear X,\n')  
print(r)  
  
r1=re.subn('X','Mr. smith','attn: X\nDear X,\n')  
print(r1)

输出结果：

attn: Mr. smith

Dear Mr. smith,

('attn: Mr. smith\nDear Mr. smith,\n', 2)

#split通过指定分隔符对字符串进行分割

#str.split(str="", num=string.count(str)).

#str -- 分隔符，默认为空格。

#num -- 分割次数。

#返回分割后的字符串列表

str = "Line1-abcdef Line2-abc Line4-abcd";  
print(str.split())  
print(str.split(' ',1))  
print(str.split(' ',2))

输出结果：

['Line1-abcdef', 'Line2-abc', 'Line4-abcd']

['Line1-abcdef', 'Line2-abc Line4-abcd']

['Line1-abcdef', 'Line2-abc', 'Line4-abcd']

注意分割的区别，后面加上分割次数以后

注意空格，和标红的部分  
DATE=(  
 'Moutain View, CA 94040',  
 'Sunnyvale, CA',  
 'Los Altos, 94023',  
 'Cupertino 95014',  
 'Palo Alto CA',  
)  
  
for datum in DATE:  
 print(re.split(',\s|(?=\s(?:\d{5}|[A-Z]{2}))\s',datum))

输出结果：

['Moutain View', 'CA', '94040']

['Sunnyvale', 'CA']

['Los Altos', '94023']

['Cupertino', '95014']

['Palo Alto', 'CA']

#正则匹配邮箱

#mail=input("请输入你的邮箱地址:")  
mail='songbing513@163.com'  
#取出名字  
print(re.split('@',mail)[0])  
  
#邮箱匹配  
#一 不能以 . - \_ | 特殊字符串 开始,和结束  
#二 不能是特殊字符  
#三 只有一个@  
#四 只有一个.  
#五 结尾是@xxx.xxx模式

匹配邮箱

综合目前国内常用的邮箱，大概通用的规则包括：

1、[^\.\_]，不能以下划线和句点开头。

2、[\w\.]+，包括字母、数字。而对句点及下划线各提供商有差别，对此有效性不做更严格的判断。

3、@是必须的。

4、(?:[A-Za-z0-9]+\.)+[A-Za-z]+$，@后以xxx.xxx结尾，考虑到多级域名，会有这种情况xxx.xxx.xxx如xxx@yahoo.com.cn

p=re.compile('[^\W\.\_-][\w\.-]+@(?:[a-zA-Z0-9]+\.)+[a-zA-Z]+$')  
  
if p.match(mail):  
 print("邮箱匹配正确")  
else:  
 print("邮箱匹配失败")

#扩展符合

print(re.findall(r'(?i)yes','yes? Yes. YES'))

输出结果:

['yes', 'Yes', 'YES']

print(re.findall(r'(?im)(^th[\w\s]+)',"""  
This line is the first,  
another line,  
that line,it's the beat,  
theres is test.  
"""))

(?aiLmsux) 后可以紧跟着 'a'，'i'，'L'，'m'，'s'，'u'，'x' 中的一个或多个字符，只能在正则表达式的开头使用

每一个字符对应一种匹配标志：re-A（只匹配 ASCII 字符），re-I（忽略大小写），re-L（区域设置），re-M（多行模式）, re-S（. 匹配任何符号），re-X（详细表达式），包含这些字符将会影响整个正则表达式的规则

print(re.findall(r'(?im)(^th[\w]+)',"""  
This line is the first,  
another line,  
that line,it's the beat,  
theres is test.  
"""))

print(re.findall(r'(?im)(^th[\w]{2})',"""  
This line is the first,  
another line,  
that line,it's the beat,  
theres is test.  
"""))

print(re.findall(r'(?im)(th[\w\s]+)',"""  
This line is the first,  
another line,  
that line,it's the beat,  
theres is test.  
"""))

print(re.findall(r'(?:\w+\.\*\w+\.com)','http://google.com http://www.google.com http://code.google.com'))  
print(re.findall(r'(?:\w+\.)\*(\w+\.com)','http://google.com http://www.google.com http://code.google.com'))

输出结果:

['This line is the first', 'that line', 'theres is test']

['This', 'that', 'theres']

['This', 'that', 'ther']

['This line is the first', 'ther line', 'that line', 'the beat', 'theres is test']

['google.com', 'www.google.com', 'code.google.com']

['google.com', 'google.com', 'google.com']
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(?P...) 命名组，通过组的名字（name）即可访问到子组匹配的字符串

(?P=name) 反向引用一个命名组，它匹配指定命名组匹配的任何内容

(?#...) 注释，括号中的内容将被忽略

(?=...) 前向肯定断言。如果当前包含的正则表达式（这里以 ... 表示）在当前位置成功匹配，则代表成功，否则失败。一旦该部分正则表达式被匹配引擎尝试过，就不会继续进行匹配了；剩下的模式在此断言开始的地方继续尝试。

举个栗子：love(?=FishC) 只匹配后边紧跟着 "FishC" 的字符串 "love"

(?!...) 前向否定断言。这跟前向肯定断言相反（不匹配则表示成功，匹配表示失败）。

举个栗子：FishC(?!\.com) 只匹配后边不是 ".com" 的字符串 "FishC"

(?<=...) 后向肯定断言。跟前向肯定断言一样，只是方向相反。

举个栗子：(?<=love)FishC 只匹配前边紧跟着 "love" 的字符串 "FishC"

(?<!...) 后向否定断言。跟前向肯定断言一样，只是方向相反。

举个栗子：(?<!FishC)\.com 只匹配前边不是 "FishC" 的字符串 ".com"

|  |  |
| --- | --- |
| re.I | 使匹配对大小写不敏感 |
| re.L | 做本地化识别（locale-aware）匹配 |
| re.M | 多行匹配，影响 ^ 和 $ |
| re.S | 使 . 匹配包括换行在内的所有字符 |
| re.U | 根据Unicode字符集解析字符。这个标志影响 \w, \W, \b, \B. |
| re.X | 该标志通过给予你更灵活的格式以便你将正则表达式写得更易于理解。 |

## 十一 函数

函数是组织好的，可重复使用的，用来实现单一，或相关联功能的代码段。

函数能提高应用的模块性，和代码的重复利用率。

函数代码块以 def 关键词开头，后接函数标识符名称和圆括号()。

任何传入参数和自变量必须放在圆括号中间。圆括号之间可以用于定义参数。

函数的第一行语句可以选择性地使用文档字符串—用于存放函数说明。

函数内容以冒号起始，并且缩进。

return [表达式] 结束函数并选择性地返回一个值给调用方。不带表达式的return相当于返回 None。

函数中默认可以访问全局变量，默认不能修改全局变量，加global声明以后可以修改

函数中可以直接修改全局中的列表，字典的复杂的数据类型

### 1 函数文档字符串

def functionname():

#定义函数文档字符串  
 "函数介绍"  
 print "This is test!"

#调用函数  
functionname()

#查看函数文档字符串  
print functionname.\_\_doc\_\_

#查看函数帮助  
help(functionname)

### 2 参数

1. 必备参数（位置参数，）

函数可以定义任意个参数，每个参数间用逗号分割，用这种方式定义的函数在调用的的时候也必须在函数名后的小括号里提供个数相等的 值（实际参数），而且顺序必须相同，也就是说在这种调用方式中，形参和实参的个数必须一致，而且必须一一对应，也就是说第一个形参对应这第一个实参。

必备参数必须以正确的顺序传入函数。调用时的数量必须和声明时的一至。

传入参数的值是按照顺序依次复制过去的

位置参数的一个弊端是必须熟记每个位置的参数的含义。在调  
用函数 menu() 时误把最后一个参数当作第一个参数，会得到完全不同的结果：

**def** fun(arg1,arg2,arg3):  
 print(**"arg1="**,arg1)  
 print(**"arg2="**,arg2)  
 print(**"arg3="**,arg3)  
  
fun(1,2,3)  
fun(3,2,1)

输出结果：

arg1= 1

arg2= 2

arg3= 3

arg1= 3

arg2= 2

arg3= 1

1. 关键字参数

关键字参数和函数调用关系紧密，函数调用使用关键字参数来确定传入的参数值。

使用关键字参数允许函数调用时参数的顺序与声明时不一致，因为 Python 解释器能够用参数名匹配参数值。

**def** fun1(arg1,arg2,arg3):  
 print(**"arg1="**,arg1)  
 print(**"arg2="**,arg2)  
 print(**"arg3="**,arg3)  
  
fun1(arg1=1,arg3=3,arg2=2)

输出结果：

arg1= 1

arg2= 2

arg3= 3

1. 默认参数

调用函数时，缺省参数的值如果没有传入，则被认为是默认值。下例会打印默认的arg2，如果arg2没有被传入

**def** fun2(arg1,arg2,arg3=3):  
 print(**"arg1="**,arg1)  
 print(**"arg2="**,arg2)  
 print(**"arg3="**,arg3)  
fun2(1,2,4)  
fun2(1,2)  
fun2(arg3=4,arg2=2,arg1=1)

输出结果：

arg1= 1

arg2= 2

arg3= 4

arg1= 1

arg2= 2

arg3= 3

arg1= 1

arg2= 2

arg3= 4

1. 不定长参数

它以一个\*加上形参名的方式来表示这个函数 的实参个数不定，可能为0个也可能为n个。注意一点是，不管有多少个，在函数内部都被存放在以形参名为标识符的tuple中。需要一个函数能处理比当初声明时更多的参数。这些参数叫做不定长参数，和上述几种参数不同，声明时不会命名。加了星号（\*）的变量名会存放所有未命名的变量参数。选择不多传参数也可

**def** fun3(arg1,\*args):  
 print(**"arg1="**,arg1)  
 print(**"args"**,args)  
fun3(1,2,3,4,5)

fun3(1)

输出结果：

arg1= 1

args (2, 3, 4, 5)

arg1= 1

args ()

使用两个星号可以将参数收集到一个字典中，参数的名字是字典的键，对应参数的值是字典的值。

**def** fun4(arg1,\*\*kwargs):  
 print(**"arg1="**,arg1)  
 print(**"kwargw="**,kwargs)  
fun4(1,a=1,b=**"test"**)

输出结构：

arg1= 1

kwargw= {'b': 'test', 'a': 1}

1. 强制参数

将强制关键字参数放到某个\*参数或者单个\*后面就能达到这种效果

实现函数的某些参数强制使用关键字参数传递

调用函数的方法则需要采用arg1=value1,arg2=value2

def recv(maxsize,\*,block):  
 'Recevies a message'  
 print(block)  
  
#recv(1024,True)错误方法  
recv(1024,block=True)#正确方法必须指定关键字参数

>>> def a(\*x):

if len(x)==0:

print 'None'

else:

print x

>>> a(1)

(1,) #存放在元组中

>>> a()

None

>>> a(1,2,3)

(1, 2, 3)

>>> a(m=1,y=2,z=3)

Traceback (most recent call last):

File "<pyshell#16>", line 1, in -toplevel-

a(m=1,y=2,z=3)

TypeError: a() got an unexpected keyword argument 'm'

上面介绍了几种定义方式，接下来看函数参数在调用过程中是怎么被解析的,其实只要记住上面这四种方法优先级依次降低，先1，后2，再3，最后4，也就是先把方式1中的arg解析，然后解析方式2中的arg=value，再解析方式3，即是把多出来的arg这种形式的实参组成个tuple传进去，最后把剩下的key=value这种形式的实参组成一个dictionary传给带俩个星号的形参，也就方式4。

>>> def test(x,y=1,\*a,\*\*b):

print x,y,a,b

>>> test(1)

1 1 () {}

>>> test(1,2)

1 2 () {}

>>> test(1,2,3)

1 2 (3,) {}

>>> test(1,2,3,4)

1 2 (3, 4) {}

>>> test(x=1,y=2)

1 2 () {}

>>> test(1,a=2)

1 1 () {'a': 2}

>>> test(1,2,3,a=4)

1 2 (3,) {'a': 4}

>>> test(1,2,3,y=4)

Traceback (most recent call last):

File "<pyshell#52>", line 1, in -toplevel-

test(1,2,3,y=4)

TypeError: test() got multiple values for keyword argument 'y'

1. 如果需要减少某个函数的参数个数，你可以使用 functools.partial() 。 partial() 函数允许你给一个或多个参数设置固定的值，减少接下来被调用时的参数个数。

In [1]: def spam(a,b,c,d):

...: print(a,b,c,d)

...:

In [2]: from functools import partial

In [3]: s1=partial(spam,1)

In [5]: s1(2,3,4)

1 2 3 4

In [6]: s2=partial(spam,d=43)

#已经指定固定参数，在调用函数的时候不能重复指定

In [7]: s2(1,2,3,4)

---------------------------------------------------------------------------

TypeError Traceback (most recent call last)

<ipython-input-7-2388de233f2b> in <module>()

----> 1 s2(1,2,3,4)

TypeError: spam() got multiple values for argument 'd'

In [8]: s2(1,2,3)

1 2 3 43

In [9]:

1. 函数的某些参数强制使用关键字参数传递，将强制关键字参数放到某个\*参数或者单个\*后面就能达到这种效果

In [9]: def recv(maxsize,\*,block):

...: 'Receives a message'

...: pass

...:

In [10]: recv(1024,True)

---------------------------------------------------------------------------

TypeError Traceback (most recent call last)

<ipython-input-10-a895c24eb714> in <module>()

----> 1 recv(1024,True)

TypeError: recv() takes 1 positional argument but 2 were given

In [11]: recv(1024,block=True)

def mininum(\*values,clip=None):  
 m=min(values)  
 if clip is not None:  
 m=clip if clip > m else m  
 return m  
  
print(mininum(1,5,2,-5,10))  
print(mininum(1,5,2,-5,10,clip=0))

输出结果：

-5

0

* 例子

#!/usr/bin/env python  
# -\*- coding:utf-8 -\*-   
# Author: songbing  
# Mail : songbing513@163.com  
  
#默认函数  
def sayHi():  
 print "你好，我叫宋兵，你叫什么名字"  
  
#定义形参  
def sayHi2(name):  
 print "你好%s,很高兴认识你" % name  
  
#定义默认参数  
def sayHi3(name="liapan"):  
 print "hello %s ,nice to me tee you" % name  
  
def sayHi4(name,age,job="IT",wage=5000):  
 print "my name is %s ,my %d year old,my jobs is %s ,my wage is %s" % (name,age,job,wage)

#定义局部变量和全局变量，在函数内声明全局变量后，此变量在全局可用

#在函数外部定义的变量函数内部可以调用修改，但是之作用于函数内部  
def sayHi5():  
 global user\_name  
 print user\_name  
 user\_name='liapan'  
 print 'my name is %s ' % user\_name  
  
  
def sayHi6(x,y):  
 if x>y:  
 return x/y  
 else:  
 return x\*y

def sayHi7(\*args):  
 print args  
  
def sayHi8(\*\*kwargs):  
 print kwargs  
 if kwargs.has\_key('name'):  
 print kwargs['name']  
  
  
#函数调用  
sayHi()  
  
#定义实参  
user\_name="宋兵"  
sayHi2(user\_name)  
  
#未定义函数的参数是，调用默认参数  
sayHi3()  
  
#定义多个默认参数  
sayHi4("songbing",26)  
  
#定义局部，全局变量  
sayHi5()  
  
#定义函数的返回值  
test1=sayHi6(10,2)  
test2=sayHi6(2,10)  
  
print test1,test2  
  
#定义函数，不固定的多个参数（元组）  
sayHi7(1,2,3,4,5)  
  
#定义函数多个参数，根据传入的参数，取对应的值（字典）  
sayHi8(name="songbing",age=26,job='IT')  
  
a=False

### 3 变量作用域

一个程序的所有的变量并不是在哪个位置都可以访问的。访问权限决定于这个变量是在哪里赋值的。

变量的作用域决定了在哪一部分程序你可以访问哪个特定的变量名称。两种最基本的变量作用域如下：

全局变量

局部变量

作用域变量定义

定义在函数内部的变量拥有一个局部作用域，定义在函数外的拥有全局作用域。

局部变量只能在其被声明的函数内部访问，而全局变量可以在整个程序范围内访问。调用函数时，所有在函数内声明的变量名称都将被加入到作用域中。

* 例子：

全局变量在局部变量可以调用

name='song'  
def funciton\_t():  
 print name  
  
funciton\_t()

输出结果

song

全局变量在局部变量中可以被修改，但是修改不影响全局变量，只在局部变量中生效

def function\_t1():  
 name='bing'  
 print name  
  
function\_t1()  
print name

输出结果:

bing

song

如果需要把在局部变量中修改的全局变量，在全局中生效，需要把变量为全局变量，使用global声明变量

def funciton\_t2():  
 global name  
 name='bing'  
 print name  
funciton\_t2()  
print name

输出结果:

bing

bing

### 4 匿名函数

lambda只是一个表达式，函数体比def简单很多。

lambda的主体是一个表达式，而不是一个代码块。仅仅能在lambda表达式中封装有限的逻辑进去。

lambda函数拥有自己的命名空间，且不能访问自有参数列表之外或全局命名空间里的参数。

虽然lambda函数看起来只能写一行，却不等同于C或C++的内联函数，后者的目的是调用小函数时不占用栈内存从而增加运行效率。

lambda函数的语法只包含一个语句，如下：

lambda [变量]：表达式

lambda [arg1 [,arg2,.....argn]]:expression

sum=lambda arg1,arg2: arg1+arg2  
print "相加后的值:",sum(10,20)

输出结果

相加后的值: 30

lambda x: x \* x

匿名函数的作用等同于下面的函数

def f(x):

return x \* x

通过在一个循环或列表推导中创建一个lambda表达式列表，并期望函数能在定义时就记住每次的迭代值。

In [4]: funcs=[lambda x,n=n:x+n for n in range(5)]

In [5]: for f in funcs:

...: print(f(0))

...:

0

1

2

3

4

### 5 递归

在函数内部，可以调用其他函数。如果一个函数在内部调用自身本身，这个函数就是递归函数

递归函数的优点是定义简单，逻辑清晰。理论上，所有递归函数都可以写成循环的方式，但是循环的逻辑不如递归清晰。

使用递归函数需要注意防止栈溢出。在计算中，函数调用通过栈(stack)这种数据结构实现的，

每当进入一个函数调用，栈就会加一层栈帧，每当函数返回，栈就会减一层栈帧。

由于栈的大小不是无限的，所以递归调用的次数过多，会导致栈溢出。

#递归函数实现斐波那契数列  
def fact(n):  
 if n==1:  
 return 1  
 return n\*fact(n-1)  
print fact(5)  
  
# ===> fact(5)  
# ===> 5 \* fact(4)  
# ===> 5 \* (4 \* fact(3))  
# ===> 5 \* (4 \* (3 \* fact(2)))  
# ===> 5 \* (4 \* (3 \* (2 \* fact(1))))  
# ===> 5 \* (4 \* (3 \* (2 \* 1)))  
# ===> 5 \* (4 \* (3 \* 2))  
# ===> 5 \* (4 \* 6)  
# ===> 5 \* 24  
# ===> 120

#函数递归实现二分查找

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
num\_list=list(range(1,100))  
#print(num\_list)  
  
num = int(input("Enter the number you want to find: "))  
def two(list,num):  
 mid=int(len(list)//2)#取出列表的下标,以便后面根据下标获取对应的值  
 if list[mid] >= 1:  
 if list[mid] > num: #判断下标对应的数字是否大于我输入的数字  
 two\_list = list[:mid] #如果下标对应的数字是大于我输入的数字，取出开始到我下标位置的数字，保存为新的列表  
 print(two\_list)  
 return two(two\_list,num)#递归重新带入计算  
 elif list[mid] < num:#判断下标对应的数字是否小于我输入的数字  
 two\_list = list[mid:]#如果下标对应的数字是小于我输入的数字，取出从我下标位置的数字到最后，保存为新的列表  
 print(two\_list)  
 return two(two\_list,num)#递归重新带入计算  
 else:  
 print(list[mid]) #如果等于就直接输出列表中的数字  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 two(num\_list, num)  
  
#二分查找函数  
import bisect  
  
L = [1, 3, 3, 6, 8, 12, 15]  
x\_insert\_point = bisect.bisect\_left(L, num) # 在L中查找x，x存在时返回x左侧的位置，x不存在返回应该插入的位置..这是3存在于列表中，返回左侧位置１  
print(x\_insert\_point)  
  
x\_insert\_point = bisect.bisect\_right(L, num) # 在L中查找x，x存在时返回x右侧的位置，x不存在返回应该插入的位置..这是3存在于列表中，返回右侧位置３  
print(x\_insert\_point)  
  
  
x\_insort\_left = bisect.insort\_left(L, num) # 将x插入到列表L中，x存在时插入在左侧  
print(L)  
  
x\_insort\_rigth = bisect.insort\_right(L, num) # 将x插入到列表L中，x存在时插入在右侧　　　　  
print(L)

### 6 生成器

通过列表生成式，我们可以直接创建一个列表。但是，受到内存限制，列表容量肯定是有限的。而且，创建一个包含100万个元素的列表，不仅占用很大的存储空间，如果我们仅仅需要访问前面几个元素，那后面绝大多数元素占用的空间都白白浪费了。

所以，如果列表元素可以按照某种算法推算出来，那我们是否可以在循环的过程中不断推算出后续的元素呢？这样就不必创建完整的list，从而节省大量的空间。在Python中，这种一边循环一边计算的机制，称为生成器（Generator）

生成器可分为三个部分理解：

* 可迭代对象(Iterable)

Python中任意的对象，只要它定义了可以返回一个迭代器的\_\_iter\_\_方法，或者定义了可以支持下标索引的\_\_getitem\_\_方法(这些双下划线方法会在其他章节中全面解释)，那么它就是一个可迭代对象。简单说，可迭代对象就是能提供迭代器的任意对象。可以直接作用于for循环的数据类型有以下几种：

一类是集合数据类型，如list、tuple、dict、set、str等；

一类是generator，包括生成器和带yield的generator function。

这些可以直接作用于for循环的对象统称为可迭代对象：Iterable。

可以使用isinstance()判断一个对象是否是Iterable对象：

* 迭代器(Iterator)

任意对象，只要定义了next(Python2) 或者\_\_next\_\_方法，它就是一个迭代器。

* 迭代(Iteration)

用简单的话讲，它就是从某个地方（比如一个列表）取出一个元素的过程。当我们使用一个循环来遍历某个东西时，这个过程本身就叫迭代。

#导入模块

from collections import Iterable  
print isinstance('abc',Iterable)  
print isinstance([1,2,3],Iterable)  
print isinstance(123,Iterable)

输出结果：

True

True

False

Iter(list)把列表变成迭代

迭代的调用方法next()

生成器也是一种迭代器，但是你只能对其迭代一次。这是因为它们并没有把所有的值存在内存中，而是在运行时生成值。你通过遍历来使用它们，要么用一个“for”循环，要么将它们传递给任意可以进行迭代的函数和结构。大多数时候生成器是以函数来实现的。然而，它们并不返回一个值，而是yield的一个值

* 例子

def generator\_function():

for i in range(3):

yield i

gen = generator\_function()

print(next(gen))

print("Output: 0")

print(next(gen))

print("Output: 1")

print(next(gen))

print("Output: 2")

print(next(gen))

输出结果：

0

Output: 0

Traceback (most recent call last):

1

Output: 1

2

Output: 2

File "E:/learn/learn/������.py", line 30, in <module>

print(next(gen))

StopIteration

yield中断函数运行，记录函数运行状态，并跳出函数，运行next()时，从上次结束地方，继续运行函数

在yield掉所有的值后，next()触发了一个StopIteration的异常。基本上这个异常告诉我们，所有的值都已经被yield完了

在python3中调用yeild .\_\_next\_\_()不能使用 .next()

import time  
def run():  
 print "test 1"  
 time.sleep(1)  
 print "test 2"  
 time.sleep(1)  
 print "test 3"  
 time.sleep(1)  
 print "test 4"  
  
  
def run1():  
 print "test 1"  
 yield 1  
 print "test 2"  
 yield "这是测试迭代2"  
 print "test 3"  
 time.sleep(1)  
 print "test 4"  
print type(run)  
run()  
print type(run1())  
task=run1()  
task.next()  
print "-----done-----"  
a=task.next()  
print a

#!/usr/bin/env python  
#-\*-coding:utf-8-\*-   
#author: songbing  
  
def fib(max):  
 n,a,b=0,0,1  
 while n < max:  
 #print(b)  
 yield b#中断程序直接返回值，并保存函数当前运行状态，提供函数返回点  
 a,b=b,a+b  
 n+=1  
 return 'done'  
  
b=fib(10)  
  
# print(b.\_\_next\_\_())#==print(next(b))  
# print(b.\_\_next\_\_())#==print(next(b))  
# print(b.\_\_next\_\_())#==print(next(b))

import time  
while True:  
 try:  
 f=b.\_\_next\_\_()  
 time.sleep(2)  
 print('f:',f)  
 except StopIteration as e:  
 print(e)  
 break

例子：

#!/usr/bin/env python  
#-\*-coding:utf-8-\*-   
#author: songbing  
  
  
#生产者消费者模型  
#单线程并行，异步epoll(nginx)  
import time  
  
def consumer(name):  
 print("%s 准备吃包子了！" % name)  
 while True:  
 baozi=yield#返回空，中断程序直接返回值，并保存函数当前运行状态，提供函数返回点  
 print("包子[%s]来了，被%s吃了！" % (baozi,name))  
  
name="李"  
c=consumer(name)  
c.\_\_next\_\_()#恢复生成器,调用yield  
c.send("韭菜馅")#给yield传值并恢复生成器继续运行  
  
  
#next: 只调用yield，不给yield传值，并恢复生成器  
#send: 调用yield的同时给yield传值，并恢复生成器

### 7 map() zip() sorted() filter() reduce()

#!/usr/bin/env python  
# -\*- coding:utf-8 -\*-   
# Author: songbing  
# Mail : songbing513@163.com  
#把用户名首字母大写  
name\_list=['adam', 'LISA', 'barT']  
print(name\_list)  
  
#循环方式  
for i in name\_list:  
 print i.capitalize()  
  
#列表表达式方式  
a=[x.capitalize() for x in name\_list ]  
print a  
  
#map 和匿名函数  
b=map(lambda x:x.capitalize(),name\_list)  
print b

匿名函数

larmbda x:x.capitalize()中larmbda x指定变量，

x.capitalize()对此变量操作的表达式

map()函数

接收两个参数，一个是函数，一个是序列，map将传入的函数依次作用到序列的每个元素，并把结果作为新的list返回

将序列中的每个元素作用到函数中并把函数处理结果返回新的list

在python3 中返回迭代器需要通过list函数转换下

def f(x):  
 return x\*x  
r=map(f,list(range(1,10)))  
print(list(r))

结果：

[1, 4, 9, 16, 25, 36, 49, 64, 81]

Filter()函数

接收两个参数，一个是函数，一个是序列，filter把序列中的每个元素交给函数执行，如果执行结果为真，把结果作为新list返回

Python3 中返回迭代器需要通过list函数转换

num\_list=range(10)  
print filter(lambda x:x>=5,num\_list)

zip()函数

把两个列表按照最短类别合并

a=range(10)  
b=range(10,20)  
print zip(a,b)

输出结果：

[(0, 10), (1, 11), (2, 12), (3, 13), (4, 14), (5, 15), (6, 16), (7, 17), (8, 18), (9, 19)]

如果两个列表长度不一致时，zip只列出相同长度的合并集

使用map函数时候，可以列出所有合并集，但是需要指定None

a=range(10)  
b=range(10,15)  
print zip(a,b)  
print map(None,a,b)

输出结果：

[(0, 10), (1, 11), (2, 12), (3, 13), (4, 14)]

[(0, 10), (1, 11), (2, 12), (3, 13), (4, 14), (5, None), (6, None), (7, None), (8, None), (9, None)]

Reduce()函数

reduce把一个函数作用在一个序列[x1, x2, x3, ...]上，这个函数必须接收两个参数，reduce把结果继续和序列的下一个元素做累积计算

from functools import reduce  
def add(x,y):  
 return x+y  
  
print(reduce(add,[1,3,5,7,9]))

结果:

25

使用匿名函数实现

print(reduce(lambda x,y:x+y,[1,2,3,4]))

sorted()函数

sorted(iterable[,cmp,[,key[,reverse=True]]])  
作用：返回一个经过排序的列表。  
第一个参数是一个iterable，返回值是一个对iterable中元素进行排序后的列表(list)。  
可选的参数有三个，cmp、key和reverse。  
1)cmp指定一个定制的比较函数，这个函数接收两个参数（iterable的元素），如果第一个参数小于第二个参数，返回一个负数；如果第一个参数等于第二个参数，返回零；如果第一个参数大于第二个参数，返回一个正数。默认值为None。  
2)key指定一个接收一个参数的函数，这个函数用于从每个元素中提取一个用于比较的关键字。默认值为None。  
3)reverse是一个布尔值。如果设置为True，列表元素将被倒序排列。  
key参数的值应该是一个函数，这个函数接收一个参数并且返回一个用于比较的关键字。对复杂对象的比较通常是使用对象的切片作为关键字。

dict1={9:2,  
 3:4,  
 5:1,  
 "a":"c",  
 "e":"b",  
 "\*":"$"}  
#print dict1

#以字典的key排序  
print sorted(dict1.items(),key=lambda x:x[0])

#以字典的值排序

print sorted(dict1.items(),key=lambda x:x[1])

### 8 三元运行

#如果条件为真，返回真 否则返回假

condition\_is\_true if condition else condition\_is\_false

例子：

In [3]: is\_fat = True

In [4]: state = "fat" if is\_fat else "not fat"

In [5]: print(state)

fat

### 9 装饰器

**函数名、函数体、返回值，函数的内存地址、函数名加括号、函数名被当作参数、函数名加括号被当作参数、返回函数名、返回函数名加括号**

1 def foo():

2 print("让我们干点啥！")

3 return "ok"

4

5 foo()

函数名：　　　　　　　　foo

　　函数体：　　　　　　　　第1-3行

　　返回值：　　　　　　　　字符串“ok”　　　　如果不显式给出return的对象，那么默认返回None

　　函数的内存地址：　　　　当函数体被读进内存后的保存位置，它由标识符即函数名foo引用，也就是说foo指向的是函数体在内存内的保存位置。

　　函数名加括号：　　　　   例如foo（），函数的调用方法，只有见到这个括号，程序会根据函数名从内存中找到函数体，然后执行它

装饰器：  
 定义：本质是函数，功能装饰其他函数（为其他函数添加附加功能）  
 原则: 1.不能修改被装饰的函数的源代码  
 2.不能修改被装饰函数的调用方式  
 （装饰器对被装饰函数完全透明）  
  
 实现装饰器知识储备：  
 1. 函数即变量  
 2. 高阶函数  
 a:把一个函数名作为实参传给另个函数  
 b:返回值中包涵函数名  
 3. 嵌套函数

把一个函数当做参数然后返回一个替代版函数

在不改变原有参数调用方式的情况下，增加函数的内容

例1

#!/usr/bin/env python  
# -\*- coding:utf-8 -\*-   
# Author: songbing  
# Mail : songbing513@163.com  
  
def log(func):  
 def wrapper(\*args,\*\*kw):  
 print 'call %s():' % func.\_\_name\_\_  
 return func(\*args,\*\*kw)

#此处返回函数主体名，并不实际调用函数  
 return wrapper

#return func(\*args,\*\*kw)作用是把函数执行结果返回给wrapper函数

# return wrapper作用是只把函数主体名返回给log函数，并不实际执行wrapper函数  
#@log即装饰器作用等同于log(now('song','26'))

@log  
def now(name,age):  
 print '2016-6-22'  
 print name,age

#调用函数  
now('name','26')  
查看函数主体名，通过查看发现实际上now函数调用的主体函数是wrapper  
print now.\_\_name\_\_

输出结果：

call now():

2016-6-22

name 26

wrapper

例2

import time

def log(func):#传入一个函数（now）作为参数  
 def wrapper(\*args,\*\*kwargs):#配置闭包函数并配置不定长参数以便接收外部函数传入的值('song',26)  
 print(time.strftime('%Y%m%d%H%M%S'))  
 time.sleep(3)  
 print('call %s():' % func.\_\_name\_\_)  
 func(\*args,\*\*kwargs)#执行传入原始函数以及传入原始函数的参数now('song',26)  
 print(time.strftime('%Y%m%d%H%M%S'))  
 return wrapper#返回执行结果的函数主体  
  
@log#等同于log(now('song','26'))  
def now(name,age):  
 print(name,age)  
  
now('song',26)

例3

import time  
  
def log(func):#传入一个函数（now）作为参数  
 def wrapper(\*args,\*\*kwargs):#配置闭包函数并配置不定长参数以便接收外部函数传入的值('song',26)  
 print(time.strftime('%Y%m%d%H%M%S'))  
 time.sleep(3)  
 print('call %s():' % func.\_\_name\_\_)  
 func\_back=func(\*args,\*\*kwargs)#执行传入原始函数以及传入原始函数的参数now('song',26)  
 print(time.strftime('%Y%m%d%H%M%S'))  
 return func\_back  
 return wrapper#返回执行结果的函数主体  
  
@log#等同于log(now('song','26'))  
def now(name,age):  
 return (name,age)  
  
print(now('song',26))

### 10 回调函数（闭包函数）

带额外状态信息的回调函数

代码中需要依赖到回调函数的使用(比如事件处理器、等待后台任务完成后的回调等)， 并且你还需要让回调函数拥有额外的状态值，以便在它的内部使用到。

def apply\_async(func,args,\*,callback):  
 print(func)  
 print(args)  
 result=func(\*args)  
 callback(result)  
  
def print\_result(result):  
 print('Got:',result)  
  
def add(x,y):  
 return x+y  
  
apply\_async(add,(2,3),callback=print\_result)

#闭包函数 闭包是一类特殊的函数。如果一个函数定义在另一个函数的作用域中，并且函数中引用了外部函数的局部变量，那么这个函数就是一个闭包。  
  
def f():  
 n=1  
 def inner():  
 print(n)  
 inner()  
 n='x'  
 inner()  
f()

输出结果：

n= 1

n= x

#nonloacl

def f():  
 n=1  
 def inner():  
 nonlocal n  
 n='x'  
 print("n1=",n)  
 inner()  
 print("n2=",n)  
  
f()

输出结果：

n1= 1

n2= x

### 11 反射机制

dir([obj]):

调用这个方法将返回包含obj大多数属性名的列表（会有一些特殊的属性不包含在内）。obj的默认值是当前的模块对象。

hasattr(obj, attr):

这个方法用于检查obj是否有一个名为attr的值的属性，返回一个布尔值。

getattr(obj, attr):

调用这个方法将返回obj中名为attr值的属性的值，例如如果attr为’bar’，则返回obj.bar。

setattr(obj, attr, val):

调用这个方法将给obj的名为attr的值的属性赋值为val。例如如果attr为’bar’，则相当于obj.bar = val。

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
from reflect import commons  
  
def run():  
 inp=input("请输入您想访问页面的url: ").strip()  
 if hasattr(commons,inp):  
 func=getattr(commons,inp)  
 func()  
 else:  
 print("404")  
  
if \_\_name\_\_=="\_\_main\_\_":  
 run()  
  
#getattr函数的使用方法：它接收2个参数，前面的是一个对象或者模块，后面的是一个字符串，注意了！是个字符串！  
#hasattr的内置函数，用于判断commons中是否具有某个成员   
"""用户输入储存在inp中，这个inp就是个字符串，getattr函数让程序去commons这个模块里，寻找一个叫inp的成员（是叫，不是等于），  
这个过程就相当于我们把一个字符串变成一个函数名的过程。然后，把获得的结果赋值给func这个变量，  
实际上func就指向了commons里的某个函数。最后通过调用func函数，实现对commons里函数的调用。"""

## 十二 异常处理

### [try](https://docs.python.org/3/reference/compound_stmts.html#try) 语句

1 首先，执行 *try* 子句 （在 [try](https://docs.python.org/3/reference/compound_stmts.html#try) 和 [except](https://docs.python.org/3/reference/compound_stmts.html#except) 关键字之间的部分）。

2 如果没有异常发生， *except* 子句 在 [try](https://docs.python.org/3/reference/compound_stmts.html#try) 语句执行完毕后就被忽略了。

3 如果在 try 子句执行过程中发生了异常，那么该子句其余的部分就会被忽略。

4 如果异常匹配于 [except](https://docs.python.org/3/reference/compound_stmts.html#except) 关键字后面指定的异常类型，就执行对应的except子句。5 然后继续执行 [try](https://docs.python.org/3/reference/compound_stmts.html#try) 语句之后的代码。

6 如果发生了一个异常，在 [except](https://docs.python.org/3/reference/compound_stmts.html#except) 子句中没有与之匹配的分支，它就会传递到上一级 [try](https://docs.python.org/3/reference/compound_stmts.html#try) 语句中。

7 如果最终仍找不到对应的处理语句，它就成为一个 *未处理异常*，终止程序运行，显示提示信息。

8 一个 [try](https://docs.python.org/3/reference/compound_stmts.html#try) 语句可能包含多个 except 子句，分别指定处理不同的异常。至多只会有一个分支被执行。异常处理程序只会处理对应的 try 子句中发生的异常，在同一个 [try](https://docs.python.org/3/reference/compound_stmts.html#try) 语句中，其他子句中发生的异常则不作处理。一个 except 子句可以在括号中列出多个异常的名字，例如:

... except (RuntimeError, TypeError, NameError):

... pass

9 最后一个 except 子句可以省略异常名称，以作为通配符使用。你需要慎用此法，因为它会轻易隐藏一个实际的程序错误！可以使用这种方法打印一条错误信息，然后重新抛出异常（允许调用者处理这个异常):

import sys

try:

f = open('myfile.txt')

s = f.readline()

i = int(s.strip())

except OSError as err:

print("OS error: {0}".format(err))

except ValueError:

print("Could not convert data to an integer.")

except:

print("Unexpected error:", sys.exc\_info()[0])

raise

### try except else

[try](https://docs.python.org/3/reference/compound_stmts.html#try) ... [except](https://docs.python.org/3/reference/compound_stmts.html#except) 语句可以带有一个 *else子句*，该子句只能出现在所有 except 子句之后。当 try 语句没有抛出异常时，需要执行一些代码，可以使用这个子句。例如:

for arg in sys.argv[1:]:

try:

f = open(arg, 'r')

except IOError:

print('cannot open', arg)

else:

print(arg, 'has', len(f.readlines()), 'lines')

f.close()

* 使用 [else](https://docs.python.org/3/reference/compound_stmts.html#else) 子句比在 [try](https://docs.python.org/3/reference/compound_stmts.html#try) 子句中附加代码要好，因为这样可以避免 [try](https://docs.python.org/3/reference/compound_stmts.html#try) ... [except](https://docs.python.org/3/reference/compound_stmts.html#except) 意外的截获本来不属于它们保护的那些代码抛出的异常。

发生异常时，可能会有一个附属值，作为异常的 *参数* 存在。这个参数是否存在、是什么类型，依赖于异常的类型。

在异常名（列表）之后，也可以为 except 子句指定一个变量。这个变量绑定于一个异常实例，它存储在 instance.args 的参数中。为了方便起见，异常实例定义了 [\_\_str\_\_()](https://docs.python.org/3/reference/datamodel.html#object.__str__) ，这样就可以直接访问过打印参数而不必引用 .args。这种做法不受鼓励。相反，更好的做法是给异常传递一个参数（如果要传递多个参数，可以传递一个元组），把它绑定到 message 属性。一旦异常发生，它会在抛出前绑定所有指定的属性。

>>> try:

... raise Exception('spam', 'eggs')

... except Exception as inst:

... print(type(inst)) # the exception instance

... print(inst.args) # arguments stored in .args

... print(inst) # \_\_str\_\_ allows args to be printed directly,

... # but may be overridden in exception subclasses

... x, y = inst.args # unpack args

... print('x =', x)

... print('y =', y)

...

<class 'Exception'>

('spam', 'eggs')

('spam', 'eggs')

x = spam

y = eggs

* 对于那些未处理的异常，如果一个它们带有参数，那么就会被作为异常信息的最后部分（“详情”）打印出来。

异常处理器不仅仅处理那些在 try 子句中立刻发生的异常，也会处理那些 try 子句中调用的函数内部发生的异常。例如:

>>> def this\_fails():

... x = 1/0

...

>>> try:

... this\_fails()

... except ZeroDivisionError as err:

... print('Handling run-time error:', err)

...

Handling run-time error: int division or modulo by zero

### 自定义抛出

[raise](https://docs.python.org/3/reference/simple_stmts.html#raise) 语句允许程序员强制抛出一个指定的异常。例如:

>>> raise NameError('HiThere')

Traceback (most recent call last):

File "<stdin>", line 1, in ?

NameError: HiThere

要抛出的异常由 [raise](https://docs.python.org/3/reference/simple_stmts.html#raise) 的唯一参数标识。它必需是一个异常实例或异常类（继承自 [Exception](https://docs.python.org/3/library/exceptions.html#Exception) 的类）。

如果你需要明确一个异常是否抛出，但不想处理它，[raise](https://docs.python.org/3/reference/simple_stmts.html#raise) 语句可以让你很简单的重新抛出该异常:

>>> try:

... raise NameError('HiThere')

... except NameError:

... print('An exception flew by!')

... raise

...

An exception flew by!

Traceback (most recent call last):

File "<stdin>", line 2, in ?

NameError: HiThere

* 用户自定义异常

在程序中可以通过创建新的异常类型来命名自己的异常（Python 类的内容请参见 [类](http://docs.pythontab.com/python/python3.4/classes.html#tut-classes) ）。异常类通常应该直接或间接的从 [Exception](https://docs.python.org/3/library/exceptions.html#Exception) 类派生，例如:

>>> class MyError(Exception):

... def \_\_init\_\_(self, value):

... self.value = value

... def \_\_str\_\_(self):

... return repr(self.value)

...

>>> try:

... raise MyError(2\*2)

... except MyError as e:

... print('My exception occurred, value:', e.value)

...

My exception occurred, value: 4

>>> raise MyError('oops!')

Traceback (most recent call last):

File "<stdin>", line 1, in ?

\_\_main\_\_.MyError: 'oops!'

在这个例子中，[Exception](https://docs.python.org/3/library/exceptions.html#Exception) 默认的 [\_\_init\_\_()](https://docs.python.org/3/reference/datamodel.html#object.__init__) 被覆盖。新的方式简单的创建 *value* 属性。这就替换了原来创建 *args* 属性的方式。

异常类中可以定义任何其它类中可以定义的东西，但是通常为了保持简单，只在其中加入几个属性信息，以供异常处理句柄提取。如果一个新创建的模块中需要抛出几种不同的错误时，一个通常的作法是为该模块定义一个异常基类，然后针对不同的错误类型派生出对应的异常子类:

class Error(Exception):

"""Base class for exceptions in this module."""

pass

class InputError(Error):

"""Exception raised for errors in the input.

Attributes:

expression -- input expression in which the error occurred

message -- explanation of the error

"""

def \_\_init\_\_(self, expression, message):

self.expression = expression

self.message = message

class TransitionError(Error):

"""Raised when an operation attempts a state transition that's not

allowed.

Attributes:

previous -- state at beginning of transition

next -- attempted new state

message -- explanation of why the specific transition is not allowed

"""

def \_\_init\_\_(self, previous, next, message):

self.previous = previous

self.next = next

self.message = message

与标准异常相似，大多数异常的命名都以 “Error” 结尾。

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
  
'''  
try来运行代码，如果执行出错，则后续代码不会继续执行，  
而是直接跳转至错误处理代码，即except语句块，执行完except后，  
如果有finally语句块，则执行finally语句块，至此，执行完毕  
语句无论是否发生异常都将执行finally  
'''  
try:  
 print('try....')  
 r=10/0  
 print('result:',r)  
except ZeroDivisionError as e:  
 print('except:',e)  
finally:  
 print('finally....')  
  
print('END')  
  
print('############################')  
  
'''  
  
如果发生了不同类型的错误，应该由不同的except语句块处理。  
可以有多个except来捕获不同类型的错误  
  
'''  
  
try:  
 print('try....')  
 r=10/int('a')  
 print('result:',r)  
except ValueError as e:  
 print('ValueError:',e)  
except ZeroDivisionError as e:  
 print('ZeroDivisionError',e)  
finally:  
 print('finally....')  
print('END')  
  
print('#############################')  
  
'''  
如果没有错误发生，可以在except语句块后面加一个else，  
当没有错误发生时，会自动执行else语句  
'''  
  
  
try:  
 print('try...')  
 r=10/int('2')  
 print('result:',r)  
except ValueError as e:  
 print('ValueError',e)  
except ZeroDivisionError as e:  
 print('ZeroDivisionError',e)  
else:  
 print('no error！')  
finally:  
 print('finally....')  
  
print('END')

输出结果：

try....

except: division by zero

finally....

END

############################

try....

ValueError: invalid literal for int() with base 10: 'a'

finally....

END

#############################

try...

result: 5.0

no error！

finally....

END

* 常用的标准异常

|  |  |
| --- | --- |
| BaseException | 所有异常的基类 |
| SystemExit | 解释器请求退出 |
| KeyboardInterrupt | 用户中断执行(通常是输入^C) |
| Exception | 常规错误的基类 |
| StopIteration | 迭代器没有更多的值 |
| GeneratorExit | 生成器(generator)发生异常来通知退出 |
| StandardError | 所有的内建标准异常的基类 |
| ArithmeticError | 所有数值计算错误的基类 |
| FloatingPointError | 浮点计算错误 |
| OverflowError | 数值运算超出最大限制 |
| ZeroDivisionError | 除(或取模)零 (所有数据类型) |
| AssertionError | 断言语句失败 |
| AttributeError | 对象没有这个属性 |
| EOFError | 没有内建输入,到达EOF 标记 |
| EnvironmentError | 操作系统错误的基类 |
| IOError | 输入/输出操作失败 |
| OSError | 操作系统错误 |
| WindowsError | 系统调用失败 |
| ImportError | 导入模块/对象失败 |
| LookupError | 无效数据查询的基类 |
| IndexError | 序列中没有此索引(index) |
| KeyError | 映射中没有这个键 |
| MemoryError | 内存溢出错误(对于Python 解释器不是致命的) |
| NameError | 未声明/初始化对象 (没有属性) |
| UnboundLocalError | 访问未初始化的本地变量 |
| ReferenceError | 弱引用(Weak reference)试图访问已经垃圾回收了的对象 |
| RuntimeError | 一般的运行时错误 |
| NotImplementedError | 尚未实现的方法 |
| SyntaxError | Python 语法错误 |
| IndentationError | 缩进错误 |
| TabError | Tab 和空格混用 |
| SystemError | 一般的解释器系统错误 |
| TypeError | 对类型无效的操作 |
| ValueError | 传入无效的参数 |
| UnicodeError | Unicode 相关的错误 |
| UnicodeDecodeError | Unicode 解码时的错误 |
| UnicodeEncodeError | Unicode 编码时错误 |
| UnicodeTranslateError | Unicode 转换时错误 |
| Warning | 警告的基类 |
| DeprecationWarning | 关于被弃用的特征的警告 |
| FutureWarning | 关于构造将来语义会有改变的警告 |
| OverflowWarning | 旧的关于自动提升为长整型(long)的警告 |
| PendingDeprecationWarning | 关于特性将会被废弃的警告 |
| RuntimeWarning | 可疑的运行时行为(runtime behavior)的警告 |
| SyntaxWarning | 可疑的语法的警告 |
| UserWarning | 用户代码生成的警告 |

Logging 模块

Pdb 调试器

## 十三 类（面向对象）

### 1 面向对象技术

* **类(Class):**用来描述具有相同的属性和方法的对象的集合。它定义了该集合中每个对象所共有的属性和方法。对象是类的实例。
* **类变量：**类变量在整个实例化的对象中是公用的。类变量定义在类中且在函数体之外。类变量通常不作为实例变量使用。
* **数据成员：**类变量或者实例变量用于处理类及其实例对象的相关的数据。
* **方法重写：**如果从父类继承的方法不能满足子类的需求，可以对其进行改写，这个过程叫方法的覆盖（override），也称为方法的重写。
* **实例变量：**定义在方法中的变量，只作用于当前实例的类。
* **继承：**即一个派生类（derived class）继承基类（base class）的字段和方法。继承也允许把一个派生类的对象作为一个基类对象对待。例如，有这样一个设计：一个Dog类型的对象派生自Animal类，这是模拟"是一个（is-a）"关系（例图，Dog是一个Animal）。
* **实例化：**创建一个类的实例，类的具体对象。
* **方法：**类中定义的函数。
* **对象：**通过类定义的数据结构实例。对象包括两个数据成员（类变量和实例变量）和方法
* 类定义

class statud(object):#新式类  
  
 name='test'#公共属性外部可以修改，调用  
 \_\_age=18#私有属性外部不能修改，调用

def \_\_init\_\_(self,score):#初始化函数，定义初始化属性  
 self.\_\_sorce\_num=score  
  
 def \_\_score(self):#私有方法，不能被外部调用  
 print("%s score is %s" % (self.name,self.\_\_score\_num))  
  
 def who(self):#共有方法，可以直接被外部调用  
 print("I'm %s and my age is %d year old" % (self.name,self.\_\_age))  
 self.\_\_score()  
  
  
 test=statud("60")  
 test.who()  
  
 test.name="ceshi"#修改内部属性  
 test.who()  
  
 lisa=statud("90")  
 lisa.name="lisa"#修改内部属性  
 lisa.who()  
  
输出结果：

I'm test and my age is 18 year old

test socre is 60

I'm ceshi and my age is 18 year old

ceshi socre is 60

I'm lisa and my age is 18 year old

lisa socre is 90

1、 类是用来描述具有相同的属性和方法的对象的集合。它定义了该集合中每个对象所共有的属性和方法。  
 对象是类的实例，使用class语句创建一个类。

2、 类属性与方法  
 类的属性  
 name="test"#类属性,通过外部可以直接调用修改  
 类的私有属性  
 \_\_age=25#类私有属性，不能直接调用和修改  
 类的方法  
 who()#公有方法  
 类的私有方法  
 \_\_score()#私有方法  
  
 3、 类的构造方法和析构方法  
 \_\_init\_\_()#构造方法，初始化，被称为类的构造函数或初始化方法，当创建了这个类的实例时就会调用该方法。  
 \_\_del\_\_()#析构方法，对象消逝的时候被调用，当对象不再被使用时，\_\_del\_\_方法运行。

4、 实例对象  
 test=statud("60")#实例化对象  
  
 5、 内置类属性  
 \_\_doc\_\_ :类的文档字符串  
 \_\_name\_\_: 类名  
 \_\_module\_\_: 类定义所在的模块

* 创建类

使用class语句来创建一个新类，class之后为类的名称并以冒号结尾，如下实例:

class ClassName:  
 '类的帮助信息' #类文档字符串  
 class\_suite #类体

类的帮助信息可以通过ClassName.\_\_doc\_\_查看。

class\_suite 由类成员，方法，数据属性组成。

类实例：

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
class Employee:  
 '所有员工的基类'  
 empCount=0  
  
 def \_\_init\_\_(self,name,salary): #初始化函数

self.name=name  
 self.salary=salary  
 Employee.empCount+=1  
  
 def displayCount(self):  
 print("Total Employee %d" % Employee.empCount)  
  
 def displayEmployee(self):  
 print("Name: ",self.name,"Salary: ",self.salary)  
  
要创建一个类的实例，你可以使用类的名称，并通过\_\_init\_\_方法接受参数。  
emp1=Employee('Zara',2000)  
emp2=Employee('Manni',5000)

可以使用点(.)来访问对象的属性。使用如下类的名称访问类变量:  
emp1.displayEmployee()  
emp1.displayEmployee()  
print("Total Employy %d" % Employee.empCount)

empCount变量是一个类变量，它的值将在这个类的所有实例之间共享。你可以在内部类或外部类使用Employee.empCount访问。

\_\_init\_\_()方法是一种特殊的方法，被称为类的构造函数或初始化方法，当创建了这个类的实例时就会调用该方法

* 访问限制

如果要让内部属性不被外部访问，可以把属性的名称前加上两个下划线\_\_，在Python中，实例的变量名如果以\_\_开头，就变成了一个私有变量（private），只有内部可以访问，外部不能访问，就确保了外部代码不能随意修改对象内部的状态，这样通过访问限制的保护，代码更加健壮。

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
class Employee:  
 '所有员工的基类'  
 empCount=0  
  
 def \_\_init\_\_(self,name,salary):  
 # self.name=name  
 # self.salary=salary  
 self.\_\_name=name  
 self.\_\_salary=salary  
 Employee.empCount+=1  
  
 def displayCount(self):  
 print("Total Employee %d" % Employee.empCount)  
  
 def displayEmployee(self):  
 print("Name: ",self.\_\_name,"Salary: ",self.\_\_salary)  
  
  
emp1=Employee('Zara',2000)  
emp2=Employee('Manni',5000)  
  
emp1.displayEmployee()  
emp1.displayEmployee()  
print("Total Employy %d" % Employee.empCount)

如果外部代码需要获取name和salary可以增加获取的方法，或者增加修改name和salary的方法

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
class Employee:  
 '所有员工的基类'  
 empCount=0  
  
 def \_\_init\_\_(self,name,salary):  
 # self.name=name  
 # self.salary=salary  
 self.\_\_name=name  
 self.\_\_salary=salary  
 Employee.empCount+=1  
  
#增加外部获取属性的方法  
 def get\_name(self):  
 return self.\_\_name  
   
 def get\_salary(self):  
 return self.\_\_salary  
   
#增加外部修改属性的方法  
 def set\_name(self,name):  
 self.\_\_name=name  
   
 def set\_salary(self,salary):  
 self.\_\_salary=salary

def displayCount(self):  
 print("Total Employee %d" % Employee.empCount)  
  
 def displayEmployee(self):  
 print("Name: ",self.\_\_name,"Salary: ",self.\_\_salary)  
  
emp1=Employee('Zara',2000)  
emp2=Employee('Manni',5000)  
  
emp1.displayEmployee()  
emp1.displayEmployee()  
print("Total Employy %d" % Employee.empCount)

### 2 类的继承

* 继承

当定义一个class的时候，可以从某个现有的class继承，新的class称为子类（Subclass），而被继承的class称为基类、父类或超类（Base class、Super class）。

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
  
#创建类Animal 并有一个run的方法  
class Animal(object):  
  
 def \_\_init\_\_(self,name,hair):  
 self.name=name  
 self.hair=hair  
  
 def colour(self):  
 print("%s skin color is %s" % (self.name,self.hair))  
  
 def run(self):  
 print("%s is running...." % self.name)  
  
  
#创建dog和cat类的时，可以直接从Animal类继承

#并且可以添加自己的属性和方法  
class Dog(Animal):  
 def cry(self):  
 print("%s 叫声汪汪" % self.name)  
  
class Cat(Animal):  
 pass  
  
#对于dog和cat,Animal就是父类，dog就是Animal的子类  
#子类自动继承父类的属性和方法  
  
  
dog=Animal("旺财","black")  
dog.colour()  
  
dog1=Dog("小黑",'black')  
dog1.colour()  
dog1.run()  
dog1.cry()

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
  
class SchoolMember(object):  
 '''  
 Represents any school member  
 '''  
 def \_\_init\_\_(self,name,age):  
 self.name=name  
 self.age=age  
 print('Initialized SchoolMember: %s' % self.name)  
  
 def tell(self):  
 ''' Tell my details.'''  
 print('Name: %s Age: %s ' % (self.name,self.age))  
  
class Teache(SchoolMember):  
 def \_\_int\_\_(self,name,age,salary):  
 SchoolMember.\_\_init\_\_(self,name,age)  
 self.salary=salary  
 print('Initialized Teache: %s' % self.name)  
  
class Student(SchoolMember):  
 def \_\_init\_\_(self,name,age,marks):  
 super(SchoolMember,self).\_\_init\_\_()  
 self.marks=marks  
 print('Initialiezd Student: %s' % self.name)

* **\_\_slots\_\_方法**

限制类的属性，只允许对实例添加固定的属性，

\_\_slots\_\_定义的属性仅对当前类起作用，对继承的子类是不起作用的

>>> class Student(object):

... \_\_slots\_\_=("name","age")

...

>>> s=Student()

>>> s.name='song'

>>> s.age=26

>>> s.score=99

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'Student' object has no attribute 'score'

>>>

由于score没有在\_\_slots\_\_中所以不能绑定属性

### 3 特殊方法

# 进阶篇

## 网络编程

### Socket

使用socket时需要指定Socket Family（地址簇），包括以下几种：

**socket.AF\_UNIX       只能够用于单一的Unix系统进程间通信**

**socket.AF\_INET      用于主机之间的网络通信**

**socket.AF\_INET6    IPv6通信**

若想实现主机之间的通信，我们就得使用socket.AF\_INET

**确认地址簇后，还需要指定socket 数据类型**

socket.SOCK\_STREAM     流式socket, for TCP

socket.SOCK\_DGRAM       数据报式socket, for UDP

socket.SOCK\_RAW    原始套接字，普通的套接字无法处理ICMP、IGMP等网络报文，而SOCK\_RAW可以；其次，SOCK\_RAW也可以处理特殊的IPv4报文；此外，利用原始套接字，可以通过IP\_HDRINCL套接字选项由用户构造IP头。

socket.SOCK\_RDM   是一种可靠的UDP形式，即保证交付数据报但不保证顺序。SOCK\_RAM用来提供对原始协议的低级访问，在需要执行某些特殊操作时使用，如发送ICMP报文。SOCK\_RAM通常仅限于高级用户或管理员运行的程序使用。

socket.SOCK\_SEQPACKET      可靠的连续数据包服务

**我们主要用的一般是SOCK\_STREAM (for TCP)和SOCK\_DGRAM（for UDP）.**

**套接字的实例具有以下方法：**

1. s.bind(address) 将套接字绑定到地址。address地址的格式取决于地址族。在AF\_INET下，以元组（host,port）的形式表示地址。
2. s.listen(backlog)   开始监听传入连接。backlog指定在拒绝连接之前，操作系统可以挂起的最大连接数量。该值至少为1，大部分应用程序设为5就可以了。
3. s.connect(address)  连接到address处的套接字。一般，address的格式为元组（hostname,port），如果连接同一台机器上的服务器，可以将hostname设为‘localhost’。如果连接出错，返回socket.error错误。
4. s.connect\_ex(adddress)  功能与connect(address)相同，但是成功返回0，失败返回errno的值。
5. s.accept() 接受连接并返回（conn,address）,其中conn是新的套接字对象，可以用来接收和发送数据。address是连接客户端的地址。
6. s.close()  关闭套接字。
7. s.fileno()  返回套接字的文件描述符。
8. s.getpeername() 返回连接套接字的远程地址。返回值通常是元组（ipaddr,port）。
9. s.getsockname()  返回套接字自己的地址。通常是一个元组(ipaddr,port)
10. s.getsockopt(level,optname[.buflen]) 返回套接字选项的值。
11. s.gettimeout() 返回当前超时期的值，单位是秒，如果没有设置超时期，则返回None。
12. s.recv(bufsize[,flag])  接受套接字的数据。数据以字符串形式返回，bufsize指定要接收的最大数据量。flag提供有关消息的其他信息，通常可以忽略。
13. s.recvfrom(bufsize[.flag])  与recv()类似，但返回值是（data,address）。其中data是包含接收数据的字符串，address是发送数据的套接字地址。
14. s.send(string[,flag])  将string中的数据发送到连接的套接字。返回值是要发送的字节数量，该数量可能小于string的字节大小。
15. s.sendall(string[,flag])  将string中的数据发送到连接的套接字，但在返回之前会尝试发送所有数据。成功返回None，失败则抛出异常。
16. s.sendto(string[,flag],address)  将数据发送到套接字，address是形式为（ipaddr，port）的元组，指定远程地址。返回值是发送的字节数。该函数主要用于UDP协议。
17. s.setblocking(flag)  如果flag为0，则将套接字设为非阻塞模式，否则将套接字设为阻塞模式（默认值）。非阻塞模式下，如果调用recv()没有发现任何数据，或send()调用无法立即发送数据，那么将引起socket.error异常。
18. s.setsockopt(level,optname,value)   设置给定套接字选项的值。
19. s.settimeout(timeout)   设置套接字操作的超时期，timeout是一个浮点数，单位是秒。值为None表示没有超时期。一般，超时期应该在刚创建套接字时设置，因为它们可能用于连接的操作（如connect()）普通的非套接字实例的函数
20. getdefaulttimeout()返回默认的套接字超时时间（以秒为单位）。None表示不设置任何超时时间。
21. gethostbyname(hostname)   将主机名（如“www.baidu.com”）转换为IPv4地址，IP地址将以字符串的形式返回，如“8.8.8.8”。不支持IPv6
22. gethostname() 返回本地机器的主机名。

出现网络联机错误Socket error #11001  
  
表示您的计算机无法连上服务器，请检查您的Proxy设定以及Proxy相关账号，或暂时取消您防毒软件的「个人防火墙」。  
  
· 出现网络联机错误Socket error #11004  
  
应该是网络联机状态问题，请用户检查网络联机是否正常。  
  
· 出现网络联机错误Socket error #10060 Connection Timed Out  
  
表示您与服务器发生联机逾时错误，请检查您的Proxy相关设定，以及Proxy Server是否已将SSL 443 port打开。  
  
· 出现网络联机错误Socket error #10061  
  
表示服务器忙碌中无法与您建立联机，请稍后再试。  
  
· 出现网络联机错误Socket error #10022  
  
请您上网更新Windows操作系统组件。Windows NT version 4.0的用户请下载安装 Service Pack 5(含)以上。  
  
· 出现Internal Server Error  
  
主机忙碌中，请您稍后再试。  
  
· 上传时出现Socket error #10022 Invalid argument.  
  
请上网更新Windows操作系统组件(windows update)。Windows NT version 4.0的用户请下载安装 Service Pack 5(含)以上。  
  
· 上传时出现socket error #10054 Connection reset by peer  
  
原因为连接被防火樯或proxy中断"或因为您有安装ip分享器请将ip分享器先拿掉，直接将计算机接adsl的线路后重新上传。  
  
· 上传时出现socket error #10057 Connection reset by peer  
  
原因为系统文件被破坏，请进行系统的杀毒，关闭杀毒软件、防火墙。

#### 1 Socket 类型

套接字格式：

socket(family,type[,protocal]) 使用给定的地址族、套接字类型、协议编号（默认为0）来创建套接字。

|  |  |
| --- | --- |
| socket类型 | 描述 |
| socket.AF\_UNIX | 只能够用于单一的Unix系统进程间通信 |
| socket.AF\_INET | 服务器之间网络通信 |
| socket.AF\_INET6 | IPv6 |
| socket.SOCK\_STREAM | 流式socket , for TCP |
| socket.SOCK\_DGRAM | 数据报式socket , for UDP |
| socket.SOCK\_RAW | 原始套接字，普通的套接字无法处理ICMP、IGMP等网络报文，而SOCK\_RAW可以；其次，SOCK\_RAW也可以处理特殊的IPv4报文；此外，利用原始套接字，可以通过IP\_HDRINCL套接字选项由用户构造IP头。 |
| socket.SOCK\_SEQPACKET | 可靠的连续数据包服务 |
| 创建TCP Socket： | s=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM) |
| 创建UDP Socket： | s=socket.socket(socket.AF\_INET,socket.SOCK\_DGRAM) |

#### 2 Socket 函数

注意点:

1）TCP发送数据时，已建立好TCP连接，所以不需要指定地址。UDP是面向无连接的，每次发送要指定是发给谁。

2）服务端与客户端不能直接发送列表，元组，字典。需要字符串化repr(data)。

|  |  |  |
| --- | --- | --- |
| socket函数 | | 描述 |
| 服务端socket函数 | | |
| s.bind(address) | 将套接字绑定到地址, 在AF\_INET下,以元组（host,port）的形式表示地址. | |
| s.listen(backlog) | 开始监听TCP传入连接。backlog指定在拒绝连接之前，操作系统可以挂起的最大连接数量。该值至少为1，大部分应用程序设为5就可以了。 | |
| s.accept() | 接受TCP连接并返回（conn,address）,其中conn是新的套接字对象，可以用来接收和发送数据。address是连接客户端的地址。 | |
| 客户端socket函数 | | |
| s.connect(address) | 连接到address处的套接字。一般address的格式为元组（hostname,port），如果连接出错，返回socket.error错误。 | |
| s.connect\_ex(adddress) | 功能与connect(address)相同，但是成功返回0，失败返回errno的值。 | |
| 公共socket函数 | | |
| s.recv(bufsize[,flag]) | 接受TCP套接字的数据。数据以字符串形式返回，bufsize指定要接收的最大数据量。flag提供有关消息的其他信息，通常可以忽略。 | |
| s.send(string[,flag]) | 发送TCP数据。将string中的数据发送到连接的套接字。返回值是要发送的字节数量，该数量可能小于string的字节大小。 | |
| s.sendall(string[,flag]) | 完整发送TCP数据。将string中的数据发送到连接的套接字，但在返回之前会尝试发送所有数据。成功返回None，失败则抛出异常。 | |
| s.recvfrom(bufsize[.flag]) | 接受UDP套接字的数据。与recv()类似，但返回值是（data,address）。其中data是包含接收数据的字符串，address是发送数据的套接字地址。 | |
| s.sendto(string[,flag],address) | 发送UDP数据。将数据发送到套接字，address是形式为（ipaddr，port）的元组，指定远程地址。返回值是发送的字节数。 | |
| s.close() | 关闭套接字。 | |
| s.getpeername() | 返回连接套接字的远程地址。返回值通常是元组（ipaddr,port）。 | |
| s.getsockname() | 返回套接字自己的地址。通常是一个元组(ipaddr,port) | |
| s.setsockopt(level,optname,value) | 设置给定套接字选项的值。 | |
| s.getsockopt(level,optname[.buflen]) | 返回套接字选项的值。 | |
| s.settimeout(timeout) | 设置套接字操作的超时期，timeout是一个浮点数，单位是秒。值为None表示没有超时期。一般，超时期应该在刚创建套接字时设置，因为它们可能用于连接的操作（如connect()） | |
| s.gettimeout() | 返回当前超时期的值，单位是秒，如果没有设置超时期，则返回None。 | |
| s.fileno() | 返回套接字的文件描述符。 | |
| s.setblocking(flag) | 如果flag为0，则将套接字设为非阻塞模式，否则将套接字设为阻塞模式（默认值）。非阻塞模式下，如果调用recv()没有发现任何数据，或send()调用无法立即发送数据，那么将引起socket.error异常。 | |
| s.makefile() | 创建一个与该套接字相关连的文件 | |

#### 3 socket编程思路

1. 第一步是创建socket对象。调用socket构造函数。如：

socket = socket.socket( family, type )

family参数代表地址家族，可为AF\_INET或AF\_UNIX。AF\_INET家族包括Internet地址，AF\_UNIX家族用于同一台机器上的进程间通信。

type参数代表套接字类型，可为SOCK\_STREAM(流套接字)和SOCK\_DGRAM(数据报套接字)。

2. 第二步是将socket绑定到指定地址。这是通过socket对象的bind方法来实现的：

socket.bind( address )

由AF\_INET所创建的套接字，address地址必须是一个双元素元组，格式是(host,port)。host代表主机，port代表端口号。如果端口号正在使用、主机名不正确或端口已被保留，bind方法将引发socket.error异常。

3. 第三步是使用socket套接字的listen方法接收连接请求。

socket.listen( backlog )

backlog指定最多允许多少个客户连接到服务器。它的值至少为1。收到连接请求后，这些请求需要排队，如果队列满，就拒绝请求。

4. 第四步是服务器套接字通过socket的accept方法等待客户请求一个连接。

connection, address = socket.accept()

调 用accept方法时，socket会时入“waiting”状态。客户请求连接时，方法建立连接并返回服务器。accept方法返回一个含有两个元素的 元组(connection,address)。第一个元素connection是新的socket对象，服务器必须通过它与客户通信；第二个元素 address是客户的Internet地址。

5. 第五步是处理阶段，服务器和客户端通过send和recv方法通信(传输 数据)。服务器调用send，并采用字符串形式向客户发送信息。send方法返回已发送的字符个数。服务器使用recv方法从客户接收信息。调用recv 时，服务器必须指定一个整数，它对应于可通过本次方法调用来接收的最大数据量。recv方法在接收数据时会进入“blocked”状态，最后返回一个字符 串，用它表示收到的数据。如果发送的数据量超过了recv所允许的，数据会被截短。多余的数据将缓冲于接收端。以后调用recv时，多余的数据会从缓冲区 删除(以及自上次调用recv以来，客户可能发送的其它任何数据)。

6. 传输结束，服务器调用socket的close方法关闭连接。

python编写client的步骤：

1. 创建一个socket以连接服务器：socket = socket.socket( family, type )

2.使用socket的connect方法连接服务器。对于AF\_INET家族,连接格式如下：

socket.connect( (host,port) )

host代表服务器主机名或IP，port代表服务器进程所绑定的端口号。如连接成功，客户就可通过套接字与服务器通信，如果连接失败，会引发socket.error异常。

3. 处理阶段，客户和服务器将通过send方法和recv方法通信。

4. 传输结束，客户通过调用socket的close方法关闭连接。
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#### 4 Socket C/S实例

Python 3最重要的新特性大概要算是对文本和二进制数据作了更为清晰的区分。文本总是Unicode，由str类型表示，二进制数据则由bytes类型表示。Python 3不会以任意隐式的方式混用str和bytes，正是这使得两者的区分特别清晰。你不能拼接字符串和字节包，也无法在字节包里搜索字符串（反之亦然），也不能将字符串传入参数为字节包的函数（反之亦然）.

注意：接收信息encode('utf8') 和屏幕输出信息decode('utf8')指定编码格式标红的地方，如果不加此函数，socketserve接收或者回复的信息是b''，

是字节信息，不能进行通信

#encode将字符串变成字节

#decode将字节变成字符串

通过b将字符串变成字节

Socket Server实例（单线程实例）

#单线程循环接收发送信息

Python 2

服务端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import socket  
from time import ctime  
  
HOST='127.0.0.1'  
PORT=8001  
BUFSIZE=1024  
ADDR=(HOST,PORT)  
  
tcpser=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM)  
tcpser.bind((ADDR))  
tcpser.listen(5)  
  
while True:  
 print "waiting connect ......"  
 conn,addr=tcpser.accept()  
 print addr  
 while True:  
 fdata=conn.recv(BUFSIZE)  
 if not fdata:  
 break  
 else:  
 print '[%s] %s ' % (ctime(),fdata)  
 sdata=conn.send('[%s] %s' % (ctime(),fdata))  
  
 conn.close()  
tcpser.close()

客户端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import socket  
  
HOST='127.0.0.1'  
PORT=8001  
BUFSIZE=1024  
ADDR=(HOST,PORT)  
class Myclient():  
 def \_\_init\_\_(self):  
 self.tcpcli=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM)  
 self.tcpcli.connect((ADDR))  
  
 while True:  
 sdata=raw\_input(">")  
 if not sdata:  
 print "Not allowed to empty,please re-enter!"  
 continue  
 self.tcpcli.send(sdata)  
 fdata=self.tcpcli.recv(BUFSIZE)  
 print fdata  
 self.tcpcli.close()  
  
if \_\_name\_\_=="\_\_main\_\_":  
 client=Myclient()

Python 3

服务端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import socket  
from time import ctime  
  
HOST='127.0.0.1' #定义IP地址  
PORT=12345 #定义端口  
BUFSIZE=1024 #定义发送字节  
ADDR=(HOST,PORT) #地址池  
  
sock=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM) #配置一个socket实例  
sock.bind(ADDR) #绑定socket到指定地址池  
sock.listen(5) #监听客户端连接  
  
  
while True:  
 try:  
 print('connnect.....................')  
 tcpClientSock,addr=sock.accept()  
 print('waiting for connection')  
 print('connect from',addr)  
 while True:  
 print('data......................')  
 data=tcpClientSock.recv(BUFSIZE)  
 s='Hi,you send me: [%s] %s' % (ctime(),data.decode('utf8'))  
 tcpClientSock.send(s.encode('utf8'))  
 print([ctime()],':',data.decode('utf8'))  
 except socket.error as e:  
 print(e)  
 tcpClientSock.close()  
 break  
 if not data:  
 break  
tcpClientSock.close()  
sock.close()

客户端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
  
import socket  
  
class TcpClient:  
 HOST='127.0.0.1' #指定服务端地址  
 PORT=12345 #指定服务端端口  
 BUFSIZE=1024 #指定发送字节  
 ADDR=(HOST,PORT) #指定地址池

def \_\_init\_\_(self):  
 self.client=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM) #创建客户端实例  
 self.client.connect(self.ADDR) #连接服务端  
  
 while True:  
 data=input('>')  
 if not data:  
 break  
 self.client.send(data.encode('utf8'))  
 data=self.client.recv(self.BUFSIZE)  
 if not data:  
 break  
 print(data.decode('utf8'))  
  
if \_\_name\_\_=='\_\_main\_\_':  
 client=TcpClient()

### SocketServer

#多线程循环接收发送信息

Python 2

服务端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import SocketServer  
from time import ctime  
  
class MyTCPHandler(SocketServer.BaseRequestHandler):  
 #继承BaseRequestHandler基类，然后必须重新handle方法，并在handle方法里面实现与客户端的所有交互  
  
 def handle(self):  
 while True:  
 data=self.request.recv(1024)#设置接收1024字节数据  
 if not data:  
 break  
 else:  
 print '[%s] %s' % (ctime(),data)  
 self.request.sendall('[%s] %s' % (ctime(),data))  
  
if \_\_name\_\_=="\_\_main\_\_":  
 HOST,PORT='127.0.0.1',8002  
 ADDR=(HOST,PORT)  
 server=SocketServer.ThreadingTCPServer(ADDR,MyTCPHandler)  
 server.serve\_forever()

客户端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
  
import socket  
  
HOST='127.0.0.1'  
PORT=8002  
BUFSIZE=1024  
ADDR=(HOST,PORT)  
  
class Myclient():  
 def \_\_init\_\_(self):  
 self.tcpcli=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM)  
 self.tcpcli.connect((ADDR))  
  
 while True:  
 sdata=raw\_input(">")  
 if not sdata:  
 print "Not allowed to empty,please re-enter!"  
 continue  
 self.tcpcli.send(sdata)  
 fdata=self.tcpcli.recv(BUFSIZE)  
 print fdata  
 self.tcpcli.close()  
  
if \_\_name\_\_=="\_\_main\_\_":  
 client=Myclient()

Python 3

服务端

注意标红的地方：不能直接引用变量以下两种方式错误

fdata='ceshi'  
#self.request.sendall('%s' % fdata.encode('utf8'))  
#self.request.sendall('%s.encode(utf8)' % fdata)

正确方式，直接通过变量把需要发送的数据配置好，直接用过send调用变量

需要指定encode(utf8)把字符串转换为字节

fdata='%s %s' % (ctime(),sdata.decode('utf8'))  
self.request.sendall(fdata.encode('utf8'))

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import socketserver  
from time import ctime  
class MyTcpServer(socketserver.BaseRequestHandler):  
 def handle(self):  
 self.bufsize=1024  
 while True:  
 print('waiting connect......')  
 sdata=self.request.recv(self.bufsize)  
 print(sdata)  
 if not sdata:  
 break  
 else:  
 print('[%s] %s ' % (ctime(),sdata.decode('utf8')))  
  
 fdata='%s %s' % (ctime(),sdata.decode('utf8'))  
 self.request.sendall(fdata.encode('utf8'))  
  
if \_\_name\_\_=="\_\_main\_\_":  
 HOST,PORT='127.0.0.1',8003  
 ADDR=(HOST,PORT)  
 server=socketserver.ThreadingTCPServer(ADDR,MyTcpServer)  
 server.serve\_forever()

客户端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import socket  
  
  
class MyClient():  
 def \_\_init\_\_(self):  
 self.HOST='127.0.0.1'  
 self.PORT=8003  
 self.SIZE=1024  
 self.tcpClient=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM)  
 self.tcpClient.connect((self.HOST,self.PORT))  
  
 while True:  
 sdata=input('>')  
 if not sdata:  
 print("Not allowed to empty,please re-enter!")  
 continue  
 self.tcpClient.sendall(sdata.encode('utf8'))  
 fdata=self.tcpClient.recv(self.SIZE)  
 print(fdata.decode('utf8'))  
 self.tcpClient.close()  
  
if \_\_name\_\_=="\_\_main\_\_":  
 client=MyClient()

#### 1 SocketServer

SocketServer简化了网络服务器的编写。它有4个类：TCPServer，UDPServer，UnixStreamServer，UnixDatagramServer。这4个类是同步进行处理的，另外通过ForkingMixIn和ThreadingMixIn类来支持异步。

创建服务器的步骤:

首先，你必须创建一个请求处理类，它是BaseRequestHandler的子类并重载其handle()方法。

其次，你必须实例化一个服务器类，传入服务器的地址和请求处理程序类。最后，调用handle\_request()(一般是调用其他事件循环或者使用select())或serve\_forever()。

集成ThreadingMixIn类时需要处理异常关闭。daemon\_threads指示服务器是否要等待线程终止，要是线程互相独立，必须要设置为True，默认是False。

无论用什么网络协议，服务器类有相同的外部方法和属性。

该模块在python3中已经更名为socketserver。

#### 2 服务器类型

5种类型：BaseServer，TCPServer，UnixStreamServer，UDPServer，UnixDatagramServer。 注意：BaseServer不直接对外服务。

#### 3 服务器对象

class SocketServer.BaseServer：这是模块中的所有服务器对象的超类。它定义了接口，如下所述，但是大多数的方法不实现，在子类中进行细化。

BaseServer.fileno()：返回服务器监听套接字的整数文件描述符。通常用来传递给select.select(), 以允许一个进程监视多个服务器。

BaseServer.handle\_request()：处理单个请求。处理顺序：get\_request(), verify\_request(), process\_request()。如果用户提供handle()方法抛出异常，将调用服务器的handle\_error()方法。如果self.timeout内没有请求收到， 将调用handle\_timeout()并返回handle\_request()。

BaseServer.serve\_forever(poll\_interval=0.5): 处理请求，直到一个明确的shutdown()请求。每poll\_interval秒轮询一次shutdown。忽略self.timeout。如果你需要做周期性的任务，建议放置在其他线程。

BaseServer.shutdown()：告诉serve\_forever()循环停止并等待其停止。python2.6版本。

BaseServer.address\_family: 地址家族，比如socket.AF\_INET和socket.AF\_UNIX。

BaseServer.RequestHandlerClass：用户提供的请求处理类，这个类为每个请求创建实例。

BaseServer.server\_address：服务器侦听的地址。格式根据协议家族地址的各不相同，请参阅socket模块的文档。

BaseServer.socketSocket：服务器上侦听传入的请求socket对象的服务器。

服务器类支持下面的类变量：

BaseServer.allow\_reuse\_address：服务器是否允许地址的重用。默认为false ，并且可在子类中更改。

BaseServer.request\_queue\_size

请求队列的大小。如果单个请求需要很长的时间来处理，服务器忙时请求被放置到队列中，最多可以放request\_queue\_size个。一旦队列已满，来自客户端的请求将得到 “Connection denied”错误。默认值通常为5 ，但可以被子类覆盖。

BaseServer.socket\_type：服务器使用的套接字类型; socket.SOCK\_STREAM和socket.SOCK\_DGRAM等。

BaseServer.timeout：超时时间，以秒为单位，或 None表示没有超时。如果handle\_request()在timeout内没有收到请求，将调用handle\_timeout()。

下面方法可以被子类重载，它们对服务器对象的外部用户没有影响。

BaseServer.finish\_request()：实际处理RequestHandlerClass发起的请求并调用其handle()方法。 常用。

BaseServer.get\_request()：接受socket请求，并返回二元组包含要用于与客户端通信的新socket对象，以及客户端的地址。

BaseServer.handle\_error(request, client\_address)：如果RequestHandlerClass的handle()方法抛出异常时调用。默认操作是打印traceback到标准输出，并继续处理其他请求。

BaseServer.handle\_timeout()：超时处理。默认对于forking服务器是收集退出的子进程状态，threading服务器则什么都不做。

BaseServer.process\_request(request, client\_address) :调用finish\_request()创建RequestHandlerClass的实例。如果需要，此功能可以创建新的进程或线程来处理请求,ForkingMixIn和ThreadingMixIn类做到这点。常用。

BaseServer.server\_activate()：通过服务器的构造函数来激活服务器。默认的行为只是监听服务器套接字。可重载。

BaseServer.server\_bind()：通过服务器的构造函数中调用绑定socket到所需的地址。可重载。

BaseServer.verify\_request(request, client\_address)：返回一个布尔值，如果该值为True ，则该请求将被处理，反之请求将被拒绝。此功能可以重写来实现对服务器的访问控制。默认的实现始终返回True。client\_address可以限定客户端，比如只处理指定ip区间的请求。 常用。

#### 4 请求处理器

处理器接收数据并决定如何操作。它负责在socket层之上实现协议（i.e., HTTP, XML-RPC, or AMQP)，读取数据，处理并写反应。可以重载的方法如下：

setup(): 准备请求处理. 默认什么都不做，StreamRequestHandler中会创建文件类似的对象以读写socket.

handle(): 处理请求。解析传入的请求，处理数据，并发送响应。默认什么都不做。常用变量：self.request，self.client\_address，self.server。

finish(): 环境清理。默认什么都不做，如果setup产生异常，不会执行finish。

通常只需要重载handle。self.request的类型和数据报或流的服务不同。对于流服务，self.request是socket 对象；对于数据报服务，self.request是字符串和socket 。可以在子类StreamRequestHandler或DatagramRequestHandler中重载，重写setup()和finish() ，并提供self.rfile和self.wfile属性。 self.rfile和self.wfile可以读取或写入，以获得请求数据或将数据返回到客户端。

#### 5 ftp服务器

Socketserver ftp功能

ftp 服务端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import SocketServer  
import os  
  
class MyTCPHandler(SocketServer.BaseRequestHandler):  
 def handle(self):  
 while True:  
 instrunction=self.request.recv(1024).strip() #设置接收信息，并去除空格  
 if not instrunction:break #判断是否为空，如果为空跳出循环  
 instrunction=instrunction.split('|') #根据|进行分割字符串  
 print "输出分割以后的字符串列表",instrunction  
 if hasattr(self,instrunction[0]): #判断类中是否有这个方法  
 func=getattr(self,instrunction[0]) #调用类中的方法  
 func(instrunction)  
  
 def FileTransfer(self,msg):  
 print "---filetransfer----",msg  
 if msg[1]=='get':  
 print "client wants to download file:",msg[2]  
 if os.path.isfile(msg[2]):  
 file\_size=os.path.getsize(msg[2])  
 file\_size=int(file\_size)  
 res="ready|%s" % file\_size  
 else:  
 res="file doesn't exist"  
  
 send\_confirmation="FileTransfer|get|%s" % res  
 self.request.send(send\_confirmation)  
 feedback=self.request.recv(1024)  
 print "准备下载1111111111111111111111111111111"  
 if feedback=="FileTransfer|get|recv\_ready":  
 f=file(msg[2],'rb')  
 send\_szie=0  
 while not file\_size==send\_szie:  
 print "输出文件大小和发送文件大小",file\_size,send\_szie  
 print "输出格式",type(file\_size),type(send\_szie)  
 if file\_size-send\_szie>1024:  
 data=f.read(1024)  
 send\_szie+=1024  
 print "计算文件22222222222222222222222222222"  
 else:  
 print "计算文件111111111111111111111111111"  
 data=f.read(file\_size-send\_szie)  
 send\_szie+=(file\_size-send\_szie)  
 print "计算以后的文件大小1111111",send\_szie  
 print "发送文件111111111111111111111111111"  
 self.request.send(data)  
 else:  
 print "----send file:%s done-----" % msg[2]  
 else:  
 print "出错"  
  
if \_\_name\_\_=="\_\_main\_\_":  
 HOST,PORT='127.0.0.1',9002  
 server=SocketServer.ThreadingTCPServer((HOST,PORT),MyTCPHandler)  
 server.serve\_forever()

ftp 客户端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import socket  
import os  
class FtpClinet(object):  
 def \_\_init\_\_(self,host,port):  
 self.sock=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM)  
 self.sock.connect((host,port))  
  
 def start(self):  
 self.interactive()  
  
 def interactive(self):  
 while True:  
 user\_input=raw\_input(">>").strip()  
 if len(user\_input)==0:continue  
 user\_input=user\_input.split()  
  
 if hasattr(self,user\_input[0]):  
 func=getattr(self,user\_input[0])  
 func(user\_input)  
 else:  
 print "\033{31;1mWrong cmd usage \033[0m"  
  
 def get(self,msg):  
 print "--get func--",msg  
 if len(msg)==2:  
 file\_name=msg[1]  
 instrunction="FileTransfer|get|%s" % file\_name  
 self.sock.send(instrunction)  
 feedback=self.sock.recv(1024)  
 print "-->",feedback  
 if feedback.startswith("FileTransfer|get|ready"):  
 file\_size=int(feedback.split("|")[-1])  
 print "接收文件大小",file\_size,type(file\_size)  
 self.sock.send("FileTransfer|get|recv\_ready")  
 recv\_size=0  
 f=file("client\_recv/%s" % os.path.basename(file\_name),'wb')  
 print "--->",file\_name  
 while not file\_size==recv\_size:  
 if file\_size-recv\_size>1024:  
 data=self.sock.recv(1024)  
 recv\_size+=len(data)  
 print "下载文件222222222222222222222222222"  
 else:  
 data=self.sock.recv(file\_size-recv\_size)  
 recv\_size+=(file\_size-recv\_size)  
 f.write(data)  
 print file\_size,recv\_size  
 else:  
 print "---recv file:%s----" % file\_name  
 f.close()  
 else:  
 print "2222222222222222222222222222222222222222222222"  
 print feedback  
 else:  
 print "\-33[021;1mWrong cmd usage \033[0m"  
  
if \_\_name\_\_=="\_\_main\_\_":  
 f=FtpClinet('127.0.0.1',9002)  
 f.start()

使用ftplib编写ftp客户端

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import ftplib  
import os  
import socket  
  
  
HOST='127.0.0.1'  
FILE='1.gz'  
bufsize=1024  
file\_handle=open(FILE,'wb').write  
print file\_handle  
  
def main():  
 try:  
 f=ftplib.FTP() #实例化对象  
 except (socket.error,socket.gaierror) as e:  
 print 'error: cannont reach "%s"' % HOST  
 return  
 print '\*\*\* Connected to host "%s"' % HOST  
  
 try:  
 f.connect(HOST,21)  
 f.login("song","123456") #登录接口，如果是非21端口需要先使用f.connect('127.0.0.1','port')登录  
 f.dir()#显示目录内容  
 except ftplib.error\_perm:  
 print 'Eorror: canont login "anonymous"'  
 f.quit()  
 return  
 print '\*\*\* logged is as "song"'  
  
  
 try:  
 f.retrbinary('RETR %s' % (FILE),file\_handle,bufsize) #下载文件 上传文件ftp.storbinaly("STOR filename.txt",file\_handel,bufsize)  
 except ftplib.error\_perm:  
 print 'Error: canoncet read file "%s"' % FILE  
 os.unlink(FILE)  
 else:  
 print '\*\*\* Downloadwd "%s" to CWD' % FILE  
 f.quit()  
if \_\_name\_\_=="\_\_main\_\_":  
 main()

### Twisted

## 进程、线程

### 线程

#### 1 Thread模块

* thread 模块函数

thread.start\_new\_thread ( function, args[, kwargs] )

* function - 线程主体函数。
* args - 传递给线程函数的参数,他必须是个tuple类型,没有参数,空数组
* kwargs - 可选参数。

allocate\_lock()

* 分配LockType锁对象。

exit()

* 给线程退出指令
* LockType锁对象方法

acquire(wait=None)

* 尝试获取锁对象

locked()

* 如获取锁了锁对象则返回True 否则返回False

release()

* 释放锁

单线程执行循环

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
from time import sleep,ctime  
  
def loop():  
 print "start loop 0 at:",ctime()  
 sleep(4)  
 print "loop 0 done at:",ctime()  
  
def loop1():  
 print "start loop 1 at:",ctime()  
 sleep(2)  
 print "loop1 done at:",ctime()  
  
def main():  
 print "starting at:",ctime()  
 loop()  
 loop1()  
 print "all DONE at:",ctime()  
  
if \_\_name\_\_=="\_\_main\_\_":  
 main()

#单线程循环中连续执行两个循环，一个循环必须在另个循环执行完成以后开始运行，总共消耗的时间是每个循环所用的时间之和。

使用thread模块实现简单多线程

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import thread  
from time import sleep,ctime  
  
def loop(new):  
 print "start loop 0 at:",ctime()  
 sleep(4)  
 print "loop 0 done at:",ctime()  
 print new

def loop1(new):  
 print "start loop 1 at:",ctime()  
 print new  
 sleep(2)  
 print "loop 1 done at:",ctime()  
  
def main():  
 print "All start at:",ctime()  
 thread.start\_new\_thread(loop,(111111111111111,))  
 thread.start\_new\_thread(loop1,(22222222222222222,))  
 sleep(6)  
 print "All done at:",ctime()  
  
if \_\_name\_\_=="\_\_main\_\_":  
 main()

#两个循环并发执行，总的运行时间与执行慢的线程相关

线程和锁

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import thread  
from time import sleep,ctime  
  
loops=[4,2]  
  
def loop(nloop,nsec,lock):  
 print "start loop",nloop,'at:',ctime()  
 sleep(nsec)  
 print "loop",nloop,'done at:',ctime()  
 lock.release()#释放锁  
 print "释放锁"  
  
def main():  
 print "staring at:",ctime()  
 locks=[]  
 nloops=range(len(loops))  
  
 for i in nloops:  
 print "分配锁对象"  
 lock=thread.allocate\_lock()#分配lockType锁对象  
 print "获取锁对象"  
 lock.acquire()#获取锁对象  
 locks.append(lock)  
 print "输出列表信息",locks  
  
  
 for i in nloops:

print "派生新线程"   
 thread.start\_new\_thread(loop,(i,loops[i],locks[i]))  
  
 for i in nloops:  
 while locks[i].locked():  
 pass  
 #print "成功获取锁对象" #如果获取锁对象返回Ture,否则返回False  
 else:  
 print "获取锁对象失败"  
  
 print "all DONE at:",ctime()  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

#### 2 Threading模块

* threading模块对象

Thread 线程类，这是我们用的最多的一个类，你可以指定线程函数执行或者继承自它都可以实现子线程功能；

Timer与Thread类似，但要等待一段时间后才开始运行；

Lock 锁原语，这个我们可以对全局变量互斥时使用；

RLock 可重入锁，使单线程可以再次获得已经获得的锁；

Condition 条件变量，能让一个线程停下来，等待其他线程满足某个“条件”；

Event 通用的条件变量。多个线程可以等待某个事件发生，在事件发生后，所有的线程都被激活；

Semaphore为等待锁的线程提供一个类似“等候室”的结构；

BoundedSemaphore 与semaphore类似，但不允许超过初始值；

Queue：实现了多生产者（Producer）、多消费者（Consumer）的队列，支持锁原语，能够在多个线程之间提供很好的同步支持。

* **其中Thread类**

Thread对象属性属性：

name 线程名称

ident 线程的标识符

daemon 布尔标志，表示这个线程是否是守护线程

thread 对象方法：

start(self) 开始线程执行

join(self, timeout=None) 程序挂起，直到线程结束，如果给出timeout，则最多阻塞timeout秒

run(self) 定义线程的功能函数

getName(self) 返回线程的名字,该方法已经弃用thread.name代替

setName(self, name) 设置线程的名字,该方法已经弃用thread.name代替

setDaemon(self, daemonic) 把线程的daemon标志设为daemonic

isDaemon(self) 返回线程的daemon标志

is/setDaemon在python3中被弃用设置属性thread.daemon

isAlive(self) 布尔标志，表示这个线程是否还在运行中从2.6以后被弃用

* 创建线程的方法

在Python中我们主要是通过thread和threading这两个模块来实现的，其中Python的threading模块是对thread做了一些包装的，可以更加方便的被使用，所以我们使用threading模块实现多线程编程。一般来说，使用线程有两种模式，一种是创建线程要执行的函数，把这个函数传递进Thread对象里，让它来执行；另一种是直接从Thread继承，创建一个新的class，把线程执行的代码放到这个新的 class里。

将函数传递进Thread对象

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import threading  
from time import sleep,ctime  
  
def thread\_fun(num):  
 for n in range(0,int(num)):  
 print "I com from %s,num: %s time: %s" % (threading.currentThread().getName(),n,ctime())  
 sleep(3)  
  
  
  
def main(thread\_num):  
 thread\_lists=list()  
 #创建线程对象  
 for i in range(0,thread\_num):  
 thread\_name="thread\_%s" %i  
 thread\_lists.append(threading.Thread(target=thread\_fun,name=thread\_name,args=(20,)))  
  
 #启动所有线程  
 for thread in thread\_lists:  
 thread.start()  
 print "启动线程成功"  
   
 #主线程中等待所有子线程退出  
 for thread in thread\_lists:  
 thread.join()  
  
"""  
　　参数target是一个可调用对象（也称为活动[activity]），在线程启动后执行；  
　　参数name是线程的名字。默认值为“Thread-N“，N是一个数字。  
　　参数args和kwargs分别表示调用target时的参数列表和关键字参数  
  
"""  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main(3)

继承自threading.Thread类

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import threading  
  
  
class MyThread(threading.Thread):  
 def \_\_init\_\_(self):  
 threading.Thread.\_\_init\_\_(self)  
  
 def run(self):  
 print "I am %s " % self.name  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 for i in range(0,5):  
 my\_thread=MyThread()  
 my\_thread.start()

* 互斥锁

Python编程中，引入了对象互斥锁的概念，来保证共享数据操作的完整性。每个对象都对应于一个可称为” 互斥锁” 的标记，这个标记用来保证在任一时刻，只能有一个线程访问该对象。在Python中我们使用threading模块提供的Lock类。

* 未加锁情况

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
#互斥锁现象重现  
  
  
import threading  
import time  
  
counter=0  
  
class MyThread(threading.Thread):  
 def \_\_init\_\_(self):  
 threading.Thread.\_\_init\_\_(self)  
  
 def run(self):  
 global counter  
 time.sleep(1)  
 counter+=1  
 print "I am %s,set counter:%s" %(self.name,counter)  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 for i in range(0,500):  
 my\_thread=MyThread()  
 my\_thread.start()

输出结果：

I am Thread-487,set counter:478I am Thread-484,set counter:479I am Thread-483,set counter:480

I am Thread-486,set counter:481I am Thread-485,set counter:482

I am Thread-492,set counter:483

I am Thread-491,set counter:484

I am Thread-488,set counter:485

I am Thread-489,set counter:486

I am Thread-490,set counter:487

I am Thread-496,set counter:488

I am Thread-494,set counter:489I am Thread-497,set counter:490I am Thread-493,set counter:491

I am Thread-498,set counter:492

I am Thread-495,set counter:493

I am Thread-499,set counter:494

I am Thread-500,set counter:495

造成这个问题的原因：

"""  
从中我们已经看出了这个全局资源(counter)被抢占的情况，  
问题产生的原因就是没有控制多个线程对同一资源的访问，  
对数据造成破坏，使得线程运行的结果不可预期。  
这种现象称为“线程不安全”。  
  
"""

* 添加互斥锁以后的情况

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
"""  
需要添加一个互斥锁变量mutex = threading.Lock()，  
然后在争夺资源的时候之前我们会先抢占这把锁mutex.acquire()，  
对资源使用完成之后我们在释放这把锁mutex.release()  
"""  
  
import threading  
import time  
mutex=threading.Lock()  
  
counter=0  
  
class MyThread(threading.Thread):  
 def \_\_init\_\_(self):  
 threading.Thread.\_\_init\_\_(self)  
  
 def run(self):  
 global counter  
 time.sleep(1)  
 if mutex.acquire():  
 counter+=1  
 print "I am %s, set counter: %s" % (self.name,counter)  
 mutex.release()  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 for i in range(0,500):  
 my\_thread=MyThread()  
 my\_thread.start()

* 同步阻塞

当一个线程调用Lock对象的acquire()方法获得锁时，这把锁就进入“locked”状态。因为每次只有一个线程1可以获得锁，所以如果此时另一个线程2试图获得这个锁，该线程2就会变为“block“同步阻塞状态。直到拥有锁的线程1调用锁的release()方法释放锁之后，该锁进入“unlocked”状态。线程调度程序从处于同步阻塞状态的线程中选择一个来获得锁，并使得该线程进入运行（running）状态。

进一步考虑

通过对公共资源使用互斥锁，这样就简单的到达了我们的目的，但是如果我们又遇到下面的情况：

* 1、遇到锁嵌套的情况该怎么办，这个嵌套是指当我一个线程在获取临界资源时，又需要再次获取；
* 2、如果有多个公共资源，在线程间共享多个资源的时候，如果两个线程分别占有一部分资源并且同时等待对方的资源；

上述这两种情况会直接造成程序挂起，即死锁，下面我们会谈死锁及可重入锁RLock。

* 死锁的形成
* 使用threading模块实现多线程编程四[使用Lock互斥锁]我们已经开始涉及到如何使用互斥锁来保护我们的公共资源了，现在考虑下面的情况–  
  如果有多个公共资源，在线程间共享多个资源的时候，如果两个线程分别占有一部分资源并且同时等待对方的资源，这会引起什么问题？
* 死锁概念  
  所谓死锁： 是指两个或两个以上的进程在执行过程中，因争夺资源而造成的一种互相等待的现象，若无外力作用，它们都将无法推进下去。此时称系统处于死锁状态或系统产生了死锁，这些永远在互相等待的进程称为死锁进程。 由于资源占用是互斥的，当某个进程提出申请资源后，使得有关进程在无外力协助下，永远分配不到必需的资源而无法继续运行，这就产生了一种特殊现象死锁。

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
#死锁重现  
  
  
import threading  
counterA=0  
counterB=0  
  
mutexA=threading.Lock()  
mutexB=threading.Lock()  
  
  
class MyThread(threading.Thread):  
 def \_\_init\_\_(self):  
 threading.Thread.\_\_init\_\_(self)  
  
 def run(self):  
 self.fun1()  
 self.fun2()  
  
 def fun1(self):  
 global mutexA,mutexB  
 if mutexA.acquire():  
 print "I am %s,get res: %s" % (self.name,"ResA")  
  
 if mutexB.acquire():  
 print "I am %s,get res:%s" %(self.name,"ResB")  
 mutexB.release()  
 mutexA.release()  
  
 def fun2(self):  
 global mutexA,mutexB  
 if mutexB.acquire():  
 print "I am %s,get res: %s" % (self.name,"ResB")  
  
  
 if mutexA.acquire():  
 print "I am %s,get res: %s" %(self.name,"ResA")  
 mutexA.release()  
  
 mutexB.release()  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 for i in range(0,200):  
 my\_thread=MyThread()  
 my\_thread.start()

* 可重入锁Rlock

如果一个线程遇到锁嵌套的情况该怎么办，这个嵌套是指当我一个线程在获取临界资源时，又需要再次获取。

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import threading  
import time  
  
couter=0  
  
mutex=threading.Lock()  
  
  
class MyThread(threading.Thread):  
 def \_\_init\_\_(self):  
 threading.Thread.\_\_init\_\_(self)  
  
 def run(self):  
 global couter,mutex  
 time.sleep(1)  
 if mutex.acquire():  
 couter+=1  
 print "I am %s,set couter: %s" % (self.name,couter)  
 if mutex.acquire():  
 couter+=1  
 print "I am %s,set couter %s" %(self.name,couter)  
 mutex.release()  
 mutex.release()  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 for i in range(0,100):  
 my\_thread=MyThread()  
 my\_thread.start()

输出结果：

I am Thread-1,set couter: 1

程序直接挂起，这种情况就形成了简单的死锁

在Python中为了支持在同一线程中多次请求同一资源，python提供了“可重入锁”：threading.RLock。这个RLock内部维护着一个Lock和一个counter变量，counter记录了acquire的次数，从而使得资源可以被多次require。直到一个线程所有的acquire都被release，其他的线程才能获得资源。上面的例子如果使用RLock代替Lock，则不会发生死锁：

#!/usr/bin/env python  
# -\*- coding: UTF-8 -\*-  
  
import threading  
import time  
  
couter=0

#将Lock替换成RLock  
#mutex=threading.Lock()  
mutex=threading.RLock()  
  
class MyThread(threading.Thread):  
 def \_\_init\_\_(self):  
 threading.Thread.\_\_init\_\_(self)  
  
 def run(self):  
 global couter,mutex  
 time.sleep(1)  
 if mutex.acquire():  
 couter+=1  
 print "I am %s,set couter: %s" % (self.name,couter)  
 if mutex.acquire():  
 couter+=1  
 print "I am %s,set couter %s" %(self.name,couter)  
 mutex.release()  
 mutex.release()  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 for i in range(0,100):  
 my\_thread=MyThread()  
 my\_thread.start()