**COMP6235 -- Foundations of Data Science**

This is a tutorial on some functions in R for COMP6235 Foundations of Data Science -- part I

**Getting started**

Download R and install it on your laptop, e.g. from [the R project](https://www.r-project.org/). Alternatively, you can run R on your virtual machine, or use the jupyter notebook set up last week.   
  
Change the the working directory to a folder in which you want to store your R files. R gives you and option to save the current working space when you exit (and will automatically reload it when you start it again), so --to avoid confusion-- it is advisable to generate folders for each individual R project. You can then start R by typing the command line command "R". Once in R, you can quit using the command "q()".   
The instructions below have been developed for a linux system in which you use the command line version of R (but should also work fine if you use R studio, or alternatively you could use your jupyter notebook as introduced in the tutorial last week).   
  
You can change the working directory in which R operates using the command "setwd ()" or alternatively use "getwd()" to find the current working directory. 

**Libraries**

Often you may want to extend the basic version of R by using additional libraries/packages. You can easily install them using the install.packages command, i.e. by typing   
  
> install.packages ("tidyverse")   
  
You would install the so-called tidyverse package (which contains a collection of libraries such as ggplot2). If there are problems with the installation make sure that your firewall does not block https://cloud.r-project.org/.   
After installing a package, you need to load the library before you can use it, i.e.   
  
> library ("tidyverse")   
  
to load the tidyverse package.

**Getting Help**

R has an inbuilt help function, which you can use to check the documentation of R commands and exploring options you can use with these commands. The help function can be invoked either by using   
  
> ?q   
or   
> help (q)   
  
which will give show you the documentation page of the quit command.

**Data Structures**

R is pretty much a full programming language, designed with statistical calculations in mind (but can also be used for many other purposes). Data types provided are more or less standard what you will find in other programming languages as well.

* integer (numbers without decimals)
* double (numbers with decimals)
* character (text data)
* logical (logical)

There are also two special values -- "Null" (indicates absence of any value) and "NA" (indicates missing value)

**Vectors**

The most fundamental data type in R are vectors, which store ordered sets of elements of the same type. We can easily create vectors with the combine "c ()" function. 

**Examples**

> subject\_name <- c("Jon Doe", "Jane Doe", "Markus")   
> temperature <- c(37.0,37.4,40.0)   
> flu\_status <- c(FALSE,FALSE,TRUE)   
  
  
We can access elements of vectors in various ways: temperature [1], temperature[-2], temperature [c(FALSE, FALSE, TRUE)]   
Note, that the assignment operator (which sometimes is "=" or ":=" in other programming languages) in R is " <-" 

**Factors**

Are a special type of vector used for nominal (or categorical) data, i.e. data for which there is not necessarily an ordering relationship and which can only assume a set of discrete values. Examples:   
  
> gender <- factor (c("MALE", "MALE", "FEMALE"))   
i.e. factors are created by applying "factor ()" to a character vector.   
To show the content of a data structure in R we can just type the name, e.g.   
  
> gender   
[1] MALE MALE FEMALE   
Levels: FEMALE MALE   
  
The "levels" variable displays information about possible categories the factor could take.   
The command can also be used to define more levels than present in the actual data, e.g. if we wanted to define symptoms for each patient:   
  
> symptoms <- factor (c("SEVERE", "MILD", "MODERATE"), levels = c("MILD", "MODERATE", "SEVERE"), ordered=TRUE)   
  
generates a factor symptoms in which "<" indicates an ordering, i.e.   
  
> symptoms [1] SEVERE MILD MODERATE   
Levels: MILD < MODERATE < SEVERE   
  
For the data we could easily test of a patients symptoms are greater than mild:   
  
> symptoms > "MILD"   
TRUE, FALSE, TRUE 

**Lists**

As vectors, a collection of elements, but not every element needs to be of the same type. Entries in lists can be addressed using a name for each field (or by number as in vectors). Example:   
  
> subject1 <- list(fullname = "Markus", temperature=40.0, symptoms=symptoms[1])   
> subject1   
$fullname   
[1] "Markus"   
  
$temperature   
40.0   
  
$symptoms   
"SEVERE"   
Levels: MILD < MODERATE < SEVERE   
  
We can also access fields in a list via the "$" separator:   
  
> subject1$temperature   
40.0   
  
We could even obtain several items in a list by passing a vector of its fields:   
  
> subject1 [c("fullname", "temperature")]   
  
$fullname   
"Markus"   
$temperature   
40.0  
  
We could now construct entire data sets by building lists and lists of lists, etc. However, R provides an inbuilt function to do this more easily: data frames.

**Data frames**

Can be understood as a list of vectors or factors each of which have the same number of elements. It can be generated with the "data.frame ()" function, e.g.   
  
> pt\_data <- data.frame (subject\_name, temperature, flu\_status, gender, symptoms, stringsAsFactors=FALSE)   
  
Note that we need to specify "stringsAsFactors=FALSE", otherwise R will automatically convert every character vector into a factor. When displaying a data frame it is shown in matrix format. As before, we can refer to component vectors with the "$" operator, e.g.   
  
> pt\_data$temperature   
  
will reference the vector temperature in the data frame. Again, we can also access several vectors of a data frame, e.g.   
  
> pt\_data [c("temperature", "subject\_name")].   
  
If we don't want to type the name of "pt\_data" in front of the record we are addressing each time, we can also use the R-command "append" to make R remember that we refer to pt\_data. In this case we'd first type:   
  
> attach(pt\_data)   
  
and could then directly reference the fields temperature, fullname, etc., i.e.: >temperature   
  
now outputs contents of pt\_data$temperature without first specifying pt\_data.   
Individual entries can also be referenced by specifying rows and columns, e.g.   
  
> pt\_data [2, 1]   
  
or combinations thereof   
  
>pt\_data [c(1, 3), c(2, 4)]   
  
will display data from the 1st and 3rd row and 2nd and 4th column. All rows or columns can be extracted by leaving the other entry empty, i.e.   
  
>pt\_data [, 1]   
  
will extract all rows from the first column.   
  
We can add records to data frames using the function rbind (). For example, let's construct an entry for a new patient:   
> new <- c("Mike", 40.5, TRUE, "MALE", "SEVERE")   
  
to add it to the data frame pt\_data:   
  
> pt\_data <- rbind (pt\_data, new)   
  
What about introducing a new field into pt\_data, e.g. marital status? This can simply be done by defining a new vector in pt\_data   
> pt\_data$married <- c("TRUE", "TRUE", "FALSE", "FALSE") 

**Matrices**

R also provides another data structure to store values in tabular form. Entries can be of any type, but are most often used for numerical data. Matrices can be generated with the "matrix ()" function with a parameter specifying the number of rows ("nrow") or the number of columns ("ncol"). E.g.   
  
> m <- matrix ( c(1, 2, 3, 4), nrow = 2)   
  
generates a matrix with two rows, i.e. it divides the input vector c(1, 2, 3, 4) into two rows. 

[**Exercises for part I**](https://www.southampton.ac.uk/~mb1a10/Rtutorial/self1.html)**.**

**Managing Data**

**Saving, loading, and removing data structures**

Data can be saved using the "save ()" function. R-files typically have an ".RData" file extension, i.e. if we want to save the data structures x,y, and z into a file we'd use the command   
  
> save (x, y, z, file = "mydata.RData")   
  
Analogously, use "load ()" to retrieve data from a file (but pay attention, it might overwrite existing data frames in your workspace)   
  
> load ("mydata.RData")   
  
will automatically generate the data structures x, y, and z. There is also a command "save.image ()" which will save your entire workspace to a file call ".RData". Upon startup, R will look for this file and automatically load it when you start R again.   
When you handle very large data structures, you might sometimes want to remove some of them from memory. This can be done using the "rm ()" command, e.g.   
  
> rm (m, subject1)   
  
Will remove the objects m and subject1 from memory. To clear the entire workspace use "rm (list=ls())".

**Handling CSV files**

R has functions for reading and writing to CSV files. For instance, to read a file use:   
  
> mydata <- read.csv ("mydata.csv", stringsAsFactors=FALSE)   
  
Note that without path specification R attempts to read the file from the current working directory (the directory from which you started R). By default, R will also assume that the CSV file has a header line to assign names to the various vectors. If you the file does not have a header, use specify "header = FALSE" in the read.csv function. Then, features will be named "V1", "V2", etc.   
read.csv is a special case of the more general "read.table ()" function which can read data in other formats. Try to use the help function to explore further ("?read.table").   
To write data into a CSV file, simply use "write.csv ()", e.g.:   
  
>write.csv(mydata, file = "mydata.csv", row.names = FALSE)   
  
(the option "row.names = FALSE" overwrites R's standard mode in which it also adds row names to the file).   
  
More general than read.csv () is the read.table () command which reads a file in table format and creates a data frame from it, with cases corresponding to lines and variables to fields in the file. Read.table () has also options to change the separator of data entries, explore this with the help function if needed.

**Exploring data**

In this section I'll briefly mention some R function that can be used to explore data. As an example data set I'll use the file [usedcars.csv](http://users.ecs.soton.ac.uk/mb8/Rtutorial/usedcars.csv). Let's first read the file into memory:   
  
> usedcars <- read.csv ("usedcars.csv", stringsAsFactors = FALSE)   
  
To explore the structure of the data, we can use the "str ()" function which will give us some information about various fields/vectors and data types in the data set.   
  
> usedcars <- read.csv ("usedcars.csv", stringsAsFactors = FALSE)   
> str (usedcars)   
'data.frame':150 obs. of 6 variables:   
$ year : int 2011 2011 2011 2011 2012 2010 2011 2010 2011 2010 ...   
$ model : chr "SEL" "SEL" "SEL" "SEL" ...   
$ price : int 21992 20995 19995 17809 17500 17495 17000 16995 16995 16995 ...   
$ mileage : int 7413 10926 7351 11613 8367 25125 27393 21026 32655 36116 ...   
$ color : chr "Yellow" "Gray" "Silver" "Gray" ...   
$ transmission: chr "AUTO" "AUTO" "AUTO" "AUTO" ...   
  
We can gather the following:   
(1) 150 obs -> the data set contains 150 records (one would often say "n=150", i.e. we have 150 observations).   
(2) There are 6 features in the data set (year, model, mileage, color, transmission)   
(3) We see of which data type each feature is.   
(4) The following entries are the first 4 data entries for each feature. 

**Exploring numeric variables**

We can use the summary command to get a quick overview of some summary stats, e.g.:   
  
> summary (usedcars$year)   
Min. 1st Qu. Median Mean 3rd Qu. Max.   
2000 2008 2009 2009 2010 2012   
  
  
which gives some quick information about min/max/mean/median values and interquartile ranges (see lectures on this topic for more information LEC???). The information provided can also be explored with separate commands, e.g.   
  
> mean (usedcars$year)   
> median (usedcars$year)   
  
Similarly, functions like "min (), max (), range (), IQR ()" etc. can be used. Explore some of them yourself.

**Visualizing numeric variables**

A typical way of visualizing the distribution of a numerical variable is a boxplot which gives information about the distribution of this variable in the form of indicating Q1, Q2 (the median), Q3 (for the drawn box in the middle) and the "whiskers" to either indicate min/max or 1.5 times IQR below Q1/above Q3. Values outside of this range are considered outliers and drawn as dots. For example:   
  
> boxplot(usedcars$price, mean="Boxplot of Used Car Prices", ylab="Price ($)")   
  
![http://users.ecs.soton.ac.uk/mb8/Rtutorial/boxpot.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAHgCAMAAABKCk6nAAAC7lBMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAhISEiIiIjIyMkJCQlJSUmJiYnJycoKCgpKSkqKiorKyssLCwtLS0uLi4vLy8wMDAxMTEyMjIzMzM0NDQ1NTU2NjY3Nzc4ODg5OTk6Ojo7Ozs8PDw9PT0+Pj4/Pz9AQEBBQUFCQkJDQ0NERERFRUVGRkZHR0dISEhJSUlKSkpLS0tMTExNTU1OTk5PT09QUFBRUVFSUlJTU1NUVFRVVVVWVlZXV1dYWFhZWVlaWlpbW1tcXFxdXV1eXl5fX19gYGBhYWFiYmJjY2NmZmZnZ2doaGhpaWlqampra2tsbGxtbW1ubm5vb29wcHBxcXFycnJzc3N0dHR1dXV2dnZ3d3d4eHh5eXl6enp7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4OEhISFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OUlJSVlZWWlpaXl5eYmJiZmZmbm5ucnJydnZ2enp6fn5+hoaGjo6OkpKSlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7O0tLS1tbW3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PExMTFxcXGxsbHx8fIyMjJycnKysrLy8vMzMzNzc3Ozs7Pz8/Q0NDR0dHS0tLT09PU1NTV1dXW1tbX19fY2NjZ2dna2trb29vc3Nzd3d3e3t7f39/g4ODh4eHi4uLj4+Pk5OTl5eXm5ubn5+fo6Ojp6enq6urr6+vs7Ozt7e3u7u7v7+/w8PDx8fHy8vLz8/P09PT19fX29vb39/f4+Pj5+fn6+vr7+/v8/Pz9/f3+/v7////x51OlAAASRklEQVR4nO3dfXxU1Z3H8V8gGiBKCkGTCAEVERGaBNAiRSAoYi0VUldBdKnUiGuXSm0XVBZYH7ZAaakiiLEWV00FgXWrIjVQRFFLFQsKoqAiYhAIQmDzMEnm/Lf3zjC57DycZLgzuWe+ft+vlxO4dzy5mU8efoc8iSJo4vUFUHIxMDgGBsfA4BgYHAODY2BwDAyOgcExMDgGBsfA4BgYHAODY2BwDAyOgcExMDgGBsfA4BgYHAODY2BwpgbuL5a8W77Q3OW4ZGiXeOei9ssCf8iRDdbtSFkW9W7bpe/JPx2+c0DHS2YeiXanHPty8u86evKvDdLS47ZCdipVf9cv6pV6KOubFu6cTOYG7lXYv71cWh/7Lv8/cKFsCTt/s4zYFPhDKwPv6S7SPV2+eyLKnXKkd2Efkckn/9pi4KYBVym1NFPkrOWqMv0/9HdOKnMDr1Rqf8eIaqdoKfC1sjr4h1YGvkkGf6H2XyLzo9wpsMRzktEY/Ku/tlZ/+SvlBfWedPteSY/0j9WE7xzV3zuZjA58KFP2qeq7e2cOXO5Xy6Rb9YFOsmpX72ue6NXjV75g4NDZQutd6MrA/3nqkbmBI07gN4ef1e36D5X6eGzXHrdb7zgrS75T+OTJwF+LbLWe/PeQX6h1Q87qcvVWVSnZbw5a6Sxh3aMqeCzwrA/d1qPz6K3OYqHFbQNzfepxeWTuvEf7v6jWy7y2ffBOZW7gCwYXniH3Kf8oyR/bUR5RTVfKQ9NlvH+7ZHQaebb8PBC4+ewrPeXhwAds50iB3LM9sFZz4EOd00pGSPfaI9np474vQ/wNl8r5l6edDLxJck8+7887pF/1PbnQCpzZo9uLzhIrpbM/eMx+1k2DZcD35ZyDocVCi9t3/1JKlHpZxt0TKFuXNrwNH7kw5ga2pVeov0p+tXXT1a92nNE54+x91rtUqVD/SDuz2n6UnbOhd9HOkWtlTXCt5sAV0ueAmnnrZwvkZ8o/RF5dIQW1/jtPBi6XwpPP+6/jF6j6DnKkMvROwV7i4sGXpskvVfCY/azXyiUN6kZ5KrRYaHH77qute6qmsSK9HrTfO+d38LfV4xbB3MArlf8PHTJ2LJa7rL/myn6l5oossT9mnmsd+K68Zz/KztlQYOdIZOCDWZJ2xQMH1G2B1x5ZeL88aL9GBAO/Lj1Cz3zHA+PzRQ5VSqdQmMAUnXd3jQoes5/176XUmrZqfaHFQovbyuRx67apfKBIz0NKFUt1Gzxk0Zkc2B6EFy223kCUOk/2KnWfyCI7cI51oCAUOHTWCRw60hy4j7xk3Q6WZ9XhWX1Fsj6+Xe4st2y9Vx6y3zUHAx8Q2WU9eWVw6evpmf9cdrYdODt0OcHXEUvwmP2sF8o9gSOhxUKL28eeCAS2XiWnFNgz2yg5ltQHS8fowCcGytPrpddx662ri19tbd81s9Me+130RrWtXcYJ+1F2zhbK24H/0TnSHPhGualOvZ0uH774sxXqoytk8UKZrlTF8o+flUF1alpoiv6xFH+jqobKL++WWdYI3FLg/5GCBjWjcFVosdDi9r0C76Jn5fxp7rwnZIZSPTP4LjqcPWQN6iRX+vwj5IKSTHlUNQySRbNktDVktes0urP8W3DICp1VQ2WS/QZ4ypHmwO9nyFk9RG7xvyodJ9ycKRuruqRPuaVd16/rL5Q+QyUU+JNcSe/T0XqfukC63JAr8qU+cEN/KSiWbpWhxUKL2/faZw9ZS6TvuH8dYb2i1qUNa7sHLpy5gS0FC+qVOjbtwk5F1rZngeTXHu0qf9wuFz+c2/2+huA2KXRWlZ/TLrjtbT7SHFi9e31ex/6/qVHq2cs6dyp8WqkPrsnqOn6HUnt/2PnSxb2uOnm3g6X9Ol48rVKd+KfMvk/f1OuP+sDqq0l5na/d5iwWWtxWZG2TfD+0X4aSRrVRft0mj1lUpgaOzfmnRYPZ/9ChmtZeM26b9Zp2s5f/VsnASRH4p0pryLL3wQfO4D9VxiMlAltvwjtDf3yYn2yg5GFgcAwMjoHBMTA4BgbHwOAYGBwDg2NgcAwMjoHBMTA4BgbHwOAYGBwDg2NgcAwMjoHBuQh8aAUZ4AVfsgI/f0sZeW/Y7qQFXnr6/y8lTCkDY2NgcAwMjoHBMTA4BgbHwOAYWKNub6PXl+AaA8f24JW3XbGy5buZjYFjWj1dKd91+sfHfAwc09SPrJtnnvT6Mlxi4Jim2z989MlnvL4Mlxg4ps0/PqH2D//a68twiYFjW1M8cuy7Xl+EWwwMjoHBMTA4BgbHwOAYGBwDg2NgcAwMjoHBMTA4Bo6t7ukHX/Lu96EkCAPHdHzEY6/9+6RUL8zAMS34k3Xzq/VeX4ZLDBzTbZ9bN6sWe30ZLiUicNOxpihHUz7wQ/ZvFp39iteX4ZLrwLWzL0qX9r3n1IWfSPnAh4eWb3vkR9Fed1OJ68CTx2+q8lVtnjgl/ETKB1ZHfzdteYPXF+GW68DZNYEnDfnhJ1I/MATXgQuCvwFwQ1H4CQY2guvA7+QOmFA6sSjvb+EnGNgI7qdo37qy+WXrIn+WCwMbgdskcNwmgeM2CRy3SeC4TQLHbRI4bpPAcZsEjtskcEnYJh38e8ADD7u+uKT6dE/LtrXiPvu9fkH0krBN2jgz4LIfuLuyJDs29Y6WdW/Ffe71+iXRS942afrE07wkgxR7fQHuJW+bxMBGSN42CSHwU15fgHvJ2yYhBAaQvG0SQuBqry/AveR9Ngkh8GivL8C95H02CSEwhyxuk0zHbZIOp2iFvU0C4D6w/4j9HZb+b8KPIwTmFK3Uh/3SLlhl7ZYi7okQmFO0UiMW1FfkbAINzCFLqaxGpVZfUs/AhnIduPeb1gfgG+7CDMwpWqkVZ486rKouGwQZGID7KXr/6uNK1a+YEX4cITCnaA2EwJyiNRACc8jSYGAjMLAOp2gNhMAAGFiHU7QGQmBO0RoIgTlkaTCwERhYh1O0BkJgAAyswylaAyEwp2gNhMAcsjQY2AgMrMMpWgMhMAAG1uEUrYEQmFO0BkJgDlkaDGwEBtbhFK2BEBgAA+twitZACMwpWgMhMIcsDQY2AgPrcIrWQAgMgIF1OEVrIATmFK2BEJhDlgYDG4GBdThFayAEBsDAOpyiNRACc4rWQAjMIUuDgY3AwDqcojUQAgNgYB1O0RoIgTlFayAE5pClwcBGYGAdTtEaCIEBMLAOp2gNhMCcojUQAnPI0mBgIzCwDqdoDYTAAPgr3nU4RYP/indO0eC/4p1DFn/Fu+n4K951OEWD/4p3APwV7zqcogNwt0mcosG3SRyyuE0yHbdJOpyiwbdJALhN0uEUrbC3SZyiA3C3SRyyuE0yHbdJOpyio22TXhgd0PMqd1dGCQG5TfLtSZBtCVrnM88eCsxt0qphdyRGcYLW6bvXs8cCcpu0Yolnzzq6n37q2bNOzFdVHj4eeYyBHakceGyN2jUoLX3MV+EnGNiRyoHluBo1o6Zu7g3hJxjYkeKBs6wPwI3nhJ9gYEdKB97tH/iJUh/khZ9gYEcqBx7ePTNrjKrIXhh+goEdqRxYqdodb6k3Xos4zMCO1A4cAwM7GDixGNjhOvDOkPATDOxI5cBjpENOQPgJBnakQuDGhhh3uWNq9OMM7DA9cONztxZlZRXe+mxjlLtsmB/9f2Vgh+GBnxk5q+Lzxqa962ePfKb1KzOww/DA5fWhv9aXt35lBnYYHjjo4J5oXzsZGwM7TA9c3u+wmnNm3uCqeFZmYIfhgfflv+3fn7G7afrMeFZmYIfhgcf0KS0tPre0dFyP0jhWZmCH4YFfHlZZOeSxysoVJZVxrMzADsMDNwy9fuz5/1vz6/NfimdlLwOPTNBXQybK5WYHVrXPLT+kjv68Iq6VvQx8ppgl1+zAa5v3R02vtn5lvgU7DH8Lfqx40dZqparfXzRqcetX5sdgh+Efg1Xt0ut65uT0vG5JbRwrM7DD9MC26ihf267FwI5UCBw3BnYwcGIxsIOB20IKBG465I9zZQZ2GB/4i1GZ/XcO2xPXygzsMD7wjTPr+jf+59VxrczADuMDn+tT/ZWvS1wrM7DD+MADNlmB3+0X18oM7DA+8GvZN2dPyX4xrpUZ2GF8YPX1H+Y+HucPEmFgh/GBfcs2qpd+E/HD7LQY2GF84J9c/r7aVhzxw+y0GNhhfOCsA9bNkW5xrczADuMDX/iRdbP7grhWZmCH8YH/K+eeR2aeVxbXygzsMD6w2j6n9P6IH1aox8AO8wOfBgZ2GB448/X+QXGtzMAOwwO/UrU9KK6VGdhheGC1v2+8X5ClGPhUpgf2T5wX37eO2hjYYXpgNeLM7H78GHz6jA/Mj8HumB74g+e2xb8yAzsMD/xERkFG/A8ZAzsMD9xrpVqTF/fKDOwwPHC7WlXfPu6VGdhheGA7bkbcKzOww/DA7bZs2XKG9d+WuFZmYIfhgbND4lqZgR2GBz49DOxg4MRiYAcDtwUGTiwGdjBwW2DgxGJgBwO3BQZOLAZ2MHBbYODEYmAHA7cFBk6sN4aPNsuVhzx7LBIRuOlYtK+59DBwwuzz+gLccx24dvZF6dK+95yI7w5HCDzK6wtwz3XgyeM3VfmqNk+M+O5whMDFXl+Ae64DZ9cEnjTkh59gYCO4DlywJvBkQ1H4CYTAf/b6AtxzHfid3AETSicW5UV89zBCYADup2jfurL5Zet8EccRAnOKDsDdJnGKBt8mccjiNsl03CbpcIoG3yYB4DZJh1O0wt4mcYoOwN0mccjiNsl0Sdgm7VoRMHac64vzHKfoaNukf5QFXP0jd1dGCcFtkg6naPBtEqdohb1N4pAVwG2SwbhN0uEUDf7ZJAD8bJIOp2jwbRKnaPBtEocsxW2S4SC/+SxhOEVrIAQG4DrwzpDwEwiBOUUrNUY65ASEn0AIzCnacsfU6McRAnPIsmyYH/04AxuBQ5YOp2gNhMAAGFiHU7QGQmBO0RoIgTlkaTCwERhYh1O0BkJgAAyswylaAyEwp2gNhMAcsjQY2AgMrMMpWgMhMAAG1uEUrYEQmFO0BkJgDlkaDGwEBtbhFK2BEBgAA+twitZACMwpWgMhMIcsDQY2AgPrcIrWQAgMgIF1OEVrIATmFK2BEJhDlgYDG4GBdThFayAEBsDAOpyiNRACc4rWQAjMIUuDgY3AwDqcojUQAgNgYB1O0RoIgTlFayAE5pClwcBGYGAdTtEaCIEBMLAOp2gNhMCcojUQAnPI0mBgIzCwDqdoDYTAABhYh1O0BkJgTtEaCIE5ZGkYHrhx/V9aVtiK+2zx+iXR+9YGPjFrZstubMV9Fnr9kuh9awN/WzAwuEQEbjrWFOUoAxvBdeDa2RelS/vec+rCTzCwEVwHnjx+U5WvavPEKeEnGNgIrgNn1wSeNOSHn2BgI7gOXLAm8GRDUfgJBjaC68Dv5A6YUDqxKO9v4ScY2Ajup2jfurL5Zet8EccZ2AjcJoHjNgkct0nguE0Cx20SOG6TwHGbFNt7E0ZN/dLri3ArCduk5wcHnFfi4rJMsLP4U/XWsGqvL8Ol5G2Tnl96+ldlhHvftG4efcHry3ApeduklA98+x4F8FIkb5uU8g/NU7+1bia97/VluJS8bVLKB276yeR5Yxd4fRVuJW+blPKBlfpo7X6vL8G15G2TAAIjSMxXVR4+HnmMgY3gOvDYGrVrUFr6mK/CTzCwEVwHluNq1Iyaurk3hJ9gYCMkInCW9QG48ZzwEwxsBPeBd/sHfqLUB3nhJxjYCK4DD++emTVGVWRHfA8WAxshAVN07Y631BuvRRxmYCMk75vPGNgIDAyOgcExMDgG1thcvtPrS3CNgWPylUxbNul+r6/CLQaOaenj1s3tEZ8GTTEMHNNPP7VuVi7x+jJcYuCYZm2wbhau8foyXGLgmD4b9vfal0fWen0ZLjFwbJ/8y3X3H/H6ItxiYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHDJC7y2cDR5r6/+++dcBKZUwMDgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYGx8DgGBgcA4NjYHAMDI6BwTEwOAYG938AX2Na6T7ZdgAAAABJRU5ErkJggg==)   
  
Explore "?boxplot" to see how you can further customize the appearance of the plot.   
  
Another way of visualizing data is via histograms -- see LEC???. In R we can generate histograms via the "hist ()" function, e.g.   
  
> hist (usedcars$price, main="Histogram of Used Car Prices", xlab="Price ($)")   
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R also provides a number of functions to calculate the spread of distributions, e.g. "var (), sd (), or IQR ()". 

**Generating plots in pdf/png format**

You can also use R to produce figures in pdf (or other formats) for reports/papers etc. The way to do this is to first set a graphics device, e.g.   
  
> pdf ("boxpot.pdf")   
  
where you set the output for the next plot command. You then simply repeat the plot command   
  
> boxplot(usedcars$price, mean="Boxplot of Used Car Prices", ylab="Price ($)")   
  
R will have generated a file "boxpot.pdf" but may not yet have written the contents of this file (which happens when buffers are flushed). To enforce writing contents to the file, you can use the command "dev.off ()". Graphics devices are available for a number of other formats, e.g. "png (filename)", etc. Explore how to customize them yourself.   
  
IMPORTANT: in reports/papers etc. avoid inserting screenshots. When you use screenshots your files become huge, graphics don't scale very well (so always use vector graphics whenever possible) and the output does not look very professional.