|  |
| --- |
| **HttpClient连接SSL** |
| 构建安全传输通道 |
|  |
| [企业应用系统之间的交互式必不可少的,一个安全的交互通道是保证信息安全的基础,本文简单地介绍怎么搭建一个SSL服务,并利用httpClient对其进行访问] |
|  |
| **wanghetommy@163.com** |
| **2011-3-1** |
|  |

说明:本文只提供httpClient访问https简单的示例,为需要者方面的人做参考.并未做深入的分析,欢迎致mail讨论;其相关基础知识网上一大篓筐;

开发工具:myEclipse

测试环境:Tomcat + windows +HttpClient4.1

1. 生成**KeyStore**

**打开cmd，输入(jdk环境变量当然是配置好的):**

keytool -genkey -alias tomcat -keyalg RSA –validity 60 -keystore D:\tomcat.keystore

**cmd输出:**  
输入keystore密码：\*\*\*\*\*\*  
您的名字与姓氏是什么？  
[Unknown]： localhost  
您的组织单位名称是什么？  
[Unknown]： it  
您的组织名称是什么？  
[Unknown]： dev  
您所在的城市或区域名称是什么？  
[Unknown]： bj  
您所在的州或省份名称是什么？  
[Unknown]： bj  
该单位的两字母国家代码是什么  
[Unknown]： CN  
CN=localhost, OU= it, O= dev, L=bj, ST=bj, C=CN 正确吗？  
[否]： Y

输入的主密码（如果和 keystore 密码相同，按回车）：\*\*\*\*\*\*\*

参数说明:

**-genkey**表示生成密钥   
**-validity**指定证书有效期，这里是**60**天   
**-alias**指定别名，这里是**tomcat**  
**-keyalg**指定算法，这里是**RSA**   
**-keystore**指定存储位置，这里是**D:\ tomcat.keystore**

使用的自定义密码为 **123456**

Keytool 详细命令说明请参考百度百科;

\*其中 您的名字与姓氏是什么？ localhost是网站的域名或者ip,根据实际情况填写。否者会出现证书上的名称无效;

1. 配置tomcat服务器支持SSL
2. 将生成的 tomcat.keystore文件，放到%TOMCAT\_HOME%/conf目录中(其他也OK).

修改%TOMCAT\_HOME%/conf/server.xml,新增Connector(原注释里有):

<Connector

SSLEnabled="true"

URIEncoding="UTF-8"

clientAuth="false"

keystoreFile="conf/tomcat.keystore"

keystorePass="123456"

maxThreads="150"

port="8443"

protocol="HTTP/1.1"

scheme="https"

secure="true"

sslProtocol="TLS" />

这样你的tomcat就支持https访问了;

**属性说明(来源网上资源)：**

**port**： 这个port属性(默认值是8443)是 TCP/IP端口数码，Tomcat在其上监听安全连接。你可以把它更改成任何你愿意要的数值(如默认的https通信，数目是443)。不过，在许多操作系统中，要想在比1024小的端口数码上运行Tomcat，需要特殊的设置(它超出了这个文档资料的范围)。  
**redirectPort**： 如果你在这里更改端口数值，你还必须更改在non-SSL连接器上的redirectPort 这个属性特定的值。这允许Tomcat自动地redirect那些试图访问有安全限制页面的用户，指明根据 Servlet 2.4 Specification要求，SSL是必需的  
**clientAuth**： 如果你想要Tomcat要求所有的SSL客户在使用这个socket时出示用户认证书，把这个值设定为 true 。如果你想要Tomcat要求出示用户认证书，但是如果没有认证书也可以， 就把这个值设定为want 。  
**keystoreFile**： 如果你产生的keystore文件不在Tomcat期望的默认地方(一个叫做.keystore 的文件在Tomcat运行的主目录)，就添加这个属性。你可以指定一个绝对路径名称， 或者一个由$CATALINA\_BASE环境变量而派生的相对路径名称。  
**keystorePass**： 如果你使用一个不同的keystore(以及认证书)密码，而不是Tomcat期望的密码 (就是changeit)，添加这个元素。  
**keystoreType**： 如果使用一个PKCS12 keystore的话，就添加这个element。 有效的值是JKS 和 PKCS12  
**sslProtocol**： 要在这个socket上被使用的加密／解密协定。如果你在使用Sun的JVM，我们不提倡更改 这个值。据报道，TLS协定的IBM's 1.4.1 实现与一些通用的浏览器不兼容。 如果是这样，就使用value SSL  
   
**ciphers**： 这个socket允许使用的由逗号分隔开的加密密码列单。默认的情况下，任何可用的密码都允许被使用。  
**algorithm**： 可用的X509算法。默认是Sun的实现( SunX509 )。 对于IBM JVMs，你应该使用值 IbmX509。对于其他卖主，查阅JVM文档资料来 找正确的值。  
**truststoreFile**： 用来验证用户认证书的TrustStore文件。  
**truststorePass**： 访问TrustStore的密码。默认值就是keystorePass的值。  
**truststoreType**： 如果你在使用与KeyStore不同格式的TrustStore，添加这个元素。 合法的值是JKS和PKCS12  
**keyAlias**： 如果 keystore 里面有多个 key，你可以为用这个选项为加入的 key 起一个名字。 如果没有指定名字，使用时 keystore 内的第一个 key 将会被使用

1. 用浏览器访问你的应用

输入:https://localhost:8443/myDemo

你会发现:

![ssl.jpg](data:image/jpeg;base64,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)

你的应用已经处于SLL安全通道中了.

1. 用httpClient访问https

利用官方的一个例子来说明:

**public** **class** ClientCustomSSL {

**public** **final** **static** **void** main(String[] args) **throws** Exception {

DefaultHttpClient httpclient = **new** DefaultHttpClient();

**try** {

KeyStore trustStore = KeyStore.*getInstance*(KeyStore.*getDefaultType*());

FileInputStream instream =

**new** FileInputStream(**new** File("d:\\tomcat.keystore"));

**try** {

//加载keyStore d:\\tomcat.keystore

trustStore.load(instream, "123456".toCharArray());

} **finally** {

**try** { instream.close(); } **catch** (Exception ignore) {}

}

//穿件Socket工厂,将trustStore注入

SSLSocketFactory socketFactory = **new** SSLSocketFactory(trustStore);

//创建Scheme

Scheme sch = **new** Scheme("https", 8443, socketFactory);

//注册Scheme

httpclient.getConnectionManager().getSchemeRegistry().register(sch);

//创建http请求(get方式)

HttpGet httpget =

**new** HttpGet("https://localhost:8443/myDemo/Ajax/serivceJ.action");

System.*out*.println("executing request" + httpget.getRequestLine());

HttpResponse response = httpclient.execute(httpget);

HttpEntity entity = response.getEntity();

System.*out*.println("----------------------------------------");

System.*out*.println(response.getStatusLine());

**if** (entity != **null**) {

System.*out*.println("Response content length: " +

entity.getContentLength());

String ss = EntityUtils.toString(entity);

System.out.println(ss);

EntityUtils.*consume*(entity);

}

} **finally** {

httpclient.getConnectionManager().shutdown();

}

}

}

运行程序:

executing requestGET https://localhost:8443/myDemo/Ajax/serivceJ.action HTTP/1.1

----------------------------------------

HTTP/1.1 200 OK

Response content length: 12

hello world!

服务器端的action方法不用多说:

**public** **void** serivceJ() {

**try** {

HttpServletResponse response =

ServletActionContext.*getResponse*();

System.*out*.println("request...serivceJ");

response.setCharacterEncoding("UTF-8");

response.getWriter().write("hello world!");

} **catch** (IOException e) {

e.printStackTrace();

}

}

到此,一个完整的httpClient 访问https的流程就走OK了；

注意:生成keyStore的jdk和myEclipse的jdk要一致.否则可能出现错误;