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# Introduction

# Initialize game interface

# Human player interface

## Unit test

### Class Robot

#### isDead(): bool

Summary: This unit test is to test Robot.isDead() whether it can return true if a robot is dead or false otherwise.

robot 🡨 new Robot()

declare expectedValue

declare actualValue

* test case 1: the robot is not dead

expectedValue = false

robot.healthPoint = 1

actualValue = robot.isDead()

assert if actualValue and excpectdValue are equal

* test case 2: the robot is dead

expectedValue = true

robot.healthPoint = 0

actualValue = robot.isDead()

assert if actualValue and excpectdValue are equal

* test case 3: the value is out of range

expectedValue = true

robot.healthPoint = -1

actualValue = robot.isDead()

assert if actualValue and excpectdValue are equal

#### turn()

Summary: This unit test is to test whether the robot can turn to the direction as the player want.

robot 🡨 new Robot()

* Test case 1: the robot is turn to the direction 0, which does not turn.

expectedDirection = 0

robot.direction = 0

robot.turn(expectedDirection)

actualDirection = robot.direction

assert if expectedDirection and actualDirection are equal

* Test case 2: the robot is turn to the direction 5, which is the furthest position.

expectedDirection = 5

robot.direction = 0

robot.turn(expectedDirection)

actualDirection = robot.direction

assert if expectedDirection and actualDirection are equal

* Test case 3: the robot is turn to the direction -1, which is the incorrect input less than 0.

expectedDirection = -1

try robot.turn(expectedDirection)

catch parameter out of bound exception

* Test case 4: the robot is turn to the direction 6, which is the incorrect input larger than 5.

expectedDirection = 6

try robot.turn(expectedDirection)

catch parameter out of bound exception

#### move()

Summary: This unit test is to test Robot.move() whether it can change the robot position correctly.

robot 🡨 new Robot()

robot.coor.x 🡨 4

robot.coor.y 🡨 -4

robot.coor.z 🡨 0

coor 🡨 new coordinate()

coor.x 🡨 3

coor.y 🡨 -3

coor.z 🡨 0

declare excpectedValueMovePoint

declare expectedValueCoor

declare actualValueMovePoint

declare actualValueCoor

* test case 1: the robot has full of movementPoint, then movemetPoint minus 1, the coor will changed at new position

robot.movementPoint 🡨 3

robot.move(coor)

excpectedValueMovePoint 🡨 2

actualValueMovePoint 🡨 robot.movementPoint

assert if actualValueMovePoint and excpectedValueMovePoint are equal

expectedValueCoor 🡨 coor

actualValueCoor 🡨 robot.coor

assert if actualValueCoor and expectedValueCoor are equal

* test case 2: the robot has no movementPoint, then robot cannot move, nothing to be changed

robot.movementPoint 🡨 0

robot.move(coor)

excpectedValueMovePoint 🡨 0

actualValueMovePoint 🡨 robot.movementPoint

assert if actualValueMovePoint and excpectedValueMovePoint are equal

expectedValueCoor 🡨 robot.coor

actualValueCoor 🡨 robot.coor

assert if actualValueCoor and expectedValueCoor are equal

#### shoot(int distance): Coordinate coor

Summary: This unit test is to test Robot.shoot() which receives a distance to shoot and returns the target coordinate.

robot\_1 🡨 new Robot()

robot\_2 🡨 new Robot()

robot\_3 🡨 new Robot()

robot\_4 🡨 new Robot()

declare expectedValue

declare actualValue

* test case 1:

#### demaged()

Summary: This unit test is to test Robot.damaged(int attackPoint) it it can change robots’ health point correctly.

robot 🡨 new Robot()

declare expectedValue

declare actualValue

* test case 1: the robot is not dead

robot.healthPoint = 3

expectedValue = 1

robot.healthPoint = 1

actualValue = robot.damaged(2)

assert if actualValue and excpectdValue are equal

* test case 2: the robot is dead

expectedValue = 0

robot.healthPoint = 1

actualValue = robot.damaged(2)

assert if actualValue less than or equal to excpectdValue

## Functional test

# AI player interface

# Game interface

# Changes

* 1. **Amendment**

We find a problem of the design document. After the last submission, we realized that we missed the AI player class in our final version. The reason of that was a mistake occurred when using version control system. In detail, there was a version contains the AI player class, and then a new version which doesn’t contain the AI player class was committed to the repository and covered the previous version without solving conflict properly. From this issue we’ve obtained some valuable experience about how to collaborate as a team member using source control system. First, when conflicts occur, the commit and push actions should be performed after discussion with other team members carefully. Then, before submit the final version, everyone should review the whole document thoroughly to detect potential problems.

# Summary

Unit test

Class XXXX

method()

test case 1: balabalabala

input: balabalabala

expected output: balabalabala

test case 2:

test case ….

Functional test

Start game: actions and event