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library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.5.1 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.3 ✔ tidyr 1.3.1  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(GGally)

## Warning: 程序包'GGally'是用R版本4.4.2 来建造的

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

library(patchwork)  
library(gt)

## Warning: 程序包'gt'是用R版本4.4.2 来建造的

library(leaps)

## Warning: 程序包'leaps'是用R版本4.4.2 来建造的

library(caret)

## Warning: 程序包'caret'是用R版本4.4.2 来建造的

## 载入需要的程序包：lattice  
##   
## 载入程序包：'caret'  
##   
## The following object is masked from 'package:purrr':  
##   
## lift

library(ggplot2)  
library(dbplyr)

##   
## 载入程序包：'dbplyr'  
##   
## The following objects are masked from 'package:dplyr':  
##   
## ident, sql

R dataset state.x77 from library(faraway) contains information on 50 states from 1970s collected by US Census Bureau. The goal is to predict ‘life expectancy’ using a combination of remaining variables.

library(faraway)

## Warning: 程序包'faraway'是用R版本4.4.2 来建造的

##   
## 载入程序包：'faraway'

## The following object is masked from 'package:lattice':  
##   
## melanoma

## The following object is masked from 'package:GGally':  
##   
## happy

data.state <- as.data.frame(state.x77)|>   
 janitor::clean\_names()   
head(data.state)

## population income illiteracy life\_exp murder hs\_grad frost area  
## Alabama 3615 3624 2.1 69.05 15.1 41.3 20 50708  
## Alaska 365 6315 1.5 69.31 11.3 66.7 152 566432  
## Arizona 2212 4530 1.8 70.55 7.8 58.1 15 113417  
## Arkansas 2110 3378 1.9 70.66 10.1 39.9 65 51945  
## California 21198 5114 1.1 71.71 10.3 62.6 20 156361  
## Colorado 2541 4884 0.7 72.06 6.8 63.9 166 103766

view(data.state)

1. Provide descriptive statistics for all variables of interest – no test required

summary(data.state)

## population income illiteracy life\_exp   
## Min. : 365 Min. :3098 Min. :0.500 Min. :67.96   
## 1st Qu.: 1080 1st Qu.:3993 1st Qu.:0.625 1st Qu.:70.12   
## Median : 2838 Median :4519 Median :0.950 Median :70.67   
## Mean : 4246 Mean :4436 Mean :1.170 Mean :70.88   
## 3rd Qu.: 4968 3rd Qu.:4814 3rd Qu.:1.575 3rd Qu.:71.89   
## Max. :21198 Max. :6315 Max. :2.800 Max. :73.60   
## murder hs\_grad frost area   
## Min. : 1.400 Min. :37.80 Min. : 0.00 Min. : 1049   
## 1st Qu.: 4.350 1st Qu.:48.05 1st Qu.: 66.25 1st Qu.: 36985   
## Median : 6.850 Median :53.25 Median :114.50 Median : 54277   
## Mean : 7.378 Mean :53.11 Mean :104.46 Mean : 70736   
## 3rd Qu.:10.675 3rd Qu.:59.15 3rd Qu.:139.75 3rd Qu.: 81163   
## Max. :15.100 Max. :67.30 Max. :188.00 Max. :566432

Examine exploratory plots, e.g., scatter plots, histograms, boxplots to get a sense of the data and possible variable transformations.

data.state |>  
 relocate(`life\_exp`) |>  
 ggpairs()
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density\_plot\_population <-data.state |>  
 ggplot(aes(x = population)) +  
 geom\_density()  
  
density\_plot\_logpopulation <-data.state |>  
 mutate(log\_population = log(population)) |>  
 ggplot(aes(x = log\_population)) + geom\_density()  
  
density\_plot\_inver\_population <-data.state |>  
 mutate(inver\_population = 1/(population)) |>  
 ggplot(aes(x = inver\_population)) + geom\_density()  
  
  
density\_plot\_population + density\_plot\_logpopulation + density\_plot\_inver\_population

![](data:image/png;base64,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)

density\_plot\_area <- data.state |>  
 ggplot(aes(x = area)) +  
 geom\_density()  
  
density\_plot\_logarea <- data.state |>  
 mutate(log\_area = log(area)) |>  
 ggplot(aes(x = log\_area)) + geom\_density()  
  
density\_plot\_area + density\_plot\_logarea
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density\_plot\_illiteracy <- data.state |>  
 ggplot(aes(x = illiteracy)) +  
 geom\_density()  
  
density\_plot\_logilliteracy <- data.state |>  
 mutate(log\_illiteracy = log(illiteracy)) |>  
 ggplot(aes(x = log\_illiteracy)) + geom\_density()  
  
density\_plot\_illiteracy + density\_plot\_logilliteracy
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qq\_population <- data.state |>  
 ggplot(aes(sample = population)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 ggtitle("QQ Plot: Population")  
  
qq\_log\_population <- data.state |>  
 mutate(log\_population = log(population)) |>  
 ggplot(aes(sample = log\_population)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 ggtitle("QQ Plot: Log Population")  
  
qq\_inver\_population <- data.state |>  
 mutate(inver\_population = 1 / (population)) |>  
 ggplot(aes(sample = inver\_population)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 ggtitle("QQ Plot: Inverse Population")  
  
# QQ Plots for Area  
qq\_area <- data.state |>  
 ggplot(aes(sample = area)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 ggtitle("QQ Plot: Area")  
  
qq\_log\_area <- data.state |>  
 mutate(log\_area = log(area)) |>  
 ggplot(aes(sample = log\_area)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 ggtitle("QQ Plot: Log Area")  
  
# QQ Plots for Illiteracy  
qq\_illiteracy <- data.state |>  
 ggplot(aes(sample = illiteracy)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 ggtitle("QQ Plot: Illiteracy")  
  
qq\_log\_illiteracy <- data.state |>  
 mutate(log\_illiteracy = log(illiteracy)) |>  
 ggplot(aes(sample = log\_illiteracy)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 ggtitle("QQ Plot: Log Illiteracy")  
  
# Combine QQ Plots with Patchwork for Comparison  
library(patchwork)  
  
(qq\_population | qq\_log\_population | qq\_inver\_population) /   
(qq\_area | qq\_log\_area) /   
(qq\_illiteracy | qq\_log\_illiteracy)
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data.state <- data.state |>  
 mutate(log\_Population = log(population)) |>  
 select(-population)  
view(data.state)

# Define the response variable and dataset  
response <- "life\_expectancy" # Replace with your actual response variable  
data <- data.state # Your dataset  
  
# Null model  
null\_model <- lm(life\_exp ~ 1, data = data)  
  
# Full model (all predictors)  
full\_model <- lm(life\_exp ~ ., data = data)

library(MASS)

## Warning: 程序包'MASS'是用R版本4.4.2 来建造的

##   
## 载入程序包：'MASS'

## The following object is masked from 'package:patchwork':  
##   
## area

## The following object is masked from 'package:dplyr':  
##   
## select

library(olsrr)

## Warning: 程序包'olsrr'是用R版本4.4.2 来建造的

##   
## 载入程序包：'olsrr'

## The following object is masked from 'package:MASS':  
##   
## cement

## The following object is masked from 'package:faraway':  
##   
## hsb

## The following object is masked from 'package:datasets':  
##   
## rivers

# Forward Selection  
forward\_aic <- stepAIC(null\_model,   
 scope = list(lower = null\_model, upper = full\_model), direction = "forward")

## Start: AIC=30.44  
## life\_exp ~ 1  
##   
## Df Sum of Sq RSS AIC  
## + murder 1 53.838 34.461 -14.609  
## + illiteracy 1 30.578 57.721 11.179  
## + hs\_grad 1 29.931 58.368 11.737  
## + income 1 10.223 78.076 26.283  
## + frost 1 6.064 82.235 28.878  
## <none> 88.299 30.435  
## + log\_Population 1 1.054 87.245 31.835  
## + area 1 1.017 87.282 31.856  
##   
## Step: AIC=-14.61  
## life\_exp ~ murder  
##   
## Df Sum of Sq RSS AIC  
## + hs\_grad 1 4.6910 29.770 -19.925  
## + frost 1 3.1346 31.327 -17.378  
## + log\_Population 1 2.9854 31.476 -17.140  
## + income 1 2.4047 32.057 -16.226  
## <none> 34.461 -14.609  
## + area 1 0.4697 33.992 -13.295  
## + illiteracy 1 0.2732 34.188 -13.007  
##   
## Step: AIC=-19.93  
## life\_exp ~ murder + hs\_grad  
##   
## Df Sum of Sq RSS AIC  
## + log\_Population 1 4.6350 25.135 -26.387  
## + frost 1 4.3987 25.372 -25.920  
## <none> 29.770 -19.925  
## + illiteracy 1 0.4419 29.328 -18.673  
## + area 1 0.2775 29.493 -18.394  
## + income 1 0.1022 29.668 -18.097  
##   
## Step: AIC=-26.39  
## life\_exp ~ murder + hs\_grad + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## + frost 1 2.21416 22.921 -28.998  
## + illiteracy 1 1.10754 24.028 -26.640  
## <none> 25.135 -26.387  
## + income 1 0.11819 25.017 -24.623  
## + area 1 0.00175 25.134 -24.391  
##   
## Step: AIC=-29  
## life\_exp ~ murder + hs\_grad + log\_Population + frost  
##   
## Df Sum of Sq RSS AIC  
## <none> 22.921 -28.998  
## + illiteracy 1 0.051595 22.870 -27.111  
## + area 1 0.015956 22.905 -27.033  
## + income 1 0.010673 22.911 -27.021

# Summary of the selected model  
summary(forward\_aic)

##   
## Call:  
## lm(formula = life\_exp ~ murder + hs\_grad + log\_Population + frost,   
## data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.41760 -0.43880 0.02539 0.52066 1.63048   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 68.720810 1.416828 48.503 < 2e-16 \*\*\*  
## murder -0.290016 0.035440 -8.183 1.87e-10 \*\*\*  
## hs\_grad 0.054550 0.014758 3.696 0.000591 \*\*\*  
## log\_Population 0.246836 0.112539 2.193 0.033491 \*   
## frost -0.005174 0.002482 -2.085 0.042779 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7137 on 45 degrees of freedom  
## Multiple R-squared: 0.7404, Adjusted R-squared: 0.7173   
## F-statistic: 32.09 on 4 and 45 DF, p-value: 1.17e-12

n <- nrow(data.state)   
forward\_bic <- step(null\_model,   
 scope = list(lower = null\_model, upper = full\_model),   
 direction = "forward",   
 k = log(n))

## Start: AIC=32.35  
## life\_exp ~ 1  
##   
## Df Sum of Sq RSS AIC  
## + murder 1 53.838 34.461 -10.785  
## + illiteracy 1 30.578 57.721 15.004  
## + hs\_grad 1 29.931 58.368 15.561  
## + income 1 10.223 78.076 30.107  
## <none> 88.299 32.347  
## + frost 1 6.064 82.235 32.702  
## + log\_Population 1 1.054 87.245 35.659  
## + area 1 1.017 87.282 35.680  
##   
## Step: AIC=-10.79  
## life\_exp ~ murder  
##   
## Df Sum of Sq RSS AIC  
## + hs\_grad 1 4.6910 29.770 -14.1894  
## + frost 1 3.1346 31.327 -11.6415  
## + log\_Population 1 2.9854 31.476 -11.4039  
## <none> 34.461 -10.7852  
## + income 1 2.4047 32.057 -10.4900  
## + area 1 0.4697 33.992 -7.5593  
## + illiteracy 1 0.2732 34.188 -7.2712  
##   
## Step: AIC=-14.19  
## life\_exp ~ murder + hs\_grad  
##   
## Df Sum of Sq RSS AIC  
## + log\_Population 1 4.6350 25.135 -18.739  
## + frost 1 4.3987 25.372 -18.271  
## <none> 29.770 -14.189  
## + illiteracy 1 0.4419 29.328 -11.025  
## + area 1 0.2775 29.493 -10.746  
## + income 1 0.1022 29.668 -10.449  
##   
## Step: AIC=-18.74  
## life\_exp ~ murder + hs\_grad + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## + frost 1 2.21416 22.921 -19.438  
## <none> 25.135 -18.739  
## + illiteracy 1 1.10754 24.028 -17.080  
## + income 1 0.11819 25.017 -15.063  
## + area 1 0.00175 25.134 -14.831  
##   
## Step: AIC=-19.44  
## life\_exp ~ murder + hs\_grad + log\_Population + frost  
##   
## Df Sum of Sq RSS AIC  
## <none> 22.921 -19.438  
## + illiteracy 1 0.051595 22.870 -15.639  
## + area 1 0.015956 22.905 -15.561  
## + income 1 0.010673 22.911 -15.549

Backward Selection

# Backward selection based on AIC  
backward\_aic <- step(full\_model,   
 direction = "backward",trace = TRUE)

## Start: AIC=-23.15  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + area +   
## log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - area 1 0.0092 22.859 -25.134  
## - income 1 0.0159 22.866 -25.120  
## - illiteracy 1 0.0359 22.885 -25.076  
## <none> 22.850 -23.154  
## - frost 1 1.0933 23.943 -22.817  
## - log\_Population 1 2.1947 25.044 -20.569  
## - hs\_grad 1 3.1607 26.010 -18.677  
## - murder 1 23.6107 46.460 10.329  
##   
## Step: AIC=-25.13  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - income 1 0.0109 22.870 -27.111  
## - illiteracy 1 0.0518 22.911 -27.021  
## <none> 22.859 -25.134  
## - frost 1 1.1073 23.966 -24.769  
## - log\_Population 1 2.1994 25.058 -22.541  
## - hs\_grad 1 3.8468 26.706 -19.358  
## - murder 1 26.7410 49.600 11.598  
##   
## Step: AIC=-27.11  
## life\_exp ~ illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - illiteracy 1 0.0516 22.921 -28.9980  
## <none> 22.870 -27.1107  
## - frost 1 1.1582 24.028 -26.6405  
## - log\_Population 1 2.3302 25.200 -24.2594  
## - hs\_grad 1 5.2719 28.141 -18.7389  
## - murder 1 26.9930 49.863 9.8624  
##   
## Step: AIC=-29  
## life\_exp ~ murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## <none> 22.921 -28.998  
## - frost 1 2.214 25.135 -26.387  
## - log\_Population 1 2.450 25.372 -25.920  
## - hs\_grad 1 6.959 29.881 -17.741  
## - murder 1 34.109 57.031 14.578

# Display summary of the final model  
summary(backward\_aic)

##   
## Call:  
## lm(formula = life\_exp ~ murder + hs\_grad + frost + log\_Population,   
## data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.41760 -0.43880 0.02539 0.52066 1.63048   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 68.720810 1.416828 48.503 < 2e-16 \*\*\*  
## murder -0.290016 0.035440 -8.183 1.87e-10 \*\*\*  
## hs\_grad 0.054550 0.014758 3.696 0.000591 \*\*\*  
## frost -0.005174 0.002482 -2.085 0.042779 \*   
## log\_Population 0.246836 0.112539 2.193 0.033491 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7137 on 45 degrees of freedom  
## Multiple R-squared: 0.7404, Adjusted R-squared: 0.7173   
## F-statistic: 32.09 on 4 and 45 DF, p-value: 1.17e-12

# Number of observations  
n <- nrow(data.state)  
  
# Backward selection based on BIC  
backward\_bic <- step(full\_model,   
 direction = "backward",   
 k = log(n),   
 trace = TRUE)

## Start: AIC=-7.86  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + area +   
## log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - area 1 0.0092 22.859 -11.7503  
## - income 1 0.0159 22.866 -11.7355  
## - illiteracy 1 0.0359 22.885 -11.6919  
## - frost 1 1.0933 23.943 -9.4333  
## <none> 22.850 -7.8583  
## - log\_Population 1 2.1947 25.044 -7.1846  
## - hs\_grad 1 3.1607 26.010 -5.2923  
## - murder 1 23.6107 46.460 23.7129  
##   
## Step: AIC=-11.75  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - income 1 0.0109 22.870 -15.6385  
## - illiteracy 1 0.0518 22.911 -15.5491  
## - frost 1 1.1073 23.966 -13.2970  
## <none> 22.859 -11.7503  
## - log\_Population 1 2.1994 25.058 -11.0691  
## - hs\_grad 1 3.8468 26.706 -7.8855  
## - murder 1 26.7410 49.600 23.0703  
##   
## Step: AIC=-15.64  
## life\_exp ~ illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - illiteracy 1 0.0516 22.921 -19.4379  
## - frost 1 1.1582 24.028 -17.0804  
## <none> 22.870 -15.6385  
## - log\_Population 1 2.3302 25.200 -14.6993  
## - hs\_grad 1 5.2719 28.141 -9.1788  
## - murder 1 26.9930 49.863 19.4225  
##   
## Step: AIC=-19.44  
## life\_exp ~ murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## <none> 22.921 -19.438  
## - frost 1 2.214 25.135 -18.739  
## - log\_Population 1 2.450 25.372 -18.271  
## - hs\_grad 1 6.959 29.881 -10.093  
## - murder 1 34.109 57.031 22.226

# Display summary of the final model  
summary(backward\_bic)

##   
## Call:  
## lm(formula = life\_exp ~ murder + hs\_grad + frost + log\_Population,   
## data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.41760 -0.43880 0.02539 0.52066 1.63048   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 68.720810 1.416828 48.503 < 2e-16 \*\*\*  
## murder -0.290016 0.035440 -8.183 1.87e-10 \*\*\*  
## hs\_grad 0.054550 0.014758 3.696 0.000591 \*\*\*  
## frost -0.005174 0.002482 -2.085 0.042779 \*   
## log\_Population 0.246836 0.112539 2.193 0.033491 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7137 on 45 degrees of freedom  
## Multiple R-squared: 0.7404, Adjusted R-squared: 0.7173   
## F-statistic: 32.09 on 4 and 45 DF, p-value: 1.17e-12

# Stepwise selection (both directions, default AIC)  
stepwise\_aic <- step(full\_model,   
 direction = "both",trace = TRUE)

## Start: AIC=-23.15  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + area +   
## log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - area 1 0.0092 22.859 -25.134  
## - income 1 0.0159 22.866 -25.120  
## - illiteracy 1 0.0359 22.885 -25.076  
## <none> 22.850 -23.154  
## - frost 1 1.0933 23.943 -22.817  
## - log\_Population 1 2.1947 25.044 -20.569  
## - hs\_grad 1 3.1607 26.010 -18.677  
## - murder 1 23.6107 46.460 10.329  
##   
## Step: AIC=-25.13  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - income 1 0.0109 22.870 -27.111  
## - illiteracy 1 0.0518 22.911 -27.021  
## <none> 22.859 -25.134  
## - frost 1 1.1073 23.966 -24.769  
## + area 1 0.0092 22.850 -23.154  
## - log\_Population 1 2.1994 25.058 -22.541  
## - hs\_grad 1 3.8468 26.706 -19.358  
## - murder 1 26.7410 49.600 11.598  
##   
## Step: AIC=-27.11  
## life\_exp ~ illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - illiteracy 1 0.0516 22.921 -28.9980  
## <none> 22.870 -27.1107  
## - frost 1 1.1582 24.028 -26.6405  
## + income 1 0.0109 22.859 -25.1344  
## + area 1 0.0041 22.866 -25.1197  
## - log\_Population 1 2.3302 25.200 -24.2594  
## - hs\_grad 1 5.2719 28.141 -18.7389  
## - murder 1 26.9930 49.863 9.8624  
##   
## Step: AIC=-29  
## life\_exp ~ murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## <none> 22.921 -28.998  
## + illiteracy 1 0.052 22.870 -27.111  
## + area 1 0.016 22.905 -27.033  
## + income 1 0.011 22.911 -27.021  
## - frost 1 2.214 25.135 -26.387  
## - log\_Population 1 2.450 25.372 -25.920  
## - hs\_grad 1 6.959 29.881 -17.741  
## - murder 1 34.109 57.031 14.578

# Summary of the final model  
summary(stepwise\_aic)

##   
## Call:  
## lm(formula = life\_exp ~ murder + hs\_grad + frost + log\_Population,   
## data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.41760 -0.43880 0.02539 0.52066 1.63048   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 68.720810 1.416828 48.503 < 2e-16 \*\*\*  
## murder -0.290016 0.035440 -8.183 1.87e-10 \*\*\*  
## hs\_grad 0.054550 0.014758 3.696 0.000591 \*\*\*  
## frost -0.005174 0.002482 -2.085 0.042779 \*   
## log\_Population 0.246836 0.112539 2.193 0.033491 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7137 on 45 degrees of freedom  
## Multiple R-squared: 0.7404, Adjusted R-squared: 0.7173   
## F-statistic: 32.09 on 4 and 45 DF, p-value: 1.17e-12

# Number of observations  
n <- nrow(data.state)  
  
# Stepwise selection (both directions, BIC)  
stepwise\_bic <- step(full\_model,   
 direction = "both",   
 k = log(n),trace = TRUE) # BIC penalty

## Start: AIC=-7.86  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + area +   
## log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - area 1 0.0092 22.859 -11.7503  
## - income 1 0.0159 22.866 -11.7355  
## - illiteracy 1 0.0359 22.885 -11.6919  
## - frost 1 1.0933 23.943 -9.4333  
## <none> 22.850 -7.8583  
## - log\_Population 1 2.1947 25.044 -7.1846  
## - hs\_grad 1 3.1607 26.010 -5.2923  
## - murder 1 23.6107 46.460 23.7129  
##   
## Step: AIC=-11.75  
## life\_exp ~ income + illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - income 1 0.0109 22.870 -15.6385  
## - illiteracy 1 0.0518 22.911 -15.5491  
## - frost 1 1.1073 23.966 -13.2970  
## <none> 22.859 -11.7503  
## - log\_Population 1 2.1994 25.058 -11.0691  
## - hs\_grad 1 3.8468 26.706 -7.8855  
## + area 1 0.0092 22.850 -7.8583  
## - murder 1 26.7410 49.600 23.0703  
##   
## Step: AIC=-15.64  
## life\_exp ~ illiteracy + murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## - illiteracy 1 0.0516 22.921 -19.4379  
## - frost 1 1.1582 24.028 -17.0804  
## <none> 22.870 -15.6385  
## - log\_Population 1 2.3302 25.200 -14.6993  
## + income 1 0.0109 22.859 -11.7503  
## + area 1 0.0041 22.866 -11.7355  
## - hs\_grad 1 5.2719 28.141 -9.1788  
## - murder 1 26.9930 49.863 19.4225  
##   
## Step: AIC=-19.44  
## life\_exp ~ murder + hs\_grad + frost + log\_Population  
##   
## Df Sum of Sq RSS AIC  
## <none> 22.921 -19.438  
## - frost 1 2.214 25.135 -18.739  
## - log\_Population 1 2.450 25.372 -18.271  
## + illiteracy 1 0.052 22.870 -15.639  
## + area 1 0.016 22.905 -15.561  
## + income 1 0.011 22.911 -15.549  
## - hs\_grad 1 6.959 29.881 -10.093  
## - murder 1 34.109 57.031 22.226

# Summary of the final model  
summary(stepwise\_bic)

##   
## Call:  
## lm(formula = life\_exp ~ murder + hs\_grad + frost + log\_Population,   
## data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.41760 -0.43880 0.02539 0.52066 1.63048   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 68.720810 1.416828 48.503 < 2e-16 \*\*\*  
## murder -0.290016 0.035440 -8.183 1.87e-10 \*\*\*  
## hs\_grad 0.054550 0.014758 3.696 0.000591 \*\*\*  
## frost -0.005174 0.002482 -2.085 0.042779 \*   
## log\_Population 0.246836 0.112539 2.193 0.033491 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7137 on 45 degrees of freedom  
## Multiple R-squared: 0.7404, Adjusted R-squared: 0.7173   
## F-statistic: 32.09 on 4 and 45 DF, p-value: 1.17e-12

library(olsrr)  
  
# Perform stepwise selection based on p-values (default uses AIC)  
stepwise\_model <- ols\_step\_both\_p(full\_model,   
 pent = 0.05, # Entry significance level  
 prem = 0.05) # Removal significance level  
  
# Print stepwise selection results  
print(stepwise\_model)

##   
##   
## Stepwise Summary   
## ---------------------------------------------------------------------------------  
## Step Variable AIC SBC SBIC R2 Adj. R2   
## ---------------------------------------------------------------------------------  
## 0 Base Model 174.329 178.153 30.094 0.00000 0.00000   
## 1 murder (+) 129.285 135.021 -13.541 0.60972 0.60159   
## 2 hs\_grad (+) 123.968 131.616 -18.458 0.66285 0.64850   
## 3 log\_Population (+) 117.507 127.067 -23.743 0.71534 0.69677   
## 4 frost (+) 114.896 126.368 -25.200 0.74041 0.71734   
## ---------------------------------------------------------------------------------  
##   
## Final Model Output   
## ------------------  
##   
## Model Summary   
## ---------------------------------------------------------------  
## R 0.860 RMSE 0.677   
## R-Squared 0.740 MSE 0.458   
## Adj. R-Squared 0.717 Coef. Var 1.007   
## Pred R-Squared 0.659 AIC 114.896   
## MAE 0.571 SBC 126.368   
## ---------------------------------------------------------------  
## RMSE: Root Mean Square Error   
## MSE: Mean Square Error   
## MAE: Mean Absolute Error   
## AIC: Akaike Information Criteria   
## SBC: Schwarz Bayesian Criteria   
##   
## ANOVA   
## -------------------------------------------------------------------  
## Sum of   
## Squares DF Mean Square F Sig.   
## -------------------------------------------------------------------  
## Regression 65.378 4 16.344 32.088 0.0000   
## Residual 22.921 45 0.509   
## Total 88.299 49   
## -------------------------------------------------------------------  
##   
## Parameter Estimates   
## -------------------------------------------------------------------------------------------  
## model Beta Std. Error Std. Beta t Sig lower upper   
## -------------------------------------------------------------------------------------------  
## (Intercept) 68.721 1.417 48.503 0.000 65.867 71.574   
## murder -0.290 0.035 -0.798 -8.183 0.000 -0.361 -0.219   
## hs\_grad 0.055 0.015 0.328 3.696 0.001 0.025 0.084   
## log\_Population 0.247 0.113 0.192 2.193 0.033 0.020 0.474   
## frost -0.005 0.002 -0.200 -2.085 0.043 -0.010 0.000   
## -------------------------------------------------------------------------------------------

library(modelsummary)

## Warning: 程序包'modelsummary'是用R版本4.4.2 来建造的

## `modelsummary` 2.0.0 now uses `tinytable` as its default table-drawing  
## backend. Learn more at: https://vincentarelbundock.github.io/tinytable/  
##   
## Revert to `kableExtra` for one session:  
##   
## options(modelsummary\_factory\_default = 'kableExtra')  
## options(modelsummary\_factory\_latex = 'kableExtra')  
## options(modelsummary\_factory\_html = 'kableExtra')  
##   
## Silence this message forever:  
##   
## config\_modelsummary(startup\_message = FALSE)

modelsummary(list(stepwise\_AIC\_Model = stepwise\_aic,stepwisw\_BIC\_Model = stepwise\_bic,backward\_AIC\_Model = backward\_aic, backward\_BIC\_Model = backward\_aic,forkward\_AIC\_Model = forward\_aic, forward\_BIC\_Model = forward\_aic),   
 output = "markdown",   
 statistic = c("std.error", "p.value"))

|  | stepwise\_AIC\_Model | stepwisw\_BIC\_Model | backward\_AIC\_Model | backward\_BIC\_Model | forkward\_AIC\_Model | forward\_BIC\_Model |
| --- | --- | --- | --- | --- | --- | --- |
| (Intercept) | 68.721 | 68.721 | 68.721 | 68.721 | 68.721 | 68.721 |
|  | (1.417) | (1.417) | (1.417) | (1.417) | (1.417) | (1.417) |
|  | (<0.001) | (<0.001) | (<0.001) | (<0.001) | (<0.001) | (<0.001) |
| murder | -0.290 | -0.290 | -0.290 | -0.290 | -0.290 | -0.290 |
|  | (0.035) | (0.035) | (0.035) | (0.035) | (0.035) | (0.035) |
|  | (<0.001) | (<0.001) | (<0.001) | (<0.001) | (<0.001) | (<0.001) |
| hs\_grad | 0.055 | 0.055 | 0.055 | 0.055 | 0.055 | 0.055 |
|  | (0.015) | (0.015) | (0.015) | (0.015) | (0.015) | (0.015) |
|  | (<0.001) | (<0.001) | (<0.001) | (<0.001) | (<0.001) | (<0.001) |
| frost | -0.005 | -0.005 | -0.005 | -0.005 | -0.005 | -0.005 |
|  | (0.002) | (0.002) | (0.002) | (0.002) | (0.002) | (0.002) |
|  | (0.043) | (0.043) | (0.043) | (0.043) | (0.043) | (0.043) |
| log\_Population | 0.247 | 0.247 | 0.247 | 0.247 | 0.247 | 0.247 |
|  | (0.113) | (0.113) | (0.113) | (0.113) | (0.113) | (0.113) |
|  | (0.033) | (0.033) | (0.033) | (0.033) | (0.033) | (0.033) |
| Num.Obs. | 50 | 50 | 50 | 50 | 50 | 50 |
| R2 | 0.740 | 0.740 | 0.740 | 0.740 | 0.740 | 0.740 |
| R2 Adj. | 0.717 | 0.717 | 0.717 | 0.717 | 0.717 | 0.717 |
| AIC | 114.9 | 114.9 | 114.9 | 114.9 | 114.9 | 114.9 |
| BIC | 126.4 | 126.4 | 126.4 | 126.4 | 126.4 | 126.4 |
| Log.Lik. | -51.448 | -51.448 | -51.448 | -51.448 | -51.448 | -51.448 |
| RMSE | 0.68 | 0.68 | 0.68 | 0.68 | 0.68 | 0.68 |

all\_submodel = regsubsets(life\_exp ~., data = data.state)  
summary(all\_submodel)

## Subset selection object  
## Call: regsubsets.formula(life\_exp ~ ., data = data.state)  
## 7 Variables (and intercept)  
## Forced in Forced out  
## income FALSE FALSE  
## illiteracy FALSE FALSE  
## murder FALSE FALSE  
## hs\_grad FALSE FALSE  
## frost FALSE FALSE  
## area FALSE FALSE  
## log\_Population FALSE FALSE  
## 1 subsets of each size up to 7  
## Selection Algorithm: exhaustive  
## income illiteracy murder hs\_grad frost area log\_Population  
## 1 ( 1 ) " " " " "\*" " " " " " " " "   
## 2 ( 1 ) " " " " "\*" "\*" " " " " " "   
## 3 ( 1 ) " " " " "\*" "\*" " " " " "\*"   
## 4 ( 1 ) " " " " "\*" "\*" "\*" " " "\*"   
## 5 ( 1 ) " " "\*" "\*" "\*" "\*" " " "\*"   
## 6 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " "\*"   
## 7 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*"

library(leaps)  
par(mfrow=c(1,2))  
plot(all\_submodel, scale = "adjr2")   
  
plot(all\_submodel, scale = "bic")

![](data:image/png;base64,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)

submodel\_summary <- summary(all\_submodel)  
  
print(submodel\_summary$which)

## (Intercept) income illiteracy murder hs\_grad frost area log\_Population  
## 1 TRUE FALSE FALSE TRUE FALSE FALSE FALSE FALSE  
## 2 TRUE FALSE FALSE TRUE TRUE FALSE FALSE FALSE  
## 3 TRUE FALSE FALSE TRUE TRUE FALSE FALSE TRUE  
## 4 TRUE FALSE FALSE TRUE TRUE TRUE FALSE TRUE  
## 5 TRUE FALSE TRUE TRUE TRUE TRUE FALSE TRUE  
## 6 TRUE TRUE TRUE TRUE TRUE TRUE FALSE TRUE  
## 7 TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE

sum1 = summary(all\_submodel)  
par(mfrow=c(1,2))  
plot(1:7, sum1$cp, xlab = "No of parameters", ylab = "Cp Statistic")  
abline(0,1)  
plot(1:7, sum1$adjr2, xlab = "No of parameters", ylab = "Adj R2")
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library(glmnet)

## Warning: 程序包'glmnet'是用R版本4.4.2 来建造的

## 载入需要的程序包：Matrix

##   
## 载入程序包：'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

## Loaded glmnet 4.1-8

# Convert predictors to a matrix (exclude the intercept)  
X <- model.matrix(life\_exp ~ ., data = data.state)[, -1]  
  
# Response variable  
y <- data.state$life\_exp  
  
# Fit LASSO model with cross-validation  
set.seed(123) # Set seed for reproducibility  
lasso\_cv <- cv.glmnet(X, y, alpha = 1, nfolds = 10) # alpha = 1 for LASSO  
  
# Plot cross-validation results  
plot(lasso\_cv)

![](data:image/png;base64,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)

# Best lambda based on minimum cross-validation error  
best\_lambda <- lasso\_cv$lambda.min  
  
# Lambda within 1 standard error of the minimum error  
lambda\_1se <- lasso\_cv$lambda.1se  
  
cat("Best lambda (minimum error):", best\_lambda, "\n")

## Best lambda (minimum error): 0.06987808

cat("Best lambda (1-SE rule):", lambda\_1se, "\n")

## Best lambda (1-SE rule): 0.3096033

# Fit the final LASSO model  
final\_lasso <- glmnet(X, y, alpha = 1, lambda = best\_lambda)  
  
# Extract coefficients as a matrix  
lasso\_coefficients <- as.matrix(coef(final\_lasso))  
  
# Get the row names of variables with non-zero coefficients  
selected\_variables <- rownames(lasso\_coefficients)[lasso\_coefficients[, 1] != 0]  
  
# Print the selected variables  
print(selected\_variables)

## [1] "(Intercept)" "murder" "hs\_grad" "frost"   
## [5] "log\_Population"

plot(lasso\_cv$glmnet.fit, xvar = "lambda", label = TRUE)
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# Define the formula  
selected\_formula <- life\_exp ~ murder + hs\_grad + frost + log\_Population  
  
# Fit the regression model with selected variables  
selected\_model <- lm(selected\_formula, data = data.state)  
  
# Display the summary of the regression  
summary(selected\_model)

##   
## Call:  
## lm(formula = selected\_formula, data = data.state)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.41760 -0.43880 0.02539 0.52066 1.63048   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 68.720810 1.416828 48.503 < 2e-16 \*\*\*  
## murder -0.290016 0.035440 -8.183 1.87e-10 \*\*\*  
## hs\_grad 0.054550 0.014758 3.696 0.000591 \*\*\*  
## frost -0.005174 0.002482 -2.085 0.042779 \*   
## log\_Population 0.246836 0.112539 2.193 0.033491 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7137 on 45 degrees of freedom  
## Multiple R-squared: 0.7404, Adjusted R-squared: 0.7173   
## F-statistic: 32.09 on 4 and 45 DF, p-value: 1.17e-12

par(mfrow = c(2,2))  
plot(selected\_model)
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set.seed(111)  
  
train = trainControl(method = "cv", number = 10)  
  
model\_10fold = train(selected\_formula,  
data = data.state,  
trControl = train,  
method = 'lm',  
na.action = na.pass)  
  
model\_10fold

## Linear Regression   
##   
## 50 samples  
## 4 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 44, 45, 45, 46, 44, 45, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.7514293 0.7768153 0.6340191  
##   
## Tuning parameter 'intercept' was held constant at a value of TRUE

model\_10fold$resample

## RMSE Rsquared MAE Resample  
## 1 0.7260482 0.5544736 0.5823172 Fold01  
## 2 0.6477251 0.8407706 0.6219278 Fold02  
## 3 0.6144612 0.8668420 0.5363928 Fold03  
## 4 0.6187864 0.8727852 0.5046897 Fold04  
## 5 0.7397143 0.8005523 0.6327371 Fold05  
## 6 0.7129359 0.9011760 0.6074712 Fold06  
## 7 0.8472056 0.6158807 0.6999753 Fold07  
## 8 0.4983759 0.8025908 0.4776243 Fold08  
## 9 0.9325622 0.6421142 0.8548502 Fold09  
## 10 1.1764783 0.8709673 0.8222052 Fold10