# HTML

超文本标记语言（Hyper Text Markup Language）简写：HTML。

Html通过标签来标记要显示的网页中的各个部分。网页文件本身是一种文本文件，

通过在文本文件中添加标记符，可以告诉浏览器如何显示其中的内容（如：文字如何处理，画面如何安排，图片如何显示等）。

页面的组成分为：**内容（结构）、表现和行为**。

内容：是我们在页面中可以看到的数据。我们称之为内容。一般内容 我们使用html技术来展示。

表现：指的是这些内容在页面上的展示形式。比如说。布局，颜色，大小等等。一般使用CSS技术实现

行为：指的是页面中元素与输入设备交互的响应。一般使用javascript技术实现。

**简单HTML语言的结构**

|  |
| --- |
| <!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd"> <html><!-- html标签表示html页面内容的开始 --> <head><!-- head标签表示头信息。head标签中主要包含三部分内容：title标题，css样式，js内容 -->  <!-- meta 是元信息，  Content-Type 表示告诉浏览器当前文件内容是什么类型  text/html; 表示我是text文本，具体是html标签  charset=UTF-8 告诉浏览器使用UTF-8编码来查看 -->  <meta http-equiv="Content-Type" content="text/html; charset=UTF-8">  <title>学习页面</title><!-- title标题 --> </head> <body><!-- body是整个页面空白区域，页面要显示的主体内容 --> hello world! </body> </html><!-- html标签表示html页面内容的结束 --> |

**HTML注释**

HTML语言的注释格式为：<!—注释内容 -->，HTML语言的注释可以在页面中右键查看源代码时看到。

**HTML路径**

在JavaSE中，相对路径是从工程根目录开始算起，绝对路径则是从盘符开始算起。而在HTML语言中，相对目录中：

**相对路径**

./ 表示当前文件所在的目录

../ 表示上一级目录

../../ 表示上上一级目录

资源名 表示当前目录下的资源（./资源名这种情况下./可以省略）

**绝对路径**

<http://ip:port/工程名/>资源名

在HTML语言中的绝对路径和Java中的绝对路径表示方式不相同，实际开发中，只能使用绝对路径或base标签+相对路径。

**base标签**

base标签可以设置页面中所有相对路径跳转时，需要参照的路径，只要设置了base标签，相对路径就会忽略掉浏览器地址栏中的地址。

|  |
| --- |
| <head>  <meta http-equiv="Content-Type" content="text/html; charset=UTF-8">  <title>Insert title here</title>  <!-- base设置相对路径的参照路径，href属性设置参照的路径 -->  <base href="http://localhost:8080/day07/a/b/"/> </head> <body>  这是a下的b下的c.html页面<br/>  <a href="../../index.html">跳到index.html</a> </body> |

直接通过a标签跳转时浏览器地址栏中的地址是http://localhost:8080/day07/a/b/c.html

跳转回去的相对路径是../../index.html

所有相对路径在跳转时都需要参照本地浏览器地址栏中的地址来进行跳转，其结果为

http://localhost:8080/day07/index.html

因此可以跳转回去。

**特殊字符**

HTML中某些字符是预留的，浏览器会误认为它们是标签，因此要想正确的显示这些预留的字符，就要在HTML源码中使用字符实体（**character entities**）。字符实体类似于：&entity\_name或&#entity\_number，使用字符实体名的好处是易于记忆，但是坏处在于不是所有的浏览器都支持该字符实体。

HTML会截短页面中的空格，如果文本中有10个连续的空格，那么在显示之前，浏览器就会删除其中的9个空格，只会保留一个。此时如果想要增加空格的数量就要使用表示空格的字符实体&nbsp。

**字符实体名称对大小写敏感！！！**

**常见字符实体**

|  |  |  |  |
| --- | --- | --- | --- |
| 显示结果 | 描述 | 实体名称 | 实体编号 |
|  | 空格 | &nbsp; | &#160; |
| < | 小于号 | &lt; | &#60; |
| > | 大于号 | &gt; | &#62; |
| & | 和号 | &amp; | &#38; |
| " | 引号 | &quot; | &#34; |
| ' | 撇号 | &apos; (IE不支持) | &#39; |
| ￠ | 分（cent） | &cent; | &#162; |
| £ | 镑（pound） | &pound; | &#163; |
| ¥ | 元（yen） | &yen; | &#165; |
| € | 欧元（euro） | &euro; | &#8364; |
| § | 小节 | &sect; | &#167; |
| © | 版权（copyright） | &copy; | &#169; |
| ® | 注册商标 | &reg; | &#174; |
| ™ | 商标 | &trade; | &#8482; |
| × | 乘号 | &times; | &#215; |
| ÷ | 除号 | &divide; | &#247; |

**标签**

标签是HTML语言的重要组成部分，可以说HTML语言就是标签语言。HTML中的标签对大小写不敏感，每个标签都拥有自己的属性（基本属性和时间属性），且标签根据其形式可以分为单标签和双标签。

单标签格式：<标签名 /> <br /> 换行、<hr />水平线

双标签格式: <标签名>封装的数据</标签名>

**使用标签时需要注意标签的语法**

1. 标签不能交叉嵌套；
2. 表签必须正确关闭，虽然浏览器会自动修复部分没有关闭的标签，但是存在发生错误的可能；
3. 没有文本内容的标签属于单标签，必须要在标签内有“/”符号来关闭标签；
4. 属性必须有值且属性值必须使用双引号包裹；
5. 注释不能嵌套。

**块元素**

每个块元素通常都会独自占据一行或多行，可以对其设置宽度、高度、对齐等属性，常用于网页布局和网页结构的搭建。常见的块元素有<h1>~<h6>、<p>、<div>、<ul>、<ol>、<li>等，其中<div>标记是最典型的块元素。

# CSS

CSS 是「层叠样式表单」，是用于(增强美化)控制网页样式并允许将样式信息与网页内容分离的一种标记性语言。HTML决定网页的骨架，CSS决定网页的外表。

选择器

浏览器根据“选择器”决定受CSS样式影响的HTML元素（标签）。

属性

要改变的样式名，并且每个属性都有一个值。属性和值被冒号分开，并由花括号包围，这样就组成了一个完整的样式声明（declaration），例如：p {color: blue}

多个声明

如果要定义不止一个声明，则需要用分号将每个声明分开。虽然最后一条声明的最后可以不加分号(但尽量在每条声明的末尾都加上分号)

例如：

p{

color:red;

font-size:30px;

}

在编写CSS代码时，习惯于每行只描述一个属性，便于阅读。

CSS注释：

/\* 注释内容 \*/

和Java中的块注释写法相同

## CSS和HTML的结合

**方式一**

在HTML语言中标签的style属性上设置“key：value value”的形式修改标签样式。这种方式的缺点在于如果页面中的标签、样式过多，则代码量非常庞大；而且这种方式写出来的代码可读性很差；最后还没有代码的复用性可言。

|  |
| --- |
| <div style="border: 1px solid red; width: 200px; height: 200px; background-color: blue;">  div标签1</div> <div style="border: 1px solid red; width: 200px; height: 200px; background-color: green;">  div标签2</div> <span style="border: 1px solid red;">  span标签1</span> <span style="border: 1px solid red;">  span标签2</span> |

**方式二**

在HTML语言中的head标签中，使用style标签来自定义各种自己需要的CSS样式，格式如下：

xxx{

key：value value；

}

这种方式的缺点在于只能在同一个html页面中复用代码，而不能在多个页面中复用CSS代码；而且不方便维护，实际项目中会有成千上万个页面，需要到每个页面中去修改，工作量过大。

|  |
| --- |
| <head>  <!-- style标签专门用来定义css代码 -->  <style type="text/css">  /\* 这是css与html结合使用的第二种方式 ，在style标签的内部全部CSS语言的内容，因此在这里的注释就和HTML注释不同 \*/  div { border: 1px solid red }  span { border: 1px solid red }  </style>  <meta http-equiv="Content-Type" content="text/html; charset=UTF-8">  <title>标题</title> </head> <body> <div>div标签1</div><div>div标签2</div> <span>span标签1</span><span>span标签2</span> </body> |

**方式三**

将CSS样式代码单独编写在一个CSS文件中，然后再使用link标签向HTML文件中引入该CSS文件。示例如下：

|  |
| --- |
| <link rel="stylesheet" type="text/css" href="./styles.css" /> |

CSS文件内容

|  |
| --- |
| /\* 这是css与html结合使用的第三种方式 \*/ div {border: 1px solid red;width:200px;height:200px} span {border: 1px solid green} |

## CSS选择器

CSS的优先级有两种

按照选择器搜索精确度：行内样式 > ID选择器 > 类选择器 > 元素选择器

就近原则：哪个离得近,就选用哪个的样式

### 标签名选择器

标签名{

属性:值;

}

|  |
| --- |
| <head>  <title>CSS选择器</title>  <style type="text/css">  div {border: 1px solid yellow;color: blue;font-size: 30px}  span {color: yellow;font-size: 20px;border: 5px dashed blue}  </style> </head> <body> <div>div标签1</div><div>div标签2</div> <div>div标签1</div><div>div标签2</div> <span>span标签1</span><span>span标签2</span> </body> |

### id选择器

#id属性值{

属性:值;

}

|  |
| --- |
| <head>  <meta charset="UTF-8">  <title>ID选择器</title>  <style type="text/css">  #id001 {color: blue;font-size: 30px;border: 1px yellow solid}  #id002 {color: red;font-size: 20px;border: 5px blue dotted}  </style> </head> <body> <div id="id001">div标签1</div><div id="id002">div标签2</div> </body> |

### class选择器

.class属性值{

属性:值;

}

|  |
| --- |
| <head>  <meta charset="UTF-8">  <title>class类型选择器</title>  <style type="text/css">  .class01 {color: blue;font-size: 30px;border: 1px solid yellow}  .class02 {color: gray;font-size: 26px;border: 1px solid red}  </style> </head> <body> <div class="class02">div标签class01</div><div>div标签</div> <span class="class02">span标签class01</span><span>span标签2</span> </body> |

### 组合选择器

选择器1,选择器2,选择器n{

属性:值;

}

多个选择器之间如果使用逗号隔开则表示根据其最大交集选择；如果是使用空格隔开则表示根据其最小并集选择。

|  |
| --- |
| <head>  <meta charset="UTF-8">  <title>class类型选择器</title>  <style type="text/css">  .class01,#id01 {color: blue;font-size: 20px;border: 1px yellow solid}  </style> </head> <body> <div class="class01">div标签1</div><div>div标签2</div> <span id="id01">span标签1</span><span>span标签2</span> </body> |

### 通配符选择器

通配符选择器用“\*”号表示，是所有选择器中作用范围最广的，能匹配页面中所有的元素。

|  |
| --- |
| \* {  margin: 10px; /\* 定义外边距\*/  padding: 10px; /\* 定义内边距\*/ } |

### 属性选择器

### 后代选择器

爷爷选择器 孙子选择器 找出所有的后代

### 子元素选择器

父选择器 > 儿子选择器

### 伪类选择器

通常都是用在A标签上

## CSS盒子模型

在进行布局前需要把数据封装到一块一块的区域内，这个区域的专业术语叫盒子。

边框（border）分为上 下 左 右

内边距（padding）分为上 下 左 右

外边距（margin）分为上 下 左 右

float（漂浮）

none :　 默认值。对象不飘浮

left :　 文本流向对象的右边

right :　 文本流向对象的左边

clear（清除）

none :　 默认值。允许两边都可以有浮动对象

left :　 不允许左边有浮动对象

right :　 不允许右边有浮动对象

both :　 不允许有浮动对象

position

static :　 默认值。无特殊定位，对象遵循HTML定位规则

absolute :　 将对象从文档流中拖出，使用 left ， right ， top ， bottom 等属性相对于其最接近的一个最有定位设置的父对象进行绝对定位。如果不存在这样的父对象，则依据 body 对象。而其层叠通过 z-index 属性

relative :　 对象不可层叠，但将依据 left ， right ， top ， bottom 等属性在正常文档流中偏移位置

## CSS常用样式

颜色

color:red;

边框

border:1px solid red;

宽度

width:20px;

高度

height:20px;

背景颜色

background-color:red;

字体样式

font:font-style font-weight font-size\line-height font-family

综合设置字体样式，必须按顺序书写，不需设置的属性可以省略，但是必须保留font-size和font-family属性，否则font属性将不起作用。

font-style:normal\italic\oblique

normal：默认值，浏览器会显示标准的字体样式

italic：浏览器会显示斜体的字体样式

oblique：浏览器会显示倾斜的字体样式

font-weight

字体粗细

font-size:20px;

字体大小

font-family:KaiTi;

可以同时指定多个字体并以逗号隔开，浏览器不支持第一个字体则会尝试下一个。各种字体之间必须使用英文状态下的逗号隔开，中文字体需要加英文状态下的引号，英文字体一般不需要加引号。当需要设置英文字体时，英文字体名必须位于中文字体名之前。如果字体名中包含空格、#、$等符号，则该字体必须加英文状态下的单引号或双引号。尽量使用系统默认字体，保证在任何用户的浏览器中都能正确显示。

在 CSS 中设置字体名称，直接写中文是可以的。但是在文件编码（GB2312、UTF-8 等）不匹配时会产生乱码的错误。

为此，在 CSS 直接使用 Unicode 编码来写字体名称可以避免这些错误。使用 Unicode 写中文字体名称，浏览器是可以正确的解析的。

font-family: "\5FAE\8F6F\96C5\9ED1"，表示设置字体为“微软雅黑”

|  |  |  |
| --- | --- | --- |
| **字体名称** | **英文名称** | **Unicode 编码** |
| 宋体 | SimSun | \5B8B\4F53 |
| 新宋体 | NSimSun | \65B0\5B8B\4F53 |
| 黑体 | SimHei | \9ED1\4F53 |
| 微软雅黑 | Microsoft YaHei | \5FAE\8F6F\96C5\9ED1 |
| 楷体\_GB2312 | KaiTi\_GB2312 | \6977\4F53\_GB2312 |
| 隶书 | LiSu | \96B6\4E66 |
| 幼园 | YouYuan | \5E7C\5706 |
| 华文细黑 | STXihei | \534E\6587\7EC6\9ED1 |
| 细明体 | MingLiU | \7EC6\660E\4F53 |
| 新细明体 | PMingLiU | \65B0\7EC6\660E\4F53 |

字间距

letter-spacing

letter-spacing属性用于定义字间距，所谓字间距就是字符与字符之间的空白。其属性值可为不同单位的数值，允许使用负值，默认为normal。

**单词间距**

word-spacing

word-spacing属性用于定义英文单词之间的间距，对中文字符无效。和letter-spacing一样，其属性值可为不同单位的数值，允许使用负值，默认为normal。

word-spacing和letter-spacing均可对英文进行设置。不同的是letter-spacing定义的为字母之间的间距，而word-spacing定义的为英文单词之间的间距。

**行间距**

line-height

line-height属性用于设置行间距，就是行与行之间的距离，即字符的垂直间距，一般称为行高。line-height常用的属性值单位有三种，分别为像素px，相对值em和百分比%，实际工作中使用最多的是像素px。

DIV居中

margin-left:auto;

margin-right:auto;

文本

text-align:center\left\center;

文本位置

text-decoration

text-decoration属性用于设置文本的下划线，上划线，删除线等装饰效果，其可用属性值如下：

none：没有装饰（正常文本默认值）。

underline：下划线。

overline：上划线。

line-through：删除线。

另外，text-decoration后可以赋多个值，用于给文本添加多种显示效果，例如希望文字同时有下划线和删除线效果，就可以将underline和line-through同时赋给text-decoration。

text-indent

text-indent属性用于设置首行文本的缩进，其属性值可为不同单位的数值、em字符宽度的倍数、或相对于浏览器窗口宽度的百分比%，允许使用负值, 建议使用em作为设置单位。

表格细线

border:1px solid black;/\*设置边框\*/

border-collapse:collapse;/\*边框合并\*/

列表去修饰

list-style:none;

**空白符**

white-space:normal\pre\nowrap

使用HTML制作网页时，不论源代码中有多少空格，在浏览器中只会显示一个字符的空白。在CSS中，使用white-space属性可设置空白符的处理方式，其属性值如下：

normal：常规（默认值），文本中的空格、空行无效，满行（到达区域边界）后自动换行。

pre：预格式化，按文档的书写格式保留空格、空行原样显示。

nowrap：空格空行无效，强制文本不能换行，除非遇到换行标记<br />。内容超出元素的边界也不换行，若超出浏览器页面则会自动增加滚动条。

work-break:normal\break-all\keep-all

自动换行

normal 使用浏览器默认的换行规则。

break-all 允许在单词内换行。

keep-all 只能在半角空格或连字符处换行。

word-wrap:normal\break-word

属性允许长单词或 URL 地址换行到下一行normal

normal 只在允许的断字点换行（浏览器保持默认处理）。

break-word 在长单词或 URL 地址内部进行换行。

# XML

xml指的是扩展标记语言（**EXtensible Markup Language**），类似HTML。其设计宗旨是传输数据，而非显示数据；xml标签没有被预定义，需要自定义标签；被设计为具有自我描述性，且是W3C的推荐标准。

xml的作用在于存储数据；作为项目、模块或框架的配置文件，作为数据的传输格式。

## XML语法

### 文档声明

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

version表示xml的版本；encoding表示编码集（文档声明中还有standalone=“yes/no”用来表示这个xml文件是否是独立的xml文件），<?xml要连在一起，否则会报错。

### XML元素

xml元素指的是从开始标签直到结束标签的部分，元素可以包含其他元素、文本或者两者混合，元素也可以拥有属性。

一个xml文档有且仅有一个根标签，其他标签都是这个跟标签的子标签或孙标签。

一个标签众可以嵌套若干子标签，但是所有的标签必须合理的嵌套，不允许交叉嵌套。

对于XML标签中出现的所有空格和换行，XML解析程序都会当作标签内容进行处理。

#### 命名规则

1. 名称可以有字母、数字以及其他字符
2. 名称不能以数字、标点符号、xml、XML、Xml开始
3. 名称不能包含空格
4. 区分大小写

#### 元素（标签）种类

**单标签**

<标签名 属性=“值” 属性=“值”……/>

**双标签**

<标签名 属性=“值” 属性=“值”……>文本数据或子标签</标签名>

### XML属性

xml的标签属性和html 的标签属性非常类似，**可以提供元素的额外信息。**在标签上书写属性，一个标签上可以书写多个属性，**每个属性的值必须使用 （单/双）引号 引起来**。属性名称的命名规范与元素的命名规范相同；元素中的属性是不允许重复的。

### XML语法规则

1. 所有xml标签都必须要有关闭标签，也就是闭合（不同于HTML，浏览器不会自动修复xml中的错误标签）。
2. xml标签对大小写敏感，因此一对对应的标签必须完全一致。
3. xml标签必须正确的嵌套。
4. xml文档必须有根元素。
5. xml属性值必须加引号
6. xml中特殊字符若果要表示为文本，则需要使用转义方式表示，如“<”写为“&gt；”和“>”写为”&lt；”。

### XML注释

xml的注释和HTML一样：<!—注释 -->，不允许嵌套。

### 文本区域（CDATA区）

CDATA即character data的缩写。

该区域中的任何内容都会被视为文本内容，其格式为<![CDATA[数据内容]]>，其中的数据内容会被当成文本处理。

<![CDATA[

<this is normal text>

]]>

## XML解析技术

不管是html文件还是xml文件它们都是标记型文档，都可以使用w3c组织制定的dom技术来解析。xml文档对象模型定义访问和操作xml文档的标准方法，dom将xml作为一个属性结构，而树叶被定义为节点。dom对象表示的是整个文档，可以是html文档，也可以是xml文档。

![](data:image/png;base64,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)

**早期JDK为我们提供了两种xml解析技术Dom和Sax简介（已经过时）**

DOM解析技术是W3C组织制定的，而所有的编程语言都对这个解析技术使用了自己语言的特点进行实现。

Java对dom技术解析标记也做了实现。DOM技术处理大型文件时其性能下降的非常厉害。这个问题是由DOM的树结构所造成的，这种结构占用的内存较多，而且DOM必须在解析文件之前把整个文档装入内存,适合对XML的随机访问

sun公司在JDK5版本对dom解析技术进行升级：SAX（ Simple API for XML ）。它跟W3C制定的解析不太一样。它是以类似事件机制通过回调告诉用户当前正在解析的内容，一行一行的读取xml文件进行解析，不会创建大量dom对象，所以在解析xml时在内存的使用和性能上都优于Dom解析。不同于DOM,SAX是事件驱动型的XML解析方式。它顺序读取XML文件，不需要一次全部装载整个文件。当遇到像文件开头，文档结束，或者标签开头与标签结束时，它会触发一个事件，用户通过在其回调事件中写入处理代码来处理XML文件，适合对XML的顺序访问

**第三方的解析**：

jdom 在dom基础上进行了封装 、**dom4j** （现在主流解析xml文档的技术）又对jdom 进行了封装。pull 主要用在Android 手机开发，是在跟sax非常类似都是事件机制解析xml文件。

## XML约束

在XML技术里，可以编写一个文档来约束一个XML文档的书写规范，这称之为XML约束。

### DTD约束

### Schema约束

#### Schema概述

XML Schema是用一套预先规定的XML元素和属性创建的，这些元素和属性定义了XML文档的结构和内容模式。 XML Schema规定XML文档实例的结构和每个元素/属性的数据类型

Schema相对于DTD的明显好处是，XML Schema文档本身也是XML文档，而不是像DTD一样使用自成一体的语法

XML Schema 文件自身就是一个XML文件，但它的扩展名通常为.xsd，和XML文件一样，一个XML Schema文档也必须有一个根结点，但这个根结点的名称为Schema。

编写了一个XML Schema约束文档后，通常需要把这个文件中声明的元素绑定到一个URI地址上，这个URI地址叫namespace名称空间，以后XML文件就可以通过这个URI（即名称空间）引用绑定指定名称空间的元素。

**XML Schema VS DTD：**

XML Schema符合XML语法结构。

DOM、SAX等XML API很容易解析出XML Schema文档中的内容。

XML Schema对名称空间支持得非常好。

XML Schema比XML DTD支持更多的数据类型，并支持用户自定义新的数据类型。

XML Schema定义约束的能力非常强大，可以对XML实例文档作出细致的语义限制。

XML Schema不能像DTD一样定义实体，比DTD更复杂，但Xml Schema现在已是w3c组织的标准，它正逐步取代DTD。

**Schema和DTD区别**

XML从SGML中继承了DTD，并用它来定义内容的模型，验证和组织元素。同时，它也有很多局限：

DTD不遵守XML语法；

DTD不可扩展；

DTD不支持命名空间的应用；

DTD没有提供强大的数据类型支持，只能表示很简单的数据类型。

Schema完全克服了这些弱点，使得基于Web的应用系统交换XML数据更为容易。下面是它所展现的一些新特性：

Schema完全基于XML语法，不需要再学习特殊的语法；

Schema能用处理XML文档的工具处理，而不需要特殊的工具；

Schema大大扩充了数据类型，支持booleans、numbers、dates and times、URIs、integers、decimal numbers和real numbers等；

Schema支持原型，也就是元素的继承。如：我们定义了一个“联系人”数据类型，然后可以根据它产生“朋友联系人”和“客户联系”两种数据类型；

Schema支持属性组。我们一般声明一些公共属性，然后可以应用于所有的元素，属性组允许把元素、属性关系放于外部定义、组合；

开放性。原来的DTD只能有一个DTD应用于一个XML文档，现在可以有多个Schema运用于一个XML文档。

#### Schema名称空间

在XML Schema中，每个约束模式文档都可以被赋以一个唯一的名称空间，名称空间用一个唯一的URI（Uniform Resource Identifier，统一资源标识符）表示。 在Xml文件中书写标签时，可以通过名称空间声明（xmlns），来声明当前编写的标签来自哪个Schema约束文档。

注意：名称空间的名字语法容易让人混淆，尽管以 http:// 开始，那个 URL 并不指向一个包含模式定义的文件。事实上，这个 URL：http://www.itcast.cn根本没有指向任何文件，只是一个分配的名字。

为了在一个XML文档中声明它所遵循的Schema文件的具体位置，通常需要在Xml文档中的根结点中使用schemaLocation属性来指定。schemaLocation此属性有两个值。第一个值是需要使用的命名空间。第二个值是供命名空间使用的 XML schema 的位置，两者之间用空格分隔。在使用schemaLocation属性时，也需要指定该属性来自哪里。

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"

targetNamespace="http://www. itcast.cn"

elementFormDefault="qualified"

attributeFormDefault="qualified"

>

<xs:schema>

targetNamespace元素用于指定schema文档中声明的元素属于哪个名称空间。

elementFormDefault元素用于指定局部元素是否受到该schema指定targetNamespace所指定的名称空间限定

attributeFormDefault元素用于指定局部属性是否受到该schema指定targetNamespace所指定的名称空间限定。

#### Schema元素

简单类型元素

简单类型元素只能包含字符内容。这些字符可以被约束为特殊的预定义类型或派生类型。例如，可以指定一个简单元素的内容必须是日期、整数、字符串或者仅仅是一个字符或者一系列字符

复杂类型元素

复杂类型元素是包含子元素内容或者属性的元素。

# jQuery

## 概述

jQuery指的是JavaScript和Query，是用于辅助JavaScript开发的js类库，其核心思想是write less,do more(写得更少,做得更多)，所以它实现了很多浏览器的兼容问题。jQuery是免费、开源的，jQuery的语法设计可以使开发更加便捷，例如操作[文档](http://baike.baidu.com/view/55621.htm)对象、选择[DOM](http://baike.baidu.com/view/14806.htm)元素、制作动画效果、事件处理、使用[Ajax](http://baike.baidu.com/view/1641.htm)以及其他功能。

### 使用方式

#### load()

要想使用JQuery ，必须得先添加它的依赖。

1. 导入jquery的支持

<script type="text/javascript" src="js/jquery-1.11.3.min.js"></script>

2. 在早前，我们要使用ajax 去执行请求， 需要写代码很多，请求数据回来后，要赋值显示，也是比较复杂。 但是JQuery 只要简单的一行代码即可。

$(#div01).load("Demo01");

解释起来的话是：

$(#div01) ---> 代表 找到 页面上 id 为 div01 的节点

load("Demo01"); 代表去加载这个路径的值。 当然这里写的是servlet的相对路径地址。

#### get()

字节请求，不带任何参数 ：

$.get("url");

需要带上参数的话与平常的get请求参数传递一样。

$.get("url?name=zhangsan&age=18");

-------------------以下获取数据----------------------------

$.get("url?name=zhangsan&age=18", function(data , status){

alert("data="+data+"--status=="+status);

});

如果想要获取服务器反馈的数据，需要在get里面在加一个参数。 给定一个方法即可。服务器响应后，会执行该方法。

注意，方法里面的参数格式固定， data , status 。 data : 代表服务器响应过来的数据， status 代表这次请求的响应状态码

#### post()

直接，请求不带上任何数据

$.post("Demo01" );

请求，带上数据 。

$.post("Demo01" , {name:"xx" , age:99});

请求，带上数据，并且获取响应回来的数据

$.post("Demo01" , {name:"xx" , age:99} , function(data ,status){

alert("data="+data+"--status="+status);

});

### jQuery对象和dom对象的区别及转换

Dom对象是通过HTML DOM获取到的元素对象；Jquery对象本质就是dom对象的集合；两者各自只能调用自己的方法。

Dom对象转jquery对象：使用核心函数包装dom对象 $(domObject)

Jquery对象转dom对象：通过索引取出指定位置上的元素 $jqueryObj[index]

### 简单案例

#### 仿百度提示

onkeyup="keyup01()"

function keyup01() {

var words = $("#word").val();

alert("输入内容22："+words);

}

上下等同，效果一样。

$(function(){

//最id为 word的元素，进行 键盘弹起事件监听。

$("#word").keyup(

//一旦有键盘弹起了，那么将会执行下面的代码。

function(){

var words = $(this).val();

alert("输入内容："+words);

}

);

});

----------------------------------------

结果代码：

function keyup01() {

var words = $("#word").val();

$.post("SearchServlet" , {word:words} , function(data){

//alert(data);

if(words.length>0){

//显示div

$("#div01").show();

$("#div01").html(data);

}else{

//隐藏div

$("#div01").hide();

}

});

}

#### 省市联动

**XML**

js代码请求。

//当文档准备完毕，就会调用该方法

$(function() {

//执行监听，当这个元素的值发生改变，就会执行内部的方法

$("#province").change(function() {

//那么要做什么呢？ 其实是要把这个元素的值上传到服务器上。

var id = $(this).val();

$.post("CityServlet" , {id:id} ,function(data){

$(data).find("city").each(function() {

var id = $(this).children("id").text();

var cname = $(this).children("cname").text();

$("#city").append("<option value='"+id+"'>"+cname);

});

});

});

});

选则器：

$("#province") : 代表着选则 id为 province 的元素。

遍历：

$(data).find("city") 找出data数据中的所有city ，

$(data).find("city").each(function(){}） . 对每一个city进行遍历，并且执行括号中的方法

$(this).children("id").text(); 遍历得到的每一个city里面，再取它的孩子 id , 然后拿它的值。

取值：

html() ---- 获取或者设置 元素中的 html 内容。 可以获取 p标签中的内容。

如： <p>

我是div.demo中第一个P元素：

<a href="#">我在第一个P里面</a>

</p>

text() ---- 获取元素中间的文字值， 如 ： <a href="">黑马训练营 </a> 得到 黑马训练营

val() --- 获取元素上的 value=""的值 <input name="name" value="zhangsna"> 得到张三

**JSON**

//当文档准备完毕，就会调用该方法

$(function() {

//执行监听，当这个元素的值发生改变，就会执行内部的方法

$("#provice").change(function() {

//那么要做什么呢？ 其实是要把这个元素的值上传到服务器上。

var id = $(this).val();

$("#city").html("<option value=''>-请选择-");

$.post("CityServlet02" , {id:id} ,function(data){

$(data).each(function(i , city) {

$("#city").append("<option value='"+city.id+"'>"+city.cname);

});

},"json");

});

});

写法上与前面的xml 基本一样。 区别就在于，对数据的处理上，有所不同而已。 注意： json的写法，一定要在后面跟上数据格式，否则无法遍历出来。

### 赋值

val("aa")

针对带有value属性的元素进行赋值， 其实就是给该元素的 value赋值

html("aa")

针对某一个元素，可以使用元素左右包括起来一段值的元素赋值 。如：<div> </div>

并且该方法可以写html代码。 如：<font> </font>

text("aa")

该方法针对那些可以在两个标签中写值的赋值工作 。如 ： <div>aaaaaaaaaaaaaa</div>

## jQuery核心函数

$ 是jquery的核心函数，能完成jquery的很多功能，$()就是调用$这个函数。$的本质如下：

ƒ ( selector, context ) {

// The jQuery object is actually just the init constructor 'enhanced'

return new jQuery.fn.init( selector, context, rootjQuery );

}

传入参数为[函数]时：

$(function(){}); 页面加载完成之后

传入参数为[HTML字符串]时：

$("<span>12</span>"); 表示创建了span标签对象。

传入参数为[选择器字符串]时：$(“#id”)

$(“#id属性值”); 表示按id属性值查找标签对象

$(“标签名”); 表示按标签名查找标签对象集合

$(“.class属性值”); 表示按class类型查找标签对象集合。

传入参数为[DOM对象]时：

$(dom对象) 转成为jquery对象

<!--一个script标签只能完成一项功能，因此需要两个或更多script标签-->  
<script type="text/javascript" src="script/jquery-1.7.2.js"></script>  
<script>  
 console.log($);  
 $(function () {//表示页面加载完成后  
 let btnObj = $("#btnId");//查找该id的标签对象  
 btnObj.click(function () {//绑定单击事件  
 console.log("this is jquery");  
 })  
 });  
</script>

## jQuery对象和Dom对象

### 本质

#### jQuery对象

jQuery对象的本质上是一个dom对象数组和一系列jQuery功能函数的组合。其通过alert显示的格式为[object Object]。

通过JQuery提供的API创建的对象，是JQuery对象；

通过JQuery包装的Dom对象，也是JQuery对象；

通过JQuery提供的API查询到的对象，是JQuery对象。

#### Dom对象

dom对象在alert 的时候格式如下[object htmlXxxElement]。

通过getElementById()查询出来的标签对象是Dom对象；

通过getElementsByName()查询出来的标签对象是Dom对象；

通过getElementsByTagName()查询出来的标签对象是Dom对象；

通过createElement() 方法创建的对象，是Dom对象。

### 区别

dom对象的属性和方法不能给jQuery对象使用，jQuery对象的属性和方法也不能给dom对象使用。

### 转换

#### dom转化为jquery

1、先有dom对象

2、$( dom对象 ); var $obj = $(dom对象);

#### jquery转为dom

1、先有jquery对象

2、通过下标: var dom = $obj[下标]；

## jQuery选择器

### 基本选择器

**#ID**  id选择器：根据id查找标签对象

**.class**  类选择器：根据class查找标签对象

**element**  标签选择器：根据标签名查找标签对象

**\***  任意选择器：表示任意的，所有的元素

**selector1，selector2** 组合选择器：合并选择器1，选择器2的结果并返回

**注意**

1. id选择器返回的肯定是单个的对象，其他的选择器返回的是jQuery对象的集合；
2. 返回的是jQuery对象，查询到的是响应的dom对象，但是会被封装为jQuery对象后返回；
3. 组合选择器中的selector可以是任意类型。

### 层级选择器

**ancestor descendant** 后代选择器：在给定的祖先元素下匹配所有的后代元素

**parent > child**  子元素选择器：在给定的父元素下匹配所有的子元素

**prev + next**  相邻元素选择器：匹配所有紧接在 prev 元素后的 next 元素

**prev ~ sibings**  兄弟元素选择器：匹配 prev 元素之后的所有 siblings 元素

### 过滤选择器

#### 基本过滤器

**:first** 获取第一个元素

**:last** 获取最后个元素

**:not(selector)** 去除所有与给定选择器匹配的元素

**:even** 匹配所有索引值为偶数的元素，从 0 开始计数

**:odd** 匹配所有索引值为奇数的元素，从 0 开始计数

**:eq(index)** 匹配一个给定索引值的元素

**:gt(index)** 匹配所有大于给定索引值的元素

**:lt(index)**  匹配所有小于给定索引值的元素

**:header**  匹配如 h1, h2, h3之类的标题元素

**:animated**  匹配所有正在执行动画效果的元素

#### 内容过滤器

**:contains(text)**  匹配包含给定文本的元素

**:empty**  匹配所有不包含子元素或者文本的空元素

**:parent**  匹配含有子元素或者文本的元素

**:has(selector)**  匹配含有选择器所匹配的元素的元素

#### 可见性过滤器

**:hidden**  匹配所有不可见元素，或者type为hidden的元素

**:visible** 匹配所有可见元素

#### 属性过滤器

[attribute] 匹配包含给定属性的元素。

[attribute=value] 匹配给定的属性是某个特定值的元素

[attribute!=value] 匹配所有不含有指定的属性，或者属性不等于特定值的元素

[attribute^=value] 匹配给定的属性是以某些值开始的元素

[attribute$=value] 匹配给定的属性是以某些值结尾的元素

[attribute\*=value] 匹配给定的属性是以包含某些值的元素

[selector][selector]... 复合属性选择器，需要同时满足多个条件时使用

#### 表单过滤器

:input 匹配所有 input, textarea, select 和 button 元素

:text 匹配所有 文本输入框

:password 匹配所有的密码输入框

:radio 匹配所有的单选框

:checkbox 匹配所有的复选框

:submit 匹配所有提交按钮

:image 匹配所有img标签

:reset 匹配所有重置按钮

:button 匹配所有input type=button <button>按钮

:file 匹配所有input type=file文件上传

:hidden 匹配所有不可见元素display:none 或 input type=hidden

#### 表单对象属性过滤器

:enabled 匹配所有可用元素

:disabled 匹配所有不可用元素

:checked 匹配所有选中的单选，复选，和下拉列表中选中的option标签对象

:selected 匹配所有选中的option

## jQuery元素筛选

### 过滤

eq(index|-index) 选出索引为index的元素（0开始）,负号表示可以倒着选（-1开）

first() 选出第一个元素

last() 选出最后一个元素

hasClass(class) 是否含有class值

filter(expr|obj|ele|fn) 按照表达式过滤

is(expr|obj|ele|fn) 是否满足表达式

has(expr|ele) 是否含有表达式的元素

not(expr|ele|fn) 判断一个元素是不是符合表达式

slice(start,[end]) 表示从start开始选择直到end,只传递一个start表示从start开始直至结束

### 查找

children([expr]) 查找所有子元素，传入表达式，表示满足表达式的子元素

closest(expr,[con]|obj|ele) 表示查找和当前元素最接近的元素

find(expr|obj|ele) 表示查找元素，查找的是后代元素

next([expr]) 查找下一个元素

nextall([expr]) 查找下面所有的元素

nextUntil([exp|ele][,fil]) 查找相邻相邻元素一致到结束

offsetParent() 返回第一个匹配元素用于定位的父节点。这返回父元素中第一个其position设为relative或者absolute的元素。此方法仅对可见元素有效。

parent([expr]) 返回父元素

parents([expr]) 返回所有祖先元素

parentsUntil([exp|ele][,fil]) 返回所有祖先元素直到满足表达式为止

prev([expr]) 返回之前的那个元素

prevall([expr]) 返回之前所有的兄弟元素

prevUntil([exp|ele][,fil]) 返回之前所有兄弟元素直到满足表达式为止

siblings([expr]) 返回满足表达式的同辈元素

### 串联

add(expr|ele|html|obj[,con]) 并联关系。选择当前的元素和add条件中的元素，返回的是这些元素的集合

## jQuery的属性操作

**html()** 设置和获取起始标签和结束标签中的内容，有参表示设置，无参表示获取 innerHTML一样

**text()** 设置和获取起始标签和结束标签中的文本，有参表示设置，无参表示获取 innerText一样

**val()** 设置和获取表单项的value属性值，有参表示设置，无参表示获取 value属性

**attr()**设置和获取属性值。不推荐操作checked、selected、readOnly、disabled这些属性（这些属性在dom对象中值都是true和false的情况。使用attr操作都会返回undefined的情况），attr方法可以操作自定义属性。

**prop()**设置和获取属性值。只推荐操作checked、selected、readOnly、disabled这些属性（这些属性在dom对象中值都是true和false的情况。使用attr操作都会返回undefined的情况）

## CSS样式操作

**addClass()**  添加样式

**removeClass()**  删除样式

**toggleClass()**  有就删除，没有就添加

**offset()**  设置和获取坐标信息

## Dom对象的增删改操作

### 内部插入

appendTo() a.appendTo(b) 把a追加到 b 子元素，成为b的最后一个子元素

prependTo() a.prependTo(b) 把a 插入到b子元素前面。成为b第一个子元素

### 外部插入

insertAfter() a.insertAfter(b); 在b后面插a ba

insertBefore() a.insertBefore(b); 在b前面插a ab

### 替换

replaceWith() a.replaceWith(b) b替换a

replaceAll() a.replaceAll(b) a替换b

### 删除

remove() a.remove() 删除a

empty() a.empty() a被清空

## jQuery动画操作

### 基本动画

**show()**  显示正在隐藏的元素

**hide()**  隐藏正在显示的元素

**toggle()**  隐藏就显示，可见就隐藏。

第一个参数是动画执行的时长，毫秒为单位

第二个参数是回调函数（动画执行完就自动执行的函数。叫回调函数）。

### 淡入淡出动画

**fadeIn()** 淡入 慢慢可见

**fadeOut()** 淡出 慢慢消失

**fadeTo()**  在指定的时间内将透明度修改到指定的值，0全透明 ，1完全可见，0.5半透明

**fadeToggle()**  切换调用fadeIn和fadeOut

第一个参数是动画执行的时长，毫秒为单位

第二个参数是回调函数（动画执行完就自动执行的函数。叫回调函数）。

## jQuery事件操作

### 页面加载事件

**$(function(){})和window.onload = function(){}的区别**

他们分别是在什么时候触发？

jQuery的页面加载，是在浏览器内核解析完标签创建完标签对象之后就调用；

原生js的页面加载，是在浏览器内核解析完标签创建好dom对象，还要等标签中需要显示的内容加载完成。

他们触发的顺序？

先执行jQuery的页面加载，再执行原生的js页面加载。

他们执行的次数？

原生js因为是赋值操作，所以只会执行最后一次页面加载；

jQuery的页面加载完成之后，会将所有注册的函数全部一次调用。

### 事件相关函数

click() 绑定单击事件

mouseover() 鼠标移入

mouseout() 鼠标移除

bind() 给元素绑定事件（可以一次绑定多个）

one() 给元素绑定只响应一次的事件

live() 给匹配了选择器的元素绑定事件，哪怕这个元素是后面代码创建的

unbind() 取消事件的绑定，和bind()相反的操作

### 事件的冒泡

什么是事件的冒泡？

事件的冒泡是指，父子元素同时监听同一个事件。当触发子元素的事件的时候，同一个事件也被传递到了父元素的事件里去响应。

那么如何阻止事件冒泡呢？

在事件函数体内，return false; 可以阻止事件的冒泡传递。

### javaScript事件对象

事件对象，是封装有触发的事件信息的一个javascrip对象。在给元素绑定事件的时候，在事件的function( event )参数列表中添加一个参数，这个参数名，我们习惯取名为event，这个event就是javascript传递参事件处理函数的事件对象。

**原生javascript获取事件对象**

window.onload = function(){  
 document.getElementById("areaDiv").onclick = function(event){  
 console.log(event);  
 }  
}

**Query代码获取事件对象**

$(function(){  
 $("#areaDiv").click(function(event){  
 console.log(event);  
 });  
});

**使用bind同时对多个事件绑定同一个函数，获取当前操作事件**

$(function(){  
 $("#areaDiv").bind("mouseover mouseout",function(event){  
 console.log("bind");  
 if (event.type == "mouseover") {  
 console.log("鼠标进来了");  
 } else if (event.type == "mouseout") {  
 console.log("鼠标出去了");  
 }  
 });  
});

# Json

## 概述

Json(**JavaScript Object Notation**)即JavaScript对象表示法，是存储和交换文本信息的语法，类似于XML，但是比XML更小、更快、更易解析。Json采用完全独立于语言的文本格式，很多语言都提供了对Json的支持（包括C、C++、C#、Java、JavaScript、Python等）。

### json结构

• “名称/值”对的集合（A collection of name/value pairs）。不同的语言中，它被理解为对象（object），纪录（record），结构（struct），字典（dictionary），哈希表（hash table），有键列表（keyed list），或者关联数组 （associative array）。

• 值的有序列表（An ordered list of values）。在大部分语言中，它被理解为数组（array）。

### json形式

对象是一个无序的“‘名称/值’对”集合。一个对象以“{”（左括号）开始，“}”（右括号）结束。每个“名称”后跟一个“:”（冒号）；“‘名称/值’ 对”之间使用“,”（逗号）分隔。

数组是值（value）的有序集合。一个数组以“[”（左中括号）开始，“]”（右中括号）结束。值之间使用“,”（逗号）分隔。

值（value）可以是双引号括起来的字符串（string）、数值(number)、true、false、 null、对象（object）或者数组（array）。这些结构可以嵌套。

字符串（string）是由双引号包围的任意数量Unicode字符的集合，使用反斜线转义。一个字符（character）即一个单独的字符串（character string）。字符串（string）与C或者Java的字符串非常相似。

## Json在JavaScript中的使用

### Json的定义

json是由键值对组成。键必须使用引号引起来，键和值之间使用冒号进行分隔，多组键值对之间使用逗号进行分隔，由花括号（大括号）包含所有的键值对。

json的值可以有很多种数据类型：number类型、String类型、boolean类型、json对象、js的数组、json数组。

“key1” : value , // Number类型

“key2” : “value” , // 字符串类型

“key3” : [] , // 数组类型

“key4” : {}, // json 对象类型

“key5” : [{},{}] // json 数组

|  |
| --- |
| let jsonVar = {  "key1":1,  "key2":"str2",  "key3":[3, "str3", true],  "key4":{"key4\_1":41, "key4\_2":"str4\_2"},  "key5":[{"key5\_1\_1":511, "key5\_1\_2":"str512"}, {"key5\_2\_1":521, "key5\_2\_2":"str522"}] } |

### Json的访问

|  |
| --- |
| console.log(jsonVar.key1); console.log(jsonVar.key2); console.log(jsonVar.key3[2]); console.log(jsonVar.key4.key4\_2); console.log(jsonVar.key5[0].key5\_1\_2); |

### Json的转换

在JavaScript中json和字符串转换会用到两个方法：JSON.stringify()和JSON.parse()。

|  |
| --- |
| let jsonString = JSON.stringify(jsonVar); //json对象转json字符串 let jsonObj = JSON.parse(jsonString); //json字符串转json对象 |

## Json在Java中的使用

json在Java中使用需要导入Google提供的用来操作json的工具包：gson.jar。

### Json和JavaBean转换

|  |
| --- |
| Person person = new Person(1, "java"); Gson gson = new Gson(); //使用gson的toJson方法可以将JavaBean对象转换为字符串 String s = gson.toJson(person); //使用gson的fromJson方法可以将json字符串转换为JavaBean对象，传入参数为json字符串和转换的对象类型 Person newPerson = gson.fromJson(s, Person.class); |

### Json和List转换

|  |
| --- |
| public void method() {  List<Person> persons = new ArrayList<>();  persons.add(new Person(1, "p1"));  persons.add(new Person(2, "p2"));  persons.add(new Person(3, "p3"));  Gson gson = new Gson();  String listJson = gson.toJson(persons);  //将json字符串转换为集合时需要传入TypeToken对象并调用getType方法  //此时需要该对象继承TypeToken类  List<Person> persons2 = gson.fromJson(listJson, new PersonListType().getType()); }  class PersonListType extends TypeToken<ArrayList<Person>> {} |

因为PersonListType类只在fromJson方法中使用一次，因此这里使用匿名内部类更为简洁，避免额外创建Java类。

### Json和Map转换

|  |
| --- |
| public void method() {  Map<String, Person> map = new HashMap<String, Person>();  map.put("p1", new Person(1, "person1"));  map.put("p2", new Person(2, "person2"));  map.put("p3", new Person(3, "person3"));  Gson gson = new Gson();  String mapJsonString = gson.toJson(map);  //为了避免每次将json字符串转换为集合都要新建一个空类，这里可以使用匿名内部类的方式获取TypeToken的对象  Map<String, Person> map2 = gson.fromJson(mapJsonString, new TypeToken<HashMap<String, Person>>(){}.getType()); } |

# Ajax

## 概述

Ajax（**Asynchronous Javascript And XML**）即异步JavaScript和XML，是一种创建交互式网页应用的网页开发技术，是一种浏览器通过js异步请求，局部更新页面的技术。Ajax不是新的编程语言，而是一种使用现有标准的新方法。

1.使用CSS和XHTML来表示。

2.使用DOM模型来交互和动态显示。

3.使用XMLHttpRequest来和服务器进行异步通信。

4.使用javascript来绑定和调用。

在上面几中技术中，除了XmlHttpRequest对象以外，其它所有的技术都是基于web标准并且已经得到了广泛使用，XMLHttpRequest虽然目前还没有被W3C所采纳，但是它已经是一个事实的标准，因为目前几乎所有的主流浏览器都支持它。

### 作用

通过在后台与服务器进行少量数据交换，Ajax可以使网页实现异步更新。这意味着可以在不重新加载整个网页的情况下，对网页的某部分进行更新。传统的网页（不使用 Ajax）如果需要更新内容，必需重载整个网页面。

传统的网页，如果需要更新内容，必须加载整个网页。如果只需要对网页上的某个内容进行局部刷新， 那么就需要使用到Ajax了。它可以让我们无需重新加载全部网页内容，即可完成对某个部分的内容执行刷新。最典型的的例子，莫过于大家在注册网站的时候，输入的用户名，会自动的提示我们，该用户已被注册。

Ajax技术一般可以用在用户登陆，页面逐步加载等方面。

### 内部原理

Ajax 并不是一项新技术，而是包装了现有的技术，然后使用他们来完成工作而已。

以判断用户名是否已被注册为例。

传统方式：

1. 输入用户名，

2. 点击一个按钮，校验。

3. 把数据提交给服务器

4. 服务器在后台帮助我们完成校验，并且反馈信息。

5. 我们在浏览器上提示用户，给出结果

Ajax方式：

ajax方式与前面的方式其实从要做的事情来说，是一样的。 ajax也没有牛到，不用去访问服务器就知道你的用户名是否已被占用。那么它是如何工作的呢?

1. 通过JS 获取咱们的输入框文本内容 document.getElementById("username").value

2. 通过XmlHttpRequest 去执行请求。 XmlHttpRequest 其实就是 XML + http + Request 的组合。

3. 请求结束后，收到结果， 再使用 js 去完成提示。

4. 可以在顺便配合 css 样式来增加提示效果。

## 使用方式

### 请求访问

#### Get请求

1. 创建XmlHttpRequest 对象。 这部分创建对象的代码，由于需要针对不同的浏览器， 需要做出判断，并且还没有什么提示， 所以大家可以不用自己写。 往后直接拷贝即可。

function ajaxFunction(){

var xmlHttp;

try{ // Firefox, Opera 8.0+, Safari

xmlHttp=new XMLHttpRequest();

}catch (e){

try{// Internet Explorer

xmlHttp=new ActiveXObject("Msxml2.XMLHTTP");

}catch (e){

try{

xmlHttp=new ActiveXObject("Microsoft.XMLHTTP");

}

catch (e){}

}

}

return xmlHttp;

}

2. 发送请求

//不带数据，直接请求。

//获取 xmlhttprequest 对象

var request = ajaxFunction();

// 参数一： 执行 get 请求 ， 参数二 ： 请求的地址 ， 参数三：　是否是异步请求。

request.open("GET", "Demo01", true);

//发送请求。

request.send();

--------------------------------以下带上数据--------------------------------------

//获取 xmlhttprequest 对象

var request = ajaxFunction();

// 参数一： 执行 get 请求 ， 参数二 ： 请求的地址 ， 参数三：　是否是异步请求。

request.open("GET", "Demo01?name=zhangsan&age=18", true);

request.send();

如果发送请求的同时，还想获取数据，那么代码如下

//执行get请求

function get() {

//1. 创建xmlhttprequest 对象

var request = ajaxFunction();

//2. 发送请求

request.open("GET" ,"/day16/DemoServlet01?name=aa&age=18" ,true );

//3. 获取响应数据 注册监听的意思。 一会准备的状态发生了改变，那么就执行 = 号右边的方法

request.onreadystatechange = function(){

//前半段表示 已经能够正常处理。 再判断状态码是否是200

if(request.readyState == 4 && request.status == 200){

//弹出响应的信息

alert(request.responseText);

}

}

request.send();

}

#### Post请求

Post请求 和 Get请求基本相似，区别就在于 数据传输方式不同。 Get方式是直接在地址的后面拼接的。 但是Post的方式是通过send 方法传输过去的。 并且还要设置一个请求头。

基本上，如果明白了Http的协议，那么对Post请求的代码理解起来就不是那么困难了。

1. 创建XmlHttpRequest 对象。 这部分创建对象的代码，由于需要针对不同的浏览器， 需要做出判断，并且还没有什么提示， 所以大家可以不用自己写。 往后直接拷贝即可。

function ajaxFunction(){

var xmlHttp;

try{ // Firefox, Opera 8.0+, Safari

xmlHttp=new XMLHttpRequest();

}catch (e){

try{// Internet Explorer

xmlHttp=new ActiveXObject("Msxml2.XMLHTTP");

}catch (e){

try{

xmlHttp=new ActiveXObject("Microsoft.XMLHTTP");

}

catch (e){}

}

}

return xmlHttp;

}

2. 发送请求

//不带数据，直接请求。

//获取 xmlhttprequest 对象

var request = ajaxFunction();

// 参数一： 执行 get 请求 ， 参数二 ： 请求的地址 ， 参数三：　是否是异步请求。

request.open("POST", "Demo01", true);

//发送请求。

request.send();

--------------------------------以下带上数据--------------------------------------

//获取 xmlhttprequest 对象

var request = ajaxFunction();

// 参数一： 执行 get 请求 ， 参数二 ： 请求的地址 ， 参数三：　是否是异步请求。

request.open("POST", "Demo01", true);

//设置请求头，其实就是表示传输的是一个经过url编码的form表单数据

request.setHeader("Content-Type" , "application/x-www-form-urlencoded");

request.send("name=zhangsan&age=18");

function post() {

//1. 创建对象

var request = ajaxFunction();

//2. 发送请求

request.open( "POST", "/day16/DemoServlet01", true );

//想获取服务器传送过来的数据， 加一个状态的监听。

request.onreadystatechange=function(){

if(request.readyState==4 && request.status == 200){

alert("post："+request.responseText);

}

}

//如果使用的是post方式带数据，那么 这里要添加头， 说明提交的数据类型是一个经过url编码的form表单数据

request.setRequestHeader("Content-type","application/x-www-form-urlencoded");

//带数据过去 ， 在send方法里面写表单数据。

request.send("name=aobama&age=19");

}

### 获取响应

数据提交到的两种请求Get 和 Post基本上都会使用后， 就应该想想获取数据的问题了。 前面我们都一直很无私的往服务器提交数据， 那么服务器返回的那些数据，我们又该怎么通过Ajax去拿呢?

这里就要靠xmlhttprequest的事件 onreadystatechange ， 这是用来监听我们请求的一些状态， 比如： 成功了还是失败了。 如果成功，想获取数据，得靠xmlhttprequest的responseText 或 responseXML 属性

完整例子：

//获取 xmlhttprequest 对象 代码跟以前一样，此处不再赘述。

var request = ajaxFunction();

// 参数一： 执行 get 请求 ， 参数二 ： 请求的地址 ， 参数三：　是否是异步请求。

request.open("GET", "Demo01", true);

//对请求的状态 进行监听。

request.onreadystatechange = function(){

if(request.readyState == 4 && request.status == 200 ){

//设置节点id为 myDiv的标签 结果为 我们请求得到的响应文字

document.getElementById("myDiv").innerHTML=request.responseText;

}

}

//发送请求。

request.send();

### 异步校验用户名

Ajax Get:

var request = ajaxFunction();

var name = document.getElementById("name").value;

request.onreadystatechange=function(){

if (request.readyState==4 && request.status==200){

var result = request.responseText;

if(result == 1){

document.getElementById("span1").innerHTML="<font color='red'>用户名已被占用</font>";

}else{

document.getElementById("span1").innerHTML="<font color='green'>用户名可以使用</font>";

}

}

}

request.open("GET", "RegisterServlet?name="+name, true);

request.send();

字符串比较：

if(result == '1'){

document.getElementById("span1").innerHTML="<font color='red'>用户名已被占用</font>";

}else{

document.getElementById("span1").innerHTML="<font color='green'>用户名可以使用</font>";

}

---------------------------------------------------------------------------------------------------------

Ajax Post:

function checkName02(){

var request = ajaxFunction();

var name = document.getElementById("name").value;

request.onreadystatechange=function(){

if (request.readyState==4 && request.status==200){

var result = request.responseText;

if(result == '1'){

document.getElementById("span1").innerHTML="<font color='red'>用户名已被占用22</font>";

}else{

document.getElementById("span1").innerHTML="<font color='green'>用户名可以使用22</font>";

}

}

}

request.open("POST", "RegisterServlet", true);

request.setRequestHeader("Content-type","application/x-www-form-urlencoded");

request.send("name="+name);

}

## js的Ajax请求

JavaScript原生的Ajax请求需要创建XMLHttpResquest对象，然后调用该对象的open方法设置请求参数，最后调用该对象的send方法发送请求，在send方法之前绑定onreadystatechange事件，处理请求完成后的操作。该对象的open方法的三个参数分别为：

method 请求的类型，get或post

url 请求的资源地址

async true（异步）或false（同步）

该对象的send方法当且仅当请求方式为post请求时可以传入String类型的参数。

<**script type="text/javascript"**>  
 **function** *ajaxRequest*() {  
 //创建XMLHttpRequest对象  
 **let** xmlHttpRequest = **new *XMLHttpRequest***();  
 //调用open方法设置请求参数  
 xmlHttpRequest.open(**"get"**, **"http://localhost:8080/day605/ajaxServlet?action=javaScriptAjax"**, **true**);  
 //在send发送方法前绑定onreadystatechange事件，处理请求完成后操作  
 xmlHttpRequest.**onreadystatechange** = **function** () {  
 //判断请求已完成，而且是成功的请求  
 **if** (xmlHttpRequest.**readyState** == 4 && xmlHttpRequest.**status** == 200) {  
 // document.getElementById("div01").innerHTML = xmlHttpRequest.responseText;  
 **let** jsonObj = ***JSON***.parse(xmlHttpRequest.**responseText**);  
 ***document***.getElementById(**"div01"**).**innerHTML** = **"编号："** + jsonObj.**id** + **" , 姓名："** + jsonObj.**name**;  
 }  
 }  
 //调用发送请求  
 xmlHttpRequest.send();  
 }  
</**script**>

<**body**>  
<**button onclick="***ajaxRequest*()**"**>ajax request</**button**>  
<**div id="div01"**></**div**>  
</**body**>

**protected void** javaScriptAjax(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  
 Person person = **new** Person(1,"xmm");  
 Gson gson = **new** Gson();  
 String pjson = gson.toJson(person);  
 response.getWriter().write(pjson);  
}

编写原生的JavaScript要写很多的代码，还要考虑浏览器兼容问题，所以使用起来非常的不方便。之后一般会使用JavaScript的框架Jquery来解决这个问题，它有很好的Ajax解决方案。

## jQuery的Ajax请求

jQuery针对Ajax有四个方法可以来简化代码的编写，分别为$.ajax、$.get、$.post和$.getJSON。

### $.ajax方法

**url** 请求的资源地址

**type** 请求的方式，get或post

**data** 请求的参数，name=value&name=value或{key1:value,key2:value}

success 响应的函数（成功的回调函数）

error 失败的回调函数

**dataType** 返回的数据类型，常用值是text、xml、json

**$**.**ajax**({  
 **url**: **"http://localhost:8080/day605/ajaxServlet"**,  
 **type**: **"GET"**,  
 **data**: **"action=jqueryAjax"**,  
 //响应成功时data为获取到的响应数据  
 success: **function** (data) {  
 **$**(**"#msg"**).html(**"编号："** + data.**id** + **" , 姓名："** + data.**name**);  
 ***console***.log(**"jqueryAjax"**);  
 },  
 //类型设置为json对于获取到的响应数据就不用再转换为json了  
 **dataType**: **"json"**});

**protected void** jqueryAjax(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  
 System.**out**.println("jqueryAjax");  
 Person person = **new** Person(1,"xmm");  
 Gson gson = **new** Gson();  
 String pjson = gson.toJson(person);  
 response.getWriter().write(pjson);  
}

#### $.ajax用法

请求体为json格式

当要发送的数据结构比较复杂，使用这个用法，此时handler方法必须使用Spring中的@RequestBody注解

|  |
| --- |
| // 封装函数执行批量删除 function doBatchRemove(adminIdArray, pageNum, keyword) {  // 以请求体方式发送adminIdArray需要将adminIdArray转换为JSON字符串  var requestBody = JSON.stringify(adminIdArray);  // 发送Ajax请求执行删除  $.ajax({  "url": "admin/batch/remove.json", // 请求的URL地址  "type": "post", // 请求方式  "data": requestBody, // 请求体数据  "contentType": "application/json;charset=UTF-8", // 设置请求体的内容类型  "dataType":"json", // 将服务器返回的数据按照JOSN格式解析  "success":function(response) { // 请求处理成功时执行的回调函数（响应状态码200）  ……  }); } |

请求体像表单那样提交请求参数

当要发送的数据比较简单，就是键值对，建议使用这个用法。但是请注意：如果是像表单提交数据这样发送请求参数，那么handler还是正常按照请求参数接收数据，不能使用@RequestBody注解。

|  |
| --- |
| // 发送Ajax请求执行删除 $.ajax({  "url": "admin/batch/remove.json", // 请求的URL地址  "type": "post", // 请求方式  "data": {  "empName":"tom",  "empAge":"20",  "empSalary":"1000.5"  }, // 请求体数据  // contentType的默认值就是application/x-www-form-urlencoded，可以省略  "contentType": "application/x-www-form-urlencoded",  ……  ) |

### $.get和$.post方法

**url** 请求的资源地址

**data** 请求的参数，name=value&name=value或{key1:value,key2:value}

**callback** 响应的函数（成功的回调函数）

**type** 返回的数据类型，常用值是text、xml、json

**$**(**"#getBtn"**).click(**function** () {  
 **$**.get(  
 **"http://localhost:8080/day605/ajaxServlet"**,  
 {**"action"**: **"jqueryGet"**},  
 **function** (data) {  
 **$**(**"#msg"**).html(**"编号："** + data.**id** + **" , 姓名："** + data.**name**);  
 ***console***.log(**"jqueryGet"**);  
 },  
 **"json"** );  
});

**protected void** jqueryGet(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  
 System.**out**.println("jqueryGet");  
 Person person = **new** Person(1,"xmm");  
 Gson gson = **new** Gson();  
 String pjson = gson.toJson(person);  
 response.getWriter().write(pjson);  
}

**$**(**"#postBtn"**).click(**function** () {  
 **$**.post(  
 **"http://localhost:8080/day605/ajaxServlet"**,  
 {**"action"**: **"jqueryPost"**},  
 **function** (data) {  
 **$**(**"#msg"**).html(**"编号："** + data.**id** + **" , 姓名："** + data.**name**);  
 ***console***.log(**"jqueryPost"**);  
 },  
 **"json"** );  
});

**protected void** jqueryPost(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  
 System.**out**.println("jqueryPost");  
 Person person = **new** Person(1,"xmm");  
 Gson gson = **new** Gson();  
 String pjson = gson.toJson(person);  
 response.getWriter().write(pjson);  
}

### $.getJSON方法

**url** 请求的资源地址

**data** 请求的参数，name=value&name=value或{key1:value,key2:value}

**callback** 响应的函数（成功的回调函数）

**$**.getJSON(  
 **"http://localhost:8080/day605/ajaxServlet"**,  
 //serialize方法可以获取所有表单信息并以键值对的形式存储  
 **"action=jquerySerialize&"** + **$**(**"#form01"**).serialize(),  
 **function** (data) {  
 **$**(**"#msg"**).html(**"编号："** + data.**id** + **" , 姓名："** + data.**name**);  
 ***console***.log(**"jquerySerialize"**);  
 }  
);

**protected void** jquerySerialize(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  
 System.**out**.println("jquerySerialize");  
 System.**out**.println(request.getParameter("username"));  
 System.**out**.println(request.getParameter("password"));  
 Person person = **new** Person(1,"xmm");  
 Gson gson = **new** Gson();  
 String pjson = gson.toJson(person);  
 response.getWriter().write(pjson);  
}

### $.ajax()请求的异步和同步

异步方式下$.ajax()请求函数不会等待服务器响应，同步方式下$.ajax()请求函数一定会等服务器返回响应后再执行后续操作。

不管是Java程序还是浏览器，在同一个线程内，按顺序执行的操作一定是同步的，因为A方法调用B方法，A必须等B方法执行完成，才能够继续执行后续操作。如果能够开启多个线程，那个各个线程内部是同步的，各个线程之间是并行推进，同时执行，谁也不用等谁，这就是异步执行模式。

# Pagination

pagination是一个基于jQuery的框架，专门用于处理前端页面中的分页导航条。

num\_edge\_entries边缘页数

num\_display\_entries主题页数

callback:pageselectCallback指定回调函数pageselectCallback，用户点击按钮时跳转页面，调用这里的回调函数完成页面的跳转。

items\_per\_page每页显式数据数量（size和pagesize区分最后一页时的数据数量）

jsp先翻译为java文件，再编译为class文件。

&keyword=${param.keyword}中${param.keyword}一定要写在双引号里面，否则编译无法通过。

将pagination框架中的最后一行有效代码中的回调函数opts.callback(current\_page,this);注释掉。

# zTree