# Information

## Java语言概述
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## Java的特点

**Java是简单易用的**

Java中不使用指针，没有多继承，并且提供了自动垃圾回收功能，可以使程序员不必为内存管理而操心。

Java是面向对象的

面向对象指Java以对象为基本粒度，对象中包含属性和方法，对象的说明用属性表达，然后使用方法来操作对象。

Java提供类、接口和继承等面向对象的特性，只支持类之间的单继承，但支持接口之间的多继承，并支持类与接口之间的实现。Java还全面支持动态绑定。

Java是分布式的

Java语言支持Internet应用的开发，在基本的Java应用编程接口中有一个网络应用编程接口（java net），它提供了用于网络应用编程的类库，包括URL、URLConnection、Socket、ServerSocket等。Java的RMI（远程方法激活）机制也是开发分布式应用的重要手段。

**Java是健壮的**

Java的强类型机制、异常处理、垃圾的自动收集等是Java程序健壮性的重要保证。对指针的丢弃是Java的明智选择。

**Java是安全的**

Java通常被用在网络环境中，为此，Java提供了一个安全机制以防恶意代码的攻击。如：安全防范机制（类ClassLoader），如分配不同的名字空间以防替代本地的同名类、字节代码检查。

Java安全性分为四个层面，即语言级安全性、编译时安全性、运行时安全性和可执行代码安全性。

语言级安全性指Java的数据结构是完整的对象，这些封装过的数据类型具有安全性；

编译时安全性指编译时要进行Java语言和语义的检查，保证每个变量对应一个相应的值；

运行时安全性指Java类运行需要由类加载器加载，并由字节码校验器校验；

可执行代码安全性指Java在网络上使用时，对其权限进行了设置，从而保证了用户的安全。

**Java是跨平台性的**

Java文件被编译为字节码文件，然后在任何实现这个Java平台的系统中运行。不同平台上的Java编写内容是相同的，但是不同平台上的jvm是不同的。

**Java是解释型的**

Java程序被编译为字节码格式，然后在实现这个Java平台的任何系统的解释器中运行。

js文件：浏览器直接对js 源码进行解释执行，浏览器会对js 的每一句话进行翻译，然后执行js-> 解释->执行。从理论上说，解释型语言执行速度较慢。

c文件：得到一个二进制的目标文件xx.obj，这种文件可以直接调用内存执行，执行速度快。

java文件：得到一个字节码文件.class，该文件不是一个完全的二进制文件。先JVM 加载.class，再执行.class 文件，速度在编译和解释之间。

**Java是性能略高的**

与那些解释型的高级脚本语言相比，Java的确是高性能的。事实上，Java的运行速度随着JIT(Just-In-Time）编译器技术的发展越来越接近于C++。

**Java是原生支持多线程的**

线程是一种特殊的对象，它必须由Thread类或其子（孙）类来创建或者使用接口Runnable。

**Java是强数据类型的**

强数据类型：在编译期间就要确定数据类型，而弱数据类型是指在编译期间不知道数据类型，在运行时才知道数据类型。

## JDK,JRE,JVM

java develoment kit：Java开发工具集，包括javac\java\javadoc\javap。

java runtime enviroment：Java运行环境，只要装有jre的OS就可以运行Java程序。

java virtual machine：Java虚拟机，用于加载class（字节码）文件并执行代码，同时和操作系统交互。

## Java API文档

应用程序编程接口API （Application Programming Interface）是 Java 提供的基本编程接口。

Java语言提供了大量的基础类，因此 Oracle公司 也为这些基础类提供了相应的API文档，用于告诉开发者如何使用这些类，以及这些类里包含的方法。

## 注释Javadoc

注释（comment）分为行注释，段注释和文档注释（Java特有），注释内容可以被JDK提供的工具 javadoc 所解析，生成一套以网页文件形式体现的该程序的说明文档。eclipse中行注释快捷键为ctrl+/；段注释快捷键为ctrl+shift+/，取消段注释快捷键为ctrl+shift+\。

**使用细节**

对于单行和多行注释，被注释的文字，不会被JVM（java虚拟机）解释执行。

多行注释里面不允许有多行注释嵌套

## Java程序开发

### 注意事项

Java源文件以“java”为扩展名。源文件的基本组成部分是类（class），如本类中的Hello类。

Java应用程序的执行入口是main()方法。它有固定的书写格式：public static void main(String[] args) {...}

Java语言严格区分大小写。

Java方法由一条条语句构成，每个语句以“;”结束。

大括号都是成对出现的，缺一不可。可通过 ctrl + } 来快速配对.

一个源文件中最多只能有一个public类。其它类的个数不限。

如果源文件包含一个public类，则文件名必须按该类名命名!

一个源文件中最多只能有一个public类。其它类的个数不限，也可以将main方法写在非public类中，然后指定运行非public 类，这样入口方法就是非public 的main方法。

### 转义字符

\u表示Unicode字符 \n换行 \t表示tab键（制表） \b退格

\r回车 \”双引号 \’单引号 \\反斜杠

示例：System.out.println("张无忌赵敏周\r芷若小昭");

cmd中输出结果是：芷若小昭敏周

eclipse中输出结果是：张无忌赵敏周

芷若小昭

### 标识符

Java 对各种**变量**、**方法**和**类**等要素命名时使用的字符序列称为标识符，凡是自己可以起名字的都叫标识符

命名规则

由26个英文字母大小写，0-9 ，\_或 $ 组成

数字不可以开头。

不可以使用关键字和保留字，但能包含关键字和保留字。

Java中严格区分大小写，长度无限制。

标识符不能包含空格。

**大小写规则**

项目名、包名全部小写。

类名、接口首字母大写，如果类名由多个单词组成，每个单词的首字母都要大写。

变量名、方法名首字母小写，如果名称由多个单词组成，第二个单词开始每个单词的首字母都要大写。

常量名全部大写，多个单词时每个单词用下划线连接。

### 变量

变量 = 数据类型 + 名称 + 值（变量3要素）

变量(variable)使用常规步骤：

声明变量；

赋值；

使用。

也可以将声明和赋值合并为一步。

变量相当于内存中一个数据存取的空间的表示；变量可以在同一类型范围类任意变化，类型不匹配的本质是内存空间不一样；变量在同一个作用域中不能同名。

基本数据类型的变量存放在栈空间，引用数据类型变量存放在堆变量。

Java中**数值型（包括整数型和浮点型）**变量赋值时可以使用“\_”作为分隔符，虚拟机在编译时会自动忽略“\_”，例如：

int i = 100\_000\_000;

虚拟机编译的结果为：

int i = 100000000；

注意“\_”不能出现在进制标识和数值之间，不能出现在数值开头和结尾，不能出现在小数点旁边。

### 常量

（1）常量值（字面量），比如1、2、4.5、“abc”

（2）有一种变量，一旦给了初始值，就不能改变，这种变量就是常量，用final修饰符修饰。

**编译器常量的定义及风险**

公共静态不可变（**public static final**）变量也就是我们所说的编译期常量，这里的 public 可选的。实际上这些变量在编译时会被替换掉，因为编译器知道这些变量的值，并且知道这些变量在运行时不能改变。这种方式存在的一个问题是你使用了一个内部的或第三方库中的公有编译时常量，但是这个值后面被其他人改变了，但是你的客户端仍然在使用老的值，甚至你已经部署了一个新jar。为了避免这种情况，当你在更新依赖jar文件时，确保重新编译你的程序。

## assert关键字

assertion(断言)在软件开发中是一种常用的调试方式，很多开发语言中都支持这种机制。在实现中，assertion 就是在程序中的一条语句，它对一个 boolean 表达式进行检查，一个正确程序必须保证这个 boolean 表达式的值为 true；如果该值为 false，说明程序已经处于不正确的状态下，assert 将给出警告或退出。

Java 的 assert 是关键字。assert 的两个基本用法如下：

assert logicExp; 直接进行断言；

assert logicExp : expr;断言失败时显示特定信息。

虽然assert是JDK1.4新增的关键字，需要说明的是，Java命令默认不启动断言，为了启动用户断言，应该在运行java命令时增加-ea（Enable Assert）选项。为了启动系统断言，应该在运行 java 命令时增加-esa（Enable System Assert）选项。

# DateType

Java数据类型分两类：基本数据类型（primitive type）和引用数据类型。

基本数据类型变量的长度是一个固定值，与平台无关，不论在32位还是64位的Java虚拟机中，基本数据类型的长度都是不变的。

## 基本数据类型

### 整数类型

（Java中整数默认为int类型）(bit:计算机中的最小存储单位,byte:计算机中基本存储单元)

byte 1字节 8bit -128~127(-2^7~2^7-1) 0

11111111~01111111 0

short 2字节 16bit (-2^15~2^15-1) 0

int 4字节 32bit (-2^31~2^31-1) 0

long 8字节 64bit (-2^63~2^63-1) 0

定义Long时后面需要加上‘l’或‘L’，否则编译时会将数据默认为int类型，从而导致内存溢出。

### 浮点类型

单精度float 4字节 32bit -3.403E38~3.403E38(2^32-1) 0.0F

双精度double(default) 8字节 64bit -1.798E308~1.798E308(2^64-1) 0.0D

十进制数形式：如：5.12 512.0f .512 (必须有小数点）

科学计数法形式:如：5.12E2 5.12E-2

浮点类型数据存储形式：浮点型=符号位+指数位+尾数位；尾数部分可能丢失，造成精度损失；浮点型的存储分为三部分:符号位+指数位+尾数位，在存储过程中，精度会有丢失。

**两个小数比较是否相等**

如果是float直接赋值的，可以比较是否相等；

如果是double类型的，无论是否直接赋值，都不可以比较是否相等。

**注意：**

3\*0.1 == 0.3返回的结果为false，因为有些浮点数不能完全精确的表示出来。

double类型精度更高，一般都会使用double数据类型，float一般保存到小数点后6位，double一般保存到小数点后15位。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //6.3f/3结果是一个近似值，不等于2.1。  **float** a = 6.3f/3;  System.***out***.println(a);  //定义float时后面需要加上‘f’或‘F’，否则编译时会将数据默认为double类型，从而导致内存溢出。  **float** b = 2.1f;  **float** c = 2.1f;  //如果两个小数比较，如果是float直接赋值的，可以比较，如果是double类型的，无论是否直接赋值，都不可以比较是否相等  System.***out***.println(c==b);  //如果是运算结果，可能会出现丢失精度导致不等的问题，因此需要尽量避免  System.***out***.println(a==b);  }  } |
| 2.1000001  true  false |

Java整数类型和浮点类型有固定的表数范围和字段长度，不受OS（operating system）的影响，以保证Java程序的可移植性。

**关于运算中保留小数的实例**

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {    **double** a = 12.34564123;  **double** b = (**double**)Math.*round*(a\*100)/100;  System.***out***.println(b+"\n");    //BigDecimal.ROUND\_HALF\_UP表示四舍五入，BigDecimal.ROUND\_HALF\_DOWN也是五舍六入  //BigDecimal.ROUND\_UP表示进位处理（就是直接加1），BigDecimal.ROUND\_DOWN表示直接去掉尾数  BigDecimal c = **new** BigDecimal(a);  **double** d1 = c.setScale(2, BigDecimal.***ROUND\_HALF\_UP***).doubleValue();  System.***out***.println(d1);  **double** d2 = c.setScale(2, BigDecimal.***ROUND\_HALF\_DOWN***).doubleValue();  System.***out***.println(d2);  **double** d3 = c.setScale(2, BigDecimal.***ROUND\_UP***).doubleValue();  System.***out***.println(d3);  **double** d4 = c.setScale(2, BigDecimal.***ROUND\_DOWN***).doubleValue();  System.***out***.println(d4+"\n");    //#.00表示保留后两位，它的处理方式是直接截掉不要的尾数，不四舍五入  DecimalFormat df = **new** DecimalFormat("#.00");  String str = df.format(a);  System.***out***.println(str+"\n");    //%.2f表示保留后两位，能四舍五入。  System.***out***.println(Double.*parseDouble*(String.*format*("%.2f", a))+"\n");    //RoundingMode.HALF\_DOWN表示 五舍六入，负数先取绝对值再五舍六入再负数，RoundingMode.HALF\_UP:表示四舍五入，负数先取绝对值再五舍六入再负数。  NumberFormat nf = NumberFormat.*getNumberInstance*();  // 保留两位小数  nf.setMaximumFractionDigits(2);  // 如果不需要四舍五入，可以使用RoundingMode.DOWN  nf.setRoundingMode(RoundingMode.***UP***);  System.***out***.println(nf.format(a));  }  } |
| 12.35  12.35 12.35 12.35 12.34  12.35  12.35  12.35 |

### **字符型**

char 2字节 16bit ‘\u0000’

存放单个字符，汉字（如果是一个特殊的没有被包含在Unicode编码字符集中，那么就无法使用char表示）和转义字符

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //在java中，char的本质是一个整数，在输出时，是unicode码对应的字符  **char** c = 65;  System.***out***.println(c);  //char类型可以保存 int的常量值，但不能保存int的变量值，需要强转，本质原因是无法把4个字节的数据赋给2个字节的空间。  **int** e = 65;  **char** d = (**char**)e;  System.***out***.println(d);  //char类型是可以进行运算的，相当于一个整数，因为它都对应有Unicode码  **int** a = c+1;  System.***out***.println(a);  //char型数字0和int型数字0所表示的整数并不相等，因为char型的字符0会根据编码表的不同而不同  //反之int型数字转换为char型不是其数字的字符型，即数字1转换为char不是char型字符1  **char** b = '0';  **int** f = 0;  System.***out***.println(b == f);  }  } |
| A  A  66  false |

char字符型存储到计算机中，需要将字符对应的码值（整数）找出来，因此char型本质上是一个整数。  
 存储：字符'a' => 码值(97) => 转成进制(1100001) => 存储  
 读取：二进制(1100001) => 码值(97)=> 找到对应字符('a') => 显示

### 布尔型

boolean 1个字节 只有true和false false

不要用0或者非0整数来表示false或true

## 引用数据类型

### 类

详细请见面向对象。

### 接口

详细请见面向对象。

### 数组

**数组的特点**：相同数据类型的集合；元素类型可以是基本数据类型和引用数据类型；数组属于引用数据类型，引用存储在栈中，值（对象）存储在堆中；数组一旦创建成功，数组长度就不可变；数组声明时的类型就决定了数组存储元素的类型；数组的四要素：数据类型、标识符、元素和下标。

**数组的优点**：提高代码的简洁性和扩展性，且同时开辟了多个空间，提高了效率；分类存储，且空间是连续的，易于查找。

**数组的缺点：**长度不可变，不能进行扩容；数组中的属性和方法较少，缺少如增删改查等方法；数组中只能用来存储的元素是有序的，且可重复，那么对无序的不可重复的无法达到要求。

**数组的常见异常：**下角标异常和空指针异常

**一维数组**

**一维数组的声明**：

数据类型[] 数组名;（Java独有的声明方式，主要使用这种数组声明方式）

数据类型 数组名[];（c语言的声明方式，Java中也可以使用）

**一维数组的创建**：

因为数组是一个对象，因此可以使用new来创建一个数组。

**静态初始化**:（创建和赋值是同时进行的,即创建时就知道值是什么）

数据类型 数组名[] = new 数据类型[]{数据1,数据2,数据3...};(声明和创建可以分开)

数据类型[] 数据名 = {数据1,数据2,数据3...};(声明和创建不可以分开);

**动态初始化**:（创建和赋值是分开进行的，即创建时不确定值是什么）

数据类型[] 数组名 = new 数据类型[数值];(数值表示数组的长度，表示存放几个元素,不可省略)

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //动态初始化，确定元素的个数，但是不确定元素的值，因此创建元素的个数不能省略  String[] str3 = **new** String[3];  //数组创建后进行循环赋值，str3.length可以获取数组的长度  **for**(**int** i = 0;i < str3.length;i++) {  str3[i] = i+"";  System.***out***.println(str3[i]);  }    //静态初始化，确定元素的个数和值，因此创建赋值时不能写元素的个数  String[] str4 = **new** String[] {"a","b"};  str4 = **new** String[] {"c","d","e"};  //这种数组的声明和创建赋值不能分开  String[] str5 = {"1","2"};  System.***out***.println(str4[0]+str4[1]+str4[2]);  System.***out***.println(str5[0]+str5[1]);  }  } |

**数组元素的默认值**：

数组创建时，每个元素都会按照其数据类型而有一个默认值。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //byte、short、int、long默认值为0  **int**[] num = **new** **int**[1];  //float、double默认值为0.0  **double**[] doub = **new** **double**[1];  //char默认值为\u0000  **char**[] ch = **new** **char**[1];  //布尔型默认值为false  **boolean**[] boo = **new** **boolean**[1];  //引用数据类型的默认值为null  String[] str = **new** String[1];  }  } |

**给数组赋值并且获取数组中的元素**：

赋值：

数组名[0] = "数据"；

数组中的下角标（索引值）是从0开始的到（数组的长度-1）

特点：

基本类型变量的赋值：赋的是值，其中一个更改不影响另外一个

引用类型变量的赋值：赋的是地址，二者共同引用一个空间，其中一个更改影响另外一个

获取：

变量 = 数组名[0];（变量类型必须和数组元素类型相同，否则就要使用强制转换）

**数组的内存存放**

|  |
| --- |
| public static void main(String[] args) {  //每一次new新的数组就会在堆中开辟新的内存，然后将其地址值传递给str  String[] str = new String[]{"hello", "world"};  //此处是将str在栈中的地址值传递给了str2  String[] str2 = str;  //str和str2所表示的地址值指向堆中的相同位置，因此两者相同  System.*out*.println(str == str2);//true  //str和str3堆内存中地址不同，内容也不同，一个是堆中String类对象，一个是常量池中字符串对象  // 但是其中的对应位置元素相同  String[] str3 = {"hello", "world"};  System.*out*.println(str == str3);//false  System.*out*.println(str.equals(str3));//false  System.*out*.println(str[0].equals(str3[0]));//true  //str和str2两者相同，因此两者的改变是同步的  str[0] = "hi";  System.*out*.println(str[0] + "===" + str2[0]);//hi===hi  str2[1] = "earth";  System.*out*.println(str[1] + "===" + str2[1]);//earth===earth } |

**二维数组**

数组中的元素是一维数组。String表示的是二维数组元素的类型，即一维数组的元素类型。

二维数组的声明

String[][] str;

String[] str[];(不建议使用

String str[][];(不建议使用

二维数组的创建

静态初始化：

String[][] str = new String[][]{{元素1,元素2},{元素3,元素4}};

String[][] str = {{元素1,元素2},{元素3,元素4}};

动态初始化：

String[][] str = new String[3][4];

String[][] str = new String[3][0];

下面这种方法是不被允许的，会编译错误

String[][] str = new String[3][4];

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String []args) {  //静态初始化方式1  String[][] str1 = {{"hello","hi"},{"my","your"}};//这种静态初始化方式数组的声明和赋值不能分开。  //静态初始化方式2，如果str1之前没有声明就需要先声明  str1 = **new** String[][]{{"hello","hi"},{"my","your"}};//堆中开辟新的二维数组并将地址值传递给str1  //遍历二维数组，str1.length表示二维数组的长度，str1[i].length表示二维数组元素（一维数组）的长度  **for**(**int** i =0;i<str1.length;i++) {  **for**(**int** j=0;j<str1[i].length;j++) {  System.***out***.print(str1[i][j]+"\t");  }  System.***out***.println();  }  //动态初始化（两种方式，使用哪种根据实际情况选择）：  //1)这种方式二维数组元素的长度都是一样的，3表示二维数组的长度，4表示二维数组元素（一维数组）的长度。  String[] str2[] = **new** String[3][4];  //2）这种方式二维数组元素的长度可以是不一样的。  String str3[][] = **new** String[3][];  //下列表示二元数组的元素长度分别为2、3和4  str3[0] = **new** String[2];  str3[1] = **new** String[3];  str3[2] = **new** String[4];  //赋值：  str2[0][0] = "one";  //获值：  String str5 = str2[0][0];  System.***out***.println(str5);  System.***out***.println(str2[0][1]);  //二维数组元素的默认值是null。  }  } |
| hello hi  my your  one  null |

## 基本数据类型转换

### 自动类型转换
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1）char类型和byte、short之间不能进行自动数据类型转换（可以强制类型转换），但是可以计算，在计算时首先转换为int类型。

2）boolean类型不参与数据类型转换。

3）整体来看，表示范围较小的数据可以自动转换为表示范围较大的数据类型

有多种类型的数据混合运算时，系统首先自动将所有数据转换成精度最大的那种数据类型，然后再进行计算。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //byte和short、char类型只要在进行运算时，当做int类型处理。  **byte** c = 10;  **short** d = 20;  **char** a = 'A';  **int** e = c+d+a;  System.***out***.println(e);  //java中任意一个数值，如果没有类型声明，则默认为int或double型，此时20则默认为int型  **int** f = c + 20;  System.***out***.println(f);  }  } |
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### 强制类型转换

自动类型转换的逆过程，将精度大的转换为精度小的，使用时要加上强制转换符()，但是可能造成精度降低或溢出（溢出是指保留低位，舍弃高位），必须谨慎使用。

比如将int类型的数据强制转换为byte类型，Java中int是32位的而byte是8 位的，所以强制转化int类型的数据会使高24位被丢弃。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //强转符号只针对于最近的操作数有效，往往会使用小括号提升优先级  **int** a = (**int**)(10\*3.5 + 6\*1.4);  //此时将double类型转换为int型，造成了精度降低，有时也会造成溢出  System.***out***.println(a);  //int a = (int)10\*3.5 + 6\*1.5;此时会报错  //因为只将10强制转换了，最后的运算结果是double型  **double** b = (**int**)10\*3.5 + 6\*1.4;  System.***out***.println(b);  }  } |
| 43  43.4 |

### 基本数据类型和字符串的转换

基本数据类型转换为字符串：字符串 = 基本数据类型 + “” ；

字符串转换为基本数据类型：通过基本类型的包装类调用parseXXX方法。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //将String类型转成基本数据类型时，要确保能够转换。  System.***out***.println(Integer.*parseInt*("25"));  System.***out***.println(Float.*parseFloat*("3.14"));  System.***out***.println(Byte.*parseByte*("25"));  System.***out***.println(Short.*parseShort*("25"));  System.***out***.println(Long.*parseLong*("33"));  System.***out***.println(Boolean.*parseBoolean*("fals"));  }  } |
| 25  3.14  25  25  33  false |

# Operator

## 算术运算符

（+、-、\*、/、%、++、--）

算术运算符是对数值类型的变量进行运算的，在Java程序中使用的非常多。

++、--运算符**不是线程安全**的，涉及到多个指令，如读取变量值，增加，然后存储回内存，这个过程可能会出现多个线程交差。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //整数相除只会得到整数，会将小数部分舍去  **int** a = 9/4;  System.***out***.println(a);  //要想结果是浮点型，则在任意整数上添加小数使之变为浮点型，则结果是浮点型  **double** b = 9.0/4;  System.***out***.println(b);  //String的format可以设置保存几位小数  System.***out***.println(String.*format*("%.4f", b));  }  } |
| 2  2.25  2.2500 |

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //取模（取余）%表示求出余数，取模的公式a%b = a-a/b\*b，取余的结果正负符号和除数保持一致。  System.***out***.println(10%3);  System.***out***.println(-10%3);  System.***out***.println(10%-3);  System.***out***.println(-10%-3);  //小数参与取余运算时，规则是先将小数强制转换成int类型，再进行运算。a%b即为a-(int)a/(int)b\*b。  System.***out***.println(-10.5%3);  //因为结果是个近似值，所以不一定等于准确值。  System.***out***.println(10%3.3);  }  } |
| 1  -1  1  -1  -1.5  0.10000000000000053 |

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **int** m = 5,n = 5;  //++运算符独立使用，结果是一样的，++a和a++一样，都是增加1；  m++;  ++n;  System.***out***.println(m);  //打印语句中的表达式会产生结果并影响到下面的语句。  System.***out***.print(n++);  System.***out***.print(n++);  System.***out***.println(n++);  //如果是和赋值或者运算相关，则不一样，++a是先加1再用a，a++是先用a再加1。  **int** a = m++;  System.***out***.println(a);  **int** b = ++m;  System.***out***.println(b);  }  } |
| 6  678  6  8 |

## 赋值运算符

（=、+=、-=、\*=、/=、%=等）

a += b等价于a = a + b,但是前者效率更高。

赋值运算符顺序从右往左，左边只能是变量，右边可以是变量、表达式、常量值；byte b = 1；b += 1；赋值会**自动进行类型转换**，在运行结果上强制转换，使b最后仍为byte类型，而b = b + 1会报错。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **byte** a = 10;  //a += 10;虽然等价于a = a + 10，但是其底层实现了数据类型的自动转换a = (byte)(a + 10);最后结果仍为byte型  a += 10;  System.***out***.println(a);  //a = a + 10;就会报错，必须使用强制转换  a = (**byte**)(a + 10);  System.***out***.println(a);    }  } |
| 20  30 |

## 关系运算符

（比较运算符 >、 >= 、< 、<= 、==、 !=、instanceof）

instanceof：检查是否是类的对象

小结一下

关系运算符的结果都是boolean型，也就是要么是true，要么是false。

关系运算符组成的表达式，我们称为关系表达式： a > b

比较运算符“==”[表示比较]不能误写成“=”[表示赋值]

## 逻辑运算符

（两大类 短路与&&，短路非||，非！，逻辑与&，逻辑或|，逻辑异或^）

用于连接多个条件（一般来讲就是关系表达式），最终的结果也是一个boolean值。

![](data:image/png;base64,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)

短路与和逻辑与的区别：短路与按顺序执行，只要执行到一个false，就不用继续执行后面的表达式判断是否为false，逻辑与则需要全部判断。因此短路与的效率更高，实际开发中基本上使用短路与。

短路或和逻辑或的区别与短语与和逻辑与的区别相同，短路或只要执行到一个true，就不用执行后面的表达式，开发中基本上使用短路或。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **int** a = 10;  **int** b = 20;  **if** (a++ == 10 && ++ b == 21) {  System.***out***.println(1+"a = "+a+"b = "+b);  }  //同打印语句一样，if语句中的表达式结果会影响到后面的语句  System.***out***.println(2+"a = "+a+"b = "+b);  //逻辑与：++a==11为假，所以后面的表达式不执行，因此b为21  **if** (++a == 11 && b++ == 21) {  System.***out***.println(3+"a = "+a+"b = "+b);  }  System.***out***.println(4+"a = "+a+"b = "+b);  **if** (a++ == 12 & ++ b == 22) {  System.***out***.println(5+"a = "+a+"b = "+b);  }  System.***out***.println(6+"a = "+a+"b = "+b);  //++a==11为假，所以后面的表达式依然要执行判断，因此b为23  **if** (++a == 11 & b++ == 22) {  System.***out***.println(7+"a = "+a+"b = "+b);  }  System.***out***.println(8+"a = "+a+"b = "+b);  }  } |
| 1a = 11b = 21  2a = 11b = 21  4a = 12b = 21  5a = 13b = 22  6a = 13b = 22  8a = 14b = 23 |

## 位运算符

（&，|，^，~，<<，>>，>>>）

位运算是对二进制的运算，按byte型为例，其占8位，最高位0表示正数，1表示负数。

整数向右移一次相当于除以2，向左移相当于乘以2，位运算符的运算效率要高于算数运算符，因此要高效运算2的倍数的乘除运算的话就可以使用位运算符，比如说要求2\*8的值，可以写成2<<3。

判断一个数的奇偶性最快的方式也是使用位运算符，将该数与1进行按位与，再与0（判断奇数偶数不要将结果与1进行比较，会出现负数无法判断出奇偶性的问题）进行判断，若相等则表示该数为偶数，若不为0则表示该数为奇数。

**原码、反码、补码**

（对于有符号的而言）

1) 二进制的最高位是符号位: 0表示正数,1表示负数

2) 正数的原码，反码，补码都一样

3) 负数的反码=它的原码符号位不变，其它位取反

4) 负数的补码=它的反码+1

5) 0的反码，补码都是0

6) java没有无符号数，换言之，java中的数都是有符号的

7) 在计算机运算的时候，都是以补码的方式来运算的

计算机中的运算本质是先转换成二进制，再换成计算机计算的补码，再进行运算得到新的补码，再根据新的补码换成原码，最后根据原码得到最终的结果。

**EXAMPLE**

byte型-3的原码、反码、补码分别为1000 0011、1111 1100、1111 1101

**位运算**

按位与&　 ：　 两位全为１，结果为1，否则为0

按位或| : 两位有一个为1，结果为1，否则为0

按位异或^ : 两位一个为0,一个为1，结果为1，否则为0

按位取反~ : 0->1 ,1->0；取反得到的并不是反码，因为符号位也变了。

**移位运算**

>>、<< 算术右移和算术左移,运算规则:

算术右移 >>：低位溢出,符号位不变,并用符号位补溢出的高位

算术左移 <<: 符号位不变,低位补0

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String []args)  {  **int** a=1>>2;  // 0000 0001 0000 0000  **int** b=-1>>2;  // 1000 0001 1000 0001  // 1111 1110 1111 1110  // 1111 1111 1111 1111  **int** c=1<<2;  // 0000 0001 0000 0100 4  **int** d=-1<<2;  // 1000 0001 1000 0100  // 1111 1110 1111 1011  // 1111 1111 1111 1100  **int** e=3>>>2;  // 0000 0011 0000 0000  System.***out***.println("a="+a);  System.***out***.println("b="+b);  System.***out***.println("c="+c);  System.***out***.println("d="+d);  System.***out***.println("e="+e);  }  } |
| a=0  b=-1  c=4  d=-4  e=0 |

>>> 逻辑右移也叫无符号右移,运算规则是：低位溢出，高位补 0

例：-2>>>1

原码 1000 0010 0111 1111

反码 1111 1101 0111 1111

补码 1111 1110 0111 1111

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String []args) {  **byte** b = -2;  //byte型的b在运算时会自动转换为int型，因此需要将其和255（0xff）进行按位与运算  //使其保留最后8位需要的数，再进行无符号右移操作，最后将结果强制转换为byte型  **byte** a =(**byte**)((b & 255)>>> 1);  System.***out***.println(a);  **short** f = -2;  //short型无符号右移的原理和byte型相同，需要将其和65535（0xffff)进行按位与运算  //使其保留最后16位二进制数，再进行无符号右移，最后将结果强制转换为short型  f = (**short** )((f&65535) >>> 1);  System.***out***.println(f);  **int** c = 256;  //c转换成d是会发生溢出，只保留最后8位  **byte** d = (**byte**)c;  **short** e = (**short**)c;  System.***out***.println(d);  System.***out***.println(e);  }  } |
| 127  32767  0  256 |

特别说明：没有 <<< 运算符

## 三元运算符

条件表达式 ? 表达式1: 表达式2;条件表达式结果为true，执行表达式1并返回结果值；否则执行表达式2并返回结果值。

表达式1和表达式2若其中有一个是变量，按照自动类型转换规则处理成一致的数据类型；

若都是常量，如果一个是char，另一个是[0~65535]之间的整数按char处理；如果一个是char，另一个是其他类型数据，按照自动类型转换规则处理成一致的类型。

表达式1或2返回的类型要为可以接受的数据类型，或者可以自动转换或强制转换的数据类型。

|  |
| --- |
| @SuppressWarnings("unused")  **public** **class** Example {  **public** **static** **void** main(String[] args) {  **int** a = 10;  **int** b = 20;  //条件表达式中对a的运算结果改变内存中a的值  **int** c = ++a<=b?++a:++b;  System.***out***.println(a );  //条件表达式的结果为false，则执行表达式2  System.***out***.println(c);  **double** d = 30.0;  //三元运算符后面的两个表达式类型要相同，或者可以自动转换的，先将其自动转换为相同类型  **double** e = **true**?a:d;  System.***out***.println(e);  A a2 = **new** A();  B b2 = **new** B();  A a3 = **new** A();  //三元运算符后面的两个表达式类型也可以是继承关系，然后先将两者转换为父类类型  a3 = **true**?b2:a2;  System.***out***.println(a3 **instanceof** B);  }  }  **class** A{}  **class** B **extends** A{ } |
| 12  12  12.0  true |

## 运算符的优先级别

运算符有不同的优先级，所谓优先级就是表达式运算中的运算顺序。如右表，上一行运算符总优先于下一行。

只有单目运算符、赋值运算符是从右向左运算的。

|  |  |  |
| --- | --- | --- |
| 优先级 | 描述 | 运算符 |
| 1 | 括号 | ()、[] |
| 2 | 正负号 | +、-（右->左） |
| 3 | 自增自减，非 | ++、--、! （右->左） |
| 4 | 乘除，取余 | \*、/、% |
| 5 | 加减 | +、- |
| 6 | 移位运算 | <<、>>、>>> |
| 7 | 大小关系 | >、>=、<、<= |
| 8 | 相等关系 | ==、!= |
| 9 | 按位与 | & |
| 10 | 按位异或 | ^ |
| 11 | 按位或 | | |
| 12 | 逻辑与 | && |
| 13 | 逻辑或 | || |
| 14 | 条件运算 | ?: （右->左） |
| 15 | 赋值运算 | =、+=、-=、\*=、/=、%=（右->左） |
| 16 | 位赋值运算 | &=、|=、<<=、>>=、>>>=（右->左） |

# Process\_Control

## 顺序控制

程序从上到下逐行地执行，中间没有任何判断和跳转。

Java中定义成员变量时采用合法的前向引用，即先定义，在使用。

## 分支控制语句

### if else语句

单分支 if(){}

双分支 if(){} else{}

多分支 if(){} else if(){} else if(){}... else{}

双分支和多分支的else不是必须的，可以不用。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String []args)  {  **boolean** b = **true**;  **if**(b == **false**)  System.***out***.println("a");  //如果写成if(b=false)能编译通过吗？如果能，结果是？  **else** **if**(b = **false**)  System.***out***.println("b");  //if(b=false)相当于把false赋值给b，然后判断，结果为false，因此!b为true，打印出c  **else** **if**(!b)  System.***out***.println("c");//  **else**  System.***out***.println("d");  }  } |
| c |

Java语法的条件编译，是通过判断条件为常量的if语句实现的。根据if判断条件的真假，编译器直接把分支为false的代码块消除。通过该方式实现的条件编译，必须在方法体内实现，而无法在正整个Java类的结构或者类的属性上进行条件编译。

### switch语句

选择结构switch

switch(表达式){

case 值1：

语句体1;

break;

case 值2：

语句体2;

break;

…

default：

语句体n+1;

break;

}

表达式的取值：**byte、short、int、char**，JDK5以后可以是**枚举**，JDK7以后可以是**String**。

对于byte、short、int类型，直接进行数值的比较；

对于char类型则是比较其ASCII码；

对于String类型则是调用了String的hashCode()和equals()方法，比较的是hashCode()方法返回的int型数值（不是long类型的数值）。

注：利用equals方法比较（安全检查）是必要的，因为不同的对象哈希值可能相同。因此使用String进行switch分支的性能不如枚举和纯整数常量。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **final** **int** a = 1;  **int** b = 1;  **switch** (b) {  //case后面只能是常量，而不能是变量。如果该常量实用final定义的，也可以使用  **case** a:  System.***out***.println("OK");  **break**;  //表达式数据类型应和case后的常量类型保持一致，或者可以自动转成可以相互比较的类型。  **case** (**byte**)2:  System.***out***.println("2");  **break**;  //default子句可选，当没有匹配的case时，执行default下的语句。  **default**:  System.***out***.println("没有匹配的");  **break**;  }  }  } |
| OK |

break用来执行完一个case分支后使程序跳出switch语句块，如果没有break，程序会顺序执行到switch结尾，直到执行到break，这就是switch的switch穿透特性。

|  |
| --- |
| **import** java.util.Scanner;  **public** **class** Example {  **public** **static** **void** main(String[] args) {  Scanner scanner = **new** Scanner(System.***in***);  String string = scanner.next();  **switch** (string) {  //case后面的值不能重复，否则会发生编译错误  **case** "1月":  **case** "2月":  **case** "3月":  System.***out***.println("春天");  //switch穿透特性：如果没有break，程序会顺序执行到switch结尾，直到执行到break  **break**;  **case** "4月":  System.***out***.print("4月");  **case** "5月":  System.***out***.print("5月");  **case** "6月":  System.***out***.print("6月");  System.***out***.println("是夏天");  **break**;  **case** "7月":  **case** "8月":  **case** "9月":  System.***out***.println("秋天");  **break**;  **case** "10月":  **case** "11月":  **case** "12月":  System.***out***.println("冬天");  **break**;  }  }  } |
| 控制台上输入4月，输出结果：  4月5月6月是夏天 |

## 循环控制语句

### for语句

**for循环格式**

for(初始化;判断条件;变量迭代){

循环体;

}

判断条件是返回一个布尔值的表达式，返回true则执行循环体，返回false则结束循环。

**for循环的执行顺序**

初始化（执行且只执行一次）

-> 判断条件

->返回true，执行循环体

->变量迭代表达式，然后返回执行判断条件，达成循环

->返回false，结束循环

for(;循环判断条件;) 中的初始化和变量迭代可以不写（写到其它地方），但是两边的分号不能省略。如果中间的循环判断条件也没有的话会变成死循环。

循环初始值可以有**多条初始化语句**，但要求类型一样，并且中间用逗号隔开，循环变量迭代也可以有**多条变量迭代语句**，中间用逗号隔开。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **int** i = 1;  **int** j = 2;  //初始化和变量迭代可以不写（写到其它地方）  **for**(;i<3;j++) {  i++;  System.***out***.println(i);  }  //for循环中j的操作作用到了内存中  System.***out***.println("j="+j);  }  } |
| 2  3  j=4 |

JDK1.5以后有了增强for循环（foreach循环）

for(元素类型 临时变量：集合/数组的对象）{

遍历数组和集合中的元素（循环体）

}

只能用来遍历集合和数组，且集合数组中的元素无法被修改。如果要修改其中的元素的内容，则必须要使用普通的for循环。

for-each实现原理就是使用了普通的for循环和迭代器，因此使用增强for循环来遍历集合时无法对集合进行移除，添加等操作，会抛出ConcurrentModificationException异常。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **int**[] num = { 1, 2, 3, 4, 5 };  **for** (**int** i : num) {  System.***out***.print(i);  }  String[] str = { "a", "b", "c" };  **for** (String s : str) {  System.***out***.print(s);  }  }  } |
| 12345abc |

### while语句

while(判断条件语句) {

循环体;

}

### do while语句

do {

循环体;

}while((判断条件语句)**;（注意括号后面有一个分号）**

如何选择那个循环完成编码：

1、有明确退出条件的，循环次数确定的一般选用for循环

2、当不确定何时退出时，循环次数不确定的往往是while或者do while配合break使用

3、如果需要至少执行一次，则选用do while。for和while循环只会在条件成立时循环。

4、如果想继续使用控制条件语句的变量，就用while或do while，否则使用for。原因是for循环结束，该变量就从内存中消失，能够提高内存的使用效率。

### 多重循环控制

将一个循环放在另一个循环体内，就形成了嵌套循环。其中，for ,while ,do…while均可以作为外层循环和内层循环。【建议一般使用两层，最多不要超过3层】

实质上，嵌套循环就是把内层循环当成外层循环的循环体。当只有内层循环的循环条件为false时，才会完全跳出内层循环，才可结束外层的当次循环，开始下一次的循环。

设外层循环次数为m次，内层为n次，则内层循环体实际上需要执行m\*n=mn次。

## 跳转控制语句

### Label

标签的基本使用

label1: {……

label2: {……

label3: { ……

break label2;

……

}

}

}

实际开发中尽量不要使用label，但是如果想要结束外层循环，可以通过使外层循环的条件表达式的结果受内存循环代码的控制，示例如下：

|  |
| --- |
| **boolean** flag = **false**;  **for** (**int** i = 0; i < 10 && !flag; i++) {  **for**(**int** j = 0; j < 5;j++) {  System.***out***.print(" "+ i + j);  **if**(j == 3) {  flag = **true**;  **break**;  }  }  System.***out***.println();  } |

### break语句

break的使用场景：在选择结构switch语句和循环语句中

break表示中断，结束的意思，可以结束switch语句；如果没有遇到break，就会将匹配的值及其后面可以执行的语句全部执行。

break（就近原则）在哪个循环的循环体内，就默认作用于哪个循环。

### continue语句

continue的使用场景：在循环语句中

然后总结两个的区别：break是退出当前循环，且可以在switch和循环中使用；continue是退出本次循环，并继续下一次循环，且只能在循环中使用。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  labelJ:  **for**(**int** i=1;i<=5;i++) {  **if**(i==5) {  //当i=5时，会结束i的循环，导致循环全部结束，最后打印出循环结束  **break**;  }  **for**(**int** j=1;j<=5;j++) {  **if** (j==3) {  //当j=3时，会跳出当次j的循环，继续下一次循环，即j=4的循环  **continue**;  }  **if** (j==5) {  //当j=5时，会跳出当次j的循环，跳到i的下一次循环  **continue** labelJ;  }  **for**(**int** k=1;k<=4;k++) {  **if** (k==3) {  **break**;  //如果此处跳到labelJ，则在k=3时结束i的循环，最后的结果只会打印一句  //i=1;j=1;k=1 i=1;j=1;k=2 循环结束  // break labelJ;  }  System.***out***.print("i="+i+";j="+j+";k="+k+" ");  }  System.***out***.print("\n");  }  //因为在j=5时，直接跳出了这一次循环而进入下一次循环，因此这一语句永远不会执行到  System.***out***.print("hello");  }  System.***out***.println("循环结束");  }  } |
| i=1;j=1;k=1 i=1;j=1;k=2  i=1;j=2;k=1 i=1;j=2;k=2  i=1;j=4;k=1 i=1;j=4;k=2  i=2;j=1;k=1 i=2;j=1;k=2  i=2;j=2;k=1 i=2;j=2;k=2  i=2;j=4;k=1 i=2;j=4;k=2  i=3;j=1;k=1 i=3;j=1;k=2  i=3;j=2;k=1 i=3;j=2;k=2  i=3;j=4;k=1 i=3;j=4;k=2  i=4;j=1;k=1 i=4;j=1;k=2  i=4;j=2;k=1 i=4;j=2;k=2  i=4;j=4;k=1 i=4;j=4;k=2  循环结束 |

### return语句

return语句的原则是哪里调用就返回哪里

在有返回值的方法中，使用return返回数据给方法的调用者同时结束当前方法。

在无返回值的方法中，也可以使用return，结束当前方法。

return后面不能直接再写其他的执行语句，否则会报错。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **int** a = 0;  a = *exa*(a);  **if**(a == 1) {  //此处调用的return是main函数，因此跳出了整个函数，后面的语句不再执行  **return**;  }  //因为之前的return，导致此处没有打印  System.***out***.println("Hello1");  }  **static** **int** exa(**int** a) {  a = 1;  System.***out***.println("Hello2");  //此处调用的return是exa方法，因此跳出了这个方法，后面的语句不再执行  **return** a;  }  } |
| Hello2 |

## 递归

递归的本质就是方法自身调用自身，**在栈内存中不断的加载同一个方法**。在使用一个功能过程中，又对该功能有需求。

**递归使用**

当一个功能被重复使用，而每一次使用该功能时的参数不确定，都由上次的功能元素结果来确定。

简单说：**功能内部又用到该功能，但是传递的参数值不确定。**(每次功能参与运算的未知内容不确定)。

**递归的注意事项：**

1：一定要定义递归的条件，否则会内存溢出。

2：递归的次数不要过多。也会出现 **StackOverflowError 栈内存溢出错误**。

**遍历指定目录下的所有文件**

此时就需要用到递归进行遍历

private void listDir(File dir, int level){  
 level++;  
 File[] files = dir.listFiles();  
 for (int i = 0; i < files.length; i++) {  
 if(files[i].isDirectory()){  
 System.*out*.println(getLevel(level)+files[i].getName());  
 listDir(files[i],level);  
 }else {  
 System.*out*.println(getLevel(level)+files[i].getName());  
 }  
 }  
}  
private String getLevel(int level){  
 StringBuilder sb = new StringBuilder();  
 sb.append("|--");  
 for (int i = 0; i < level-1; i++) {  
 sb.insert(0,"| ");  
 }  
 return sb.toString();  
}

# OOP

面向对象编程（**Object Oriented Programming**）的编程思想，不同于面向过程编程（**Procedure Oriented Programming**），是将功能封装进对象（**object**），强调具备了功能的对象。面向对象更加强调运用人类在日常的思维逻辑中采用的思想方法与原则，如抽象、分类、继承、聚合、多态等。

创建对象的说法：创建类的实例（**instance**）；类的实例化；实例化类。

Java面向对象三大特性：

封装（**Encapsulation**）

继承（**Inheritance**）

多态（**Polymorphism**）

## 类成员一、变量

**变量（variable）的区分：**

按类型分：基本数据类型和引用数据类型

按位置分：成员变量（属性**field**）和局部变量

成员变量（属性）按加载时间分：

类变量：static修饰的变量

实例变量：不是static修饰的变量

局部变量包括形参（方法、构造器中声明的变量）、方法局部变量（在方法内声明）、代码块局部变量（在代码块内声明）

**属性和局部变量的相同点**：先声明后使用，都有作用域。

**属性和局部变量的不同点**：

**代码中位置**：

成员变量：在类中，方法、构造器和初始化块等结构外声明的变量

局部变量：在方法和方法的形参、构造器和构造器的形参、初始化块中声明的变量

**权限修饰符**：

成员变量：可以用四种权限修饰符（public protected default private）

局部变量：不可以使用权限修饰符

**默认值**：

成员变量：有默认值

局部变量：无默认值

|  |  |
| --- | --- |
| **数据类型** | **默认值** |
| boolean | false |
| char | \u0000 |
| byte | (byte)0 |
| short | (short)0 |
| int | 0 |
| long | 0L |
| float | 0.0f |
| double | 0.0d |
| reference | null |

**内存中位置**：

成员变量：堆（heap），随着对象的存在而存在

局部变量：栈（stack），方法调用完毕就消失

**作用域**：

成员变量：作用域为整个类体

局部变量：作用域为定义它的代码块中

属性和局部变量可以同名，访问时遵循就近原则，可以使用this将其区分。

在类中，属性的声明赋值可以写在调用它的方法前，也可以写在调用它的方法后。因为**类在加载时，首先加载成员变量和方法，而方法是不调用不执行的**，因此不会因为成员变量的代码写在方法的后面就显示cannot be resolved to a variable错误。而在方法中的局部变量就不可以这样，必须遵循顺序控制的原理，先声明赋值，再使用，否则就会报错。

|  |
| --- |
| **class** Handsome{  //内中只能声明属性、方法，不能有纯运算表达式  String name= "许芒芒";  **int** age = 25;  //声明赋值时可以用表达式的形式将其结果赋值给声明的对象  //num = age+2;这种没有声明的赋值就会编译出错  **int** num = age+1;  //初始化代码块中可以有多条执行语句  {  name = "bob";  }  Handsome(){  age += 100;  }  } |

**给属性赋值的方式及其执行顺序**

默认值>显式赋值/代码块赋值（两者按顺序执行）>构造器赋值>方法赋值

**静态属性**

初始化两次，一次在“准备”阶段，先进行一次初始化，系统附上默认值；第二次在“初始化”阶段，根据代码中的赋值情况再进行一次初始化。

**非静态属性**

仅“初始化”阶段赋值。根据代码中的赋值情况，代码不赋值直接赋默认值，有赋值则等于代码中的赋值。对象实例化后，该变量随java对象分配到java堆中。

**局部变量**

局部变量没有初始化就不能使用，原因就是类方法中的代码，是在字节码执行的时候，才会被运行到，此时局部变量是存储在虚拟机栈-栈帧中的局部变量表中。

|  |
| --- |
| **public** **class** SetValue {  **public** **static** **void** main(String[] args) {  Dog dog = **new** Dog();  dog.show();  }  }  **class** Dog{  //10和20赋值的顺序相同，从上往下执行，10会覆盖掉20  {  age = 20;  }  **int** age = 10;  //构造器中的赋值方式顺序靠后，因此会将之前赋值的10覆盖掉，赋值为30  Dog(){  age = 30;  }  **public** **void** show(){  //方法中赋值最靠后，因此会将30覆盖掉，赋值我40，最后的结果为40  age = 40;  System.***out***.println(age);  }  } |
| 40 |

## 类成员二、方法

### 方法简介

**方法的格式**：

权限修饰符 返回值类型 方法名（method）（参数类型 形参1，参数类型 形参2，…）｛

程序代码:方法功能的具体实现

(return 返回值;)

｝

**方法的四种表示方式**：无返回值无参；无返回值有参；有返回值无参；有返回值有参。

**方法的权限修饰符**：public protected default private

**返回值类型**：

有：基本数据类型和引用数据类型，使用return将返回值返回给方法的调用者，并结束方法。

无：void，此时方法中也可以有return，表示结束方法，此时没有返回值。

**方法命名规范**：只要遵守标识符的规则和规范即可，首字母小写，其他单词首字母大写。

**方法体**：方法的具体功能的实现，方法不调用方法体不会被执行。

实参：调用方法时实际传给函数形式参数的数据，可以是常量也可以是变量。

形参：方法声明的变量，不能是常量，接收方法调用时传递进来的数据。

**Java中方法的参数传递方式只有一种：值传递**，即将实际参数值的副本传入方法内，而参数本身不受影响。

同一个类中的方法之间可以互相调用，也可以调用自身，并通过分支语句避免死循环，这种方法的调用方式称为递归。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  Test t = **new** Test();  //通过test1可以调用类中的私有方法  //可以通过创建匿名对象直接调用方法，而匿名对象常常作为实参来传递  **new** Test().test1();  t.test2(9);  System.***out***.println(t.test4()+" "+t.num);  System.***out***.println(t.test3()+" "+t.num);  }  }  **class** Test{  //str和num都为成员变量，存放在堆中，不是必须初始化，可以初始化，可以用权限修饰符修饰  **private** String str;  **public** **int** num = 1;  //无返回值无参，方法可以被权限修饰符修饰  **public** **void** test1() {  //str1、str2、num2都为局部变量，存放在栈中，必须要先初始化，不可以用权限修饰符修饰  String str1 = "str1";  String str2 = "str2";  //str没有初始化，因此为null  System.***out***.print(str+"\t");  System.***out***.print(str1+"\t");  //方法可以调用同一个类中的任何方法  System.***out***.println(test4(str2));  }  //无返回值有参  **protected** **void** test2(**int** num2) {  **if**(num2>num) {  System.***out***.println(num2+">"+**this**.num);  //return可以用在没有返回值的方法中，表示结束方法  **return**;  //return后面不可以直接有执行语句，会编译错误  // System.out.println();  }  //该语句在return后面，并且可能会被执行，因此可以存在  System.***out***.println("compare two number");  }  //有返回值无参  **int** test4() {  **return** num\*8;//这种返回方式不同于下面那种，此时的num的值没有变化  }  **int** test3() {  **return** num \*= 8;//这种返回方式虽然结果和上面相同，但是会导致num的值发生变化，因为对num有赋值操作  }  //有返回值有参  **private** String test4(String str3) {  **return** str3;  }  } |
| null str1 str2  9>1  8 1  8 8 |

方法返回不同类型返回值：

利用集合

编写一个类并返回这个类的对象，对象中含需要的不同类型的变量

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  Person p = **new** Person();  p.say(p);  System.***out***.println(p.name+p.age);  }  }  **class** Person{  String name;  **int** age;  //返回不能类型的数据，可以将其编写到同一个类中的成员变量  **public** Object say(Person p) {  p.name = "Bob";  p.age = 19;  **return** p;  }  } |
| Bob19 |

### 方法重载（overload）

方法的重载（**overload**）：在同一个类中，具有相同方法名、不同形参列表的方法之间构成方法的重载。形参的不同表现在形参的**个数**、**类型**和**顺序**上，和返回值有无及类型是否不同、是否有权限修饰符和形参的名字无关。

如果参数列表中的参数没有合适的方法，可以自动提升数据类型，寻找可以调用的方法。

对象调用哪个方法：先判断方法名，再判断形参列表。

|  |
| --- |
| **public** **class** Overload {  **public** **static** **void** main(String[] args) {  **new** Overload().add(1,1);  **new** Overload().add(0.1,1);  **new** Overload().add(2.0,2.0);  **new** Overload().add(1,2,3);    }  **void** add(**int** a,**int** b) {  System.***out***.println("1:"+a+b);  }  //此时是因为形参类型不同构成重载，而不是返回值的因素  Double add(**int** c,**double** d) {  **return** c+d;  }  //形参类型不同构成重载  **protected** **void** add(**double** a,**double** b) {  System.***out***.println("3:"+a+b);  }  //形参个数不同构成重载  **public** **void** add(**double** a,**double** b,**double** c) {  System.***out***.println("4:"+a+b+c);  }  //形参顺序不同构成重载  **private** **void** add(**double** c,**int** d) {  System.***out***.println("5:"+c+d);  }  } |
| 1:11  5:0.11  3:2.02.0  4:1.02.03.0 |

### 方法重写/覆盖（override）

当子类继承父类以后，继承的父类方法不能满足子类的需求，就可以使用方法的重写。重写父类方法后，再用子类的对象（或this）进行调用被重写方法，实际调用的是子类重写后的方法。

**细节**：

**重写方法和被重写方法方法名和参数列表必须完全一致。**

重写方法权限修饰符**不小于**被重写方法权限修饰符。

重写方法返回值类型**不大于**被重写方法返回值类型，且和被重写方法返回值之间有继承关系或相 同。

示例：父类返回值类型 子类返回值类型

void void

Number Number及其子类

double int(没有继承关系，返回值类型要么一样，要么有继承关系）

子类方法抛出的异常**不大于**父类被重写方法的异常

被private、static、final修饰的方法不能被重写

子类和父类中相同（同名同参）的方法，要么同时加static，要么同时不加static，加static不是方法的重写（一般称之为隐藏），不加static才是方法的重写。重写只适用于非静态方法.不能用于静态方法。静态方法的调用不需要实例化，不实例化即不能用多态了，也就没有所谓的父类引用指向子类实例。所谓静态，就是在运行时，虚拟机已经认定此方法属于哪个类。

子类一旦重写父类的方法, 就无法通过子类对象调用父类的被重写方法了, 如果要调用父类被重写方法, 可以使用super关键字进行调用。

|  |
| --- |
| **public** **class** SubClass **extends** SuperClass{  **public** **static** **void** main(String[] args) {  **new** SubClass().setSon("son");  **new** SubClass().method1();  }  //该方法重写了父类中的setSon(){}方法，重写的方法方法名和形参列表要相同  **void** setSon(String str) {  System.***out***.println("this is son"+str);  }  //子类重写的方法的返回值类型不大于父类被重写方法的返回值类型  Number methodNum() {  **return** **null**;  }  //子类重写方法的权限修饰符不小于父类被重写方法的权限修饰符  **public** **void** method1() {  //可以使用super调用父类中被重写的方法  **super**.setSon(father);  }  //子类和父类中同名同参的方法,要么同时加static且不是方法的重写，要么都不加static则是方法的重写  **static** **void** method() {}  }  **class** SuperClass {  String father = "father";  **void** setSon(String str) {  System.***out***.println("father is son's father"+str);  }  **void** method1() {}  Number methodNum() {**return** **null**;}  **static** **void** method() {}  } |

### **方法重载和方法重写的区别**

重载是在同一个类中；重写是在有继承关系的父子类中，子类中的方法重写父类的方法。

重载是类名相同。参数不同（数量、类型、顺序），与其他无关；重写是类名相同，参数相同，权限修饰符不小于父类，返回值类型不大于父类。

重载是编译时多态（静态绑定），重写是运行时多态（动态绑定）。属性不能重写，只有方法能够重写。方法的重写是动态绑定，属性是静态绑定。

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **名称** | **范围** | **方法名** | **参数列表** | **返回值类型** | **权限修饰符** | **抛出异常** |
| 重载overload | 同一个类中 | 同名 | 个数、类型、顺序不完全相同 | 无关 | 无关 | 无关 |
| 重写override | 具有继承关系的子父类中 | 同名 | 完全一致 | 子类重写的方法返回值类型不大于父类 | 子类重写的方法权限修饰符不小于父类 | 子类重写的方法抛出的异常类型不大于父类 |

### 方法的可变参数

如果需要给方法的形参传递的**个数不确定**且**类型相同**，那么用可变形参。

可变参数在使用时，会先创建一个数组，数组的长度就是调用改方法时传递的实参的个数，然后再将参数值全部放到这个数组中，最后将这个数组作为参数传递到被调用的方法中。可变参数是对数组的优化，和相同类型可变形参不构成方法的重载，因为可变形参底层本身就是一个数组。

可变形参必须放在形参列表的最后，因此一个方法中只能有一个可变形参。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  *add*(1,2,3,4,5);  *add*("1",2,3,4,5);  }  //形参传递的个数是不确定的且是同一类型，那么用可变形参  //如果方法中没有准确的参数，则传递的值会自动提升类型进行匹配  **static** **void** add(**double**...i) {  **int** sum = 0;  //可变形参相当于数组，因此可以用for循环遍历  **for**(**int** a =0;a<i.length;a++) {  sum += i[a];  }  System.***out***.println(sum);  }  //形参可以不是同一类型的，此时可变参数的位置要在参数列表的最后  **static** **void** add(String a,**double** b,**double**...c) {  System.***out***.println(b);  **for**(**double** num:c) {  System.***out***.print(num+"\t");  }  }  } |

### main方法

main方法是程序的入口，一个程序只有一个入口。main方法中不能直接调用非静态方法和实例变量。

public：公共的，用它修改的类或成员在任意位置可见

static：静态的，用它修改的方法，可以不用创建对象就可以调用

void：表示该方法没有返回值

main：Java的主方法名，JavaSE的程序入口

String[]：字符串数组，这是main方法的形参类型，可以通过命令行参数传值

args：这是main方法的形参名，如果要在main中使用命令行参数，可以遍历该args数组

main方法中形参传值方式：

在eclipse中给主程序的形参传值，右键RunAs -> RunConfigurations ->左边选类名（需要先运行一次 然后才能配置），右边选Arguments，直接输入就可以，会自动转换为字符串，多个参数用空格分开。

在Dos窗口中 java 字节码文件名 参数1 参数2 .....直接输入就可以，会自动转换为字符串，多个参数用空格分开。

jvm默认传递的是长度为0的字符串数组，我们在运行该类时，也可以指定具体的参数进行传递。可以在控制台，运行该类时，在后面加入参数。参数之间通过空格隔开。jvm会自动将这些字符串参数作为args数组中的元素，进行存储。

## 类成员三、构造器/构造方法

**构造器简介：**

构造器（构造方法）（**construtor**）：创建对象，给对象进行初始化。

格式：权限修饰符 类名（形参列表）{

方法体；

}

**构造器的特征**：

构造器名称必须和类名保持一致

没有返回值（不是返回值为空，与声明为void不同）

不能被static、final、synchronized、abstract、native修饰，可以有return表示结束构造器执行

构造器不像普通方法可以随意调用, 只能在创建对象时调用一次

**根据参数不同，构造器可以分为如下两类**：

隐式无参构造器（系统默认提供）

显式定义一个或多个构造器（无参、有参）

**注 意**：

每个类至少有一个构造器

创建对象时自动调用了参数一致的构造器

默认空参构造器的修饰符与所属类的修饰符一致

一旦显式定义了构造器，系统就不再提供默认构造器

一个类可以创建多个重载的构造器

构造器不可被子类继承

必须有一个构造器没有this，会造成构造器递归调用

在set方法中限制赋值的方式也可以在构造器中以同样的方式限制赋值，构造器和set方法并不冲突，后期可能要对对象中的属性值进行修改，而此时不能再通过构造器了。

构造器调用构造器时，只能将构造器调用语句放在代码的首行，即一个构造器只能调用一个构造器。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **new** Human();  **new** Human("Tom");  **new** Human("Tom",2.5);  }  }  **class** Human{  String name;  /\*  \* 构造器在对象创建的时候会被调用，且一个对象的调用只会执行一次构造器  \* 构造器名一定与类名相同，且不声明返回值类型，可以被权限修饰符修饰  \* 构造器不能被static\final\synchronized\abstract\native修饰  \*/  //每个类都有构造器，如果没有显示声明构造器就会默认提供一个隐式无参构造器  //一旦显示定义了一个构造器，系统则不再提供默认构造器  Human(){  System.***out***.println("this human have nothing");  }  //构造器可以传入参数并初始化属性值  Human(String name){  //构造器中可以对属性的赋值进行限制，并且可以进行其他功能的实现  **if**(name.length()<5) {  **this**.name = name;  }**else** {  System.***out***.println("this is not a legal");  }  System.***out***.println("this human is "+name);  }  //构造器也称为构造方法，支持方法的重载，一个类可以创建多个重载的构造器  Human(String name,**double** money){  System.***out***.println("this human is "+name+",and have"+money+"dollars");  }  } |
| this human have nothing  this human is Tom  this human is Tom,and have2.5dollars |

只有new的时候才是新建对象，单纯的使用“=”赋值并不是新建对象，可以使用BeanUtils.copyproperties方法快速复制属性到新对象。

## 类成员四、初始化块

**格式**：{

代码块；

}

**作用**：对Java类或对象进行初始化，代码块中声明的变量是局部变量，代码块只管初始化，构造器还起到创建对象的作用。

初始化块只能被static修饰，有static修饰的是静态代码块（**static block**），没有static修饰的是非静态代码块。

**静态代码块**：对类进行初始化；随着的类的加载而加载，类加载只加载一次，所以静态代码块也只执行一次；优先于非静态代码块；可以有多个，从上到下依次执行；不可调用实例变量和非静态方法。

**非静态代码块**：对对象进行初始化；非静态代码块时随着对象的创建而加载的，创建几次对象就加载几次非静态代码块；优先于构造器；可以有多个，从上到下依次执行；可以调用类变量和静态方法。

**执行顺序**：静态代码块->非静态代码块->构造器；

创建多个对象时，静态代码块只会在第一次创建对象时执行一次。非静态和构造器在创建一次对象时就会被调用一次，没有创建对象就不会调用。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  Person p = **new** Person();  System.***out***.println(p.name);  System.***out***.println(p.eag);  System.***out***.println(p.id);  }  }  **class** Person{  **static** String *name*;  **static** **int** *id*;  **int** age;  **static**{  //静态代码块中不能调用非静态方法属性  *name* = "Tom";  }  **static**{  //执行顺序静态代码块先于非静态代码块，因此此处的赋值会被后面的赋值覆盖掉，结果为10001  *id* = 10000;  }  { //执行顺序非静态代码块先于构造器，因此此处的赋值会被后面的赋值覆盖掉  *name* = "Bob";  age = 18;  }  { //非静态代码块中可以调用静态属性方法  *id* = 10001;  }  //代码块只有初始化属性的作用，构造器还有创建对象的作用  **public** Person() {  *name* = "John";  age = 20;  }  } |
| John  20  10001 |

## 类成员五、内部类

内部类编译成功后会生成两个完全不同的字节码文件，内部类的字节码文件名称为：外部类名$内部类名.class，因此内部类的名字可以和外部类名字相同。

内部类可以有多个实例，每个实例都有自己的状态信息，并且与其他外围对象的信息相互独立.在单个外部类当中，可以让多个内部类以不同的方式实现同一接口，或者继承同一个类.创建内部类对象的时刻不依赖于外部类对象的创建。内部类并没有令人疑惑的”is-a”约束，它就像是一个独立的实体。

内部类提供了更好的封装，除了该外部类，其他类都不能访问。

内部类就是在一个类的内部定义的类， 非静态内部类中不能定义静态成员。 静态内部类不能访问外部类的静态成员。内部类作为其外部类的一个成员， 因此内部类可以直接访问外部类的成员。 但有一点需要指出：静态成员不能访问非静态成员，因此静态内部类不能访问外部类的非静态成员。

如果内部类使用了 static 修饰，那这个内部类就是静态内部类，也就是所谓的 static Nested Class；如果内部类没有使用修饰，它就是 Inner Class。除此之外，还有一种局部内部类：在方法中定义的内部类就是局部内部类，局部内部类只在方法中有效。

对于Static Nested Class来说， 它使用了static修饰， 因此它属于类成员， Static Nested Class的实例只要寄生在外部类中即可。因此使用 Static Nested Class 十分方便，开发者可以把外部类当成 Static Nested Class 的一个包即可。

对于 Inner Class 而言，它是属于实例成员，因此 Inner Class 的实例必须寄生在外部类的实例中， 因此程序在创建 Inner Class 实例之前， 必须先获得一个它所寄生的外部类的实例。否则程序无法创建 Inner Class 的实例。

### 内部类

在一个类A的内部再创建一个类B，类A叫做外部类（outer class），类B叫做内部类（inner class），内部类最大的特点是可以访问外部类私有属性，并且可以体现类与类之间的包含关系。

内部类可以直接访问外部类的成员，包括私有属性；外部类访问内部类，必须建立内部类对象；之所以可以直接访问外部类的成员，是因为内部类中持有了一个外部类的引用，格式为外部类名.this。

**内部类分为成员内部类和局部内部类**

成员内部类分为静态（成员）内部类和非静态（成员）内部类

内部类作为：

类的成员：可以用四种权限修饰符，可以用static修饰，内部类可以访问外部类的属性方法，

类：可以继承、可以有属性方法等等，类有的内部类都有

**局部内部类的使用**：

局部内部类的生命周期很短，获取局部内部类的对象需要利用多态，让局部内部类继承一个父类，方法的返回值类型为父类的类型。内部类在编译的时候也会生成class文件，不调用就不会加载，内部类在实际开发中几乎很少用。

局部内部类可以访问外部类的所有成员，但是不能添加权限修饰符，可以使用final修饰。局部内部类只能访问final修饰且在同一个作用域中的局部变量。

实际一般使用内部类都是为了封装，会使用private修饰从而防止内部类在外部创建对象，而是使用公有方法提供内部类的对象。

内部类编译后的文件名为：“外部类名$内部类名.java”。

**为什么内部类可以直接访问外部类中的成员呢？**

那是因为内部中都持有一个外部类的引用。这个是引用是 **外部类名.this**

内部类可以定义在外部类中的成员位置上，也可以定义在外部类中的局部位置上。

**当内部类被定义在局部位置上，只能访问局部中被final修饰的局部变量。**

|  |
| --- |
| //创建内部类的对象需要导入内部类  **import** test420.InnerA.AA;  **import** test420.InnerA.AB;  **public** **class** InnerClassTest {  **public** **static** **void** main(String[] args) {  InnerA ia = **new** InnerA();  //创建内部类对象：外部类对象.new 内部类();  AA aa = ia.**new** AA();  aa.method();  //创建内部类对象：new 外部类().new 内部类();  AA aa2 = **new** InnerA().**new** AA();  aa2.method();  //创建内部类对象：外部类对象.内部类();  AB ab = **new** InnerA.AB();  ab.method();    }  }  **class** InnerA{  //内部类可以访问外部类的属性和方法  String name = "InnerA";  String include = "include";  **static** **int** *staticNum* = 20;  //内部类作为类的成员，可以被四种权限修饰符修饰，可以被static修饰，可以访问外部类的属性方法  //非静态内部类  **public** **class** AA{  String name = "AA";  **public** **void** method() {  innerMethod();  //调用外部类的同名属性可以用外部类类名.this.属性/方法  System.***out***.println(InnerA.**this**.name +" "+ include +" "+ name);  }  }  //静态内部类  **protected** **static** **class** AB{  //静态内部类只能访问外部类的类变量和静态方法  **static** **int** *num* = 20;  **public** **void** method() {  *staticMethod*();  System.***out***.println(*staticNum*+*num*);  }  }  **private** **void** innerMethod() {  System.***out***.print("inner:");  }  **private** **static** **void** staticMethod() {  System.***out***.print("staticInner:");  }  } |

### 匿名内部类

匿名内部类没有类名，其声明的对象引用是利用了多态性，创建的对象实际上是其子类、实现类的对象，而不是类、抽象类和接口的对象，抽象类和接口是无法创建对象的。

匿名内部类可以直接访问外部类的所有成员，包含私有的；不能添加权限修饰符，且作用域仅仅在定义它的方法或代码块中；外部其他内不能访问匿名内部类。

|  |
| --- |
| **public** **class** AnonymousInnerClassTest {  //匿名内部类也可以作为属性，然后被调用  A aa = **new** A() {  **public** **void** method() {  System.***out***.println("aa + A");  }  };  **public** **static** **void** main(String[] args) {  AnonymousInnerClassTest aict = **new** AnonymousInnerClassTest();  aict.aa.method();  aict.aa.method2();  //普通类、抽象类、接口都可以设置匿名内部类，且创建的对象是其子类和实现类  //创建A的子类对象时就会调用A的构造器  A a = **new** A() {  //如果内部类中的方法不是重写的方法，此时对象的声明无法调用该方法，因为多态中父类无法调用子类特有的方法  **public** **void** method() {  System.***out***.println("A");  }  };  a.method();  a.method2();  System.***out***.println(a.a);  //创建B的子类对象时就会调用B的构造器，同时传入参数  B b = **new** B(100) {  **public** **void** method() {  System.***out***.println("B");  }  };  b.method();  System.***out***.println(b.b);  C c = **new** C(){  **public** **void** method() {  System.***out***.println("C");  }  };  c.method();  System.***out***.println(c.***c***);  }  }  **class** A{  **int** a = 10;  A(){  System.***out***.println("AAAA");  }  **public** **void** method() {  }  **public** **void** method2() {  System.***out***.println("method2 + AAAA");  }  }  **abstract** **class** B{  **int** b = 10;  B(**int** b){  System.***out***.println("BBBB"+" "+**this**.b+" "+b);  }  **abstract** **void** method();  }  **interface** C{  **int** ***c*** = 10;  **void** method();  } |
| AAAA  aa + A  method2 + AAAA  AAAA  A  method2 + AAAA  10  BBBB 10 100  B  10  C  10 |

## 面向对象三大特性

### 封装

使用者对类内部定义的属性和某些方法的直接操作会导致数据的错误、混乱或安全性问题，因此需要将这些属性和方法进行封装。

封装（encapsulation）是指通过将数据声明为私有的(private)，再提供公共的（public）方法实现对该属性的操作。创建对象以后，就可以通过公开的方法获取封装属性和对封装属性赋值，并在赋值过程中限制该数据的类型和范围等。

封装性的体现（狭义上）：

私有化属性并提供公共方法给属性赋值和获取属性值

封装性的体现（广义上）：

四种权限修饰符public protected default private用来修饰属性、方法、构造器、内部类。

类只能被public和default修饰。

从广义上看，也可以将属性使用public和final修饰来体现封装性，因为虽然public修饰的属性可以被所有人调用，但是由于final的修饰导致其不可被修改，对属性的改变必须重新创建对象，因此避免了对属性的直接操作导致的安全问题。在实际开发中可以根据需求使用这种方法。

### 继承

多个类中存在相同属性和方法时，将这些内容抽取到单独一个类中，那么多个类无需再定义这些属性和行为，只要继承那个类即可。子类继承父类后就拥有了父类中的属性和方法，但是构造器不能被继承。Java中是单继承的，一个子类只能有一个父类，但是一个父类可以有多个子类。

类的继承：A extends B ：A类继承（扩展）B类

A 子类（subclass）

B 父类，超类，基类（superclass）

**优点**： 减少了代码的冗余，提高了代码的复用性；提高了代码的扩展性；为多态提供了前提。

父类中的属性方法可能因为封装私有化，子类不能直接调用，但是被封装属性方法仍是被继承到的。

父类分为直接父类和间接父类，子类不但继承了直接父类中属性方法，还继承了间接父类中属性方法。

一个类如果没有显式的继承其他类，那么默认继承Object类，Object类是所有类的基类。

子类除了继承父类中属性方法，还能定义自己的独有属性方法。

确认继承关系时要考虑实际情况，使子类继承父类存在 **子类 is a 父类** 的关系。

跨包继承必须要将类定义为public类型的，默认类型的类无法被跨包继承，public修饰的类必须要单独存放一个文件。

当创建子类时，不管你使用子类的哪个构造方法，默认情况下总会去调用父类的无参构造函数，如果父类没有提供无参构造函数，则必须在子类的构造函数中用 super 去指定使用父类的哪个构造函数完成对父类的初始化工作，否则，编译不会通过。

**为什么子类一定要访问父类的构造函数**：因为父类中的数据子类可以直接获取，所以子类对象在建立时，需要先查看父类是如何对这些数据进行初始化的。所以子类在对象初始化时，要先访问一下父类中构造函数。如果要访问父类中指定的构造函数，可以通过手动定义super语句的方式来指定。

子类中至少会有一个构造函数会访问父类中的构造函数。

只有子类调用了父类的构造器，才将类信息加载到内存中，因此创建子类对象时一定会调用父类的构造器。

|  |
| --- |
| //直接继承的是直接父类，间接继承的是间接父类  //如SuperClass是直接父类，SuperSuperClass是间接父类  **public** **class** SubClass **extends** SuperClass{  **public** **static** **void** main(String[] args) {  SubClass son = **new** SubClass();  //子类可以调用直接父类和间接父类的属性和方法  System.***out***.println(son.father);  //子类无法直接调用直接父类或间接父类的私有属性和方法  //System.out.println(son.grandfather);  System.***out***.println(son.getGrandfather());  son.setSon();  }  }  **class** SuperClass **extends** SuperSuperClass{  String father = "father";  **void** setSon() {  //super指向父类的对象，利用父类的对象调用父类的方法  **super**.setSon();  System.***out***.println("father is son's father");  }  }  //一个父类可以有多个子类，但是一个子类只能有一个父类  **class** SuperClassCopy **extends** SuperSuperClass{  }  **class** SuperSuperClass{  **private** String grandfather = "grandfather";  **void** setSon() {  System.***out***.println("grandfather is father's father");  }  String getGrandfather() {  **return** grandfather;  }  } |
| father  grandfather  grandfather is father's father  father is son's father |

### 多态

Java引用变量有两个类型：编译时类型和运行时类型。编译时类型由声明该变量时使用的类型决定，运行时类型由实际赋给该变量的对象决定，若编译时类型和运行时类型不一致，就出现多态（Polymorphism）。

**本态**：superclass sc = new superclass();

**多态**：superclass sc = new subclass();

**广义上多态性**

方法的重载（静态绑定/编译时多态）：编译时就确定调用的是哪一个

方法的重写（动态绑定(**dynamic binding**)/运行时多态）：编译时不确定调用的是哪一个，运行时才能确定——虚拟机实现方式

子类对象的多态性：父类的引用指向子类的对象

**狭义上多态性**

子类对象的多态性：父类的引用指向子类的对象

**多态的前提**

要有继承关系

要有方法的重写

父类的引用指向子类的对象

**多态的实现**

接口实现

继承父类重写方法

同一类中方法重载

多态下的动态绑定技术：编译看左边，运行看右边，编译看左边有没有调用的方法属性，运行的时候看右边有没有调用的方法。

父类的引用虽然指向子类的对象，但是该引用无法直接调用子类独有的方法属性。可以通过将父类的引用向下转型的方式调用子类中独有的方法：（subclass）superclass.子类独有方法。superclass向下转型如果转的不是其指向的子类对象的类型，虽然编译不会报错，但是运行时会报ClassCastException（类型转换异常）错误。多态看的是对象本身是什么类型，才可以强转成那个类型，一般强转之前会使用instanceof判断能否强转。

**注意：普通对象类型转换要有多态作为前提，然后还要判断能否转型成子类。**

类型判断：

a instanceof A

A对象如果是a对象的相同类型或者a的直接父类或间接父类，都会返回true，否则返回false。

A <- B <- C :C继承了B，B继承了A

C的对象c c instanceof C true

c instanceof B true

c instanceof A true

A的对象a a instanceof A true

a instanceof B false

a instanceof C false

如果有多个条件判断语句用来判断对象的类型，那么子类写在上面，父类写在下面。

属性有没有多态性？没有，属性属于静态绑定。

静态方法也没有多态性，因为多态指的是父类的引用指向子类的对象，而static修饰的内容和对象无关，可以直接由类名调用。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //多态：父类的引用指向子类的对象  SuperClass sc = **new** Subclass();  //调用子类的方法  sc.method();  //属性没有多态  System.***out***.println(sc.num);  //可以通过强转调用子类特有的方法  ((Subclass)sc).special();  //此时虽然编译没有错误，但是运行时会报类型转换异常错误，可以先用instanceof判断  //A对象如果是a对象的相同类型或者a的直接父类或间接父类，都会返回true，否则返回false。  **if**(sc **instanceof** Subclass2) {  Subclass2 sub2 = (Subclass2)sc;  }**else** {  System.***out***.println("对象本身是什么类型，才可以强转成那个类型");  }  //这种情况下调用的仍然是对象中的方法，即子类对象中的方法  SuperSuperClass spsp = **new** Subclass();  SuperClass sp = (SuperClass)spsp;  sp.method();  }  }  **class** Subclass **extends** SuperClass{  **int** num = 10;  **public** **void** method() {  System.***out***.println("subMethod");  }  **public** **void** special() {  System.***out***.println("special");  }  }  **class** Subclass2 **extends** SuperClass{  **public** **void** method() {  System.***out***.println("sub2Method");  }  }  **class** SuperClass **extends** SuperSuperClass{  **int** num = 20;  **public** **void** method() {  System.***out***.println("superMethod");  }  }  **class** SuperSuperClass{  **public** **void** method() {  System.***out***.println("supersuperMethod");  }  } |

多态使用的场景：

多态多用于方法的形参，将子类的对象赋值给了父类的引用，只要是superclass的子类的对象都可以作为实参传递过来。

**多态参数**

在设计方法时, 有的方法内部需要用到另外的类的对象, 但是在设计方法时, 又不需要关心究竟是哪个对象, 只关心这些实参对象都是某个类型的, 此时, 方法的参数的类型就可以写成父类类型的参数,这样的方法的参数就是多态参数。**即对象作为参数时可以传入本类对象及其子类对象。**

**多态参数优点**

替换性，多态对已存在代码具有可替换性

扩充性：增加新的子类不影响已存在的类结构

接口性：多态是父类通过方法，向子类提供一个公共接口，由子类来完善或重写

灵活性

简化性

**多态数组**

在引用类型的数组中，使用多态形式存放对象

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //多态数组，用多态的形式将对象存放到数组中  Person[] person = **new** Person[2];  person[0] = **new** Student();  person[1] = **new** Teacher();  **for**(Person p : person) {  p.talk();  *exa*(p);  }  }  //多态用于方法的形参，将子类的对象赋值给了父类的引用  **static** **void** exa(Person p) {  //根据父类的引用指向的子类对象不同而调用不同的属性方法  System.***out***.println(p.name);  }  }  **class** Person{  String name;  **int** age;  **void** talk() {  }  }  **class** Student **extends** Person{  {  **this**.name = "stu";  }  **void** talk() {  System.***out***.println("Student");  }  }  **class** Teacher **extends** Person{  {  **this**.name = "tea";  }  **void** talk() {  System.***out***.println("Teacher");  }  } |

**多态在子父类中的成员上的体现的特点：**

**1，成员变量：**在多态中，子父类成员变量同名。

在编译时期：参考的是**引用型变量所属的类**中是否有调用的成员。（**编译时不产生对象，只检查语法错误**）

运行时期：也是参考**引用型变量所属的类**中是否有调用的成员。

**简单一句话：无论编译和运行，成员变量参考的都是引用变量所属的类中的成员变量。**

再说的更容易记忆一些：**成员变量** --- **编译运行都看 = 左边。**

**2，成员函数。**

编译时期：参考引用型变量所属的类中是否有调用的方法。

运行事情：参考的是对象所属的类中是否有调用的方法。

为什么是这样的呢？**因为在子父类中，对于一模一样的成员函数，有一个特性：覆盖。**

简单一句：成员函数，编译看引用型变量所属的类，运行看对象所属的类。

**更简单：成员函数** --- **编译看 = 左边，运行看 = 右边。**

**3，静态函数。**

编译时期：参考的是引用型变量所属的类中是否有调用的成员。

运行时期：也是参考引用型变量所属的类中是否有调用的成员。

为什么是这样的呢？**因为静态方法，其实不所属于对象，而是所属于该方法所在的类。**

调用静态的方法引用是哪个类的引用调用的就是哪个类中的静态方法。

**简单说：静态函数** --- **编译运行都看 = 左边。**

## 关键字

### package关键字

包（package）的作用：帮助管理大型软件系统；包可以包含类和子包，划分项目层次，方便对类进行统一的管理和划分；解决类命名冲突的问题；控制访问权限。

包命名规范：机构的类型(com,org) + 机构的名称（baidu,sina） + 项目名 + 模块名，每"."代表一层目录，包名应该遵守标识符的规则和规范 : xxxyyyzzz，同一个包中的类名不能相同。

package com.xxx.xxx;必须放在源文件的首行，告诉编译器生成的字节码文件应该存放的目录。

**JDK中主要的包介绍**

1.java.lang----包含一些Java语言的核心类，如String、Math、Integer、System和Thread，提供常用功能。

2.java.net----包含执行与网络相关的操作的类和接口。

3.java.io----包含能提供多种输入/输出功能的类。

4.java.util----包含一些实用工具类，如定义系统特性、接口的集合框架类、使用与日期日历相关的函数。

5.java.text----包含了一些java格式化相关的类

6.java.sql----包含了java进行JDBC数据库编程的相关类/接口

7.java.awt----包含了构成抽象窗口工具集（abstract window toolkits）的多个类，这些类被用来构建和管理应用程序的图形用户界面(GUI)。

### import关键字

在源文件中使用import显式的导入指定包下的类或接口，import声明在包（package）的声明和类（class）的声明之间。如果需要导入多个类或接口，那么就并列显式多个import语句。可以使用java.util.\*的方式，一次性导入util包下所有的类或接口。如果导入的类或接口是java.lang包下的，或者是当前包下的，则可以省略此import语句。

如果在代码中使用不同包下的同名的类，那么就需要使用类的全类名（包名.类名）的方式指明调用的是哪个类。

静态导入：import和static组合使用，调用指定类或接口下的静态属性和方法；静态导入可以直接导入到方法的级别；已经导入java.a包下的类，如果需要使用a包的子包下的类，仍需要导入。

### this关键字

this相当于当前对象，可以调用属性，方法，无法调用局部变量。哪个对象调用的方法，this就代表哪个对象。

this对象后面跟上 **.** 调用的是成员属性和成员方法(一般方法)；

this对象后面跟上 () 调用的是本类中的对应参数的构造函数。

方法内，通过this调用当前对象中属性和方法，一般情况下，都会省略掉this。但是当局部变量和属性同名时，不可省略this，需要this区分局部变量和属性。

构造器中使用this调用别的构造器时要位于方法体的第一行，一个构造器中只能有一个this，且类中至少有一个构造器没有用this调用其他构造器。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  **new** Human();  **new** Human("Tom");  **new** Human("Tom",2.5);  }  }  **class** Human{  String name;  Human(String name){  //构造器中使用this调用别的构造器时，this必须写在第一行，因此可以知道一个构造器中只能有一个this调用别的构造器  **this**();  **if**(name.length()<5) {  //this相当于当前对象，哪个对象调用的方法、属性，this就指向哪个对象  //可以用this来区分局部变量和成员变量（属性）  **this**.name = name;  }**else** {  System.***out***.println("this is not a legal");  }  //this指向当前对象并调用saySomething方法  **this**.saySomething();  //此处虽然没有显示的写出this，但实际上是省略了this  //一般情况下，都会省略this，但是当形参和属性同名时，为了区分开来，this就不可省略了  saySomething();  System.***out***.println("this human is "+name);  }  Human(){  //一个类中至少有一个构造器不包含this调用别的构造器  System.***out***.println("this human have nothing");  }  Human(String name,**double** money){  **this**(name);  System.***out***.println("this human is "+name+",and have"+money+"dollars");  }  **public** **void** saySomething() {  System.***out***.println("this man is changed");  }  } |
| this human have nothing  this human have nothing  this man is changed  this man is changed  this human is Tom  this human have nothing  this man is changed  this man is changed  this human is Tom  this human is Tom,and have2.5dollars |

### super关键字

super关键字调用父类的属性、方法、构造器，作用和this类似，但是是相当于父类对象。

this区分局部变量和属性，super区分子类和父类。调用属性方法时，this先从本类中查找，如果本类中不存在再从父类中查找；super直接在父类中查找，如果父类中不存在则报错。

子类所有构造器默认都会访问父类中空参构造器，父类中没有空参构造器时，子类构造器必须使用this或super指定调用本类或父类中对应构造器。

**super用来调用属性和方法**

子类继承父类后，子类直接调用父类的属性方法，此时默认省略super。若子类的属性和父类的属性名同名或子类重写父类的方法后，再调用父类的属性方法，就要用super区分子类和父类的属性方法。

super.getClass().getName()的结果仍然是本类的类名而不是父类的类名，因为super只是一个限定词，当用super引用时，也是引用当前对象本身，只是super限定了访问当前对象从父类那里继承得到的属性和方法。如果需要访问到父类的类名，使用如下方式：super.getClass().getSuperclass().getName()。

**super用来调用构造器**

构造器中如果有super则必须位于第一行，因此this和super在同一构造器中只能使用其中一个。若构造器中没有显式使用this或super，则默认调用的是super()。

**子类的实例化过程**

结果上：子类继承父类后就有了父类的属性方法。

过程上：创建子类对象时，会调用直接父类构造器，间接父类构造器......Object类构造器，JVM会将这些父类信息加载到内存中。自始至终，我们只认为创建了子类一个对象。

**注意：只要调用父类的方法，无论子类是否有同名方法，都要在方法前使用super关键字，避免混淆。**

|  |
| --- |
| **public** **class** SubClass **extends** SuperClass{  **public** **static** **void** main(String[] args) {  //当创建子类对象时，一定会调用到直接父类的构造器，间接父类的构造器......Object类的构造器  SubClass son = **new** SubClass();  System.***out***.println(son.father);  System.***out***.println(son.getFather());  son.setGrandfather();    SubClass son2 = **new** SubClass("Bob");  SuperSuperClass superSuperClass = **new** SuperSuperClass("TOM");  }  String father = "my father";  //子类中直接调用父类的属性，省略掉了super  String grandParents = grandfather;  SubClass(){  //如果在一个构造器中既没有显式的使用this（形参列表）和super（形参列表），则默认调用的是super();  //如果父类没有空参构造器，报错：因此父类一定要显式的提供一个空参构造器。  **super**();  System.***out***.println("this is son");  }  SubClass(String name){  //如果构造器中有this调用了其他构造器，则不再会有super调用父类的构造器，因为这两个关键字不能同时用于构造器  **this**();  System.***out***.println(name);  }  String getFather() {  //this可以省略，指向的是子类的对象；super不可省略，用于区分子类和父类，指向父类的对象  **this**.father = **super**.father;  **return** **this**.father;  }  **void** setGrandfather() {  //this先在子类中查找，如果不存在则会去父类中查找，super则直接在父类中查抄。  System.***out***.println(**super**.grandfather);  System.***out***.println(**this**.grandParents);  }  }  **class** SuperClass **extends** SuperSuperClass{  String father = "father";  SuperClass() {  **super**("forever");  System.***out***.println("father is son's father");  }  }  **class** SuperSuperClass{  String grandfather = "grandfather";  SuperSuperClass() {  System.***out***.println("who want me");  }  SuperSuperClass(String str){  System.***out***.println("grandfather is father's father"+str);  }  } |
| grandfather is father's fatherforever  father is son's father  this is son  my father  father  grandfather  grandfather  grandfather is father's fatherforever  father is son's father  this is son  Bob  grandfather is father's fatherTOM |

### this和super的区别

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 访问属性 | 访问本类的属性，如果没有此则在父类查找 | 访问父类的属性 |
| 2 | 调用方法 | 访问本类的方法，如果没有此则在父类查找 | 访问父类的方法 |
| 3 | 调用构造器 | 调用本类构造器，必须放在构造器首行 | 调用父类构造器，必须放在子类构造器首行 |
| 4 | 特殊 | 表示当前对象 | 表示父类对象 |

### static关键字

static可以修饰属性、方法、代码块和内部类，不可以修饰局部变量。static 修饰的数据在内存空间里只有一份，被所有类的对象共享，可以节省内存空间。使用static修饰的内容生命周期很长。

**static修饰属性**

有static修饰的属性称为类变量，所有对象共享，存放在方法区。

同一个类的多个对象，各自拥有一份实例变量，共同拥有一份类变量。某个对象对类变量进行赋值或修改后，其他对象的类变量随之发生改变。实例变量在内存的堆中，类变量在内存的方法区中。类变量随着类的加载而加载，因为类加载只加载一次，所以类变量也只加载一次；实例变量是随着对象的创建而加载。

**调用类变量**

对象名.类变量名;（不推荐这种调用方式，不符合类变量共享和对象无关的特性）

类名.类变量名;

不能用类名.实例变量名调用实例变量，因为实例变量是随着对象的创建而加载，所以只能由对象去调用。而类变量随着类的加载而加载，所以可直接用类名调用。

**属性分类**

按位置：局部变量和成员变量（属性）

成员变量可以分为类变量和实例变量

类变量：static修饰的变量

实例变量：不是static修饰的变量

按类型：基本数据类型和引用数据类型

**成员变量和静态变量的区别：**

1，成员变量所属于对象。所以也称为实例变量。

静态变量所属于类。所以也称为类变量。

2，成员变量存在于堆内存中，每创建一个对象堆中就有一份成员变量。

静态变量存在于方法区中，无论创建多少个对象，都只有一份。

3，成员变量随着对象创建而存在。随着对象被回收而消失。

静态变量随着类的加载而存在。随着类的消失而消失。

4，成员变量只能被对象所调用 。

静态变量可以被对象调用，也可以被类名调用。

**所以，成员变量可以称为对象的特有数据，静态变量称为对象的共享数据。**

**类加载的过程**

1、首次使用类（创建对象、直接调用类变量或静态方法等）时，先去方法区查看是否有该类的信息。

2、如果方法区中没有该类的信息，则进行类加载（将字节码文件加载到JVM中，将类的信息放到方法区中）；如果方法区中有了该类的信息，则直接创建对象。

3、JVM将字节码文件加载到方法区的同时，会在方法区中创建类变量、静态方法等信息。

4、方法区中加载类的信息后，就可以创建对象了。

5、第二次使用该类时，方法区中已存在该类的信息，便不再进行类加载了（类加载只加载一次）。

**static修饰方法**

有static修饰的方法是静态方法/类方法，没有static修饰的方法就是非静态方法。

静态方法是随着类的加载而加载，静态方法中不能调用实例变量和非静态方法，因为加载时机不同，实例变量和非静态方法是随着对象的创建而加载，静态方法是随着类的加载而加载，类加载优先于对象创建，没有对象就不能调用实例变量和非静态方法。

静态方法中不能使用this和super，因为这两个都指的是对象，而静态方法优先于对象创建。

非静态方法在方法区中，不同于堆中的实例变量有多份，非静态方法只有一份，在调用时创建引用。非静态方法随着对象的创建而加载，和静态方法一样都只有一份，只有创建对象时才有引用指向非静态方法。

**调用静态方法**

对象名.静态方法名;（不推荐这种调用方式，不符合类变量共享和对象无关的特性）

类名.静态方法名;

**静态方法和非静态方法的调用**

非静态方法可以直接调用非静态方法和静态方法。静态方法可以直接调用静态方法，不可以直接调用非静态方法，但是可以通过new对象和传参两种方式间接调用。

非静态环境中可以直接使用静态成员, 因为此时对象必然已经创建了, 类也肯定已经加载过了。

静态环境中不可以直接使用非静态成员，因为静态成员不要求创建对象，只要求类加载就可以了，但是类加载并不意味要创建对象，所以静态环境中不可以直接访问非静态成员。因为非静态成员隶属于对象，所以静态环境中只能通过创建对象, 再通过对象来间接访问非静态成员。

通过类名可以直接调用静态方法，不可以直接调用非静态方法。

通过对象名可以直接调用非静态方法和用静态方法。

**静态和非静态的本质**

非静态也可以称为动态, 意思是不确定的, 在程序中对象的创建是不确定的, 因为只要new就会产生对象, 所以非静态的概念必然是和对象相关的。

静态的就是确定的, 唯一的, 在程序中是稳定的, 和有无对象无关, 也和有多少对象无关, 只和类相关, 所以, 所以静态成员是稳定并唯一的。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  Person p = **new** Person();  //实例变量必须由对象来调用，因为其随着对象的创建而加载  System.***out***.println(p.age);  //类变量可以由类名直接调用，因为其随着类的加载而加载  //此时name的值因为没有任何赋值操作，因此默认为空  System.***out***.println(Person.*name*);  //非静态方法必须由对象来调用  p.method2();  //静态方法可以由类名直接调用  Person.*method1*();  }  }  **class** Person{  //static可以修饰属性、方法、代码块和内部类，不能修饰局部变量  //name称为类变量，age称为实例变量，实例变量在内存的堆中，类变量在内存的方法区中  **static** String *name*;  **int** age;  **static** **void** method1() {  //静态方法可以只能调用类变量和静态方法，不能调用实例变量和非静态方法  *name* = "Tom";  System.***out***.println(*name*);  //静态方法不能使用this和super，因为两者都是指向对象，而静态方法先于对象加载  // this.age = 10;  }  **void** method2() {  //非静态方法可以调用静态方法和类变量，也能调用实例变量和非静态方法  *name* = "Tom";  System.***out***.println(*name*);  **this**.age = 10;  }  } |
| 0  null  Tom  Tom |

**static使用场景**

static修饰属性：

如果同一个类的多个对象共同拥有一份属性，那么使用static修饰

常量需要使用static修饰，便于用类名直接调用

static修饰方法：

作为工具类的方法，需要用static修饰，便于调用

为了调用类变量，将方法使用static修饰

static修饰初始化块

static修饰内部类

static静态导包：

在JDK 1.5之后引入的新特性，可以用来指定导入某个类中的静态资源，并且不需要使用类名。

|  |
| --- |
| **public** **class** FrockTest {  **public** **static** **void** main(String[] args) {  //此时多个对象拥有同一份属性，该属性共有，一个对象的变化会影响到另一个对象  **new** Frock();  **new** Frock();  **new** Frock();  }  }  **class** Frock{  **private** **static** **int** *currentNum* = 100000;  **private** **int** serialNumber;  Frock(){  serialNumber = *getNextNum*();  System.***out***.println(serialNumber);  }  **public** **static** **int** getNextNum() {  *currentNum* += 100;  **return** *currentNum*;  }  **public** **int** getSerialNumber() {  **return** serialNumber;  }  **public** **void** setSerialNumber(**int** serialNumber) {  **this**.serialNumber = serialNumber;  }  } |
| 100100  100200  100300 |

### final关键字

**final简介**

final关键字用于声明类、变量和方法，变量包括属性和局部变量。

final修饰的类不能被继承，提高了安全性和程序的可读性，比如String、StringBuffer都被final修饰。

final修饰的方法不能被子类重写，JVM会尝试将其内联，以提高运行效率。

final修饰的变量的值只能赋值一次，赋值后就不能被修改（用final修饰的变量叫做常量，存入常量池中）。常量前面经常用static和final一起修饰，例如Math类中的PI常量，static方便用类名直接调用，final确保常量不会被修改。

当 final 修饰局部变量时，该局部变量可以被一次赋值，以后该变量的值不能发生改变；当 final 修饰实例变量时，实例变量必须由程序员在构造器、初始化块、定义时这 3 个位置的其中之一指定初始值；当 final修饰静态变量时， 静态变量必须由程序在静态初始化块、 定义时这 2 个位置的其中之一指定初始值。

**编译器对final域要遵守的两个重排序规则**

1.在构造函数内对一个final域的写入，与随后把这个被构造对象的引用赋值给一个引用变量,这两个操作之间不能重排序。  
 2.初次读一个包含final域的对象的引用，与随后初次读这个final域,这两个操作之间不能重排序。

**final修饰的属性的赋值方式**

显式赋值：final修饰的属性没有默认值，声明时进行初始化（一般都是显式赋值）。

构造器赋值：若有多个构造器，则分别给final修饰的属性赋值。

代码块赋值：若已经在代码块中为final修饰的属性赋值，则无法再在构造器中对其赋值。

**无法在方法内给final修饰的属性赋值**

|  |
| --- |
| //final修饰的类不能被继承  **final** **class** Creature{    }  **class** Person{  //final定义的常量必须要进行初始化，可以显式赋值，构造器赋值和代码块赋值  **final** String species1 = "human";  **final** String species2;  **final** String species3;  {  species2 = "human";  }  Person(){  species3 = "human";  //final修饰分变量不能被修改，一般将这样的变量称之为常量，存储在常量池中  // species1 = "no human";  }  **public** **void** method() {  //final修饰的属性不能在方法中对其赋值初始化  // species3 = "human";  }  **final** **void** method2() {  System.***out***.println("no change ");  }  }  **class** Man **extends** Person{  //Cannot override the final method from Personfinal修饰的方法无法进行重写  // void method2() {  //  // }  } |

**final、finalize和finally的不同之处**

final 是一个修饰符，可以修饰变量、方法和类。如果 final 修饰变量，意味着该变量的值在初始化后不能被改变。

finalize 方法是在对象被回收之前调用的方法，给对象自己最后一个复活的机会，但是什么时候调用 finalize 没有保证。

finally 是一个关键字，与 try 和 catch 一起用于异常的处理。finally 块一定会被执行，无论在 try 块中是否有发生异常。

### 权限修饰符关键字

权限修饰符public、protected、private置于类的成员（属性、构造器、方法、内部类）定义前，用来限定对象对该类成员的访问权限，对于class的权限修饰只可以用public和default。

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 权限修饰符 | 同一个类中 | 同一个包中 | （不同包中的）子类 | 任何地方 |
| public | yes | yes | yes | yes |
| protected | yes | yes | yes |  |
| default | yes | yes |  |  |
| private | yes |  |  |  |

### native关键字

**native含义**

native表示本地的意思，可以修饰方法，被native修饰的方法没有方法体。native修饰的方法和当前操作系统密切相关，是指用C/C++等编写的, 封装在操作系统相关的库文件中的方法，执行该方法时，实际执行的是库中的代码。

**native关键字使用场景**

有一些代码需要和底层设备交互, 而这些交互的功能并未由JDK提供现成的类库, 那么必须使用native方式让java程序和库交互, 再由库完成对底层设备的使用。

**native关键字特点**

用native修饰的方法是调用的库中的代码，该代码换一个平台就会出现问题，无法实现跨平台。

## 抽象与接口

### 抽象

抽象类除了不能创建实例，其他的和普通类一样，可以继承普通类，可以有main方法，可以实现接口等等。

**抽象的意义**

为其他子类提供一个公共的类型

封装子类中重复定义的内容

定义抽象方法，子类虽然由不同的实现，但是定义时是一致的

**abstract**关键字

abstract修饰的方法叫做抽象方法，抽象方法没有方法体且其所在的类必须为抽象类。

abstract修饰的类叫做抽象类，抽象类不能被实例化（创建对象）；但是有构造器，子类实例化过程会调用父类的构造器，加载父类的信息；抽象类中可以没有抽象方法而有非抽象方法。

抽象类的子类必须要重写直接和间接父类中所有的抽象方法，否则这个类还是抽象类。

不能用abstract修饰属性、构造器、私有方法、静态方法和final的方法,因为构造器、私有方法、静态方法和final修饰的方法都不能被重写。

private：子类无法显式继承并重写这个方法；

final：修饰类无法被继承，修饰方法无法被重写；

static：静态方法可以通过类名直接调用，但是抽象方法没有方法体，因此这样调用无意义；

constructor：无法被继承。

native：本地方法表示要用另外一种依赖平台的语言实现的，不存在被子类实现的情况

synchronized：该关键字修饰一个方法时，表明将会使用该方法的调用者作为同步监视器，但对于一个 abstract 方法而言，它所在类是一个抽象类，抽象类也无法创建实例，因此也就无法确定 synchronized 修饰方法时的同步监视器了，因此 synchronized 与 abstract 不能同时使用。

|  |
| --- |
| **public** **class** AbstractTest {  **public** **static** **void** main(String[] args) {  //抽象类虽然不能实例化，但是其仍然有构造器，因为其子类创建对象时就会调用其构造器  subA sa = **new** subA();  sa.method();  sa.superMethod();  sa.nonAbstractMethod();  }  }  **abstract** **class** abstractSuperA{  **abstract** **void** superMethod();  **abstract** **void** superOverrideMethod();  }  **abstract** **class** abstractA **extends** abstractSuperA{  //抽象方法所在的类必须为抽象类  abstractA(){  System.***out***.println("I have constructors");  }  **abstract** **void** method();  //抽象类中可以有非抽象方法  **public** **void** nonAbstractMethod() {  System.***out***.println("I have non-abstract method");  }  **public** **void** superOverrideMethod() {  System.***out***.println("I have override this method");  }  }  **class** subA **extends** abstractA{  //子类必须重写其直接父类和间接父类的抽象方法，如果不想进行方法的重写，就必须要将子类也声明为抽象类  **public** **void** method() {  System.***out***.println("override method");  }  **public** **void** superMethod() {  System.***out***.println("override supersuperclass method");  }  } |

### 接口

接口通过interface关键字创建，可以用public和abstract修饰；类通过implements关键字实现接口，接口可以被理解为一种标准，所有实现接口的类都要实现接口中的方法。

接口的格式：interface 接口名{

}

接口和抽象类都不能实例化，即不能创建对象，接口内没有构造器和初始化块。

接口中（JDK1.8前）只能有常量和抽象方法，（JDK1.8后）多了静态方法和默认方法。

接口中的所有成员变量都默认是由public static final修饰的，接口中的所有抽象方法都默认是由public abstract修饰的。

接口和类的关系是实现且是多实现的关系，类 implements 接口1，接口2...{}，如果实现接口的类中没有实现接口中的全部方法，必须将此类定义为抽象类；接口和接口之间是继承且是多继承的关系。

接口和实现接口的类之间也有多态性。

**接口的意义**：**规范、扩展和回调**

|  |
| --- |
| **public** **class** InterfaceTest {  **public** **static** **void** main(String[] args) {  InterfaceTest it = **new** InterfaceTest();  Mouse mouse = **new** Mouse();  //接口和类之间的多态性，和子类与父类之间的多态性相同  USB usb = mouse;  BlueTooth bt = mouse;  it.open(usb);  it.bt(bt);  }  **void** open(USB usb) {  System.***out***.println(usb.***version***);  usb.start();  usb.close();  usb.change();  usb.update();  }  **void** bt(BlueTooth bt) {  System.***out***.println(bt.***version***);  bt.connect();  bt.disconnect();  }  }  **interface** OldUSB{  **public** **abstract** **void** update();  }  **interface** NewUSB{  **public** **abstract** **void** change();  }  //接口之间的关系是继承关系，且是多继承  **interface** USB **extends** OldUSB,NewUSB{  **public** **static** **final** String ***version*** = "1.0";  **public** **abstract** **void** start();  **public** **abstract** **void** close();  }  //接口和抽象类都不能实例化，即不能创建对象，接口内没有构造器和初始化块  **interface** BlueTooth{  //默认省略了public static final  String ***version*** = "3.0";  //默认省略了public abstract  **void** connect();  **void** disconnect();  }  //实现类，可以多实现，必须要重写实现的所有接口即其父类接口中的抽象方法  **class** Mouse **implements** USB,BlueTooth{  **public** **void** update() {  System.***out***.println("OldUSB update");  }  **public** **void** connect() {  System.***out***.println("BlueTooth connect");  }  **public** **void** disconnect() {  System.***out***.println("BlueTooth disconnect");  }  **public** **void** start() {  System.***out***.println("USB start");  }  **public** **void** close() {  System.***out***.println("USB close");  }  **public** **void** change() {  System.***out***.println("NewUSB change");  }  } |

### 接口JDK1.8新特性

JDK1.8之后接口中声明静态方法和默认方法

static void 方法名(){

方法体;

}

default void 方法名(){

方法体；

}

如何调用接口中的静态方法：接口名.方法名();

如何调用接口中的默认方法：类实现接口后，可以直接调用，其实和普通方法一样省略了this，实际为this（实现类对象）.默认方法名();

类优先原则：如果继承的父类和实现的接口中有同名的默认方法，则父类中的方法优先

如果实现的多个接口中有相同的默认方法，则强制重写该方法，否则会报错；此时如果要调用接口中被重写的相同的默认方法，则可以用：接口名.super.方法名();来调用。

|  |
| --- |
| **public** **class** NewInterfaceTest {  **public** **static** **void** main(String[] args) {  //接口中的静态方法可以直接用接口名.方法名直接调用  newInter.*smethod*();  newInter a = **new** interA();  ((interA)a).method();  }  }  **interface** newInter{  **static** **void** smethod() {  System.***out***.println("this is a static method");  }  **default** **void** dmethod() {  System.***out***.println("this is a default method");  }  **default** **void** dmethod2() {  System.***out***.println("this is a default method2");  }  }  **interface** newInter2{  **default** **void** dmethod() {  System.***out***.println("this is a default method,too");  }  }  **class** superA{  **public** **void** dmethod2() {  System.***out***.println("I'm father's method");  }  }  **class** interA **extends** superA **implements** newInter,newInter2{  **public** **void** method() {  //实现接口后可以直接调用接口中的默认方法，和普通方法一样省略了this，实际为this.默认方法名();  dmethod();  //如果要调用接口中被重写的默认方法，可以用接口名.super.方法名；来调用  newInter2.**super**.dmethod();  newInter.**super**.dmethod();  //类优先原则，继承的父类有实现接口中默认方法同名的方法，则父类方法优先  dmethod2();  }  @Override  //实现的多个接口中有同名的默认方法，则强制重写该方法  **public** **void** dmethod() {  System.***out***.println("I'm interA");  newInter.**super**.dmethod();  newInter2.**super**.dmethod();  }  } |

### 接口和抽象的区别

接口和抽象都不能实例化。是上层的抽象。

|  |  |  |
| --- | --- | --- |
| 区别 | 抽象类 | 接口 |
| 定义 | 包含抽象方法的类 | 主要是抽象方法和全局常量的集合 |
| 组成 | 构造器、代码块、抽象方法（可以由public、protected、default、private修饰）、静态方法、普通方法、常量、变量 | 常量、抽象方法（只能由public修饰）、JDK8之后有默认方法和静态方法 |
| 使用 | 子类继承且单继承抽象类(extends) | 类实现且多实现接口(implements) |
| 关系 | 抽象类可以实现多个接口 | 接口不能继承抽象类，但允许继承多个接口 |
| 对象 | 都通过对象的多态性产生实例化对象 | |
| 局限 | 抽象类有单继承的局限 | 接口没有此局限 |
| 实际 | 作为一个模板 | 是作为一个标准或是表示一种能力 |
| 选择 | 如果抽象类和接口都可以使用的话，优先使用接口，因为避免单继承的局限 | |

接口更多的是在系统架构设计方法发挥作用， 接口体现的是一种规范。 而抽象类在代码实现方面发挥作用，可以实现代码的重用，例如，模板模式是抽象类的一个典型应用，假设项目中需要使用大量的 DAO 组件，这些 DAO 组件通常都具有增、删、改、查等基本方法，因此我们就可以定义一个抽象的 DAO 基类，然后让其他 DAO 组件来继承这个 DAO 基类，把这个 DAO 基类当成模板使用。

## 对象

### 创建对象方式

使用new关键字

使用反射

使用clone方法

使用序列化机制

**注意**：前2者都需要显式的调用构造方法，造成耦合性最高的是第一种，因此无论是什么框架，涉及到解耦必然会先减少new的使用。

### 创建对象内部顺序

父类中的静态成员和静态初始化块，按照在代码中出现的顺序依次执行。

子类静态成员和静态初始化代码块，按照在代码中出现的顺序依次执行。

父类实例成员和实例初始化块，按照在代码中出现的顺序依次执行。(创建每一个实例对象的时候都执行)

执行父类的构造方法。(创建每一个实例对象的时候都执行)

子类实例成员和实例初始化块，按照在代码中出现的顺序依次执行。(创建每一个实例对象的时候都执行)

执行子类构造方法。(创建每一个实例对象的时候都执行)

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //a：第一次创建对象，按照上述顺序来执行  //a: 20)至此创建新对象所有的语句全部执行完毕  **new** Man();  System.***out***.println("--------------------------------------");  //b：第二次创建对象，因为子类和父类中的静态成员和静态代码块都已经执行过一次，因此不再执行  //然后开始直接执行父类的实例成员、实例初始化块和构造器，最后执行本类的实例成员、实例初始化块和构造器  //b: 5)至此第二次创建对象的语句全部执行完毕  **new** Man();  System.***out***.println("--------------------------------------");  //c: 此时因为Person类已经加载完成，因此static修饰的内容不再执行，直接执行实例成员、实例初始化块和构造器  //c: 3)至此创建对象的语句全部执行完毕  **new** Person();  }  }  **class** Person{  //a：1)按顺序执行父类的静态成员和静态初始化块，因此执行到这一句  //a: 2)本句静态类变量初始化创建了父类对象，因为父类的父类为Object，所以没有语句可以执行  //a: 3)然后执行本类中的实例成员和实例初始化块，然后执行构造器，而不是执行静态方法，  //a: 6)执行完类变量的初始化，开始执行下一个静态成员，即静态初始化块  **static** Person *p* = **new** Person();  String name = "person";  {  //a: 4)  //a: 11)  //a: 16)  //b: 1)  //c: 1)  System.***out***.println("five");  }  **static** {  //a: 7)执行完这一句就已经执行完了所有的父类static修饰的内容，开始执行本类static修饰的内容  System.***out***.println("one");  }  Person(){  //a: 5)  //a: 12)执行完这一句，开始执行本类的实例成员、实例初始化块和构造器  //a: 17)  //b: 2)  //c: 2)  System.***out***.println("three");  }  }  **class** Man **extends** Person{  String name = "man";  {  //a: 13)  //a: 18)  //b: 3)  System.***out***.println("six");  }  **static** {  //a: 8)因为本句是顺序在前的，因此优先执行，然后执行下一个static修饰的内容  System.***out***.println("two");  }  //a: 9)本句因为类变量创建了新的对象，因此先执行父类中的static修饰的内容，再执行本类中static修饰的内容  //a: 10)因为父类和本类中的static修饰的内容都已经执行过一次，所以下一步执行父类的实例成员、实例初始化块和构造器  //a: 15)执行完类变量的初始化，父类和子类中所有static修饰的内容都已经执行完，开始执行父类的实例成员、实例初始化块和构造器  **static** Man *m* = **new** Man();  Man(){  //a: 14)  //a: 19)  //b: 4)  System.***out***.println("four");  }  } |
| five  three  one  two  five  three  six  four  five  three  six  four  --------------------------------------  five  three  six  four  --------------------------------------  five  three |

### 匿名对象

在创建对象后并不把对象的地址保存在引用变量中, 而是直接使用创建好的对象的引用访问成员。适用于对象的一次性使用和作为实际参数传递的场景中。

**特点**：因为对象没有使用引用变量保存, 所以对象访问完成后, 就无法再次访问了。

### 对象数组

该数组的类型是引用数据类型，该数组中存放的元素是该类型对象的地址值。

动态方式：Object[] obj = new Object[10];

静态方式：Object[] obj = new Object[]{引用1，引用2，引用3...}([]内不允许出现数组的长度)

|  |
| --- |
| **public** **class** ObjArrayPer {  **public** **static** **void** main(String[] args) {  //对象数组的类型是引用数据类型，该数组中存放的元素是该类型对象的地址值  Person[] p = **new** Person[2];  p[0] = **new** Person("Bob",18);  p[1] = **new** Person().setInfo("Tom", 19);  **for**(Person m :p) {  System.***out***.println(m.getName()+" "+m.getAge());  }  }  }  **class** Person{  **private** String name;  **private** **int** age;  //保留空构造方法，以便创建对象时不用赋值  Person(){  }  //可以用两种方法将参数赋值到person类的属性，构造方法和普通方法  Person(String name,**int** age){  **this**.name = name;  **this**.age = age;  }  Person setInfo(String name,**int** age) {  **this**.name = name;  **this**.age = age;  **return** **this**;  }  String getName() {  **return** name;  }  **int** getAge() {  **return** age;  }  } |
| Bob 18  Tom 19 |

### 对象的传递

为什么要传递对象：在有些方法中，功能的完成除了需要一些基本数据外，还需要复杂的引用数据。

对象如何传递：在方法调用时，由调用者负责将对象作为实参传递给方法。

传递的是什么：方法执行时，接受的是对象的引用或者匿名对象，然后通过引用使用了对象。

对象传递的优点：即使对象很大，属性很多，在对象传递时，并不是把对象本身复制了一份，而是只把对象的引用传递了，因此速度很快。

对象传递的危险性：如果通过引用直接修改对象的属性，也会导致对象属性的变化。

### 对象的关联

简单地说，是指一个对象中使用了另一个对象，在当前类中把要关联的对象作为属性即可。

|  |
| --- |
| **public** **class** TeacherTest {  **public** **static** **void** main(String[] args) {  //创建一个老师的对象  Teacher teacher = **new** Teacher();  Teacher teacher2 = **new** Teacher();  teacher.name = "苍老师";  //创建一台电脑  Computer computer = **new** Computer();  computer.color = "red";  computer.type = "联想";  //让老师的对象和电脑的对象产生关联  teacher.computer = computer;  teacher2.computer = computer;  //修改苍老电脑的颜色为yellow  teacher.computer.color = "yellow";  //输出苍老师的所有详细信息  //1.苍老师的个人信息  System.***out***.println(teacher.name);  //2.苍老师的电脑的信息  System.***out***.println(teacher.computer.type);  System.***out***.println(teacher.computer.color);  //因为teacher2和teacher的computer指向的是同一块内存地址，因此teacher的computer属性改变会影响到teacher2的computer属性  System.***out***.println(teacher2.computer.color);  }  }  **class** Teacher{  String name;  Computer computer;  }  **class** Computer{  String color;  String type;  } |

### 对象类型转换

基本数据类型的Casting：

自动类型转换：小的数据类型可以自动转换成大的数据类型

如long g=20; double d=12.0f

强制类型转换：可以把大的数据类型强制转换(casting)成小的数据类型

如 float f=(float)12.0; int a=(int)1200L

对Java对象的强制类型转换称为造型

从子类到父类的类型可以自动进行

从父类到子类的类型转换必须通过造型(强制类型转换)实现

无继承关系的引用类型间的转换是非法的

在造型前可以使用instanceof操作符测试一个对象的类型

### 类的加载流程

**Person p = new Person();**

**创建一个对象都在内存中做了什么事情？**

1：先将硬盘上指定位置的Person.class文件加载进内存。

2：执行main方法时，在栈内存中开辟了main方法的空间(压栈-进栈)，然后在main方法的栈区分配了一个变量p。

3：在堆内存中开辟一个实体空间，分配了一个内存首地址值。new

4：在该实体空间中进行属性的空间分配，并进行了默认初始化。

5：对空间中的属性进行显示初始化。

6：进行实体的构造代码块初始化。

7：调用该实体对应的构造函数，进行构造函数初始化。（）

8：将首地址赋值给p ，p变量就引用了该实体。(指向了该对象)

Java中对象的声明、创建、赋值、调用在内存中的实现。

JVM通过加载字节码文件获取类的结构信息，在堆中分配内存空间，对属性进行初始化，先默认初始化，再显式初始化，最后使用构造器初始化，最后将堆中对象的地址返回给其引用。

属性在堆中，方法信息在方法区中，调用方法时，会从方法区中的方法信息生成栈帧，并存入栈中，其中有方法的具体信息，方法循环就会抛出栈溢出错误。

一个方法执行完，会将栈中的信息弹出销毁，接着进入第二个栈帧，执行第二个方法。

|  |
| --- |
| **public** **class** Example {  **public** **static** **void** main(String[] args) {  //对象的声明，即先在栈中创建对象的引用  Person p;  //对象的创建（实例化），创建好的对象存放在堆中，new出来的对象都存放在堆中  p = **new** Person();  //对堆中对象的属性赋值  p.name = "xmm";  p.age = 18;  //调用堆中对象的方法  p.say();  //一个类创建的多个对象，每个对象各自拥有一份属性，每个对象的属性修改不会影响其他对象。  Person p2 = **new** Person();  p2.name = "xsq";  p2.age = 30;  p2.say();  //同一个对象可以有多个引用，不同引用对对象的属性改变会影响到所有该对象的引用。  Person p3 = p;  p3.age = 100;  p.say();  p3.say();  //匿名对象：即没有引用的对象，但是可以直接调用方法  **new** Person().say();  }  }  **class** Person{  String name;  **int** age;  **protected** **void** say() {  System.***out***.println("my name is "+name+",and I'm "+age+" years old.");  }  } |
| my name is xmm,and I'm 18 years old.  my name is xsq,and I'm 30 years old.  my name is xmm,and I'm 100 years old.  my name is xmm,and I'm 100 years old.  my name is null,and I'm 0 years old. |

### JavaBean

拥有三个特点的Java类，就是JavaBean，其对象用于存储数据。

三个特点：

1、类是公共的

2、有一个无参的公共构造器

3、有属性，且有对应的get，set方法

用户可以使用JavaBean将功能、处理、值、数据库访问和其他任何可以用java代码创造的对象进行打包，并且其他的开发者可以通过内部的JSP页面、Servlet、其他JavaBean、applet程序或者应用来使用这些对象。用户可以认为JavaBean提供了一种随时随地的复制和粘贴的功能，而不用关心任何改变。