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**JavaScript**

1. 入口函数

Window.onload = function(){

//......

}

1. 复选框操作

$('#checkAll').click(function() {

$('[name = "items"]: checkbox').each(function(){

this.checked=!this.checked;

});

}); //反选

$("#checkAll").click(function(){

$('[name="items"]:checkbox').attr('checked',this.checked);

});//全选 全不选

//点击全选按钮 选中状态-->>复选框状态同样选中

//再次点击全选按钮 未选中状态-->>复选框状态同样未选中

$('[name="items"]:checkbox').click(function(){

var flag = true; $('[name="items"]:checkbox').each(function(){

if(!this.checked){flag = false;}

});

$("#checkAll").attr('checked',flag);

});//反选 下属复选框有一个是未选中状态，flag为flase，联动

**jQuery**

1. 入口函数

$(document).ready(function(){

//......

});

可简写为：

$(function(){

//......

});

1. jquery对象和dom对象相互转换
   1. jquery对象转换为dom对象

var $c = $(“#c”); //jquery对象

var c = $c[0]; //dom对象

var c = $c.get(0); //dom对象

* 1. dom对象转换为jquery对象

var c = document.getElementById(“c”); //dom对象

var $c = $(c); //jquery对象

1. 选择器
   1. 内容过滤选择器：

contains选择器//匹配包含指定文本的元素

栗子：$("tr:contains('程')").addClass('selected');

1. is判断

$c.is(“:checked”) --> true false //当前是否为选中状态

$c.is(“:animated”) --> true false //当前是否处于动画状态

$c..is(‘.className’) --> true false //当前手否含有className这个类

1. 查找节点

$(“#id”)

1. 查找节点属性

$(“#id”).attr(‘title’)

1. 创建节点

$(“<li></li>”)

1. 插入节点

$(“#id”).append(‘<li>文本</li>’)

appendTo()、prepend()、prependTo()、after()、insertAfter()、before()、insertBefore()

1. 删除节点

remove() //删除节点以及该节点的所有后代节点

empty() //清空节点

1. 复制节点

clone()//复制

clone(true) //复制该节点，并且复制该节点的事件

1. 替换节点

$(“p”).replaceWith(“<h2>被我替换</h2>”);

$(“<h2>被我替换</h2>”).replaceAll(“p”);

1. 包裹节点

<strong>元素1</strong>

<strong>元素2</strong>

* 1. .wrap() //包裹单个元素

$(“strong”).wrap(‘<b></b>’)

<b><strong>元素1</strong></b>

<b><strong>元素2</strong></b>

* 1. .wrapAll() //包裹全部元素

$(“strong”).wrapAll(‘<b></b>’)

<b>

<strong>元素1</strong>

<strong>元素2</strong>

</b>

* 1. .wrapInner(); //包裹内在

$(“strong”).wrapInner(‘<b></b>’)

<strong><b>元素1</b></strong>

<strong><b>元素2</b></strong>

1. 属性操作
   1. 获取属性和设置属性

var $attr = $(“#id”).attr(‘title’);

$(“p”).attr(“title”,”this is title”);

* 1. 删除属性

.removeAttr(“title”);

* 1. 切换样式

<p class=”class1”onclick=”toggleClass()”>你好</p>

function toggleClass(){

$(this).toggleClass(‘class2’);

}

<p class=”class1 class2”onclick=”toggleClass()”>你好</p>

<p class=”class1”onclick=”toggleClass()”>你好</p>

//点击后，在两个状态之间来回切换

1. 判断是否含有某个class

.hasClass(‘className’);

.is(‘.className’);//不仅仅可以判断是否含有类

1. 连续单击事件

toggle(fn,fn1,fn2,fn3....);

鼠标第一次点击触发fn，第二次点击触发fn1....直至最后一个。随后的每次单击，都重复对这几个函数轮番调用。

$(“#id”).toggle(function(){

},function(){

});

1. 事件对象 event

event.which(); //获取鼠标左中右键 1 2 3

event.type(); //获取该事件的类型 click....

event.target(); //获取到触发事件的元素 event.target.href

event.metakey(); //获取ctrl/Meta键

Demo:$(document).keydown(function(event) {

if(event.metaKey) {

alert("你按下了Meta键!");

}

});

1. 绑定/移除事件

bind();//绑定事件

one();//绑定事件，只在第一次生效

unbind();//移除事件

1. 动画方法

hide()、show() //同时修改多个样式 即高度、宽度和不同明度

fadeIn()、fadeOut() //只改变不透明度

slideUp()、slideDown() //只改变高度

fadeTo() //只改变不透明度

toggle() //用来代替hide()方法和show()方法，所以会同时修改多个样式属性，即高度、宽度和不透明度

slideToggle() //用来代替slideUp()方法和slideDown()方法，只更改高度

animate() //用于自定义动画的方法，以上各种动画方法实质都调用了animate()方法。除此之外，还能定义其他的样式属性，例如left、marginLeft、scrollTop等。可以使用该方法代替其他的所有动画方法。

1. 复选框操作

$(‘[name=”item”]:checkbox’).attr(‘checked’,true);//设置选中

$('#checkAll').click(function() {

$('[name = "items"]: checkbox').each(function(){

$(this).attr('checked', !$(this).attr('checked');

});

});//反选

$("#send").click(function(){

var str;

$("[name='items']:checkbox:checked").each(function(){

str += $(this).val();

});

});//获得选中的值

$('[name="items"]:checkbox').click(function(){

//定义一个临时变量，避免重复使用同一个选择器选择页面中的元素，提高程序效率

var $tmp = $('[name="items"]:checkbox');

//使用filter()方法，筛选出 选中的复选框

$("#checkAll").attr('checked',

$tmp.length==$tmp.filter(':checked').length);

});//反选 联动

1. 下拉框

var $option = $("#slect option:slected");//获得选中的下拉框

var val = $option.val();//获得选中的下拉框的值

1. 表格

$('tbody>tr').click(function(){

//声明 选中状态 Boolean

var hasSelected = $(this).hasClass('selected');

//三元运算 有 移除该类，复选框变为未选中状态

//无 添加该类 复选框为选中状态

$(this)[hasSelected ? 'removeClass' : 'addClass']('selected')

.find(':checkbox').attr('checked',!hasSelected);

});

1. Cookie插件

**1.添加一个"会话cookie"**

$.cookie('the\_cookie', 'the\_value');

这里没有指明 cookie有效时间，所创建的cookie有效期默认到用户关闭浏览器为止，所以被称为 “会话cookie（session cookie）”。

**2.创建一个cookie并设置有效时间为 7天**

$.cookie('the\_cookie', 'the\_value', { expires: 7 });

这里指明了cookie有效时间，所创建的cookie被称为“持久 cookie （persistent cookie）”。注意单位是：天；

**3.创建一个cookie并设置 cookie的有效路径**

$.cookie('the\_cookie', 'the\_value', { expires: 7, path: '/' });

在默认情况下，只有设置 cookie的网页才能读取该 cookie。如果想让一个页面读取另一个页面设置的cookie，必须设置cookie的路径。cookie的路径用于设置能够读取 cookie的顶级目录。将这个路径设置为网站的根目录，可以让所有网页都能互相读取 cookie （一般不要这样设置，防止出现冲突）。

**4.读取cookie**

$.cookie('the\_cookie');

**5.删除cookie**

$.cookie('the\_cookie', null);   //通过传递null作为cookie的值即可

**6.可选参数**

$.cookie('the\_cookie','the\_value',{//可选参数

    expires:7,

    path:'/',

    domain:'jquery.com',

    secure:true

})

**expires**：（Number|Date）有效期；设置一个整数时，单位是天；也可以设置一个日期对象作为Cookie的过期日期；  
**path**：（String）创建该Cookie的页面路径；  
**domain**：（String）创建该Cookie的页面域名；  
**secure**：（Booblean）如果设为true，那么此Cookie的传输会要求一个安全协议，例如：HTTPS；

1. jQuery load() 方法

jQuery load() 方法是简单但强大的 AJAX 方法。

load() 方法从服务器加载数据，并把返回的数据放入被选元素中。

### **语法：**

$(*selector*).load(*URL*,*data*,*callback*);

必需的 URL 参数规定您希望加载的 URL。

可选的 data 参数规定与请求一同发送的查询字符串键/值对集合。

可选的 callback 参数是 load() 方法完成后所执行的函数名称。

### **详细说明**

该方法是最简单的从服务器获取数据的方法。它几乎与 $.get(url, data, success) 等价，不同的是它不是全局函数，并且它拥有隐式的回调函数。当侦测到成功的响应时（比如，当 textStatus 为 "success" 或 "notmodified" 时），.load() 将匹配元素的 HTML 内容设置为返回的数据。这意味着该方法的大多数使用会非常简单：

$("#result").load("ajax/test.html");

如果提供回调函数，则会在执行 post-processing 之后执行该函数：

$("#result").load("ajax/test.html", function() {

alert("Load was performed.");

});

上面的两个例子中，如果当前文档不包含 "result" ID，则不会执行 .load() 方法。

如果提供的数据是对象，则使用 POST 方法；否则使用 GET 方法。

### **加载页面片段**

.load() 方法，与 $.get() 不同，允许我们规定要插入的远程文档的某个部分。这一点是通过 url 参数的特殊语法实现的。如果该字符串中包含一个或多个空格，紧接第一个空格的字符串则是决定所加载内容的 jQuery 选择器。

我们可以修改上面的例子，这样就可以使用所获得文档的某部分：

$("#result").load("ajax/test.html #container");

如果执行该方法，则会取回 ajax/test.html 的内容，不过然后，jQuery 会解析被返回的文档，来查找带有容器 ID 的元素。该元素，连同其内容，会被插入带有结果 ID 的元素中，所取回文档的其余部分会被丢弃。

jQuery 使用浏览器的 .innerHTML 属性来解析被取回的文档，并把它插入当前文档。在此过程中，浏览器常会从文档中过滤掉元素，比如 <html>, <title> 或 <head> 元素。结果是，由 .load() 取回的元素可能与由浏览器直接取回的文档不完全相同。

**注释：**由于浏览器安全方面的限制，大多数 "Ajax" 请求遵守同源策略；请求无法从不同的域、子域或协议成功地取回数据。

### **示例**

$("#div1").load("demo\_test.txt");

$("#div1").load("demo\_test.txt **#p1**");

$("button").click(function(){

$("#div1").load("demo\_test.txt",function(responseTxt,statusTxt,xhr){

if(statusTxt=="success")

alert("外部内容加载成功！");

if(statusTxt=="error")

alert("Error: "+xhr.status+": "+xhr.statusText);

});

});

与上面的实例类似，但是以 POST 形式发送附加参数并在成功时显示信息：

$("#feeds").load("feeds.php", {limit: 25}, function(){

alert("The last 25 entries in the feed have been loaded");

});

1. jQuery $.get() 方法

### **定义和用法**

get() 方法通过远程 HTTP GET 请求载入信息。

这是一个简单的 GET 请求功能以取代复杂 $.ajax 。请求成功时可调用回调函数。如果需要在出错时执行函数，请使用 $.ajax。

### **语法**

$(*selector*).get(*url*,*data*,*success(response,status,xhr)*,*dataType*)

|  |  |
| --- | --- |
| **参数** | **描述** |
| *url* | 必需。规定将请求发送的哪个 URL。 |
| *data* | 可选。规定连同请求发送到服务器的数据。 |
| *success(response,status,xhr)* | 可选。规定当请求成功时运行的函数。  额外的参数：   * response - 包含来自请求的结果数据 * status - 包含请求的状态 * xhr - 包含 XMLHttpRequest 对象 |
| *dataType* | 可选。规定预计的服务器响应的数据类型。  默认地，jQuery 将智能判断。  可能的类型：   * "xml" * "html" * "text" * "script" * "json" * "jsonp" |

### **详细说明**

该函数是简写的 Ajax 函数，等价于：

$.ajax({

url: *url*,

data: *data*,

success: *success*,

dataType: *dataType*

});

根据响应的不同的 MIME 类型，传递给 success 回调函数的返回数据也有所不同，这些数据可以是 XML root 元素、文本字符串、JavaScript 文件或者 JSON 对象。也可向 success 回调函数传递响应的文本状态。

对于 jQuery 1.4，也可以向 success 回调函数传递 XMLHttpRequest 对象。

1. jQuery post() get() 方法

$.post(url,data,function(data,status,xhr){},dataType);

$.get(url,data,function(data,status,xhr){},dataType);

$.post('post3.php',{

'name':$("#name").val(),

'txt':$("#txt").val()

},function(data,status){

//.....

},"json");

1. jQuery getScript() getJson() 方法

$.getJSON(url, function(data, status) {});

$.getScript('getScript.js',function(data,status){});

1. jQuery ajax() 方法

语法

$.ajax(*{name:value, name:value, ... }*)

该参数规定 AJAX 请求的一个或多个名称/值对。

下面的表格中列出了可能的名称/值：

|  |  |
| --- | --- |
| **名称** | **值/描述** |
| async | 布尔值，表示请求是否异步处理。默认是 true。 |
| beforeSend(xhr) | 发送请求前运行的函数。 |
| cache | 布尔值，表示浏览器是否缓存被请求页面。默认是 true。 |
| complete(xhr,status) | 请求完成时运行的函数（在请求成功或失败之后均调用，即在 success 和 error 函数之后）。 |
| contentType | 发送数据到服务器时所使用的内容类型。默认是："application/x-www-form-urlencoded"。 |
| context | 为所有 AJAX 相关的回调函数规定 "this" 值。 |
| data | 规定要发送到服务器的数据。 |
| dataFilter(data,type) | 用于处理 XMLHttpRequest 原始响应数据的函数。 |
| dataType | 预期的服务器响应的数据类型。 |
| error(xhr,status,error) | 如果请求失败要运行的函数。 |
| global | 布尔值，规定是否为请求触发全局 AJAX 事件处理程序。默认是 true。 |
| ifModified | 布尔值，规定是否仅在最后一次请求以来响应发生改变时才请求成功。默认是 false。 |
| jsonp | 在一个 jsonp 中重写回调函数的字符串。 |
| jsonpCallback | 在一个 jsonp 中规定回调函数的名称。 |
| password | 规定在 HTTP 访问认证请求中使用的密码。 |
| processData | 布尔值，规定通过请求发送的数据是否转换为查询字符串。默认是 true。 |
| scriptCharset | 规定请求的字符集。 |
| success(result,status,xhr) | 当请求成功时运行的函数。 |
| timeout | 设置本地的请求超时时间（以毫秒计）。 |
| traditional | 布尔值，规定是否使用参数序列化的传统样式。 |
| type | 规定请求的类型（GET 或 POST）。 |
| url | 规定发送请求的 URL。默认是当前页面。 |
| username | 规定在 HTTP 访问认证请求中使用的用户名。 |
| xhr | 用于创建 XMLHttpRequest 对象的函数。 |

$.ajax({

type:"post",//get post

url:"",

async:true//异步请求

});

1. jQuery 全局事件 ajaxStart ajaxStop

// 1.9 以前写法 链式操作风格

$("#loading").ajaxStart(function() {

$(this).show();

}).ajaxStop(function() {

$(this).hide();

})

// 1.9+ 之后写法

$(document).ajaxStart(function() {

$("#loading").show();

}).ajaxStop(function() {

$("#loading").hide();

})

// 1.9 以前

$("#loading").on("ajaxStart ajaxStop", function() {

$(this).toggle();

})

// 1.9+ 以后

$(document).on("ajaxStart ajaxStop", function() {

$("#loading").toggle();

})

全局事件：

说明：1.9版本前后代码格式不同，发现原来在jquery1.9+版本以后，ajax全局事件需

要绑定到document对象上才能触发。

.ajaxComplete()//请求完成时执行的函数

.ajaxError()//请求发生错误时执行的函数

.ajaxSend()//请求发送前执行的函数

.ajaxStart()//请求开始执行的函数

.ajaxStop()//请求结束时执行的函数

.ajaxSuccess()//请求成功时执行的函数