​**如何在MATLAB中调用已经在python中训练好的深度学习模型**

对于在MATLAB中使用已经基于pytorch训练好的深度学习模型，首先基于标准的网络架构可直接使用MATLAB官方的命令（**参见方案一**）；对于适应不同任务所设计的异构深度学习模型，有一些算子在MATLAB中底层中还没有优化，需要联合python去使用深度学习模型，这样也避免了模型在MATLAB无法初始化等等问题（**参见方案二**）

**方案一**

使用MATLAB官方推荐的deep learning toolbox，其中有详细的示例

<https://www.mathworks.com/help/deeplearning/examples.html?s_tid=CRUX_topnav&category=deep-learning-with-simulink>

或者可以参考如下我的代码

（1）首先需要将训练完成模型文件（.pt文件）转为MATLAB可支持识别的模型文件，这里称为Trace包装器以及脚本化版本（脚本化关键代码：scripted\_model = torch.jit.script(model)）。

可参考如附件代码ptToMatlab\_TorchScript.py，将深度学习模型转为MATLAB可支持的。

![](data:image/gif;base64,R0lGODlhAQABAPABAP///wAAACH5BAEKAAAALAAAAAABAAEAAAICRAEAOw==)（2）再直接导入MATLAB中使用，如下是MATLAB的测试导入使用的代码（我这里的深度学习模型是一个**回归预测深度学习模型**），如下代码可以测试上述转换过后的模型是否可以导入MATLAB使用，我这里给了一个测试输入（test\_input\_raw ），看看能不能导入以及是否可以使用深度学习模型进行预测，完整代码参见NNmodel.m

![](data:image/gif;base64,R0lGODlhAQABAPABAP///wAAACH5BAEKAAAALAAAAAABAAEAAAICRAEAOw==)

**方案二**

为适应不同任务所设计的异构深度学习模型，避免出现底层算子不兼容等问题，我们可以使用如下代码在MATLAB中调用python下的深度学习模型。我们依然使用的上述回归深度学习模型

（1）由于训练深度时，我们通常需要配置pytorch、cuda等安装包，再加上Anaconda一起配合使用，从而训练出我们所需的深度学习模型。那么MATLAB调用python下的深度学习模型也需要将MATLAB的训练深度学习模型一样的python环境：

pyenv('version', 'C:\Anaconda3\envs\myenv\python.exe')

![](data:image/gif;base64,R0lGODlhAQABAPABAP///wAAACH5BAEKAAAALAAAAAABAAEAAAICRAEAOw==)

上述代码可将默认 Python 环境设置为指定路径的 Python 解释器。

（2）将上述在python中使用回归预测深度学习模型的代码封装成一个函数（def predict(test\_data)：），我这里将这个python中使用深度学习模型的代码命名为PyModelMatlab.py，并将测试MATLAB代码文件命名为test.m，两者都放在统一路径下：
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（3）在MATLAB中调用回归预测模型代码，即test.m的完整代码如下：

setenv('KMP\_DUPLICATE\_LIB\_OK', 'TRUE');%解决动态链接库（DLL）冲突问题，解决 MKL 库冲突

u = [4 0.016 1024 2.294 0.5 1.15 0.48 0.49 5.00E+10 20 2.5 3400 2900 1900 350];%input tets data

predict\_module = py.importlib.import\_module('PyModelMatlab');

py.importlib.reload(predict\_module);

% 显式转换为NumPy数组并指定数据类型

u\_np = py.numpy.array(u, 'float64');%转化匹配python的数据格式

y = double(py.PyModelMatlab.predict(u\_np));%将预测结果转为double类型

disp(double(y))

![](data:image/gif;base64,R0lGODlhAQABAPABAP///wAAACH5BAEKAAAALAAAAAABAAEAAAICRAEAOw==)

（4）simulink中使用上述模型

        在simulink使用python下的深度学习模型与直接在MATLAB命令行使用是有一些不同的，需要为导入python库的代码提前在simulink中进行声明，声明外部函数，告诉代码生成器不需要为其生成C代码：

coder.extrinsic('py.importlib.import\_module');

coder.extrinsic('py.importlib.reload');

coder.extrinsic('py.numpy.array');

coder.extrinsic('py.PyModelMatlab.predict'); % 如果predict是直接调用的Python函数，也需要声明为extrinsic

![](data:image/gif;base64,R0lGODlhAQABAPABAP///wAAACH5BAEKAAAALAAAAAABAAEAAAICRAEAOw==)

        在simulink中使：MATLAB function定义输入数据（test\_data）输入预测模块，再用一个MATLAB function调用python下的深度学习模型，这里特别需要注意的是，提前定义好预测输出的维度和数据类型，simulink的测试模型如下：

![](data:image/png;base64,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) 其中中间的MATLAB Function就是调用深度学习模型的模块完整代码如下：

function y = fcn(u)

% 声明外部函数，告诉代码生成器不需要为其生成C代码

coder.extrinsic('py.importlib.import\_module');

coder.extrinsic('py.importlib.reload');

coder.extrinsic('py.numpy.array');

coder.extrinsic('py.PyModelMatlab.predict'); % 如果predict是直接调用的Python函数，也需要声明为extrinsic

y = zeros(1, 3, 'double');%% 预分配输出变量并明确指定类型和大小

% 初始化Python模块（只在首次调用时执行）

persistent predict\_module;

if isempty(predict\_module)

% 设置环境变量

setenv('KMP\_DUPLICATE\_LIB\_OK', 'TRUE');

% 导入Python模块

predict\_module = py.importlib.import\_module('PyModelMatlab');

py.importlib.reload(predict\_module);

end

% 确保输入u是正确的维度

if size(u, 1) > 1 && size(u, 2) == 15

u = u'; % 如果u是列向量，转置为行向量

end

% 显式转换为NumPy数组并指定数据类型

u\_np = py.numpy.array(u, 'float64');

y\_np = py.PyModelMatlab.predict(u\_np);

y = double(y\_np);

![](data:image/gif;base64,R0lGODlhAQABAPABAP///wAAACH5BAEKAAAALAAAAAABAAEAAAICRAEAOw==)

上述图片中就是正常运行的预测结果了
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