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## 1.函数式编程的核心特性包括：

* **数据不可变性**：数据一旦创建，其值就不能更改，不可被修改。这使得函数式编程更加简洁、安全。
* **能够接受函数作为参数**：函数可以作为其他函数的参数传递，增强了灵活性和可组合性。
* **产生相同输出的函数**：相同的输入会产生相同的输出，符合确定性（没有副作用）。

## 2.命令式编程的核心：

* **处理性能**：通常命令式编程的性能比函数式编程高，因为它直接操作数据并改变其状态。

## 3.Python类型

Python 2.x系列已于2020年4月20日全面停止维护和支持。

Python 3.x系列：每次发布新版本都会增加一些新特性、更新标准库、增强某些内建函数或模块，同时也会对一些内置对象的实现进行优化，以提高性能。

**注意**：Python语言编写的程序在不同版本之间可能会出现兼容性问题。高版本的Python解释器能够兼容低版本代码，但在版本升级时可能会有不兼容的改动：删除了一些低版本中的对象、修改了某些对象的特性。解决方案是查阅扩展库的升级历史，并检查代码中的不兼容之处。

## 4.三种 import 方式：

（这里可以根据实际情况填写具体内容）

## 5.常量与变量：

在Python中，常量是指在程序的整个生命周期内保持不变的值。Python没有内置的常量类型，但可以通过将变量名全部大写表示常量。这样的常量在程序运行过程中其值不能改变。

Python中的常量可以是数字、字符串、布尔值和空值等：

* 数字包括整数、浮点数和复数。
* 字符串是由字符组成的序列。
* 布尔值只有 True 和 False 两种。
* 空值 None 用于表示缺少值。

#### 关于变量的特点：

Python中的变量并不直接存储值，而是存储了值的内存地址或引用。变量本身是一个指向数据对象的引用。

## 6.标识符命名规则：

在定义变量名、函数名、类名、方法名等标识符时，需要注意以下几点：

* 必须以字母（汉字或英文字母）或下划线开头。
* 不能包含空格和标点符号（如括号、引号、逗号、斜线、反斜线、冒号等）。
* 不能使用Python的关键字（可以通过 import keyword 查看所有Python关键字）。
* 标识符区分大小写，例如 student 和 Student 是不同的变量。
* 不建议使用系统内置的模块名、类型名或函数名，这样会改变其类型和含义（可以通过 dir(builtins) 查看所有内置模块、类型和函数）。

## 7.逻辑运算符：

逻辑运算符 and、or、not 常用来连接多个条件表达式，构成更加复杂的条件表达式。and 和 or 具有惰性求值的特点。

* 例如：
  + 表达式 exp1 and exp2 等价于 exp1 if not exp1 else exp2
  + 表达式 exp1 or exp2 等价于 exp1 if exp1 else exp2

在编写复杂条件表达式时，合理安排不同条件的先后顺序，可以利用这个特点提高代码执行效率。

## 8.列表：

列表包含若干元素的有序连续内存空间。当列表增加或删除元素时，列表对象会自动进行内存的扩展或收缩，从而保证相邻元素之间没有缝隙。

* Python列表的内存自动管理功能可以大幅度减少程序员的负担，但在非尾部位置插入和删除元素时，会涉及到列表中大量元素的移动，严重影响效率。
* 列表推导式是一个非常简洁的方式来快速生成满足特定需求的列表。可以对原有数据对象中的元素进行计算或过滤，代码简洁且易于阅读。

**列表推导式语法**：

[expression for item in iterable if condition]

## 9.私有成员与共有成员：

类定义中以下划线开头或结束的变量名和方法名有特殊的含义，模块中以下划线开头的成员不会被 from ... import \* 导入。

* \_xxx：受保护成员（Protected Member），表示该成员不应被外部访问，但可以被子类继承和修改。
* \_\_xxx\_\_：系统定义的特殊成员（Special Methods），例如 \_\_init\_\_、\_\_str\_\_ 等，这些方法是 Python 语言内置的特殊方法。
* xxx：私有成员（Private Member），表示该成员仅供类对象自己访问，子类对象不能直接访问。然而，Python 并没有严格意义上的私有成员，虽然成员名以双下划线开头（如 \_\_xxx），但仍然可以通过一定的方式进行访问，例如 对象名.\_类名\_\_xxx。

**注意**：Python 中并没有严格意义上的私有成员。

## 10.文件内容操作：

文件可以分为文本文件和二进制文件：

**文本文件**：存储的是常规字符串，由若干文本行组成，通常每行以换行符 \n 结尾。  
**提示**：实际上，包括文本文件在内的任何类型文件在计算机内部都是以二进制形式存储的，只是文本文件的编码格式由软件自动识别。

**二进制文件**：二进制文件不能用记事本或普通字处理软件直接编辑，即使打开也无法直接阅读，需要使用专门的工具解码。图像文件、音视频文件、可执行文件等都属于二进制文件。

## 11.异常处理结构：

异常是指程序运行时引发的错误，错误的原因可以是除零、下标越界、文件不存在、网络异常等。如果这些错误没有得到正确处理，会导致程序终止运行。合理地使用异常处理结构，可以使得程序更加健壮，具有更强的容错性，不会因为用户输入错误或其他运行时原因造成程序崩溃。同时，可以提供友好的提示给用户。

## 编程题

### 例1: 提示用户输入一个三位及以上的整数，并输出其百位以上的数字

首先，我们提示用户输入一个三位及以上的整数。然后，通过整数除法来输出该数字的百位及以上的部分。

# 提示用户输入一个三位及以上的整数

number = int(input("请输入一个三位及以上的整数: "))

# 输出这个整数的百位及以上的数字

high\_digits = number // 100

print(high\_digits)

### 例2: 编写程序，生成包含1000个0至100之间的随机整数，并统计每个元素的出现次数

我们使用 random.randint(0, 100) 生成1000个0到100之间的随机整数，并利用 collections.Counter 来统计每个整数出现的次数。

import random

from collections import Counter

# 生成1000个0到100之间的随机整数

random\_integers = [random.randint(0, 100) for \_ in range(1000)]

# 统计每个整数出现的次数

counter = Counter(random\_integers)

# 打印出每个整数及其出现次数

for number, count in counter.items():

print(f"{number}: {count}")

### 例3: 编写程序，生成包含20个随机数的列表，然后将前10个元素升序排列，后10个元素降序排列，并输出结果

import random

# 生成包含20个随机数的列表

random\_numbers = [random.random() for \_ in range(20)]

# 将列表的前10个元素升序排列

sorted\_part1 = sorted(random\_numbers[:10])

# 将列表的后10个元素降序排列

sorted\_part2 = sorted(random\_numbers[10:], reverse=True)

# 将排序后的部分合并

sorted\_part1.extend(sorted\_part2)

print(sorted\_part1)

### 例4: 编写程序，用户输入4位整数作为年份，判断其是否为闰年

通过判断年份是否能被4整除但不能被100整除，或者能被400整除，来判断该年份是否为闰年。

def is\_leap\_year(year):

"""判断年份是否为闰年"""

if (year % 4 == 0 and year % 100 != 0) or year % 400 == 0:

return True

return False

# 用户输入年份

year = int(input("请输入一个4位整数年份: "))

# 判断并输出结果

if is\_leap\_year(year):

print(f"{year} 是闰年。")

else:

print(f"{year} 不是闰年。")

### 例5: 编写程序，用户输入一段英文，然后输出这段英文中所有长度为3个字母的单词

# 接收用户输入

input\_str = input("请输入一段英文文本: ")

# 将输入的文本转换为小写，并用空格分割成单词

words = input\_str.lower().split()

# 输出长度为3的单词

three\_letter\_words = [word for word in words if len(word) == 3]

print("\n以下是所有长度为3的单词:")

for word in three\_letter\_words:

print(word)

### 例6: 编写函数，判断一个整数是否为素数，并编写主程序调用该函数

### def is\_prime(number):

"""判断整数是否为素数"""

if number <= 1:

return False

for i in range(2, int(number \*\* 0.5) + 1):

if number % i == 0:

return False

return True

# 主程序调用

num = int(input("请输入一个整数: "))

if is\_prime(num):

print(f"{num} 是素数")

else:

print(f"{num} 不是素数")

### 例7: 编写函数，接收一个字符串，统计大写字母、小写字母、数字、其他字符的个数，并以元组的形式返回结果

def count\_chars(s):

uppercase = sum(1 for char in s if char.isupper())

lowercase = sum(1 for char in s if char.islower())

digits = sum(1 for char in s if char.isdigit())

others = len(s) - uppercase - lowercase - digits

return uppercase, lowercase, digits, others

### 例8: 假设有一个英文文本文件，编写程序读取其内容并将其中的大写字母变为小写字母

# 打开文件并读取内容

with open('example.txt', 'r') as file:

content = file.read()

# 将大写字母转换为小写

lowercase\_content = content.lower()

# 输出转换后的内容

print(lowercase\_content)