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# Questions

1. Write a function named, isPrime. The function should take a single argument, n.   
   The argument n is expected to be a positive whole number.   
   The function should "stop" with an error if n is either not a whole number or is less than 1.   
   The function should return TRUE if n is a prime number and FALSE if n is not prime.   
   Theoretically, for this type of problem, you could use a for loop or a while loop. However, for this assignment, you are required to use a while loop.   
     
   Examples:  
    > isPrime(3.5)  
    Error in isPrime(3.5) : n must be a positive whole number  
     
    > isPrime(0)  
    Error in isPrime(0) : n must be a positive whole number  
     
    > isPrime(29)  
    [1] TRUE  
     
    > isPrime(35)  
    [1] FALSE
2. Write a function named, getAllPrimesUpToN.   
   The function should take a single argument, n.   
   The function should return a vector of all the prime numbers from 1 up until n.  
   The function should "stop" with an error if n is either not a whole number or is less than 1.   
   Theoretically, for this type of problem, you could use a for loop or a while loop. However, for this assignment, you are required to use a while loop.   
     
   Examples:

> getAllPrimesUpToN(20)

[1] 1 2 3 5 7 11 13 17 19

> getAllPrimesUpToN(100)

[1] 1 2 3 5 7 11 13 17 19 23 29 31 37 41 43 47 53 59 61 67 71 73 79 83

[25] 89 97

1. Write a function named, getFirstNPrimes. This function should take a single argument, n.   
   The argument n is expected to be a positive whole number.   
   The function should "stop" with an error if n is either not a whole number or is less than 1.   
   The function should return a vector that contains the first n prime numbers.   
     
   For example:

> getFirstNPrimes(6)

[1] 1 2 3 5 7 11

> getFirstNPrimes(10)

[1] 1 2 3 5 7 11 13 17 19 23

HINTS:

* 1. This problem requires that you loop through as many numbers as necessary until you find N prime numbers. Each time you find a new prime number you add it to the answer. Once you have found "n" prime numbers, the loop should stop. This type of problem cannot be done with a for loop, since it is impossible to know in advance how many numbers you will need to check. You will need to use a while loop.
  2. In order to check to see if a particular number is prime, you can call the function isPrime that you created earlier (see above). This is probably the easier (and arguably better) approach.   
       
     Alternatively, instead of calling isPrime, you could theoretically use two loops, one inside the other (i.e. "nested" loops). The outer loop will need to be a while loop that keeps track of what number you are going to check next (this is the loop mentioned above in part a). The inner loop can be a for loop or a while loop - the job of the inner loop would be to check to see if the number you are up to is a prime number.  
       
     You may use either approach to answer this question.

1. Write a function named, rollDice that simiulates the rolling of one or more dice.   
   The function should take a single argument, numberOfDice that indicates the number of dice being thrown.   
   numberOfDice is expected to be a positive whole number. If it is not then the function should stop and display an error message.  
   The function should return a vector of random whole numbers. The value of each number should be randomly chosen to be 1,2,3,4,5 or 6. There should be as many numbers in the vector as indicate by the argument numberOfDice.  
     
   For example:

> rollDice(1)

[1] 3

> rollDice(1)

[1] 6

> rollDice(2)

[1] 2 4

> rollDice(2)

[1] 6 1

> rollDice(5)

[1] 6 3 3 4 6

> rollDice(5)

[1] 4 4 2 6 5  
  
HINTS: Use the runif function. Set the min and max arguments to runif to 1 and 7 respectively. Then use the trunc function to remove the decimal points. This works since the documentation for runif says the following:  
  
runif will not generate either of the extreme values unless max = min or max-min is small compared to min, and in particular not for the default arguments.  
  
Therefore, runif will not generate 7 (or 1 for that matter). Therefore once you truncate the result that you get from runif you will be left with numbers that are either 1,2,3,4,5 or 6.  
  
THINKING DEEPER (you don't have to do this, but it's something to think about): If you follow the hints above, the resulting function, is not 100% "fair". Note that according to the documentation mentioned above if you specify min as 1 and max as 7, then runif will never generate 7.0000 or 1.00000 either. Therefore, technically, the result of your function is very slightly less likely to generate 1s than other numbers. Think about how you could theoretically fix this - One way is that you could set min to 0 (zero) and max to 7 and then truncate the result with trunc. If you get a zero, you keep repeating this process until you got a number that wasn't 0.

1. Write a function named keepRollingUntilSnakeEyes. The function should not take ANY parameters. The function should keep calling rollDice(2) inside of a loop to simulate multiple rolls of two dice. The loop should stop when the roll is two ones (i.e. "snake eyes"). The function should display the values each roll as shown below. The function should return the total number of rolls that were made. See the examples below. Note that in the first two examples below, the last value displayed is the value that is "returned". In the third example below, the return value is captured in a variable and is displayed in a separate command. (also see the next question).   
     
   HINTS:
   1. Use the cat function to display the messages.
   2. Use a variable to keep track of how many rolls took place
   3. keep looping until you get a 1 and a 1

EXAMPLES:   
  
> keepRollingUntilSnakeEyes() # the return value appears after all the messages

roll #1 was: 2 and 1

roll #2 was: 3 and 5

roll #3 was: 6 and 5

roll #4 was: 4 and 1

roll #5 was: 5 and 5

roll #6 was: 6 and 1

roll #7 was: 2 and 3

roll #8 was: 6 and 3

roll #9 was: 5 and 4

roll #10 was: 6 and 3

roll #11 was: 6 and 3

roll #12 was: 4 and 5

roll #13 was: 4 and 1

roll #14 was: 4 and 2

roll #15 was: 1 and 1

[1] 15

> keepRollingUntilSnakeEyes() # the return value appears after all the messages

roll #1 was: 1 and 1

[1] 1

> numRolls <- keepRollingUntilSnakeEyes() # return value is captured in a variable

roll #1 was: 2 and 1

roll #2 was: 4 and 3

roll #3 was: 3 and 6

roll #4 was: 3 and 6

roll #5 was: 4 and 3

roll #6 was: 6 and 4

roll #7 was: 6 and 2

roll #8 was: 3 and 2

roll #9 was: 4 and 1

roll #10 was: 1 and 1  
  
> numRolls # we can now display the value that was returned from the function  
[1] 10

1. Modify the function that you created in the previous question, keepRollingUntilSnakeEyes. In this new version you should define a single argument named, showOutput. The default value of showOutput should be FALSE. If showOutput is TRUE then the messages should be displayed. If showOutput is FALSE then the messages should NOT be displayed. In either case, as with the last question, the functions should return total number of rolls. For example:

> keepRollingUntilSnakeEyes() # this will not show output

[1] 48

> keepRollingUntilSnakeEyes(showOutput = FALSE) # nor will this

[1] 80

> keepRollingUntilSnakeEyes(FALSE) # nor will this

[1] 1

> keepRollingUntilSnakeEyes(TRUE) # this WILL show output

roll #1 was: 4 and 4

roll #2 was: 4 and 6

roll #3 was: 5 and 4

roll #4 was: 4 and 3

roll #5 was: 5 and 6

roll #6 was: 5 and 5

roll #7 was: 2 and 3

roll #8 was: 3 and 1

roll #9 was: 1 and 3

roll #10 was: 3 and 4

roll #11 was: 3 and 2

roll #12 was: 1 and 2

roll #13 was: 6 and 3

roll #14 was: 1 and 1

[1] 14

> keepRollingUntilSnakeEyes(showOutput = TRUE) # this WILL show output

roll #1 was: 2 and 4

roll #2 was: 6 and 1

roll #3 was: 4 and 2

roll #4 was: 5 and 4

roll #5 was: 5 and 6

roll #6 was: 1 and 1

[1] 6

1. Do all of the following steps:  
   1. Write a function named playManyTimes that calls the function keepRollingUntilSnakeEyes in a loop. playManyTimes should take an argument, n, that indicates the number of times the game should be played. playManyTimes should return a vector that contains the number of rolls it took each time the keepRollingUntilSnakesEyes function was called. For example:

> playManyTimes(3)

[1] 66 1 22

> playManyTimes(10)

[1] 6 27 35 106 38 51 100 1 1 26

* 1. Run **results <- playManyTimes(10000)** to capture the results of playing the game ten thousand times.
  2. Create a histogram of the results with the command, **h <- hist(results)** The histogram should look similar to the example shown below. You can see from this histogram that the function keepRollingUntilSnakeEyes is much more likely to return smaller numbers than to return larger numbers:

![](data:image/png;base64,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)

* 1. In the previous step the command **h <- hist(results)** captured the output of the hist function in the variable **h** You can display the contents of this variable to examine details about the histogram (see the output below) .The information in **h** is stored in a structure called a "list"., You can access the information in **h**. For example, the **counts** entry in **h** contains the number of values in the results variable that fell into each "bar" of the histogram. The sum of all these counts are 10,000,as should be expected. For example:  
       
     > h  
     $breaks  
      [1] 0 20 40 60 80 100 120 140 160 180 200 220 240 260 280 300 320 340  
       
     $counts  
      [1] 4369 2427 1434 758 432 258 136 78 55 25 12 5 6 1  
     [15] 3 0 1  
       
     $density  
      [1] 0.021845 0.012135 0.007170 0.003790 0.002160 0.001290 0.000680 0.000390  
      [9] 0.000275 0.000125 0.000060 0.000025 0.000030 0.000005 0.000015 0.000000  
     [17] 0.000005  
       
     $mids  
      [1] 10 30 50 70 90 110 130 150 170 190 210 230 250 270 290 310 330  
       
     $xname  
     [1] "results"  
       
     $equidist  
     [1] TRUE  
       
     attr(,"class")  
     [1] "histogram"  
       
       
     > sum(h$counts)  
     [1] 10000

1. The game of "craps" involves a player rolling a pair of dice repeatedly according to the rules shown below.
   1. The first roll:
      1. If the player rolls 7 or 11 he/she wins
      2. If the player rolls 2, 3 or 12, he/she loses
      3. if the player rolls any other number, that number becomes the "point"
   2. All other rolls
      1. If the player hasn't won or lost on the first roll, then the player keeps rolling until either he rolls a 7 or the "point" (i.e. the same value as the very first roll). If the player rolls a 7 he loses. If the player rolls the "point" he wins.

Write a function named, playCraps, that simulates the computer playing a single game of craps. The function should return TRUE if the player wins the simulated game and FALSE if the player loses the game. define a single argument named, showOutput. The default value of showOutput should be FALSE. If showOutput is TRUE then the messages should be displayed. If showOutput is FALSE then the messages should NOT be displayed. In either case, the function, playCraps, should return TRUE if the player wins and FALSE if the player loses. For example:

> playCraps(showOutput = FALSE)

[1] FALSE

> playCraps(showOutput = FALSE)

[1] TRUE

> playCraps(showOutput = FALSE)

[1] FALSE

> playCraps(showOutput = FALSE)

[1] TRUE

> playCraps(showOutput = TRUE)

roll #1: 6

roll #2: 11

roll #3: 5

roll #4: 5

roll #5: 6

WIN

[1] TRUE

> playCraps(showOutput = TRUE)

roll #1: 12

WIN

[1] TRUE

> playCraps(showOutput = TRUE)

roll #1: 7

WIN

[1] TRUE

> playCraps(showOutput = TRUE)

roll #1: 3

LOSE

[1] FALSE

> playCraps(showOutput = TRUE)

roll #1: 6

roll #2: 9

roll #3: 5

roll #4: 9

roll #5: 4

roll #6: 4

roll #7: 9

roll #8: 3

roll #9: 3

roll #10: 2

roll #11: 4

roll #12: 8

roll #13: 10

roll #14: 7

LOSE

1. Calculate the estimated probability of winning a game of craps by doing the following:
   1. Create a function named playCrapsManyTimes that takes a single argument, n.
   2. The function should return a vector that contains the results of calling the playCraps command n times.
   3. Use the function to simulate playing craps ten thousand times
   4. Calculate the percent of times that the player won the game (i.e. total TRUEs divided by total number of games played). Since TRUE is treated as 1 and FALSE as zero, it is possible to use the mean function to calculate this.
   5. For example the following shows that there is only approximately a 47.9% chance of winning the game of craps.:

> results <- playCrapsManyTimes(10000)

> mean(results)

[1] 0.47915

# Answers - R Studio Script Window

### QUESTION 1

isPrime <- function(n){

if (n < 1 || trunc(n) != n){

stop("n must be a positive whole number")

}

divisor <- 2

while( divisor <= sqrt(n) ){

if (n %% divisor == 0) {

return(FALSE)

}

divisor <- divisor + 1

}

TRUE

}

isPrime(4)

isPrime(3.5)

isPrime(0)

isPrime(29)

isPrime(35)

### QUESTION 2

getAllPrimesUpToN <- function(n){

if (n < 1 || trunc(n) != n){

stop("n must be a positive whole number")

}

answer <- 1

nextNumToCheck <- 2

while(nextNumToCheck <= n){

if (isPrime(nextNumToCheck)){

answer <- c(answer, nextNumToCheck)

}

nextNumToCheck <- nextNumToCheck + 1

}

answer

}

getAllPrimesUpToN(20)

getAllPrimesUpToN(100)

### QUESTION 3

getFirstNPrimes <- function(n){

if (n < 1 || trunc(n) != n){

stop("n must be a positive whole number")

}

answer <- 1

numPrimesSoFar <- 1

nextNumToCheck <- 2

while (length(answer) < n){

if (isPrime(nextNumToCheck)){

answer <- c(answer, nextNumToCheck)

}

nextNumToCheck <- nextNumToCheck + 1

}

answer

}

getFirstNPrimes(6)

getFirstNPrimes(10)

### QUESTION 4

rollDice <- function(numDice){

trunc(runif(numDice, min=1, max=7))

}

rollDice(1)

rollDice(1)

rollDice(2)

rollDice(2)

rollDice(5)

rollDice(5)

### QUESTION 5

keepRollingUntilSnakeEyes <- function(){

roll <- rollDice(2)

rollnum <- 1

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

while (roll[1] != 1 || roll[2] != 1){

roll <- rollDice(2)

rollnum <- rollnum + 1

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

}

rollnum

}

numRolls <- keepRollingUntilSnakeEyes()

numRolls

### QUESTION 6

keepRollingUntilSnakeEyes <- function(showOutput = FALSE){

roll <- rollDice(2)

rollnum <- 1

if(showOutput){

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

}

while (roll[1] != 1 || roll[2] != 1){

roll <- rollDice(2)

rollnum <- rollnum + 1

if(showOutput){

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

}

}

rollnum

}

keepRollingUntilSnakeEyes() # this will not show output

keepRollingUntilSnakeEyes(showOutput = FALSE) # nor will this

keepRollingUntilSnakeEyes(FALSE) # nor will this

keepRollingUntilSnakeEyes(TRUE) # this WILL show output

keepRollingUntilSnakeEyes(showOutput = TRUE) # this WILL show output

### QUESTION 7

playManyTimes <- function(n) {

answer <- numeric()

for(num in 1:n){

answer <- c(answer, keepRollingUntilSnakeEyes())

}

answer

}

playManyTimes(3)

playManyTimes(10)

results <- playManyTimes(10000)

h <- hist(results)

h

sum(h$counts)

### QUESTION 8

playCraps <- function(showOutput = FALSE){

rollNumber <- 1

point <- sum(rollDice(2))

if(showOutput) cat("roll #", rollNumber, ": ", point, "\n", sep="")

if(point == 7 || point == 12){

if(showOutput) cat("WIN\n\n")

return(TRUE)

} else if (point %in% c(2,3,12)){

if(showOutput) cat("LOSE\n\n")

return(FALSE)

} else {

while(TRUE) {

roll <- sum(rollDice(2))

rollNumber <- rollNumber + 1

if(showOutput) cat("roll #", rollNumber, ": ", roll, "\n", sep="")

if(roll == 7){

if(showOutput) cat("LOSE\n\n")

return(FALSE)

} else if ( roll == point) {

if(showOutput) cat("WIN\n\n")

return(TRUE)

}

}

}

}

playCraps(TRUE)

playCraps(TRUE)

playCraps(TRUE)

playCraps(TRUE)

playCraps()

### QUESTION 9

playCrapsManyTimes <- function(n) {

answer <- logical()

for (num in 1:n){

answer <- c(answer, playCraps(FALSE))

}

answer

}

results <- playCrapsManyTimes(100000)

mean(results)

# Answers - R Studio Console Window

> ### QUESTION 1

>

> isPrime <- function(n){

if (n < 1 || trunc(n) != n){

stop("n must be a positive whole number")

}

divisor <- 2

while( divisor <= sqrt(n) ){

if (n %% divisor == 0) {

return(FALSE)

}

divisor <- divisor + 1

}

TRUE

}

> isPrime(4)

[1] FALSE

> isPrime(3.5)

Error in isPrime(3.5) : n must be a positive whole number

> isPrime(0)

Error in isPrime(0) : n must be a positive whole number

> isPrime(29)

[1] TRUE

> isPrime(35)

[1] FALSE

> ### QUESTION 2

>

> getAllPrimesUpToN <- function(n){

if (n < 1 || trunc(n) != n){

stop("n must be a positive whole number")

}

answer <- 1

nextNumToCheck <- 2

while(nextNumToCheck <= n){

if (isPrime(nextNumToCheck)){

answer <- c(answer, nextNumToCheck)

}

nextNumToCheck <- nextNumToCheck + 1

}

answer

}

> getAllPrimesUpToN(20)

[1] 1 2 3 5 7 11 13 17 19

> getAllPrimesUpToN(100)

[1] 1 2 3 5 7 11 13 17 19 23 29 31 37 41 43 47 53 59 61 67 71 73 79 83

[25] 89 97

> ### QUESTION 3

>

> getFirstNPrimes <- function(n){

if (n < 1 || trunc(n) != n){

stop("n must be a positive whole number")

}

answer <- 1

numPrimesSoFar <- 1

nextNumToCheck <- 2

while (length(answer) < n){

if (isPrime(nextNumToCheck)){

answer <- c(answer, nextNumToCheck)

}

nextNumToCheck <- nextNumToCheck + 1

}

answer

}

> getFirstNPrimes(6)

[1] 1 2 3 5 7 11

> getFirstNPrimes(10)

[1] 1 2 3 5 7 11 13 17 19 23

> ### QUESTION 4

> rollDice <- function(numDice){

trunc(runif(numDice, min=1, max=7))

}

> rollDice(1)

[1] 2

> rollDice(1)

[1] 6

> rollDice(2)

[1] 1 3

> rollDice(2)

[1] 5 1

> rollDice(5)

[1] 5 2 5 4 6

> rollDice(5)

[1] 6 2 4 5 1

> ### QUESTION 5

> keepRollingUntilSnakeEyes <- function(){

roll <- rollDice(2)

rollnum <- 1

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

while (roll[1] != 1 || roll[2] != 1){

roll <- rollDice(2)

rollnum <- rollnum + 1

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

}

rollnum

}

> numRolls <- keepRollingUntilSnakeEyes()

roll #1 was: 3 and 1

roll #2 was: 4 and 6

roll #3 was: 2 and 6

roll #4 was: 6 and 6

roll #5 was: 5 and 4

roll #6 was: 2 and 6

roll #7 was: 1 and 3

roll #8 was: 1 and 3

roll #9 was: 2 and 4

roll #10 was: 1 and 4

roll #11 was: 1 and 1

> numRolls

[1] 11

> ### QUESTION 6

> keepRollingUntilSnakeEyes <- function(showOutput = FALSE){

roll <- rollDice(2)

rollnum <- 1

if(showOutput){

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

}

while (roll[1] != 1 || roll[2] != 1){

roll <- rollDice(2)

rollnum <- rollnum + 1

if(showOutput){

cat("roll #", rollnum, " was: ", roll[1], " and ", roll[2], "\n", sep="")

}

}

rollnum

}

> keepRollingUntilSnakeEyes() # this will not show output

[1] 69

> keepRollingUntilSnakeEyes(showOutput = FALSE) # nor will this

[1] 14

> keepRollingUntilSnakeEyes(FALSE) # nor will this

[1] 24

> keepRollingUntilSnakeEyes(TRUE) # this WILL show output

roll #1 was: 4 and 5

roll #2 was: 3 and 3

roll #3 was: 2 and 3

roll #4 was: 5 and 3

roll #5 was: 6 and 1

roll #6 was: 3 and 2

roll #7 was: 3 and 5

roll #8 was: 3 and 5

roll #9 was: 4 and 6

roll #10 was: 6 and 4

roll #11 was: 2 and 2

roll #12 was: 1 and 2

roll #13 was: 6 and 3

roll #14 was: 5 and 6

roll #15 was: 1 and 1

[1] 15

> keepRollingUntilSnakeEyes(showOutput = TRUE) # this WILL also show output

roll #1 was: 2 and 4

roll #2 was: 5 and 2

roll #3 was: 2 and 6

roll #4 was: 1 and 2

roll #5 was: 3 and 3

roll #6 was: 3 and 6

roll #7 was: 1 and 1

[1] 7

> ### QUESTION 7

> playManyTimes <- function(n) {

answer <- numeric()

for(num in 1:n){

answer <- c(answer, keepRollingUntilSnakeEyes())

}

answer

}

> playManyTimes(3)

[1] 13 6 4  
  
> playManyTimes(10)

[1] 45 36 35 6 13 43 53 21 11 79

> results <- playManyTimes(10000)

> h <- hist(results)

> h

$breaks

[1] 0 20 40 60 80 100 120 140 160 180 200 220 240 260 280 300 320

$counts

[1] 4275 2485 1386 781 494 267 128 87 38 20 16 10 6 4

[15] 2 1

$density

[1] 0.021375 0.012425 0.006930 0.003905 0.002470 0.001335 0.000640 0.000435

[9] 0.000190 0.000100 0.000080 0.000050 0.000030 0.000020 0.000010 0.000005

$mids

[1] 10 30 50 70 90 110 130 150 170 190 210 230 250 270 290 310

$xname

[1] "results"

$equidist

[1] TRUE

attr(,"class")

[1] "histogram"

> sum(h$counts)

[1] 10000

> ### QUESTION 8

>

> playCraps <- function(showOutput = FALSE){

rollNumber <- 1

point <- sum(rollDice(2))

if(showOutput) cat("roll #", rollNumber, ": ", point, "\n", sep="")

if(point == 7 || point == 12){

if(showOutput) cat("WIN\n\n")

return(TRUE)

} else if (point %in% c(2,3,12)){

if(showOutput) cat("LOSE\n\n")

return(FALSE)

} else {

while(TRUE) {

roll <- sum(rollDice(2))

rollNumber <- rollNumber + 1

if(showOutput) cat("roll #", rollNumber, ": ", roll, "\n", sep="")

if(roll == 7){

if(showOutput) cat("LOSE\n\n")

return(FALSE)

} else if ( roll == point) {

if(showOutput) cat("WIN\n\n")

return(TRUE)

}

}

}

}

> playCraps(TRUE)

roll #1: 10

roll #2: 5

roll #3: 7

LOSE

[1] FALSE

> playCraps(TRUE)

roll #1: 7

WIN

[1] TRUE

> playCraps(TRUE)

roll #1: 9

roll #2: 4

roll #3: 9

WIN

> playCraps(TRUE)

roll #1: 3

LOSE

[1] FALSE

> playCraps()

[1] FALSE

> ### QUESTION 9

>

> playCrapsManyTimes <- function(n) {

answer <- logical()

for (num in 1:n){

answer <- c(answer, playCraps(FALSE))

}

answer

}

> results <- playCrapsManyTimes(100000)

> mean(results)

[1] 0.48035