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# Цели работы:

Целью выполнения домашней работы является формированиепрактических навыков создания алгоритмов решения оптимизационных задач.

**Задачи:**

Основными задачами выполнения лабораторной работы являются:

1. Изучить виды задач оптимизации при принятии решений.
2. Изучить основные алгоритмы для решения данных задач.
3. Реализовать алгоритм согласно варианту.

**Вариант №5**

Реализовать алгоритм поиска максимального потока с одним истоком и множеством стоков на основе алгоритма поиска в ширину.

# Вывод:

Результатами работы являются:

* Программа, реализующая поиск максимального потока с одним истоком и множеством стоков на основе алгоритма поиска в ширину;
* Подготовленный отчет;
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Рис. 1 Выполнение задания

**Листинг программы:**

Exceptions.cpp

#include "Exceptions.h"

Graph.cpp

#include "Graph.h"

lab3.cpp

#include <iostream>

#include "Graph.h"

#include <cstdio>

//#include <windows.h>

#include "Addition.h"

#include "Menu.h"

using namespace std;

int main(int argc, char\*\* argv)

{

setlocale(0, "");

if (Start(argc, argv))

{

Menu menu = Menu("Петроченков И. А. ИУК4-32Б");

menu.AddItem("Получить размерность матрицы соответствий", GetGraphDim);

menu.AddItem("Обновить размерность матрицы соответствий", Update);

menu.AddItem("Напечатать матрицу соответствий", Print);

menu.AddItem("Установить ребро", SetEdge);

menu.AddItem("Обход методом поиска в ширину", BFS);

menu.AddItem("Добавить вершину", AddVertex);

menu.AddItem("Установить матрицу соответствий", SetMatrix);

menu.AddItem("Поиск наименьшего пути алгоритмом Деикстры", Deikstra);

menu.AddItem("Поиск наименьшего пути методом поиска в глубину", DS);

menu.AddItem("Запись в файл матрицы соответствий", FileWrite);

menu.AddItem("Чтение из файла матрицы соответствий", ReadFromFile);

menu.AddItem("Обход графа в глубину", DFS);

menu.RunMenu();

}

}

Menu.cpp

MenuItem.cpp

Addition.h

#pragma once

#include <iostream>

#include <fstream>

#include <random>

#include <string>

std::string exc = "exception.txt";

//std::string src = "alph.txt";

std::string dst = "destination.txt";

std::string src = "source.txt";

#include <Windows.h>

#include "Graph.h"

Graph graph = Graph();

bool InputError()

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

return false;

}

bool Start(int argc, char\* argv[])

{

std::string message = "Параметры запуска программы:\nsource.txt - обязательный параметр, место хранения графа\ndestination.txt - обязательный параметр, место записи графа\n";

if (argc <= 1)

{

//std::cout << argc << std::endl;

std::cout << message;

return false;

}

else

{

if (argc == 3)

{

//std::cout << argc << std::endl;

src = argv[1];

dst = argv[2];

std::cout << dst;

return true;

}

else if (argc > 3)

{

//std::cout << argc << std::endl;

std::cout << message << std::endl;

return false;

}

}

}

void GetGraphDim()

{

try

{

std::cout << "Размерность матрицы соответствий: " << graph.GetDim() << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка!" << std::endl;

}

}

void Update()

{

try

{

std::cout << "Введите размерность матрицы: " << std::endl;

int dim = 0;

std::cin >> dim;

graph.Update(dim);

std::cout << "Таблица соответствий обновлена!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка обновления матрицы!" << std::endl;

}

}

void Print()

{

try

{

graph.Print();

}

catch (...)

{

std::cout << "Матрица пуста!" << std::endl;

}

}

void SetEdge()

{

try

{

std::cout << "Введите начальный и конечный города и стоимость пути: " << std::endl;

int first = 0, second = 0, val = 0;

std::cin >> first >> second >> val;

graph.SetEdge(first, second, val);

std::cout << "Ребро установлено!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка установки ребра!" << std::endl;

}

}

void BFS()

{

try

{

std::cout << "Введите начальный город: " << std::endl;

int begin = 0;

std::cin >> begin;

graph.BFS(begin);

std::cout << "Обход в ширину" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка алгоритма поиска в ширину!" << std::endl;

}

}

void AddVertex()

{

try

{

graph.AddVertex();

std::cout << "Вершина добавлена!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка добавления вершины!" << std::endl;

}

}

void SetMatrix()

{

try

{

graph.SetMatrix();

std::cout << "Матрица установлена!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка установки матрицы соответствий!" << std::endl;

}

}

void Deikstra()

{

try

{

std::cout << "Введите начальный город: " << std::endl;

int begin = 0;

std::cin >> begin;

graph.Deikstra(begin);

}

catch (...)

{

std::cout << "Произошла ошибка алгоритмы Деикстры!" << std::endl;

}

}

void DS()

{

try

{

graph.NewDS();

}

catch (...)

{

std::cout << "Произошла ошибка поиска в глубину!" << std::endl;

}

}

void FileWrite()

{

try

{

//std::cout << "Введите путь файла: " << std::endl;

//std::string path = "";

//std::cin >> path;

graph.WriteInFile(dst.c\_str());

std::cout << "Успешная запись в файл!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка записи в файл!" << std::endl;

}

}

void ReadFromFile()

{

try

{

graph.ReadFromFile(src.c\_str());

std::cout << "Считывание произошло успешно!" << std::endl;

}

catch (...)

{

std::cout << "Ошибка считывания файла" << std::endl;

}

}

void DFS()

{

try

{

graph.DoDFS();

std::cout << "Обход графа в глубину" << std::endl;

}

catch (...)

{

std::cout << "Ошибка обхода" << std::endl;

}

}

void FloydWarshell()

{

//graph.ReadFromFile(src.c\_str());

try

{

if (graph.Empty())

{

std::cout << "Ошибка, граф пустой!" << std::endl;

return;

}

// throw new BaseE("Graph is empty");

//graph.ReadFromFile(src.c\_str());

int source = 1, drainCtr = 1;

int\* drains = nullptr;

std::cout << "Введите номер истока: " << std::endl;

std::cin >> source;

while (source <= 0 || source >= graph.GetDim())

{

std::cout << "Ошибка ввода, введите номер истока " << std::endl;

std::cin >> source;

}

std::cout << "Введите количество стоков: " << std::endl;

std::cin >> drainCtr;

while (drainCtr <= 0 || drainCtr >= graph.GetDim() - 1)

{

std::cout << "Ошибка ввода, введите количество стоков " << std::endl;

std::cin >> drainCtr;

}

/\*std::cout << "Введите номер стока: " << std::endl;

std::cin >> drain;

while (drain <= 0 || drain >= graph.GetDim())

{

std::cout << "Ошибка ввода, введите номер истока " << std::endl;

std::cin >> drain;

}\*/

drains = new int[drainCtr];

for (int i = 0; i < drainCtr; i++)

{

std::cout << "Введите номер стока " << i << ": " << std::endl;

std::cin >> drains[i];

bool equal = false;

for (int j = 0; j < i - 1; j++)

{

if (drains[i] == drains[j])

{

equal = true;

break;

}

}

while (drains[i] <= 0 || drains[i] >= graph.GetDim() + 1 || drains[i] == source || equal)

{

equal = false;

std::cout << "Ошибка ввода, введите номер стока " << i << ": " << std::endl;

std::cin >> drains[i];

equal = false;

for (int j = 0; j < i - 1; j++)

{

if (drains[i] == drains[j])

{

equal = true;

break;

}

}

}

drains[i] -= 1;

}

//drains[0] = 6;

//for (int i = 0; i < drainCtr; i++)

//{

// drains[i] -= 1;

//}

graph.BFSFloydWarshell(source - 1, drainCtr, drains);

delete[] drains;

std::cout << "Поиск максимального потока" << std::endl;

}

catch (...)

{

std::cout << "Ошибка нахождения максимального потока" << std::endl;

}

}

Exceptions.h

#pragma once

#include <exception>

#include <iostream>

#include <fstream>

#include <typeinfo>

#include <chrono>

#include <ctime>

#pragma warning(disable : 4996)

class BaseE : std::exception

{

protected:

const char\* message = "";

public:

BaseE()

{

}

BaseE(const char\* msg)

{

try {

std::ofstream fout;

fout.open("exception.txt", std::ios\_base::app);

if (fout.is\_open()) {

fout << "\n";

std::time\_t end\_time = std::chrono::system\_clock::to\_time\_t(std::chrono::system\_clock::now());

fout << msg << ' ' << ctime(&end\_time);

}

fout.close();

}

catch (...) {

}

message = msg;

}

virtual const char\* what() const

{

return message;

}

};

class OutOfRangeE : BaseE

{

private:

public:

OutOfRangeE()

{

}

OutOfRangeE(const char\* msg) : BaseE(msg)

{

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

template <class T>

class TypeErrorE : BaseE

{

private:

const char\* targetType = typeid(T).name();

public:

TypeErrorE()

{

targetType = typeid(T).name();

}

TypeErrorE(const char\* msg) : BaseE(msg)

{

targetType = typeid(T).name();

}

const char\* GetTargetType() const

{

return targetType;

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

class InputErrorE : BaseE

{

private:

public:

InputErrorE()

{

}

InputErrorE(const char\* msg) : BaseE(msg)

{

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

class NodeE : BaseE

{

private:

public:

NodeE()

{

}

NodeE(const char\* msg) : BaseE(msg)

{

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

Graph.h

#pragma once

#include <iostream>

#include <iomanip>

#include <C:\Users\Игорь\Desktop\учеба\LabRab\ЛР ВП 2 Сем\1 ЛР\LR1\LR1\myException.h>

#include "C:\Users\Игорь\Desktop\учеба\LabRab\ЛР ВП 2 Сем\1 ЛР\LR1\LR1\myVector.h"

#include "Exceptions.h"

#include <fstream>

struct RouteParams

{

public:

int cost = 0;

int len = 0;

//char\* pathName = nullptr;

PIA::myVector<char> name = PIA::myVector<char>();

RouteParams()

{

cost = 0;

len = 0;

name.clear();

}

RouteParams(int cost, int len, PIA::myVector<char> name)

{

this->cost = cost;

this->len = len;

this->name = name;

}

RouteParams(const RouteParams& other)

{

this->cost = other.cost;

this->len = other.len;

this->name = other.name;

}

RouteParams& operator=(const RouteParams& other)

{

this->cost = other.cost;

this->len = other.len;

this->name = other.name;

return \*this;

}

RouteParams Copy()

{

RouteParams result = RouteParams();

result.cost = this->cost;

result.len = this->len;

result.name = this->name;

return result;

}

/\*~RouteParams()

{

delete[] pathName;

}\*/

};

struct Routes

{

public:

RouteParams\* routes = nullptr;

int len = 0;

Routes()

{

len = 0;

routes = nullptr;

}

Routes& operator=(const Routes& other)

{

this->len = other.len;

if (this->routes) delete[] this->routes;

this->routes = new RouteParams[this->len];

for (int i = 0; i < other.len; i++)

{

this->routes[i] = other.routes[i];

}

return \*this;

}

~Routes()

{

if(this->routes) delete[] routes;

}

};

class Graph

{

private:

int\*\* adjacency = nullptr;

int dim = 0;

public:

Graph()

{

this->adjacency = 0;

this->dim = 0;

}

Graph(int dim)

{

this->dim = dim;

if (this->adjacency)

{

for (int i = 0; i < dim; i++)

{

if (adjacency[i]) delete[] adjacency[i];

}

}

this->adjacency = new int\* [dim];

for (int i = 0; i < dim; i++)

{

this->adjacency[i] = new int[dim];

}

for (int i = 0; i < dim; i++)

{

for (int j = 0; j < dim; j++)

{

this->adjacency[i][j] = 0;

}

}

}

int GetDim() const

{

return this->dim;

}

void Update(int dim)

{

if (dim <= 0) throw new OutOfRangeE("Matrix dimension can't be lower than one");

if (this->adjacency)

{

for (int i = 0; i < this->dim; i++)

{

if (adjacency[i]) delete[] adjacency[i];

}

}

this->dim = dim;

this->adjacency = new int\* [this->dim];

for (int i = 0; i < this->dim; i++)

{

this->adjacency[i] = new int[this->dim];

}

for (int i = 0; i < this->dim; i++)

{

for (int j = 0; j < this->dim; j++)

{

this->adjacency[i][j] = 0;

}

}

}

int& operator()(int i, int j)

{

if (i < 0 || j < 0) throw new OutOfRangeE("Index can't be lower than zero");

if (i > this->dim - 1 || j > this->dim - 1) throw new OutOfRangeE("Index can't be greater than matrix dimension");

return this->adjacency[i][j];

}

void Print() const

{

if (!this->adjacency) throw new BaseE("The graph is empty");

for (int i = 0; i < dim + 1; i++)

{

for (int j = 0; j < dim + 1; j++)

{

if (i == 0 && j == 0)

{

std::cout << std::setw(3) << 'г';

}

else if (i == 0 || j == 0)

{

std::cout << std::setw(3) << (char)('A' - 1 + i + j);

}

else

{

std::cout << std::setw(3) << adjacency[i-1][j-1];

}

}

std::cout << std::endl;

}

}

void SetEdge(int first, int second, int value)

{

if(first < 0 || second < 0) throw new OutOfRangeE("Index can't be lower than zero");

if(first > this->dim-1 || second > this->dim - 1) throw new OutOfRangeE("Index can't be greater than matrix dimension");

if (first == second) throw new BaseE("Can't change distance");

if(first < this->dim && second < this->dim)

this->adjacency[first - 1][second - 1] = value;

this->adjacency[second - 1][first - 1] = value;

}

void BFS(int begin) const

{

if(begin < 1) throw new OutOfRangeE("Index can't be lower than one");

if (begin > this->dim) throw new OutOfRangeE("Index can't be greater than matrix dimension");

int unit = begin - 1;

bool\* visited = new bool[this->dim];

for (int i = 0; i < this->dim; i++)

{

visited[i] = false;

}

int\* queue = new int[this->dim];

int count = 0;

int head = 0;

for (int i = 0; i < this->dim; i++)

{

queue[i] = 0;

}

queue[count++] = unit;

visited[unit] = true;

while (head < count)

{

unit = queue[head++];

std::cout << (char)(unit + 'A') << ' ';

for (int i = 0; i < this->dim; i++)

{

if (adjacency[unit][i] && !visited[i])

{

queue[count++] = i;

visited[i] = true;

}

}

}

std::cout << std::endl;

delete[] queue;

}

void AddVertex()

{

int\*\* temp = new int\* [this->dim+1];

for (int i = 0; i< this->dim +1; i++)

{

temp[i] = new int[this->dim +1];

}

for (int i = 0; i < this->dim; i++)

{

for (int j = 0; j < this->dim; j++)

{

temp[i][j] = adjacency[i][j];

}

}

//Update(this->dim + 1);

this->dim += 1;

for (int i = 0; i < dim - 1; i++)

{

std::cout << "Введите вес между городами " << (char)(dim - 1 + 'A') << " и " << (char)(i + 'A') << ": ";

int val = 0;

while (!(std::cin >> val))

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

temp[dim - 1][i] = val;

temp[i][dim - 1] = val;

//temp[dim][i] = val;

//temp[i][dim] = val;

}

temp[dim - 1][dim-1] = 0;

if (this->adjacency)

{

for (int i = 0; i < this->dim - 1; i++)

{

if (this->adjacency[i]) delete[] this->adjacency[i];

}

}

this->adjacency = temp;

}

void SetMatrix()

{

int bias = 0;

for (int i = 0; i < dim; i++)

{

adjacency[i][i] = 0;

}

for (int i = 0; i < dim - 1; i++)

{

for (int j = i + 1; j < dim; j++)

{

std::cout << "Введите вес между городами " << (char)(i + 'A') << " и " << (char)(j + 'A') << ": ";

int val = 0;

while (!(std::cin >> val))

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

adjacency[i][j] = val;

adjacency[j][i] = val;

}

}

}

Graph BFSFloydWarshell(int source, int drainCtr, int\* drains)

{

try

{

Graph temp = \*this;

temp.AddVertexAuto(drainCtr, drains);

std::cout << "Исходная сеть: " << std::endl;

temp.Print();

int dest = temp.GetDim() - 1;

myVector<int> path = myVector<int>(1, 0);

//path.push\_back(0);

int maxStream = 0;

int ctr = 1;

while (!path.empty())

{

path.clear();

path = \_\_BFS\_\_(temp, source, dest);

if (path.getSize() <= 1) break;

//path.erase(path.cbegin(), path.cbegin()+1);

//path.erase(path.end()-1, path.end());

path.popBack();

path.pushBack(dest);

int minStr = 99999;

for (int i = 0; i < path.getSize() - 1; i++)

{

int pathcost = temp.adjacency[path[i]][path[i + 1]];

if (minStr > temp.adjacency[path[i]][path[i + 1]] && temp.adjacency[path[i]][path[i + 1]] != 0)

//minStr < temp.adjacency[path[i]][path[i + 1]] ? minStr : temp.adjacency[path[i]][path[i + 1]];

minStr = temp.adjacency[path[i]][path[i + 1]];

}

maxStream += minStr;

std::cout << std::endl << "Шаг " << ctr << std::endl;

for (int i = 0; i < path.getSize() - 1; i++)

{

temp.adjacency[path[i]][path[i + 1]] -= minStr;

temp.adjacency[path[i + 1]][path[i]] += minStr;

}

std::cout << "Путь из истока в сток: ";

for (auto& e : path) std::cout << e;

std::cout << std::endl << "Макс. поток через путь: ";

std::cout << minStr << std::endl;

std::cout << "Остаточная сеть: " << std::endl;

temp.Print();

ctr++;

}

std::cout << "Максимальный поток = " << maxStream << std::endl;

//Graph min = \*this;

//int maxStream = 0;

//PIA::myVector<bool> visited = PIA::myVector<bool>();

//for (int k = 0; k < min.dim; k++)

//{

// for (int i = 0; i < min.dim; i++)

// {

// for (int j = 0; j < min.dim; j++)

// {

// min.adjacency[i][j] = std::min(min.adjacency[i][j], min.adjacency[i][k] + min.adjacency[k][j]);

// /\*if (min.adjacency[i][j] > min.adjacency[i][k] + min.adjacency[k][j])

// min.adjacency[i][j] = min.adjacency[i][k] + min.adjacency[k][j];\*/

// }

// }

//}

//min.Print();

/\*int maxStream = 0;

for (int i = 0; i < drainCtr; i++)

{

maxStream += min.adjacency[source][drains[i]];

}\*/

//std::cout << "Максимальный поток из " << source + 1 << " в стоки равен: " << maxStream << std::endl;

}

catch (...)

{

throw new BaseE("Error occured during FloydWarshell algorithm process");

return Graph();

}

}

myVector<int> \_\_BFS\_\_(const Graph& gr, int beg, int end)

{

myVector<int> q;

myVector<bool> visited = myVector<bool>(gr.dim, false);

myVector<int> d = myVector<int>(gr.dim, 0);

myVector<int> p = myVector<int>(gr.dim, 0);

q.pushFront(beg);

visited[beg] = true;

p[beg] = -1;

while (!q.empty())

{

int v = q.popBack();

// q.pop();

for (int i = 0; i < gr.dim; i++)

{

if (gr.adjacency[v][i] != 0 && !visited[i])

{

visited[i] = true;

q.pushFront(i);

d[i] = d[v] + 1;

p[i] = v;

}

}

}

myVector<int>path = myVector<int>();

if (p[end] == 0) return path;

for (int v = end; v != -1; v = p[v])

{

path.pushBack(v);

}

//std::reverse(path.begin(), path.end());

//std::reverse(p.begin(), p.end());

path.reverse();

return myVector<int>(path);

}

void Deikstra(int start) const

{

if(start < 0) throw new OutOfRangeE("Index can't be lower than zero");

if(start > this->dim) throw new OutOfRangeE("Index can't be greater than matrix dimension");

int begin = start - 1;

PIA::myVector<int> distance = PIA::myVector<int>();

int count = 0, index = 0, u = 0;// , m = begin + 1;

bool\* visited = new bool[this->dim];

for (int i = 0; i < this->dim; i++)

{

distance.pushBack(INT\_MAX);

visited[i] = false;

}

distance[begin] = 0;

for (count = 0; count < this->dim - 1; count++)

{

int min = INT\_MAX;

for (int i = 0; i < this->dim; i++)

{

if (!visited[i] && distance[i] <= min)

{

min = distance[i];

index = i;

}

}

u = index;

visited[u] = true;

for (int i = 0; i < this->dim; i++)

{

if (!visited[i] && this->adjacency[u][i] && distance[u] != INT\_MAX &&

distance[u] + adjacency[u][i] < distance[i])

distance[i] = distance[u] + adjacency[u][i];

}

}

for (int i = 0; i < this->dim; i++)

{

if (distance[i] != INT\_MAX)

std::cout << "Маршрут из " << (char)(begin + 'A') << " в " << (char)('A' + (i) % (this->dim)) << " = " << distance[i] << std::endl;

else std::cout << "Маршрут из " << (char)(begin + 'A') << " в " << (char)('A' + (i ) % (this->dim)) << " = " << "маршрут недоступен" << std::endl;

}

delete[] visited;

}

void NewDS() const

{

int begin = 0;

std::cout << "Введите начальный город: ";

while (!(std::cin >> begin) || begin < 0 || begin > this->dim)

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

int end = 0;

std::cout << "Введите конечный город: ";

while (!(std::cin >> end) || end < 0 || end > this->dim)

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

PIA::myVector<bool> visited = PIA::myVector<bool>();

for (int i = 0; i < this->dim; i++)

{

visited.pushBack(false);

}

PIA::myVector<RouteParams> params = PIA::myVector<RouteParams>();

RouteParams base = RouteParams(0, 0, PIA::myVector<char>());

NewDepthSearch(begin - 1, end - 1, visited, params, base);

auto shortest = RouteParams(INT\_MAX, INT\_MAX, PIA::myVector<char>());

for (auto el : params)

{

/\*std::cout << "cost: " << el.cost << " len: " << el.len << " name: ";

for (auto& e : el.name)

{

std::cout << e;

}

std::cout << std::endl;\*/

if (el.name[el.len - 1] == (char)('A' + end - 1))

{

if (el.cost < shortest.cost)

{

shortest = el;

}

}

}

if (shortest.cost != INT\_MAX && shortest.len != INT\_MAX)

{

std::cout << "Кратчайший путь из " << (char)('A' + begin - 1) << " в " << (char)('A' + end - 1) << ": " << std::endl;

std::cout << "Стоимость: " << shortest.cost << " Длина пути: " << shortest.len << " Название: ";

for (auto& e : shortest.name)

{

std::cout << e;

}

std::cout << std::endl;

}

else

{

std::cout << "Из города " << (char)('A' + begin - 1) << " в " << (char)('A' + end - 1) << " добраться нельзя" << std::endl;

}

}

void NewDepthSearch(int start, int end, PIA::myVector<bool> visited, PIA::myVector<RouteParams>& params, RouteParams base) const

{

try

{

visited[start] = true;

if (start == end)

{

auto name = PIA::myVector<char>(base.name);

name.pushBack((char)('A' + start));

RouteParams nbase = RouteParams(base.cost + adjacency[start][start], base.len + 1, name);

params.pushBack(nbase);

return;

}

else

{

for (int i = 0; i < this->dim; i++)

{

if (adjacency[start][i] != 0 && !visited[i])

{

auto name = PIA::myVector<char>(base.name);

name.pushBack((char)('A' + start));

RouteParams nbase = RouteParams(base.cost + adjacency[start][i], base.len + 1, name);//base.name + (char)('A' + start));

params.pushBack(nbase);

NewDepthSearch(i, end, visited, params, nbase);

}

}

}

}

catch (std::exception& ex)

{

std::cout << ex.what() << std::endl;

}

}

void WriteInFile(const char\* path) const

{

try

{

std::ofstream fout;

fout.open(path);

if (!this->adjacency) throw new BaseE("The graph is empty");

for (int i = 0; i < dim + 1; i++)

{

for (int j = 0; j < dim + 1; j++)

{

if (i == 0 && j == 0)

{

fout << std::setw(3) << 'г';

}

else if (i == 0 || j == 0)

{

fout << std::setw(3) << (char)('A' - 1 + i + j);

}

else

{

fout << std::setw(3) << adjacency[i - 1][j - 1];

}

}

fout << std::endl;

}

fout.close();

}

catch (std::exception& ex)

{

std::cout << ex.what() << std::endl;

std::cout << "Произошла ошибка записи в файл!" << std::endl;

}

}

void Clear()

{

if (this->adjacency)

{

for (int i = 0; i < this->dim; i++)

{

if (this->adjacency[i]) delete adjacency[i];

}

}

this->dim = 0;

}

void ReadFromFile(const char\* path)

{

try

{

this->Clear();

std::ifstream fin;

fin.open(path);

fin >> this->dim;

this->Update(this->dim);

for (int i = 0; i < this->dim; i++)

{

for (int j = 0; j < this->dim; j++)

{

fin >> this->adjacency[i][j];

}

}

fin.close();

}

catch (...)

{

std::cout << "Произошла ошибка считывания файла" << std::endl;

}

}

void DoDFS() const

{

std::cout << "Введите начальный город" << std::endl;

int begin = 0;

while (!(std::cin >> begin) || begin < 0 || begin > this->dim)

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

bool\* visited = new bool[this->dim];

for (int i = 0; i < this->dim; i++)

{

visited[i] = false;

}

DFS(visited, begin - 1);

delete[] visited;

std::cout << std::endl;

}

void DFS(bool\* visited, int begin) const

{

std::cout << (char)('A' + begin);

visited[begin] = true;

for (int i = 0; i < this->dim; i++)

{

if (this->adjacency[begin][i] != 0 && !visited[i])

{

DFS(visited, i);

}

}

}

/\*void PrintList(bool\* visited)

{

for (int i = 0; i < dim; i++)

{

std::cout << visited[i] << ' ';

}

std::cout << std::endl;

}\*/

/\*void DoDS()

{

bool\* visited = new bool[dim] {};

int begin = 0;

std::cout << "Введите начальный город: ";

std::cin >> begin;

int end = 0;

std::cout << "Введите конечный город: ";

std::cin >> end;

bool flag = false;

int\* summ = new int[dim];

DepthSearch(begin - 1, end - 1, visited, flag, summ);

int len = 0;

for (int i = 0; i < dim; i++)

{

if (visited[i] == true) len++;

}

if (len == 1)

{

std::cout << "Нет способа добраться из вершины " << begin << " до вершины " << end << std::endl;

}

else

{

std::cout << std::endl << "Стоимость: " << summ << std::endl << "Длина: " << len << std::endl;

}

delete[] visited;

}\*/

/\*void DepthSearch(int begin, int end, bool\* visited, bool& flag, int\* summ)

{

if (!flag)

{

std::cout << begin + 1 << ' ';

visited[begin] = true;

if (begin == end)

{

flag = true;

return;

};

for (int i = 0; i < this->dim; i++)

{

if (!flag && adjacency[begin][i] != 0 && !visited[i])

{

DepthSearch(i, end, visited, flag, summ);

summ[begin] += adjacency[begin][i];

}

}

}

}\*/

//void DoDS\_()

//{

// bool\*\* visited = new bool\*[dim];

// for (int i = 0; i < dim; i++)

// {

// visited[i] = new bool[dim];

// }

// for (int i = 0; i < dim; i++)

// {

// for (int j = 0; j < dim; j++)

// {

// visited[i][j] = false;

// }

// }

// int begin = 0;

// std::cout << "Введите начальный город: ";

// std::cin >> begin;

// int end = 0;

// std::cout << "Введите конечный город: ";

// std::cin >> end;

// Routes\* params = new Routes();

// //DepthSearch\_(begin-1, end-1, visited, params, 0);

// bool\* visited\_ = new bool[dim];

// for (int i = 0; i < dim; i++)

// {

// visited\_[i] = false;

// }

// RouteParams temp = RouteParams();

// DepthSearch\_\_(begin - 1, end - 1, visited\_, params, temp);

// for (int i = 0; i < params->len; i++)

// {

// std::cout << i << ": " << std::endl;

// //std::cout << "cost: " << params->routes[i].cost << " len: " << params->routes[i].len << " name: " << params->routes[i].name << std::endl;

// }

// for (int i = 0; i < dim; i++)

// {

// delete[] visited[i];

// }

//}

//void DepthSearch\_(int start, int end, bool\*\*& visited, Routes\*& params, int counter = 0)

//{

// if (start == end)

// {

// return;

// }

// for (int i = 0; i < this->dim; i++)

// {

// if (adjacency[start][i] != 0 && !visited[start][i])

// {

// //Routes\* temp = new Routes[params->len+1];

// ////temp->routes = new RouteParams[params->len + 1];

// //for (int i = 0; i < params->len; i++)

// //{

// // temp->routes[i] = params->routes[i];

// //}

// //temp->len = params->len;

// ///\*if (temp->len - 1 >= 0)

// // temp->routes[temp->len] = temp->routes[temp->len - 1];\*/

// //

// //temp->routes[temp->len].cost += adjacency[start][i];

// //temp->routes[temp->len].len += 1;

// //temp->routes[temp->len].name+=(char)('A' - 1 + i);

// //temp->len++;

// //delete[] params;

// //params = temp;

// //visited[start][i] = true;

// Routes\* temp = new Routes;

// temp->routes = new RouteParams[params->len + 1];

// for (int i = 0; i < params->len; i++)

// {

// temp->routes[i] = params->routes[i];

// }

// temp->len = params->len;

// if (temp->len - 1 >= 0)

// //temp->routes[temp->len] = temp->routes[temp->len - 1];

// temp->routes[temp->len] = temp->routes[counter];

// else

// temp->routes[temp->len] = RouteParams();

// temp->routes[temp->len].cost += adjacency[start][i];

// temp->routes[temp->len].len++;

// //temp->routes[temp->len].name += (char)('A' + i);

// temp->len++;

// if(params) delete params;

// params = temp;

// visited[start][i] = true;

// visited[i][start] = true;

// counter++;

// DepthSearch\_(i, end, visited, params, counter);

// }

// }

//}

//Routes\* GetNewRoute(int start, int i, Routes\*& params, RouteParams& previous)

//{

// Routes\* temp = new Routes;

// temp->routes = new RouteParams[params->len + 1];

// for (int i = 0; i < params->len; i++)

// {

// temp->routes[i] = params->routes[i];

// }

// temp->len = params->len;

// temp->routes[temp->len] = previous.Copy();

// temp->routes[temp->len].cost += adjacency[start][i];

// temp->routes[temp->len].len++;

// //temp->routes[temp->len].name += (char)('A' + i);

// temp->len++;

// return temp;

//}

/\*bool\* SaveVisitedPoint(bool\*& visited)

{

bool\* visited\_copy = new bool[dim];

for (int i = 0; i < dim; i++)

{

visited\_copy[i] = visited[i];

}

return visited\_copy;

}\*/

//void DepthSearch\_\_(int start, int end, bool\*& visited, Routes\*& params, RouteParams previous)

//{

// std::cout << start << std::endl<<std::endl;

// PrintList(visited);

// Print();

// if (start != end)

// {

// for (int i = 0; i < this->dim; i++)

// {

// if (adjacency[start][i] != 0 && !visited[start])

// {

//

// /\*this->Print();

// for (int i = 0; i < dim; i++)

// {

// std::cout << visited[i] << ' ';

// }

//

// std::cout << std::endl;

// std::cout << previous.name << std::endl;\*/

// //if (temp->len - 1 >= 0)

// // //temp->routes[temp->len] = temp->routes[temp->len - 1];

// // temp->routes[temp->len] = temp->routes[i];

// //else

// // temp->routes[temp->len] = RouteParams();

// //

// //

// Routes\* temp = new Routes;

// temp->routes = new RouteParams[params->len + 1];

// for (int i = 0; i < params->len; i++)

// {

// temp->routes[i] = params->routes[i];

// }

// temp->len = params->len;

// temp->routes[temp->len] = previous.Copy();

// temp->routes[temp->len].cost += adjacency[start][i];

// temp->routes[temp->len].len++;

// //temp->routes[temp->len].name += (char)('A' + i);

// temp->len++;

// //auto temp = GetNewRoute(start, i, params, previous);

// if (params) delete params;

// params = temp;

// visited[start] = true;

// adjacency[start][i] = 0;

// //auto visited\_copy = SaveVisitedPoint(visited);

// bool\* visited\_copy = new bool[dim];

// for (int i = 0; i < dim; i++)

// {

// visited\_copy[i] = visited[i];

// }

// DepthSearch\_\_(i, end, visited, params, temp->routes[temp->len-1]);

// delete[] visited;

// visited = visited\_copy;

// }

// }

// }

//}

/\*void MinDistance(int fSity, int sSity)

{

}\*/

};

Menu.h

#pragma once

#include "Addition.h"

#pragma once

#include "MenuItem.h"

#include <Windows.h>

#include <conio.h>

HANDLE hStdOut = GetStdHandle(STD\_OUTPUT\_HANDLE);

void SetCursor(short x, short y)

{

SetConsoleCursorPosition(hStdOut, { x, y });

}

class Menu {

protected:

string name;

MenuItem\* items = nullptr;

int countOfItem = 0;

public:

Menu(string name, int countOfItems, MenuItem\* items[]);

void PrintMenu();

void RunMenu();

void AddItem(string name, void (\*func)())

{

countOfItem++;

MenuItem\* temp = new MenuItem[countOfItem];

for (int i = 0; i < countOfItem - 1; i++)

{

temp[i] = items[i];

}

temp[countOfItem - 1].Set(name, func);

items = temp;

}

Menu()

{

items = nullptr;

countOfItem = 0;

}

Menu(std::string name)

{

this->name = name;

items = nullptr;

countOfItem = 0;

}

};

Menu::Menu(string name, int countOfItems, MenuItem\* items[]) {

this->name = name;

this->countOfItem = countOfItems;

for (int i = 0; i < countOfItem; i++) {

this->items[i] = \*items[i];

}

}

void Menu::PrintMenu() {

cout << name << "\n";

for (int i = 0; i < countOfItem; i++) {

cout << " [" << i + 1 << "] " << items[i].Name();

//items[i].PrintItem();

cout << "\n";

}

cout << " [0] Выход\n";

}

void Menu::RunMenu() {

int choice = 1;

bool input = false;

bool call = false;

this->PrintMenu();

SetCursor(0, 1);

std::cout << ">";

do

{

char ch = \_getch();

switch (ch)

{

case 13:

call = true;

input = true;

break;

/\*case 27:

choice = 0;

break;\*/

case 80:

if (choice <= this->countOfItem)

{

input = true;

choice++;

}

else

{

choice = 1;

input = true;

}

break;

case 72:

if (choice - 1 >= 1)

{

input = true;

choice--;

}

else

{

choice = this->countOfItem + 1;

input = true;

}

break;

case -32:

default:

input = false;

break;

}

if (input)

{

if (call)

{

if (choice <= countOfItem && choice >= 0)

{

if (choice != 0)

{

system("cls");

items[choice - 1].RunFunction();

system("pause");

system("cls");

this->PrintMenu();

SetCursor(0, choice);

std::cout << '>';

}

}

else if (choice == countOfItem + 1)

{

break;

}

}

else

{

for (int i = 0; i < this->countOfItem + 1; i++)

{

SetCursor(0, 1 + i);

std::cout << ' ';

}

SetCursor(0, choice);

std::cout << '>';

}

call = false;

}

input = false;

} while (choice != 0);

}

MenuItem.h

#pragma once

#include <iostream>

#include <string>

using namespace std;

class MenuItem {

protected:

string name;

void (\*func)();

public:

MenuItem() {};

MenuItem(string name, void (\*func)());

void RunFunction();

void PrintItem();

void Set(string name, void (\*func)())

{

this->name = name;

this->func = func;

}

std::string& Name()

{

return this->name;

}

};

MenuItem::MenuItem(string name, void(\*func)()) {

this->name = name;

this->func = func;

}

void MenuItem::RunFunction() {

this->func();

}

void MenuItem::PrintItem() {

cout << name;

}
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