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# Цели работы:

# Целью выполнения лабораторной работы является формирование практических навыков создания алгоритмов обработки графов.

**Задачи:**

Основными задачами выполнения лабораторной работы являются:

1. Познакомиться со способами представления графов в памяти компьютера.
2. Изучить основные обходы графов.
3. Научиться составлять алгоритмы для нахождения кратчайших путей в графе. Реализовать алгоритм согласно варианту.

**Вариант №35**

Создать программу согласно варианту, полученному у преподавателя. При выполнении лабораторной работы запрещается использовать сторонние классы и компоненты, реализующие заявленную функциональность. Для заданного графа, используя метод поиска в глубину, определить кратчайшее расстояние из города А в город В.
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Рис. 1 Печать матрицы смежностей

![](data:image/png;base64,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)

Рис. 2 Выполнение индивидуального задания
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Рис. 3 Демонстрация обхода в ширину
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Рис. 5 Меню программы

# Вывод:

Результатами работы являются:

* Программа, реализующая основные действия с графами;
* Подготовленный отчет;

**Листинг программы:**

Exceptions.cpp

#include "Exceptions.h"

Graph.cpp

#include "Graph.h"

lab3.cpp

#include <iostream>

#include "Graph.h"

#include <cstdio>

//#include <windows.h>

#include "Addition.h"

#include "Menu.h"

using namespace std;

int main(int argc, char\*\* argv)

{

setlocale(0, "");

if (Start(argc, argv))

{

Menu menu = Menu("Петроченков И. А. ИУК4-32Б");

menu.AddItem("Получить размерность матрицы соответствий", GetGraphDim);

menu.AddItem("Обновить размерность матрицы соответствий", Update);

menu.AddItem("Напечатать матрицу соответствий", Print);

menu.AddItem("Установить ребро", SetEdge);

menu.AddItem("Обход методом поиска в ширину", BFS);

menu.AddItem("Добавить вершину", AddVertex);

menu.AddItem("Установить матрицу соответствий", SetMatrix);

menu.AddItem("Поиск наименьшего пути алгоритмом Деикстры", Deikstra);

menu.AddItem("Поиск наименьшего пути методом поиска в глубину", DS);

menu.AddItem("Запись в файл матрицы соответствий", FileWrite);

menu.AddItem("Чтение из файла матрицы соответствий", ReadFromFile);

menu.AddItem("Обход графа в глубину", DFS);

menu.RunMenu();

}

}

Menu.cpp

MenuItem.cpp

Addition.h

#pragma once

#include <iostream>

#include <fstream>

#include <random>

#include <string>

std::string exc = "exception.txt";

//std::string src = "alph.txt";

std::string dst = "destination.txt";

std::string src = "source.txt";

#include <Windows.h>

#include "Graph.h"

Graph graph = Graph();

bool InputError()

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

return false;

}

bool Start(int argc, char\* argv[])

{

std::string message = "Параметры запуска программы:\nsource.txt - обязательный параметр, место хранения словаря\n";

if (argc <= 1)

{

//std::cout << argc << std::endl;

std::cout << message;

return false;

}

else

{

if (argc == 2)

{

//std::cout << argc << std::endl;

dst = argv[1];

return true;

}

else if (argc > 2)

{

//std::cout << argc << std::endl;

std::cout << message << std::endl;

return false;

}

}

}

void GetGraphDim()

{

try

{

std::cout << "Размерность матрицы соответствий: " << graph.GetDim() << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка!" << std::endl;

}

}

void Update()

{

try

{

std::cout << "Введите размерность матрицы: " << std::endl;

int dim = 0;

std::cin >> dim;

graph.Update(dim);

std::cout << "Таблица соответствий обновлена!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка обновления матрицы!" << std::endl;

}

}

void Print()

{

try

{

graph.Print();

}

catch (...)

{

std::cout << "Матрица пуста!" << std::endl;

}

}

void SetEdge()

{

try

{

std::cout << "Введите начальный и конечный города и стоимость пути: " << std::endl;

int first = 0, second = 0, val = 0;

std::cin >> first >> second >> val;

graph.SetEdge(first, second, val);

std::cout << "Ребро установлено!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка установки ребра!" << std::endl;

}

}

void BFS()

{

try

{

std::cout << "Введите начальный город: " << std::endl;

int begin = 0;

std::cin >> begin;

graph.BFS(begin);

std::cout << "Обход в ширину" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка алгоритма поиска в ширину!" << std::endl;

}

}

void AddVertex()

{

try

{

graph.AddVertex();

std::cout << "Вершина добавлена!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка добавления вершины!" << std::endl;

}

}

void SetMatrix()

{

try

{

graph.SetMatrix();

std::cout << "Матрица установлена!" << std::endl;

}

catch (...)

{

std::cout << "Произошла ошибка установки матрицы соответствий!" << std::endl;

}

}

void Deikstra()

{

try

{

std::cout << "Введите начальный город: " << std::endl;

int begin = 0;

std::cin >> begin;

graph.Deikstra(begin);

}

catch (...)

{

std::cout << "Произошла ошибка алгоритмы Деикстры!" << std::endl;

}

}

void DS()

{

try

{

graph.NewDS();

}

catch (...)

{

std::cout << "Произошла ошибка поиска в глубину!" << std::endl;

}

}

void FileWrite()

{

try

{

std::cout << "Введите путь файла: " << std::endl;

std::string path = "";

std::cin >> path;

graph.WriteInFile(path.c\_str());

}

catch (...)

{

std::cout << "Произошла ошибка записи в файл!" << std::endl;

}

}

void ReadFromFile()

{

try

{

graph.ReadFromFile(src.c\_str());

std::cout << "Считывание произошло успешно!" << std::endl;

}

catch (...)

{

std::cout << "Ошибка считывания файла" << std::endl;

}

}

void DFS()

{

try

{

graph.DoDFS();

std::cout << "Обход графа в глубину" << std::endl;

}

catch (...)

{

std::cout << "Ошибка обхода" << std::endl;

}

}

Exceptions.h

#pragma once

#include <exception>

#include <iostream>

#include <fstream>

#include <typeinfo>

#include <chrono>

#include <ctime>

#pragma warning(disable : 4996)

class BaseE : std::exception

{

protected:

const char\* message = "";

public:

BaseE()

{

}

BaseE(const char\* msg)

{

try {

std::ofstream fout;

fout.open("exception.txt", std::ios\_base::app);

if (fout.is\_open()) {

fout << "\n";

std::time\_t end\_time = std::chrono::system\_clock::to\_time\_t(std::chrono::system\_clock::now());

fout << msg << ' ' << ctime(&end\_time);

}

fout.close();

}

catch (...) {

}

message = msg;

}

virtual const char\* what() const

{

return message;

}

};

class OutOfRangeE : BaseE

{

private:

public:

OutOfRangeE()

{

}

OutOfRangeE(const char\* msg) : BaseE(msg)

{

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

template <class T>

class TypeErrorE : BaseE

{

private:

const char\* targetType = typeid(T).name();

public:

TypeErrorE()

{

targetType = typeid(T).name();

}

TypeErrorE(const char\* msg) : BaseE(msg)

{

targetType = typeid(T).name();

}

const char\* GetTargetType() const

{

return targetType;

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

class InputErrorE : BaseE

{

private:

public:

InputErrorE()

{

}

InputErrorE(const char\* msg) : BaseE(msg)

{

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

class NodeE : BaseE

{

private:

public:

NodeE()

{

}

NodeE(const char\* msg) : BaseE(msg)

{

}

virtual const char\* what() const override

{

return BaseE(message).what();

};

};

Graph.h

#pragma once

#include <iostream>

#include <iomanip>

#include <C:\Users\Игорь\Desktop\учеба\LabRab\ЛР ВП 2 Сем\1 ЛР\LR1\LR1\myException.h>

#include "C:\Users\Игорь\Desktop\учеба\LabRab\ЛР ВП 2 Сем\1 ЛР\LR1\LR1\myVector.h"

#include "Exceptions.h"

#include <fstream>

struct RouteParams

{

public:

int cost = 0;

int len = 0;

//char\* pathName = nullptr;

PIA::myVector<char> name = PIA::myVector<char>();

RouteParams()

{

cost = 0;

len = 0;

name.clear();

}

RouteParams(int cost, int len, PIA::myVector<char> name)

{

this->cost = cost;

this->len = len;

this->name = name;

}

RouteParams(const RouteParams& other)

{

this->cost = other.cost;

this->len = other.len;

this->name = other.name;

}

RouteParams& operator=(const RouteParams& other)

{

this->cost = other.cost;

this->len = other.len;

this->name = other.name;

return \*this;

}

RouteParams Copy()

{

RouteParams result = RouteParams();

result.cost = this->cost;

result.len = this->len;

result.name = this->name;

return result;

}

/\*~RouteParams()

{

delete[] pathName;

}\*/

};

struct Routes

{

public:

RouteParams\* routes = nullptr;

int len = 0;

Routes()

{

len = 0;

routes = nullptr;

}

Routes& operator=(const Routes& other)

{

this->len = other.len;

if (this->routes) delete[] this->routes;

this->routes = new RouteParams[this->len];

for (int i = 0; i < other.len; i++)

{

this->routes[i] = other.routes[i];

}

return \*this;

}

~Routes()

{

if(this->routes) delete[] routes;

}

};

class Graph

{

private:

int\*\* adjacency = nullptr;

int dim = 0;

public:

Graph()

{

this->adjacency = 0;

this->dim = 0;

}

Graph(int dim)

{

this->dim = dim;

if (this->adjacency)

{

for (int i = 0; i < dim; i++)

{

if (adjacency[i]) delete[] adjacency[i];

}

}

this->adjacency = new int\* [dim];

for (int i = 0; i < dim; i++)

{

this->adjacency[i] = new int[dim];

}

for (int i = 0; i < dim; i++)

{

for (int j = 0; j < dim; j++)

{

this->adjacency[i][j] = 0;

}

}

}

int GetDim() const

{

return this->dim;

}

void Update(int dim)

{

if (dim <= 0) throw new OutOfRangeE("Matrix dimension can't be lower than one");

if (this->adjacency)

{

for (int i = 0; i < this->dim; i++)

{

if (adjacency[i]) delete[] adjacency[i];

}

}

this->dim = dim;

this->adjacency = new int\* [this->dim];

for (int i = 0; i < this->dim; i++)

{

this->adjacency[i] = new int[this->dim];

}

for (int i = 0; i < this->dim; i++)

{

for (int j = 0; j < this->dim; j++)

{

this->adjacency[i][j] = 0;

}

}

}

int& operator()(int i, int j)

{

if (i < 0 || j < 0) throw new OutOfRangeE("Index can't be lower than zero");

if (i > this->dim - 1 || j > this->dim - 1) throw new OutOfRangeE("Index can't be greater than matrix dimension");

return this->adjacency[i][j];

}

void Print() const

{

if (!this->adjacency) throw new BaseE("The graph is empty");

for (int i = 0; i < dim + 1; i++)

{

for (int j = 0; j < dim + 1; j++)

{

if (i == 0 && j == 0)

{

std::cout << std::setw(3) << 'г';

}

else if (i == 0 || j == 0)

{

std::cout << std::setw(3) << (char)('A' - 1 + i + j);

}

else

{

std::cout << std::setw(3) << adjacency[i-1][j-1];

}

}

std::cout << std::endl;

}

}

void SetEdge(int first, int second, int value)

{

if(first < 0 || second < 0) throw new OutOfRangeE("Index can't be lower than zero");

if(first > this->dim-1 || second > this->dim - 1) throw new OutOfRangeE("Index can't be greater than matrix dimension");

if (first == second) throw new BaseE("Can't change distance");

if(first < this->dim && second < this->dim)

this->adjacency[first - 1][second - 1] = value;

this->adjacency[second - 1][first - 1] = value;

}

void BFS(int begin) const

{

if(begin < 1) throw new OutOfRangeE("Index can't be lower than one");

if (begin > this->dim) throw new OutOfRangeE("Index can't be greater than matrix dimension");

int unit = begin - 1;

bool\* visited = new bool[this->dim];

for (int i = 0; i < this->dim; i++)

{

visited[i] = false;

}

int\* queue = new int[this->dim];

int count = 0;

int head = 0;

for (int i = 0; i < this->dim; i++)

{

queue[i] = 0;

}

queue[count++] = unit;

visited[unit] = true;

while (head < count)

{

unit = queue[head++];

std::cout << (char)(unit + 'A') << ' ';

for (int i = 0; i < this->dim; i++)

{

if (adjacency[unit][i] && !visited[i])

{

queue[count++] = i;

visited[i] = true;

}

}

}

std::cout << std::endl;

delete[] queue;

}

void AddVertex()

{

int\*\* temp = new int\* [this->dim+1];

for (int i = 0; i< this->dim +1; i++)

{

temp[i] = new int[this->dim +1];

}

for (int i = 0; i < this->dim; i++)

{

for (int j = 0; j < this->dim; j++)

{

temp[i][j] = adjacency[i][j];

}

}

//Update(this->dim + 1);

this->dim += 1;

for (int i = 0; i < dim - 1; i++)

{

std::cout << "Введите вес между городами " << (char)(dim - 1 + 'A') << " и " << (char)(i + 'A') << ": ";

int val = 0;

while (!(std::cin >> val))

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

temp[dim - 1][i] = val;

temp[i][dim - 1] = val;

//temp[dim][i] = val;

//temp[i][dim] = val;

}

temp[dim - 1][dim-1] = 0;

if (this->adjacency)

{

for (int i = 0; i < this->dim - 1; i++)

{

if (this->adjacency[i]) delete[] this->adjacency[i];

}

}

this->adjacency = temp;

}

void SetMatrix()

{

int bias = 0;

for (int i = 0; i < dim; i++)

{

adjacency[i][i] = 0;

}

for (int i = 0; i < dim - 1; i++)

{

for (int j = i + 1; j < dim; j++)

{

std::cout << "Введите вес между городами " << (char)(i + 'A') << " и " << (char)(j + 'A') << ": ";

int val = 0;

while (!(std::cin >> val))

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

adjacency[i][j] = val;

adjacency[j][i] = val;

}

}

}

void Deikstra(int start) const

{

if(start < 0) throw new OutOfRangeE("Index can't be lower than zero");

if(start > this->dim) throw new OutOfRangeE("Index can't be greater than matrix dimension");

int begin = start - 1;

PIA::myVector<int> distance = PIA::myVector<int>();

int count = 0, index = 0, u = 0;// , m = begin + 1;

bool\* visited = new bool[this->dim];

for (int i = 0; i < this->dim; i++)

{

distance.pushBack(INT\_MAX);

visited[i] = false;

}

distance[begin] = 0;

for (count = 0; count < this->dim - 1; count++)

{

int min = INT\_MAX;

for (int i = 0; i < this->dim; i++)

{

if (!visited[i] && distance[i] <= min)

{

min = distance[i];

index = i;

}

}

u = index;

visited[u] = true;

for (int i = 0; i < this->dim; i++)

{

if (!visited[i] && this->adjacency[u][i] && distance[u] != INT\_MAX &&

distance[u] + adjacency[u][i] < distance[i])

distance[i] = distance[u] + adjacency[u][i];

}

}

for (int i = 0; i < this->dim; i++)

{

if (distance[i] != INT\_MAX)

std::cout << "Маршрут из " << (char)(begin + 'A') << " в " << (char)('A' + (i) % (this->dim)) << " = " << distance[i] << std::endl;

else std::cout << "Маршрут из " << (char)(begin + 'A') << " в " << (char)('A' + (i ) % (this->dim)) << " = " << "маршрут недоступен" << std::endl;

}

delete[] visited;

}

void NewDS() const

{

int begin = 0;

std::cout << "Введите начальный город: ";

while (!(std::cin >> begin) || begin < 0 || begin > this->dim)

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

int end = 0;

std::cout << "Введите конечный город: ";

while (!(std::cin >> end) || end < 0 || end > this->dim)

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

PIA::myVector<bool> visited = PIA::myVector<bool>();

for (int i = 0; i < this->dim; i++)

{

visited.pushBack(false);

}

PIA::myVector<RouteParams> params = PIA::myVector<RouteParams>();

RouteParams base = RouteParams(0, 0, PIA::myVector<char>());

NewDepthSearch(begin - 1, end - 1, visited, params, base);

auto shortest = RouteParams(INT\_MAX, INT\_MAX, PIA::myVector<char>());

for (auto el : params)

{

/\*std::cout << "cost: " << el.cost << " len: " << el.len << " name: ";

for (auto& e : el.name)

{

std::cout << e;

}

std::cout << std::endl;\*/

if (el.name[el.len - 1] == (char)('A' + end - 1))

{

if (el.cost < shortest.cost)

{

shortest = el;

}

}

}

if (shortest.cost != INT\_MAX && shortest.len != INT\_MAX)

{

std::cout << "Кратчайший путь из " << (char)('A' + begin - 1) << " в " << (char)('A' + end - 1) << ": " << std::endl;

std::cout << "Стоимость: " << shortest.cost << " Длина пути: " << shortest.len << " Название: ";

for (auto& e : shortest.name)

{

std::cout << e;

}

std::cout << std::endl;

}

else

{

std::cout << "Из города " << (char)('A' + begin - 1) << " в " << (char)('A' + end - 1) << " добраться нельзя" << std::endl;

}

}

void NewDepthSearch(int start, int end, PIA::myVector<bool> visited, PIA::myVector<RouteParams>& params, RouteParams base) const

{

try

{

visited[start] = true;

if (start == end)

{

auto name = PIA::myVector<char>(base.name);

name.pushBack((char)('A' + start));

RouteParams nbase = RouteParams(base.cost + adjacency[start][start], base.len + 1, name);

params.pushBack(nbase);

return;

}

else

{

for (int i = 0; i < this->dim; i++)

{

if (adjacency[start][i] != 0 && !visited[i])

{

auto name = PIA::myVector<char>(base.name);

name.pushBack((char)('A' + start));

RouteParams nbase = RouteParams(base.cost + adjacency[start][i], base.len + 1, name);//base.name + (char)('A' + start));

params.pushBack(nbase);

NewDepthSearch(i, end, visited, params, nbase);

}

}

}

}

catch (std::exception& ex)

{

std::cout << ex.what() << std::endl;

}

}

void WriteInFile(const char\* path) const

{

try

{

std::ofstream fout;

fout.open(path);

if (!this->adjacency) throw new BaseE("The graph is empty");

for (int i = 0; i < dim + 1; i++)

{

for (int j = 0; j < dim + 1; j++)

{

if (i == 0 && j == 0)

{

fout << std::setw(3) << 'г';

}

else if (i == 0 || j == 0)

{

fout << std::setw(3) << (char)('A' - 1 + i + j);

}

else

{

fout << std::setw(3) << adjacency[i - 1][j - 1];

}

}

fout << std::endl;

}

fout.close();

}

catch (std::exception& ex)

{

std::cout << ex.what() << std::endl;

std::cout << "Произошла ошибка записи в файл!" << std::endl;

}

}

void Clear()

{

if (this->adjacency)

{

for (int i = 0; i < this->dim; i++)

{

if (this->adjacency[i]) delete adjacency[i];

}

}

this->dim = 0;

}

void ReadFromFile(const char\* path)

{

try

{

this->Clear();

std::ifstream fin;

fin.open(path);

fin >> this->dim;

this->Update(this->dim);

for (int i = 0; i < this->dim; i++)

{

for (int j = 0; j < this->dim; j++)

{

fin >> this->adjacency[i][j];

}

}

fin.close();

}

catch (...)

{

std::cout << "Произошла ошибка считывания файла" << std::endl;

}

}

void DoDFS() const

{

std::cout << "Введите начальный город" << std::endl;

int begin = 0;

while (!(std::cin >> begin) || begin < 0 || begin > this->dim)

{

std::cin.clear();

std::cin.ignore(INT\_MAX, '\n');

std::cout << "\nОшибка! Введено некорректное значение!\n Попробуйте снова.\n";

}

bool\* visited = new bool[this->dim];

for (int i = 0; i < this->dim; i++)

{

visited[i] = false;

}

DFS(visited, begin - 1);

delete[] visited;

std::cout << std::endl;

}

void DFS(bool\* visited, int begin) const

{

std::cout << (char)('A' + begin);

visited[begin] = true;

for (int i = 0; i < this->dim; i++)

{

if (this->adjacency[begin][i] != 0 && !visited[i])

{

DFS(visited, i);

}

}

}

/\*void PrintList(bool\* visited)

{

for (int i = 0; i < dim; i++)

{

std::cout << visited[i] << ' ';

}

std::cout << std::endl;

}\*/

/\*void DoDS()

{

bool\* visited = new bool[dim] {};

int begin = 0;

std::cout << "Введите начальный город: ";

std::cin >> begin;

int end = 0;

std::cout << "Введите конечный город: ";

std::cin >> end;

bool flag = false;

int\* summ = new int[dim];

DepthSearch(begin - 1, end - 1, visited, flag, summ);

int len = 0;

for (int i = 0; i < dim; i++)

{

if (visited[i] == true) len++;

}

if (len == 1)

{

std::cout << "Нет способа добраться из вершины " << begin << " до вершины " << end << std::endl;

}

else

{

std::cout << std::endl << "Стоимость: " << summ << std::endl << "Длина: " << len << std::endl;

}

delete[] visited;

}\*/

/\*void DepthSearch(int begin, int end, bool\* visited, bool& flag, int\* summ)

{

if (!flag)

{

std::cout << begin + 1 << ' ';

visited[begin] = true;

if (begin == end)

{

flag = true;

return;

};

for (int i = 0; i < this->dim; i++)

{

if (!flag && adjacency[begin][i] != 0 && !visited[i])

{

DepthSearch(i, end, visited, flag, summ);

summ[begin] += adjacency[begin][i];

}

}

}

}\*/

//void DoDS\_()

//{

// bool\*\* visited = new bool\*[dim];

// for (int i = 0; i < dim; i++)

// {

// visited[i] = new bool[dim];

// }

// for (int i = 0; i < dim; i++)

// {

// for (int j = 0; j < dim; j++)

// {

// visited[i][j] = false;

// }

// }

// int begin = 0;

// std::cout << "Введите начальный город: ";

// std::cin >> begin;

// int end = 0;

// std::cout << "Введите конечный город: ";

// std::cin >> end;

// Routes\* params = new Routes();

// //DepthSearch\_(begin-1, end-1, visited, params, 0);

// bool\* visited\_ = new bool[dim];

// for (int i = 0; i < dim; i++)

// {

// visited\_[i] = false;

// }

// RouteParams temp = RouteParams();

// DepthSearch\_\_(begin - 1, end - 1, visited\_, params, temp);

// for (int i = 0; i < params->len; i++)

// {

// std::cout << i << ": " << std::endl;

// //std::cout << "cost: " << params->routes[i].cost << " len: " << params->routes[i].len << " name: " << params->routes[i].name << std::endl;

// }

// for (int i = 0; i < dim; i++)

// {

// delete[] visited[i];

// }

//}

//void DepthSearch\_(int start, int end, bool\*\*& visited, Routes\*& params, int counter = 0)

//{

// if (start == end)

// {

// return;

// }

// for (int i = 0; i < this->dim; i++)

// {

// if (adjacency[start][i] != 0 && !visited[start][i])

// {

// //Routes\* temp = new Routes[params->len+1];

// ////temp->routes = new RouteParams[params->len + 1];

// //for (int i = 0; i < params->len; i++)

// //{

// // temp->routes[i] = params->routes[i];

// //}

// //temp->len = params->len;

// ///\*if (temp->len - 1 >= 0)

// // temp->routes[temp->len] = temp->routes[temp->len - 1];\*/

// //

// //temp->routes[temp->len].cost += adjacency[start][i];

// //temp->routes[temp->len].len += 1;

// //temp->routes[temp->len].name+=(char)('A' - 1 + i);

// //temp->len++;

// //delete[] params;

// //params = temp;

// //visited[start][i] = true;

// Routes\* temp = new Routes;

// temp->routes = new RouteParams[params->len + 1];

// for (int i = 0; i < params->len; i++)

// {

// temp->routes[i] = params->routes[i];

// }

// temp->len = params->len;

// if (temp->len - 1 >= 0)

// //temp->routes[temp->len] = temp->routes[temp->len - 1];

// temp->routes[temp->len] = temp->routes[counter];

// else

// temp->routes[temp->len] = RouteParams();

// temp->routes[temp->len].cost += adjacency[start][i];

// temp->routes[temp->len].len++;

// //temp->routes[temp->len].name += (char)('A' + i);

// temp->len++;

// if(params) delete params;

// params = temp;

// visited[start][i] = true;

// visited[i][start] = true;

// counter++;

// DepthSearch\_(i, end, visited, params, counter);

// }

// }

//}

//Routes\* GetNewRoute(int start, int i, Routes\*& params, RouteParams& previous)

//{

// Routes\* temp = new Routes;

// temp->routes = new RouteParams[params->len + 1];

// for (int i = 0; i < params->len; i++)

// {

// temp->routes[i] = params->routes[i];

// }

// temp->len = params->len;

// temp->routes[temp->len] = previous.Copy();

// temp->routes[temp->len].cost += adjacency[start][i];

// temp->routes[temp->len].len++;

// //temp->routes[temp->len].name += (char)('A' + i);

// temp->len++;

// return temp;

//}

/\*bool\* SaveVisitedPoint(bool\*& visited)

{

bool\* visited\_copy = new bool[dim];

for (int i = 0; i < dim; i++)

{

visited\_copy[i] = visited[i];

}

return visited\_copy;

}\*/

//void DepthSearch\_\_(int start, int end, bool\*& visited, Routes\*& params, RouteParams previous)

//{

// std::cout << start << std::endl<<std::endl;

// PrintList(visited);

// Print();

// if (start != end)

// {

// for (int i = 0; i < this->dim; i++)

// {

// if (adjacency[start][i] != 0 && !visited[start])

// {

//

// /\*this->Print();

// for (int i = 0; i < dim; i++)

// {

// std::cout << visited[i] << ' ';

// }

//

// std::cout << std::endl;

// std::cout << previous.name << std::endl;\*/

// //if (temp->len - 1 >= 0)

// // //temp->routes[temp->len] = temp->routes[temp->len - 1];

// // temp->routes[temp->len] = temp->routes[i];

// //else

// // temp->routes[temp->len] = RouteParams();

// //

// //

// Routes\* temp = new Routes;

// temp->routes = new RouteParams[params->len + 1];

// for (int i = 0; i < params->len; i++)

// {

// temp->routes[i] = params->routes[i];

// }

// temp->len = params->len;

// temp->routes[temp->len] = previous.Copy();

// temp->routes[temp->len].cost += adjacency[start][i];

// temp->routes[temp->len].len++;

// //temp->routes[temp->len].name += (char)('A' + i);

// temp->len++;

// //auto temp = GetNewRoute(start, i, params, previous);

// if (params) delete params;

// params = temp;

// visited[start] = true;

// adjacency[start][i] = 0;

// //auto visited\_copy = SaveVisitedPoint(visited);

// bool\* visited\_copy = new bool[dim];

// for (int i = 0; i < dim; i++)

// {

// visited\_copy[i] = visited[i];

// }

// DepthSearch\_\_(i, end, visited, params, temp->routes[temp->len-1]);

// delete[] visited;

// visited = visited\_copy;

// }

// }

// }

//}

/\*void MinDistance(int fSity, int sSity)

{

}\*/

};

Menu.h

#pragma once

#include "Addition.h"

#pragma once

#include "MenuItem.h"

#include <Windows.h>

#include <conio.h>

HANDLE hStdOut = GetStdHandle(STD\_OUTPUT\_HANDLE);

void SetCursor(short x, short y)

{

SetConsoleCursorPosition(hStdOut, { x, y });

}

class Menu {

protected:

string name;

MenuItem\* items = nullptr;

int countOfItem = 0;

public:

Menu(string name, int countOfItems, MenuItem\* items[]);

void PrintMenu();

void RunMenu();

void AddItem(string name, void (\*func)())

{

countOfItem++;

MenuItem\* temp = new MenuItem[countOfItem];

for (int i = 0; i < countOfItem - 1; i++)

{

temp[i] = items[i];

}

temp[countOfItem - 1].Set(name, func);

items = temp;

}

Menu()

{

items = nullptr;

countOfItem = 0;

}

Menu(std::string name)

{

this->name = name;

items = nullptr;

countOfItem = 0;

}

};

Menu::Menu(string name, int countOfItems, MenuItem\* items[]) {

this->name = name;

this->countOfItem = countOfItems;

for (int i = 0; i < countOfItem; i++) {

this->items[i] = \*items[i];

}

}

void Menu::PrintMenu() {

cout << name << "\n";

for (int i = 0; i < countOfItem; i++) {

cout << " [" << i + 1 << "] " << items[i].Name();

//items[i].PrintItem();

cout << "\n";

}

cout << " [0] Выход\n";

}

void Menu::RunMenu() {

int choice = 1;

bool input = false;

bool call = false;

this->PrintMenu();

SetCursor(0, 1);

std::cout << ">";

do

{

char ch = \_getch();

switch (ch)

{

case 13:

call = true;

input = true;

break;

/\*case 27:

choice = 0;

break;\*/

case 80:

if (choice <= this->countOfItem)

{

input = true;

choice++;

}

else

{

choice = 1;

input = true;

}

break;

case 72:

if (choice - 1 >= 1)

{

input = true;

choice--;

}

else

{

choice = this->countOfItem + 1;

input = true;

}

break;

case -32:

default:

input = false;

break;

}

if (input)

{

if (call)

{

if (choice <= countOfItem && choice >= 0)

{

if (choice != 0)

{

system("cls");

items[choice - 1].RunFunction();

system("pause");

system("cls");

this->PrintMenu();

SetCursor(0, choice);

std::cout << '>';

}

}

else if (choice == countOfItem + 1)

{

break;

}

}

else

{

for (int i = 0; i < this->countOfItem + 1; i++)

{

SetCursor(0, 1 + i);

std::cout << ' ';

}

SetCursor(0, choice);

std::cout << '>';

}

call = false;

}

input = false;

} while (choice != 0);

}

MenuItem.h

#pragma once

#include <iostream>

#include <string>

using namespace std;

class MenuItem {

protected:

string name;

void (\*func)();

public:

MenuItem() {};

MenuItem(string name, void (\*func)());

void RunFunction();

void PrintItem();

void Set(string name, void (\*func)())

{

this->name = name;

this->func = func;

}

std::string& Name()

{

return this->name;

}

};

MenuItem::MenuItem(string name, void(\*func)()) {

this->name = name;

this->func = func;

}

void MenuItem::RunFunction() {

this->func();

}

void MenuItem::PrintItem() {

cout << name;

}
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