# 常量池（JDK1.8版）

相关链接：

https://blog.csdn.net/qq\_31615049/article/details/81611918

Java中的常量池分为三种类型：

-1）类文件中常量池（The Constant Pool）

-2）运行时常量池（The Run-Time Constant Pool）

-3）字符串常量池

## 类文件中常量池（Constant Pool）

---存在于Class文件中

诞生时间：编译时

内容概要：字面量（Literal）和符号引用（Symbolic Reference）

Class文件中存在一个常量池，存在的是编译期生成各种字面量和符号引用。

常量池指的是在编译期被确定，并被保存在已编译的.class文件中的一些数据。

字面量：包括文本字符串、被声明为final的常量值、基本数据类型的值。

符号引用：包括类和接口的全限定名、字段的名称和描述符、方法的名称和描述符。

常量池的每一项常量都是一个表，一共有11种各不相同的表结构数据，这每个表开始的第一位都是一个字节的标志位（取值1~12）。

Java中有8种基本类型和一个特殊类型String，这些类型为了使它们在运行过程中速度更快、更节省内存，都提供了一种常量池的概念。

## 运行时常量池

---存在于内存的元空间中

诞生时间：JVM运行时

内容概要：class文件元信息描述，**编译后的代码数据**，引用类型数据，类文件常量池。

运行时常量池：就是将编译后的类信息放入运行时的一个区域中，用来动态获取类信息。

运行时常量池是在类加载完成之后，将每个class常量池中的符号引用值转存到运行时常量池中，即每个class都有一个运行时常量池，类在解析之后，将符号引用替换成直接引用，与全局常量池中的引用值保持一致。

当java文件被编译成class文件之后，会生成上面的class常量池。而当类加载到内存之后，JVM就会将class常量池中的内容存放到运行时常量池中。

## 字符串常量池

--存在于堆中

字符串池中的内容是在类加载完成，经过验证、准备阶段之后，在堆中生成字符串对象实例，然后将该字符串对象实例的引用值存到String Pool中。（String Pool中存的是引用值而不是具体的实例对象）。

在HotSpot VM里实现的String Pool功能的是一个StringTable类，它是一个哈希表，里面存的是驻留字符串(也就是我们常说的用双引号括起来的)的引用（而不是驻留字符串实例本身）。

字符串各版本变化：

Jdk1.6及之前版本中，字符串常量池放在堆的Perm区，Perm区是一个类静态区域，主要存储一些加载类的信息、常量池、方法片段等内容，默认只有4m，一旦常量池使用大量intern是会直接产生java.lang.OutOfMemoryError:PermGen space错误的。

Jdk1.7版本中，字符串常量池从Perm区移动到堆Heap区，原因是Perm区大小了。

Jdk1.8版本中，已经取消Perm区，而新建立一个元数据区。

String类型的常量池主要使用方法有两种：

-1）直接使用双引号声明出来的String对象会直接存储在常量池中；

-2）若不是双引号声明的String对象，可使用intern()方法。

Intern()方法会从字符串常量池中查询当前字符串是否存在，若不存在则在堆内存创建当前字符串，再将其引用值存入常量池中并返回其引用值；若存在则直接返回其引用值。

字符串所在的内存区域：

String str1 = "helloworld"; //存在于常量池中

String str2 = new String("helloworld"); // 'helloworld'存在于常量池中，String对象存在于堆中

String str3 = str1 + "world"; // 有字符串引用时，在堆中建立一个String对象将引用返回

String ss = new String("abc"); //该语句会生成两个对象，一个是“abc”的实例对象，并且在StringTable中存储一个“abc”的引用值，还有一个是new出来的一个“abc”的实例对象，与上面那个是不同的实例。

# String类的使用

## String对象

大部分常量池中的字符串是在编译期确定的，除非很明确的调用String对象的intern方法返回（或创建）一个运行时常量池中的String对象。

(String s1 = "aa")中的这些String对象属于“interned String”。 String是Java对象，根据JVM规范它必须存在于java堆中，interned String也是。但JVM有个StringTable存着interned String的引用，保证内容相同的String对象不被重复intern。（这里便是编译器的优化）

字符串“+操作”：本质上是创建了StringBuilder对象进行append操作，然后将拼接后的stringBuilder对象用toString处理成String对象。

实例：

String s0 = "abc";

String s1 = "ab" + "c";

String s2 = "ab" + new String("c");

System.out.println(s0==s1); //true，说明：s0中的“abc”是字符串常量，在编译期就被确定了；而“ab”和“c”也是字符串常量，当一个字符串由多个字符串常量连接而成时，它自己肯定也是字符串常量，因此s1也是字符串常量，是“abc”的一个引用

System.out.println(s0==s2); //false，说明：s2后半部分无法在编译期确定，所以该字符串不放入常量池中

## intern()方法

源码：public native String intern();

定义：intern()方法首先会从常量池中查找是否存在该常量值，若存在则直接返回它的引用，若不存在则在常量池中创建后返回它的引用。

大体实现结构：Java使用jni调用c++实现的StringTable的intern()方法，StringTable的intern()方法跟Java中的HashTable差不多，只是不能扩容。若放进的String Pool的String非常多，就会造成Hash冲突严重，从而导致链表会很长，进而导致调用String.intern时性能会大幅下降。

jdk1.6中StringTable是固定的，大小为1009。

Jdk1.7可设置参数指定：-XX:StringTableSize=99991

Jdk1.7版本的String#intern()说明：

详情：https://www.cnblogs.com/wxgblogs/p/5635099.html

-1）将字符串常量池从Perm区移到了Java Heap区

-2）String#intern方法时，若若存在堆中的String对象，字符串常量池会保存堆中String对象的引用，而不是重新创建对象。

实例一：（jdk1.7版本）

String s3 = new String("1") + new String("1");

s3.intern();

String s4 = "11";

System.out.println(s3 == s4); //true

实例二：（jdk1.7版本）

String s3 = new String("1") + new String("1");

String s4 = "11";

s3.intern();

System.out.println(s3 == s4); //false

实例三：（jdk1.7版本）

String s3 = new String("1") + new String("1");

String s4 = "11";

s3 = s3.intern();

System.out.println(s3 == s4); //true

## String、StringBuffer、StringBuilder区别

-1）String是字符串常量，StringBuffer和StringBuilder都是字符串变量。

-2）StringBuffer是线程安全的，而StringBuilder是非线程安全的。由于线程安全会带来额外的系统开销，所以StringBuilder的效率比StringBuffer高

## replace、replaceAll区别：

相同点：都是全部替换，如果仅替换一次可使用replaceFirst()方法。

1）replace参数是char和CharSequence，即支持字符替换和字符串替换两种。

2）replaceAll的参数是regex，即基于规则表达式的替换。如replaceAll("\\d", "\*")把字符串中所有数字字符换成\*号

## indexof()和lastIndexOf()区别

indexOf(str [, startIndex]) //从左到右执行查找

lastIndexOf(str [, startIndex]) //从右到左执行查找

实例：查找” bbb”最近的”/\*”和”\*/”

String str = "/\* aaa \*/ /\* bbb \*/ /\* ccc \*/";

int index = str.indexOf("bbb");

int indexOf = str.indexOf("\*/", index);

int lastIndexOf = str.lastIndexOf("/\*", index);

System.out.println(indexOf + " " + lastIndexOf); //输出: 18 11

# 抽象类/接口

抽象类：

JDK1.8以前，抽象类方法默认访问权限为protected；

JDK1.8以后，抽象类方法默认访问权限为default；

接口：

JDK1.8以前，接口中的方法必须为public；

JDK1.8时，接口中的方法也可以是default；

JDK1.9时，接口中的方法也可以是private；

抽象类和接口的区别：

-1）抽象类中可存在非抽象方法；接口中的方法必须是抽象方法。

-2）抽象类中可以有普通的成员变量；接口只有常量，没有变量，必须是static final类型的，必须初始化（原因：类加载时期加载static参数）。

-3）Java8中接口会有default方法，即方法可以被实现。

-4）每个子类的构造函数都在第一行默认调用super()方法，new子类时会调用父类的构造方法，这是接口没有的。详情https://www.cnblogs.com/anrainie/archive/2012/03/28/2420738.html

选择：

-1）优先选择接口！

-2）若存在某个具体实现的方法（如BaseDao类注入了SessionFactory），只要方法没有全部实现，则设置成抽象类。

# 异常

try-catch-finally规则：

-1）try之后添加catch块或finally块。

-2）一个 try 块可能有多个 catch 块，但只会匹配一个catch块。若匹配一个匹配块，就不会再执行其它的catch代码块了。

-3）当try块和finally块都有return返回时，该方法返回的是finally的。但不建议在finally块写return语句。

-4）当try块中有System.exit(0)，表示整个虚拟机里的内容都释放，JVM停止工作，程序正常退出。此时finally中的语句不会执行。

try块和finally块的return语句描述：

try中执行到return时，先把这个值存起来，再开辟一块内存存这个值，然后去执行finally，finally执行之后，回去执行之前没执行完的return语句，将值返回。

throw与throws区别：

-1）throw是抛出一个异常对象。（如：throw new Exception()）

-2）throws是方法上声明可能抛出的异常们，表示抛出的异常由调用该方法的调用者处理。（如：public void saveAll() throws Exception1,Exception2{ … }）

实例：

public void doA(int a) throws Exception1, Exception3 {

try {

...//省略

}catch(Exception2 e2) {

System.out.println("捕获并处理Exception2异常！");

}

if(a!=b) throw new Exception3();

}

说明：

1）如果产生Exception1异常，则捕获之后再抛出，由该方法的调用者去处理。

2）如果产生Exception2异常，则该方法自己处理了(即System.out.println("捕获并处理Exception2异常！");)。所以该方法就不会再向外抛出Exception2异常，public void doA(int a) throws Exception1,Exception3里面的Exception2也就不用写了。

3）Exception3异常是该方法的某逻辑出错，程序员自己做了处理，在该段逻辑错误的情况下抛出Exception3异常，则该方法的调用者也要处理此异常。

# 内部类

4种内部类：成员内部类、静态内部类、局部内部类和匿名内部类

为什么需要内部类：

-1）高内聚，把只和这个类相关的类型放到这个类的内部。例如链表、接口回调。

-2）设计原则中的“组合优先于继承”：若继承仅仅是为了得到父类的功能，则此时应该完全抛弃继承，而改用组合实现。

实例：比较器类MyComparator、HashMap集合中的节点Entry

## 成员内部类

格式：

public class Outer {

class Inner {...} //成员内部类

}

创建内部类对象：Outer.Inner inner = (new Outer()).new Inner();

访问外部类非静态变量：外部类名.this.变量名

访问外部类静态变量：外部类名.变量名

说明：

相当于外部类的一个成员方法，访问权限与成员方法一样，能能访问外部类的所有变量和方法，包括静态和非静态，私有和非私有。

注：成员内部类没有静态变量和静态方法！！

注：内部类是一个编译时的概念，一旦编译成功，就会成为完全不同的两类。编译完成后出现outer.class和outer$inner.class两类。Out.java编译后会生成两个class文件，分别是Out.class和Out$Inner.class。

好处：用内部类定义在外部类中不可访问的属性。这样就在外部类中实现比外部类的private还小的权限。

外部类访问内部类：

注：成员内部类没有静态变量和静态方法！

--外部类的非静态方法访问成员内部类的非静态方法：

public void outer\_f3() {

new Inner().inner\_f1();

}

--外部类的静态方法访问成员内部类的非静态方法：

public static void outer\_f4() {

new Outer().new Inner().inner\_f1();

}

## 静态内部类

格式：

public class Outer {

static class Inner{...} //静态内部类

}

创建静态内部类对象：Outer.Inner in = new Outer.Inner();

访问静态内部类的静态成员：String staticStr = Inner.staticStr;

访问静态内部类的非静态成员：String str = new Outer.Inner().str;

说明：

用static修饰。访问权限与外部类的静态方法一样，只能访问外部类的静态变量和静态方法。

注：Outer.java文件编译后会生成两个class文件，分别为Outer.class和Outer$Inner.class。

应用场景：

1）当类与接口（或接口与接口）发生方法名冲突时，必须使用内部类来实现。用接口不能完全地实现多继承，用接口配合内部类才能实现真正的多继承。

2）Java集合类HashMap内部就有一个静态内部类Entry。Entry用来存放元素，HashMap的主干为一个Entry数组。

静态内部类与成员内部类的区别：

-1）内部：静态内部类中可以定义静态成员，而成员内部类中不允许定义静态成员。

-2）外部：静态内部类只能访问外部类的静态变量和静态方法；而成员内部类可以访问外部类所有的变量和方法，包括静态和非静态，私有和非私有。

访问：

class OuterOne {

public class InsideOne {...} //成员内部类

public stitic class InsideTwo{...} //静态内部类

public static void main(String[] args) {

OuterOne.InsideOne one = new OuterOne().new InsideOne(); //成员内部类访问

OuterOne.InsideTwo two = new OuterOne.InsideTwo(); //静态内部类访问

}

}

## 局部内部类

即在方法中定义的内部类，与局部变量类似，不能用public或private修饰。

局部内部类中不可定义静态变量。

定义在实例方法中的局部类可以访问外部类的所有变量和方法，定义在静态方法中的局部类只能访问外部类的静态变量和方法。

局部内部类只能访问final类型的局部变量。

格式：

public class Outer { //外部类

public void f() { //方法

class Inner{...} //局部内部类：定义在方法内

}

}

## 匿名内部类

格式：new 接口()|父类构造器(参数列表) { ...//匿名内部类的类实现 }

是一种特殊的局部内部类，使用匿名内部类时，必须继承一个类或实现一个接口。（如创建对象：Date d = new Date(){...}）

由于构造器的名字必须与类名相同，而匿名类没有类名，所以匿名类不能有构造器。

匿名内部类中不能含有静态成员变量和静态方法。final修饰的局部变量才可被匿名内部类使用。

匿名内部类不能是public、protected、private、static

应用场景：

匿名内部类使用广泛，比如我们常用的绑定监听的时候。

# 反射

## 反射机制中的类：

反射机制中的类包括：

java.lang.Class //类

java.lang.reflect.Constructor //构造器

java.lang.reflect.Field //属性

java.lang.reflect.Method //方法

java.lang.reflect.Modifier //修饰符

## 常用方法

### 获取类、父类和接口

类形式为Class，泛型形式为Class<T>

1）getName()：返回类的名字，包括包名。比如：com.test.User

2）getSimpleName()：返回类名称简称，不包括包名。比如：User

3）newInstance()：快速地创建一个类的实例

4）getSuperclass()：获取某类的父类

5）getGenericSuperclass()：获得带有泛型的父类！！

6）getInterfaces()：获取某类实现的接口

获取Class方式：

Class c1 = Class.forName("Employee"); //方法一

Class c2 = Employee.class; //方法二

Class c3 = (new Employee()).getClass(); //方法三，c3是运行时类

### getSuperclass()和getGenericSuperclass()

getSuperclass()和getGenericSuperclass()区别：

1）getSuperclass() : 获取某类的父类。由于编译擦除，没有显示泛型参数

2）getGenericSuperclass : 获得带有泛型的父类！！

测试实例：

在class Student extends Person<Student>类中：

Class clazz = getClass(); //获取本类

clazz.getSuperclass() //获得该类的父类(class com.yjy.test.Person)

Type type = clazz.getGenericSuperclass(); //得到com.yjy.test.Person<com.yjy.test.Student>

ParameterizedType p = (ParameterizedType) type;

Class<T> c = (Class<T>) p.getActualTypeArguments()[0]; //得到class com.yjy.test.Student

c.getName() //com.yjy.test.Student

### 获取属性

getFields()和getDeclaredFields()区别：

-1）getFields()：访问“类及父类”中声明为public的属性，但不能访问私有属性。

-2）getDeclaredFields()：访问“本类”中所有的属性（与private/protected/public无关），但不能访问父类的属性。

获取特定属性（get/set）：

Class clazz = Class.forName("com.yjy.domain.User"); //获取类

Object o = clazz.newInstance(); //类实例化

Field[] fields = clazz.getFields(); //获取所有“类及父类”的public属性

Field idF = clazz.getDeclaredField("id"); //获取指定属性

idF.setAccessible(true); //使用反射机制可以打破封装性，导致了java对象的属性不安全。

idF.set(o, "110"); //赋值set

获取所有属性：

Field[] fields = c.getDeclaredFields(); //获取所有的public和非public属性

for(Field field : fields){

String fieldName = field.getName(); //变量名称，例如username

Modifier.toString(field.getModifiers()) // 修饰符，例如public/public static等等

Object fieldType = field.getType(); //变量类型

field.getType().getSimpleName() // 类型,例如String

}

field.isAnnotationPresent(MyFilter.class) //该字段field是否有MyFilter注解

### 获取方法

getMethods()和getDeclaredMethods()区别：

-1）getMethods()：访问“类及父类”中声明为public的方法。但不能访问私有方法。

2）getDeclaredMethods()：访问“本类”中所有的方法，与private，protected，public无关。但不能访问父类的方法。

### 获取构造器

getConstructors()和getDeclaredConstructors()区别：

-1）getConstructors()：访问“类及父类”中声明为public的构造函数。

-2）getDeclaredConstructors()：访问“本类”中所有的构造函数,与public,private,protect无关。

获取“类及父类”中声明为public的公有构造器：

Constructor[] constructors = aClass.getConstructors();

获取“类及父类”中存在参数为String类型的构造器：

Constructor constructor = aClass.getConstructor(new Class[]{String.class});

## 私有变量和私有方法

从对象的外部访问私有变量以及方法是不允许的，但是Java反射机制可以做到这一点。

-1）获取私有变量（2种）：

aClass.getDeclaredField(String name)方法

aClass.getDeclaredFields()方法。

-2）获取私有方法（2种）：

aClass.getDeclaredMethod(String name, Class[] parameterTypes)方法

aClass.getDeclaredMethods() 方法。

# 泛型

## 应用场景

1）声明一个需要被参数化（Parameterizable）的类/接口

2）使用一个参数化类

java.util.List接口就是典型的例子。用泛型机制创建一个标明存储的是String类型list，这样比你创建一个Object的list要更好。

## Type类型

java.lang.reflect.Type –java语言中所有类型的公共接口

Type是Java中所有类型的公共高级接口。它们包括原始类型、参数化类型、数组类型、类型变量和基本类型
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### Type的4个直接子接口

Type的4种类型的接口：

-1）ParameterizedType：参数化类型（即泛型），比如Collection

-2）GenericArrayType：数组类型

-3）TypeVariable：类型变量，是各种类型变量的公共父接口

-4）WildcardType（译为“通配符”）：代表一种通配符类型表达式，比如?,? extends Serializable等。

![C://Users/user/AppData/Local/YNote/data/qq40776862BDB29BFBF77CFF6728DF2B3F/b43c61ac3d394ba8acccc0e79ae200c8/clipboard.png](data:image/png;base64,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)

? extends XX描述：

XX 类是用来限定通配符的上界，XX 类是能匹配的最顶层的类，它只能匹配 XX 类以及 XX 类的子类。

? super XX描述：

XX 类是用来限定通配符的下界，XX 类是能匹配的最底层的类，它只能匹配 XX 类以及 XX 类的超类

? extends ArrayList，这样extends后面是?的上边界，这个上边界是ParameterizedType类型

? extends E，这样extends后面是?的上边界，这个上边界是TypeVariable类型

? extends E[]，这样extends后面是?的上边界，这个上边界是GenericArrayType类型

? extends Number，这样extends后面是?的上边界，这个上边界是Class类型

## 测试实例

实例：

在BaseDaoImpl抽象类中

Class<T> clazz;

public BaseDaoImpl() {

ParameterizedType pt = (ParameterizedType)getClass().getGenericSuperclass();

clazz = (Class<T>)pt.getActualTypeArguments()[0];

}

实例：

Type type = getClass().getGenericSuperclass(); //返回com.test.Person<Student>

Type type2 = ((ParameterizedType) type).getActualTypeArguments()[0]; //获取类型:Student

1）getClass().getGenericSuperclass()

获得带有泛型的父类！！

2）ParameterizedType ：参数化类型（即泛型）

被参数化：supperclass:Dao<Student>

未被参数化：superclass:Dao<T>

if(superclass instanceof ParameterizedType) { //判断是否支持泛型

// 当Dao<T>这个泛型类被参数化之后执行...

Type[] params = ((ParameterizedType) type).getActualTypeArguments();

clazz = (Class<T>) params[0];

}

3）getActualTypeArguments()

返回一个Type对象数组，这个数组代表着这个Type声明中泛型参数的实际类型

### 获取方法中的泛型返回类型：

-1）定义这个类中的方法，其返回类型是一个泛型类型

public class MyClass {

protected List<String> stringList = ...;

public List<String> getStringList(){

return this.stringList;

}

}

-2）这个类中的方法返回类型是一个泛型类型

Method method = MyClass.class.getMethod("getStringList", null);

Type returnType = method.getGenericReturnType();

if(returnType instanceof ParameterizedType){

ParameterizedType type = (ParameterizedType) returnType;

Type[] typeArguments = type.getActualTypeArguments();

for(Type typeArgument : typeArguments){

Class typeArgClass = (Class) typeArgument;

System.out.println("typeArgClass = " + typeArgClass);

}

}

结果：打印“typeArgClass = java.lang.String”。

### 获取方法中的泛型参数类型：

-1）定义方法的参数是一个被参数化的List

public class MyClass {

protected List<String> stringList = ...;

public void setStringList(List<String> list){

this.stringList = list;

}

}

-2）获取该方法的泛型参数

method = Myclass.class.getMethod("setStringList", List.class);

Type[] genericParameterTypes = method.getGenericParameterTypes();

for(Type genericParameterType : genericParameterTypes){

if(genericParameterType instanceof ParameterizedType){

ParameterizedType aType = (ParameterizedType) genericParameterType;

Type[] parameterArgTypes = aType.getActualTypeArguments();

for(Type parameterArgType : parameterArgTypes){

Class parameterArgClass = (Class) parameterArgType;

System.out.println("parameterArgClass = " + parameterArgClass);

}

}

}

结果：打印“parameterArgType = java.lang.String”。

### 获取变量中的泛型参数类型：

-1）定义泛型变量

public class MyClass {

public List<String> stringList = ...;

}

-2）获取反射参数

Field field = MyClass.class.getField("stringList");

Type genericFieldType = field.getGenericType();

if(genericFieldType instanceof ParameterizedType){

ParameterizedType aType = (ParameterizedType) genericFieldType;

Type[] fieldArgTypes = aType.getActualTypeArguments();

for(Type fieldArgType : fieldArgTypes){

Class fieldArgClass = (Class) fieldArgType;

System.out.println("fieldArgClass = " + fieldArgClass);

}

}

结果：打印“fieldArgClass = java.lang.String”。

# 注解

获取作用于类的注解：

MyAnnotation test = AnnotationTest.class.getAnnotation(MyAnnotation.class);

test.value();

获取作用于方法的注解：

Method m = AnnotationTest.class.getDeclaredMethod("method1",null);

MethodAnnotation ma = m.getAnnotation(MethodAnnotation.class);

ma.value();

## 元注解

4种类型：@Document、@Target、@Inherited、@Retention

-1）@Document：指明该元素可以被javadoc工具文档化

-2）@Target：指明注解元素的范围

如：@Target({ElementType.METHOD, ElementType.TYPE})

该作用域有：

public enum ElementType {

TYPE, //类、接口、枚举

FIELD, //字段

METHOD, //方法

PARAMETER, //参数

CONSTRUCTOR, //构造器

LOCAL\_VARIABLE, //局部变量

ANNOTATION\_TYPE, //注解类

PACKAGE //包

}

-3）@Inherited：指明该元素被自动继承

-4）@Retention：指明生命周期

如：@Retention(RetentionPolicy.RUNTIME)

生命周期有：（3种）

public enum RetentionPolicy {

SOURCE, //只在源码显示，编译时会丢弃, 在class字节码文件中不包含

CLASS, //默认，编译时会记录到class中，运行时忽略, 运行时无法获得

RUNTIME //注解会clas字节码文件中存在，在运行时可以通过反射获取到

}

## 自定义注解

1）创建自定义注解时

以@Interface标注（和创建一个接口相似）

2）java内建注解：

@Override --重写父类中的方法

@Deprecated --编译器不推荐使用该方法

@SuppressWarnings --编译器忽略特定的警告信息

## 测试实例

### 类注解测试：

-1）定义类注解

@Retention(RetentionPolicy.RUNTIME)

@Target(ElementType.TYPE)

public @interface MyAnnotation {

public String name();

public String value();

}

-2）使用类注解

@MyAnnotation(name="someName", value = "Hello World")

public class TheClass {...}

-3）访问类注解

（方式一）：

Annotation[] annotations = TheClass.class.getAnnotations();

for(Annotation annotation : annotations){

if(annotation instanceof MyAnnotation){

MyAnnotation myAnnotation = (MyAnnotation) annotation;

System.out.println("name: " + myAnnotation.name());

System.out.println("value: " + myAnnotation.value());

}

}

（方式二）推荐使用：

Annotation annotation = TheClass.class.getAnnotation(MyAnnotation.class);

if(annotation instanceof MyAnnotation){

MyAnnotation myAnnotation = (MyAnnotation) annotation;

System.out.println("name: " + myAnnotation.name());

System.out.println("value: " + myAnnotation.value());

}

### 方法注解测试：

-1）使用方法注解

public class TheClass {

@MyAnnotation(name="someName", value = "Hello World")

public void doSomething(){}

}

-2）访问方法注解

Method method = ... //获取方法对象

Annotation annotation = method.getAnnotation(MyAnnotation.class);

…

### 参数注解测试：

-1）使用方法注解

public class TheClass {

public static void doSomethingElse(@MyAnnotation(name="aName", value="aValue") String parameter){

}

}

-2）通过Method对象来访问方法参数注解

Method method = ... //获取方法对象

Annotation[][] parameterAnnotations = method.getParameterAnnotations();

Class[] parameterTypes = method.getParameterTypes();

int i=0;

for(Annotation[] annotations : parameterAnnotations){

Class parameterType = parameterTypes[i++];

for(Annotation annotation : annotations){

if(annotation instanceof MyAnnotation){

MyAnnotation myAnnotation = (MyAnnotation) annotation;

System.out.println("param: " + parameterType.getName());

System.out.println("name : " + myAnnotation.name());

System.out.println("value: " + myAnnotation.value());

}

}

}

### 变量注解测试：

-1）使用变量注解

public class TheClass {

@MyAnnotation(name="someName", value = "Hello World")

public String myField = null;

}

-2）访问变量注解(方法一)

Field field = ... //获取方法对象

Annotation[] annotations = field.getDeclaredAnnotations();

for(Annotation annotation : annotations){

if(annotation instanceof MyAnnotation){

MyAnnotation myAnnotation = (MyAnnotation) annotation;

System.out.println("name: " + myAnnotation.name());

System.out.println("value: " + myAnnotation.value());

}

}

访问变量注解(方法二)

Annotation annotation = field.getAnnotation(MyAnnotation.class);

for(){...} --同上

# 比较器Comparable和Comparator

它们都是用来做对象比较的。

## Comparable介绍

一个实现了Comparable接口的类，可以让该类的两个对象进行比较。

步骤：继承Comparable接口，并重写compareTo()方法。

实例：

class User implements Comparable<User> {

... //省略

@Override

public int compareTo(User tv) {

if (this.getSize() > tv.getSize()) return 1;

else if (this.getSize() < tv.getSize()) return -1;

else return 0;

}

}

Main方法：

ArrayList<User> al = new ArrayList<User>();

al.add(tv1);

al.add(tv2);

Collections.sort(al);

## Comparator介绍

该接口代表一个比较器，比较器具有可比性。

该方法主要是不用修改原来的类！！

在一些情况下，你不希望修改原有的类的结构，但让它可以比较，则可以使用Comparator接口。它针对其中特定的属性/字段来进行比较。

步骤：创建一个继承了Comparator接口的类，并重写compare()方法。

多数文章提到Comparator排序，是因为javase数组工具类和集合工具类中提供了sort方法：

Arrays.sort(T[], Comparator<? super T> c);

Collections.sort(List<T> list, Comparator<? super T> c);

使用场景：

-1）排序，比较两个对象排序问题，两个对象比较的结果有三种：大于，等于，小于

-2）分组，比较两个对象是否同属一组，两个对象比较的结果只有两种：等于(两个对象属于同一组)，不等于(两个对象属于不同组)

实例：

class User {... // 省略}

class SizeComparator implements Comparator<User> { //比较器

public static final SizeComparator INSTANCE = new SizeComparator();

@Override

public int compare(User tv1, User tv2) {

int tv1Size = tv1.getSize();

int tv2Size = tv2.getSize();

if (tv1Size > tv2Size) return 1;

else if (tv1Size < tv2Size) return -1;

else return 0;

}

}

Main方法：

ArrayList<User> list = new ArrayList<User>();

list.add(tv1);

list.add(tv2);

Collections.sort(al, SizeComparator.INSTANCE);

## 总结

同一个类的两个对象之间要想比较，对应的类就要实现Comparable接口，并实现compareTo()方法。使用使用Collections.sort()方法做比较。

你不希望修改一个原有的类，但是你还想让他可以比较，Comparator接口可以实现这样的功能。通过实现Comparator接口同样要重写一个方法：compare()。

# BeanUtils/Properties工具类

org.apache.commons.beanutils.BeanUtils.copyProperties(user, user2);

org.apache.commons.beanutils.PropertyUtils.copyProperties(user1, user2);

org.springframework.beans.BeanUtils.copyProperties(attach, ebankApply4);

--1）get方法

BeanUtils.getProperty(userBean,"username");

BeanUtils.getProperty(studentBean, "class.name"); //获取学生对应的班级名称

BeanUtils.getProperty(orderBean, "customers[1].name"); //获取list的属性

--2）set方法

BeanUtils.setProperty(p, "name", "张三");

--3）populate()方法

在MVC框架中，经常要从request，resultSet等对象取出值来赋入bean中。

若不想写：String a = request.getParameter(“a”); bean.setA(a); String b = …

不妨写一个Binder：

MyBean bean = ...;

HashMap map = new HashMap();

Enumeration names = request.getParameterNames();

while (names.hasMoreElements()) {

String name = (String) names.nextElement();

map.put(name, request.getParameterValues(name));

}

//支持java.sql.Date和java.sql.Timestamp两种类型

BeanUtils.populate(bean, map);

Servlet中有这样的使用：

Person person = new Person(); //这是一个JavaBean

BeanUtils.populateBean(person, request);

---->populateBean(person, request.getParameterMap()); //先将request内容转为Map类型

---->BeanUtils.populate(info, propertyMap);

-4）PropertyDescriptor类

作用：操作访问JavaBean的属性。

# java.beans.PropertyDescriptor.PropertyDescriptor(String, Class<?>)

-1）操作一个属性(get/set使用)

Person obj = new Person();

PropertyDescriptor pd = new PropertyDescriptor("username", Person.class); //得到对象的属性

Method method = pd.getWriterMethod(); //获取setter方法

method.invoke(obj, "testSetMethod");

Method method = pd.getReaderMethod(); //获取getter方法

Object value = method.invoke(obj);

-2）操作多个属性（常用！！）

Person bean = new Person();

PropertyDescriptor[] propertyDescriptors = PropertyUtils.getPropertyDescriptors(bean);

for (PropertyDescriptor propertyDescriptor : propertyDescriptors) {

String propertyName = propertyDescriptor.getName();

Object value = PropertyUtils.getProperty(bean, propertyName);

}

# 配置文件处理类(Properties)

--Properties类是HashTable的子类，该类用于处理配置文件。

实例：

Properties property = new Properties();

InputStream input = ClassLoader.getSystemResourceAsStream("db.properties");

property.load(in);

String user = property. getProperties(“user”); //使用一

Set<String> propertyNames = property.stringPropertyNames(); //遍历一

for(String name : propertyNames) {

property.getProperty(name);

}

Map<String, String> map = new HashMap<String, String>((Map)property); //遍历二

for(Map.Entry<String, String> entry : map.entrySet()) {

System.out.println(entry.getKey() + ": " + entry.getValue());

}

# Json部分

相关链接： http://blog.csdn.net/a9529lty/article/details/50621739

-1）JSON.parse(str) –将字符串转换成json对象

var data='{"name":"goatling"}';

JSON.parse(data); -- 结果是：​name:"goatling"

-2）JSON.stringify(jsonObj); --将json对象转换成字符串

var data={name:'goatling'};

JSON.stringify(data); --结果是：'{"name":"goatling"}'

或者JSON.stringify(str, null, 4) //使用四个空格缩进

-3）去除某些字段

List<HbDrugDoseMid> hbDrugDoseMids = hbSpecialMid.getHbDrugDoseMids();

List<HbResistanceMid> hbResistanceMids = hbSpecialMid.getHbResistanceMids();

JsonConfig jc=new JsonConfig();

jc.setExcludes(new String[]{"hbSpecialMid"}); //去除某些字段

JSONArray object1 = JSONArray.fromObject(hbDrugDoseMids, jc);

JSONArray object2 = JSONArray.fromObject(hbResistanceMids, jc);

JSONArray jsonThree = new JSONArray();

jsonThree.add(object1);

jsonThree.add(object2);

# 枚举(enum)

相关链接：https://www.cnblogs.com/hyl8218/p/5088287.html

相关概念：

原理：enum的语法结构尽管和class的语法不一样，但是经过编译器编译之后产生的是一个class文件。该class文件经过反编译可以看到实际上是生成了一个类，该类继承了java.lang.Enum<E>。

关键字enum，隐含了所创建的类型都是java.lang.Enum类（抽象类）的子类。

枚举类型符合通用模式 Class Enum<E extends Enum<E>>，而E表示枚举类型的名称。

枚举类型的每一个值都将映射到 protected Enum(String name, int ordinal) 构造函数中，在这里，每个值的名称都被转换成一个字符串，并且序数设置表示了此设置被创建的顺序。

常量定义：

-1）使用接口

public interface IWeek {

String MON = "Mon";

String TUE = "Tue";

String WED = "Wed";

String THU = "Thu";

String FRI = "Fri";

String SAT = "Sat";

String SUN = "Sun";

}

-2）使用枚举：

public enum WeekEnum {

MON, TUE, WED, THU, FRI, SAT, SUN;

}

--分析：这段代码实际上调用了7次Enum(String name, int ordinal)

实例：给enum自定义属性和方法

-1）自定义枚举

public enum WeekEnum {

MON(1), TUE(2), WED(3), THU(4), FRI(5), SAT(6),SUN(0);

private int value;

private WeekEnum(int value) {

this.value = value;

}

public int getValue() {

return value;

}

}

-2）测试：

System.out.println("value=" + WeekEnum.SUN.getValue()); //输出：value=0

-3）EnumSet的使用

EnumSet<WeekEnum> weekSet = EnumSet.allOf(WeekEnum.class);

for (WeekEnum dayTest : weekSet) {

System.out.println("value:" + dayTest.getValue());

}