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# 1-1 ※写一个"标准"宏MIN ，这个宏输入两个参数并返回较小的一个

#include<stdio.h>

**#define MIN(x,y) x<y? x:y //后面的比较：输出小的输 x,Y的值顺序不要反**

int main()

{

static int a=5;

static int b=9;

int c;

scanf("plate 输入数字：%d%d\n",&a,&b);

printf("a=%d\n b=%d\n",a,b);

**c=MIN(a,b); //使用**

printf("c= %d\n",c);

}

# 1-2 ※用预处理指令#define 声明一个常数，用以表明1年中有多少秒

#include<stdio.h>

**#define COUNT\_YEAR\_MIN ((unsigned long)(60 \* 60 \* 24 \* 365))//注长度**

int main()

{

int c;

**c=COUNT\_YEAR\_MIN; //使用**

printf("c=%d\n",c);

}

# 1-3 ※把上面的define.c 写成一个Makefile文件并编译出可执行文件

edit: define.o

**cc -o define define.o @ 必须tab键开头 @**

define.o:define.c

cc -c define.c

clean:

rm **define** define.o

**带变量的makefile**

**objects = define.o**

edit:$(objects)

cc -o define $(objects)

define.o: define.c

cc -c define.c

clean:

rm define $(objects)

# 1-4 ※交换两个数的值

#include<stdio.h>

**void swap(int \*a,int \*b)**

{

int c;

c=\*a;

\*a=\*b;

\*b=c;

}

int main()

{

int d=10;

int f=55;

swap(&d,&f);

printf("%d\n%d\n",d ,f);

}

# 1-5 ※int main（int argc char \*argv[]）的用法

#include <stdio.h>

int main(int argc,char\* argv[])

{

int i;

for (i=0;i<argc;i++)

{

printf("%s\n",argv[i]);

printf("%d\n",i);

printf("%d\n",argc);

}

system("pause");

return 0;

}

**解释：**

argc：表示执行可运行程序后的参数

argv[]: 此可执行文件的存储路径、程序变量

**如：**执行./main 无参数

argc: 为1

argv[i]：为工程的路径和名称如：C:\Qt\Qt5.3.2\Tools\QtCreator\bin\build-untitled2-Desktop\_Qt\_5\_3\_MinGW\_32bit-Debug\debug\debug\untitled2.exe

运行结果：

C:\Qt\Qt5.3.2\Tools\QtCreator\bin\build-untitled2-Desktop\_Qt\_5\_3\_MinGW\_32bit-Debug\debug\debug\untitled2.exe

i=0

argc=1

**如：**执行./main sss.c(什么都行)

argc: 为2

argv[i]：如下

运行结果：

C:\Qt\Qt5.3.2\Tools\QtCreator\bin\build-untitled2-Desktop\_Qt\_5\_3\_MinGW\_32bit-Debug\debug\debug\untitled2.exe

i=0

argc=2

ssss.c

i=1

argc=2

# 1-6 ※fork（）的用法

#include<sys/types.h>

#include<unistd.h>

#include<stdio.h>

int main(int argc,char\* argv[])

{

pid\_t pid;

pid = fork();

if (pid < 0 ) {

printf("error!");

} else if( pid ==0 ) {

printf("This is the child process!\n");

} else{

printf("This is the parent process!\n child process id = %d\n", pid);

}

return 0;

}

疑问：为什么每次执行结果不一样

无固定顺序是因为子程序与父程序并发导致的，因为在用fork（）函数创建的3个进程同时在cpu中运行，因为3个进程的本质是一样的，所以就会抢占资源，因此形成一个队列，因为每次的排序不同，故此输出的结果也会不同。

**●fork的用法二**

#include<sys/types.h>

#include<unistd.h>

#include<stdio.h>

int main(int argc,char\* argv[])

{

pid\_t pid;

pid = fork();

if(pid < 0)

printf("error\n");

else if(pid == 0){ //等于0是子进程

printf("The child pid = %d\n",getpid());

}

else{

printf("The parent pid = %d\n",getpid());

}

}

Fork 返回值：**0 成功创建子进程**

>0 成功创建父进程，返回进程PID

-1 失败返回父进程

**运行结果：**

**The parent pid = 16938**

**The child pid = 16939**

# 1-7 ※exit（）用法

主要用到子函数中

exit（0）：正常运行程序并退出程序；

exit（1）：非正常运行导致退出程序；

* + main函数调用return
  + 调用exit
  + 调用\_exit
  + 调用abort
  + 被一个信号终止

区别 abort与exit

exit会做一些释放工作**：释放所有的静态的全局的对象，缓存，关掉所有的I/O通道**，然后终止程序。如果有函数通过atexit来注册，还会调用注册的函数。不过，如果atexit函数扔出异常的话，就会直接调用terminate。  
abort：立刻terminate程序，**没有任何清理工作**。

# 1-8 ※sleep（）用法

Sleep（1）：1s 秒

Usleep( 1000) 1000 毫秒

# 1-9 ※用fprintf()/fscanf()

#include <stdio.h>

#include <stdlib.h>

#include <errno.h>

#define FILE\_PATH "./demo.txt" // 文件路径

int main(){

int i=20;

char name[20]="yang"; // 姓名

int age=20; // 年龄

int studNo=45454; // 学号

float score=222; // 平均分

FILE \*fp; // 文件指针

// 判断文件是否能够正确创建/打开

if( (fp=fopen(FILE\_PATH,"wt+")) == NULL ){

perror(FILE\_PATH);

exit(1);

}

// 从控制台输入学生信息并写入文件

printf("(please enter以空格分隔)：\n");

// scanf("%s %d %d %f", name, &age, &studNo, &score);

while(1)

{

static age=555;

studNo--;

score--;

fprintf(fp,"%s\t%d\t%d\t%f\n", name, age, studNo, score);

// 刷新缓冲区，将缓冲区的内容写入文件

fflush(fp);

// 重置文件内部位置指针，让位置指针指向文件开头

rewind(fp);

// 从文件中读取学生信息

//printf("read file:\n");

while(fscanf(fp, "%s\t%d\t%d\t%f", name, &age, &studNo, &score) != EOF){

printf("%s %d %d %f\n", name, age, studNo, score);

}

if(i<0) break;

i--;

}

fclose(fp);

return EXIT\_SUCCESS;

}

# 1-10 ※用extern 存储类

extern 修饰符通常用于当有**两个或多个文件共享相同的全局变量或函数**的时候。

**如 extern\_1.c**

#include <stdio.h>

**extern void swap(int \*a,int \*b)**

{

int c;

c=\*a;

\*a=\*b;

\*b=c;

}

**如extern\_2.c**

#include <stdio.h>

int main()

{

int i=0,h=99999;

printf("before i= %d\t h= %d\n",i,h);

**swap(&i,&h);//能使用其他文件的函数**

printf("after i= %d\t h= %d\n",i,h);

return 0;

}

输出：before i= 0 h= 99999

after i= 99999 h= 0

# 1-11 ※大端小端判断

大端模式：是指数据的高字节保存在内存的低地址中，而数据的低字节保存在内存的高地址端。

小端模式，是指数据的高字节保存在内存的高地址中，低位字节保存在在内存的低地址端。

intel芯片是小端(修改分区表时要注意)，**单片机一般为大端**![http://images.cnitblog.com/blog/228024/201306/08153946-05d0c7f220ec42da8f854f37c9719947.png](data:image/png;base64,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)

编程检测：

#include <stdio.h>

int check()

{

union UN //union是共享内存的

{

char c;

int i;

}un;

un.i = 1;

return un.c;

}

int main(void)

{

if(check()==1)

printf("little\n");

else

printf("big\n");

return 0;

}

# 1-12 ※Linux命令 set

作用主要是**显示系统中已经存在的shell变量**，以及**设置shell变量的新变量值。**使用set更改shell特性时，符号"+"和"-"的作用分别是打开和关闭指定的模式  
来自: <http://man.linuxde.net/set>

**set 用来显示本地变量**  
env 用来显示环境变量  
export 用来显示和设置环境变量s

set 显示当前shell的变量，包括当前用户的变量  
env 显示当前用户的变量  
export 显示当前导出成用户变量的shell变量

每个shell有自己特有的变量（set）显示的变量

# 1-12 ※C语言字符操作

|  |  |
| --- | --- |
| 1 | **strcpy(s1, s2);** 复制字符串 s2 到字符串 s1。 |
| 2 | **strcat(s1, s2);** 连接字符串 s2 到字符串 s1 的末尾。 |
| 3 | **strlen(s1);** 返回字符串 s1 的长度。 |
| 4 | **strcmp(s1, s2);** 如果 s1 和 s2 是相同的，则返回 0；如果 s1<s2 则返回小于 0；如果 s1>s2 则返回大于 0。 |
| 5 | **strchr(s1, ch);** 返回一个指针，指向字符串 s1 中字符 ch 的第一次出现的位置。 |
| 6 | **strstr(s1, s2);** 返回一个指针，指向字符串 s1 中字符串 s2 的第一次出现的位置。 |

# 1-13※struct的初始化

#include <stdio.h>

#include <string.h>

struct stud //定义一个结构体

{

int age;

char \*name;

int score;

};

void out(struct stud \*s) //**定义一个指向结构体的指针**

{

printf("age=%d\n",s->age);//取出初始化结构体的值

printf("name=%s\n",s->name);/\*用指向该结构的指针,访问结构的成员，必须使用 -> 运算符\*/

printf("score=%d\n",s->score);

}

int main()

{

struct stud std= //初始化结构体stud 类型std

{ //**声明 std，类型为 stud**

.age = 18,

.name = "yang",

.score = 99,

};

out(&std); //**通过传 std 的地址来输出 std 信息**

}

# 1-14※关键字volatile有什么含意?并给出三个不同的例子

# 1-15※unsigned int a=1; int b=-20 (a+b)>0

#include <stdio.h>

int main(void)

{

unsigned int a=2;

int b=-20;

if((a+b)>10000000)**//如果无符号的变量和有符号的变量相运算时会是一个非常大的数 [除了-运算]**

{

printf("a+b=%u\n",a+b);

printf("a-b=%u\n",a-b);

printf("a\*b=%u\n",a\*b);

printf("b/a=%u\n",b/a);

}else

{

printf("a+b<0\n");

}

return 0;

}

a+b=4294967278

a-b=22

a\*b=4294967256

b/a=2147483638

%d 有符号10进制整数 %u 无符号10进制整数

# 1-16※Linux I/O操作 open read write open（系统）

flags：（falgs参数可通过“|”组合构成，只读、只写、读写 这三种方式是互斥的，不可同时使用）  
        O\_RDONLY（只读方式打开），  
        O\_WRONLY（只写方式打开），  
        O\_RDWR（读/写方式打开），  
        O\_CREAT（如果文件不存在，就创建新的文件），  
        O\_EXCL（如果使用O\_CREAT时，文件存在，则可返回错误信息），  
        O\_TRUNC（如果文件已存在，且以只读或只写方式打开，则先删除文件中的原有数据），  
        O\_APPEND（以添加方式打开文件，在打开文件的同时，文件指针指向文件末尾）

 为了防止对文件的意外操作，往往要以合适的方式打开文件（只读，只写），每个文件只负责一个特定的用  
    途，有利于提高这些文件的重复利用

#include <unistd.h>

#include <sys/stat.h>

#include <sys/types.h>

#include <fcntl.h>

#include <stdio.h>

#define NAME "file.log"

int main(void){

int fd,size,w;//fd：文件描述符，用于判断打开|新建文件是否成功，size：读取到的字节数

char s[] = "hellossssssssss\n----->\n52661314ll";//需要写入的字符串

char **buffer**[80];//存储读出数据的缓冲区

fd = **open**(NAME, **O\_WRONLY | O\_CREAT**);//以只写方式打开文件，若不存在则创建文件

if (**fd == -1**){

printf("Open or create file failed.\n");

return -1;

}

w=**write**(fd, s, sizeof(s));//向该文件写入字符串

printf("w==%d\n",w);

close(fd);

fd = **open**(NAME, O\_RDONLY);//以只读方式打开文件

if (fd == -1){

printf("Open file failed.\n");

return -1;

}

size = **read**(fd, buffer, sizeof(buffer));//读取文件内容到buffer并返回读取的字符个数

printf("size==%d\n",size);/**/w=size 字符长度**

**close**(fd);

printf("%s", buffer);

return 0;

}