**第二章 线性表**

**§2.1 线性表的定义**

**§2.1.1 线性表概述**

**线性表顾名思义为线性结构，数据元素之间呈一种线性关系。**

**线性关系的特点是：**

**●所有数据元素的类型是相同的，元素一个接一个的排列；**

**●有唯一的“头元素”和唯一的“尾元素”，“头元素”没有前驱，而“尾元素”没有后继。其它元素均有一个直接的前驱和一个直接的后继。**

**简言之：所谓线性关系，元素的前驱和后继分别呈现0或1状态。**

**线性表中的数据元素的个数n称为表长。当n=0时，称为空表。**

**当n>0时，线性表通常表示为：L=![](data:image/x-wmf;base64,183GmgAAAAAAAEAKgAIBCQAAAADQVgEACQAAA1QBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAJAChIAAAAmBg8AGgD/////AAAQAAAAwP///6H///8ACgAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3OQdmeQQAAAAtAQAACAAAADIKoAGACQEAAAApeQsAAAAyCqABrAQIAAAALC4uLi4uLiwIAAAAMgqgAVgCAQAAACwuCAAAADIKoAE0AAEAAAAoLhwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83c5B2Z5BAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCEQQBAAAAMi4IAAAAMgozAs4BAQAAADEuHAAAAPsCwP0AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzdzkHZnkEAAAALQEAAAQAAADwAQEACAAAADIKGALZBwEAAABhLggAAAAyChgC5QIBAAAAYS4IAAAAMgoYArsAAQAAAGEuHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzdzkHZnkEAAAALQEBAAQAAADwAQAACAAAADIKMwIFCQEAAABuLgoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHk5B2Z5AAAKACEAigEAAAAAAAAAALTzEwAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，其中元素的值可以不同，但类型必须相同。例如：**

1. **数据元素是数字，表长为10的线性表：**

**(0,1,2,3,4,5,6,7,8,9)**

**（2）数据元素是大写英文字母，表长为26的线性表：（A,B,C,D,……,Z）**

1. **学生登记表，每个数据元素（通常称为记录，**

**将其中的学号、姓名、性别、年龄和专业称为数据项），共有5个学生，即表长为5。**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **学号** | **姓名** | **性别** | **年龄** | **专业** |
| **01** | **汤姆** | **男** | **18** | **计算机** |
| **02** | **杰克** | **女** | **19** | **英语** |
| **03** | **玛丽** | **女** | **20** | **法律** |
| **04** | **彼德** | **男** | **22** | **电子工程** |
| **05** | **大山** | **男** | **21** | **企业管理** |

**（4）一家有5个孩子，数据元素是各孩子，表长为5的线行表：（老大<女>，老二，老三，老四，老五<女>）**

**§2.1.2 线性表的抽象数据结构**

**数据结构的运算是建立在逻辑结构层次上的，而运算的具体实现是建立在存储结构上的。**

**线性表的抽象数据结构定义为：**

**ADT Linear\_List**

**{ 数据对象：任意数据元素的集合D={![](data:image/x-wmf;base64,183GmgAAAAAAAOABgAIBCQAAAABwXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN30wJmyQQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83fTAmbJBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCXAEBAAAAaXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDJ0wJmyQAACgAhAIoBAAAAAAAAAAC08xMABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)|任意数据元素}**

**数据关系：除头元素和尾元素外，其它元素均有一个直接的**

**前驱和一个直接的后继**

**基本操作：**

**ListInit(L) //初始化操作，构造一个空表**

**ListLength(L) //求表长**

**Listget(L,i) //取元素**

**ListLocate(L,x) //查找元素**

**ListPrior(L,e) //求元素的前驱**

**Listnext(L,e) //求元素的后继**

**ListInsert(L,i,e) //前插元素**

**ListDelete(L,i) //删除元素**

**ListEmpty(L) //判空表**

**ListClear(L) //清空表**

**}ADT Linear\_List**

**说明：以上操作只是表的基本操作，绝不是表的全部操作。**

**§2.2 线性表的顺序存储结构**

**数据结构在内存中的存储通常有两种：顺序存储（又称顺序表）和链式存储（又称链表）。**

**§2.2.1 顺序表**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0011** | **0013** | **…**  **…** |  |  |  | **…** |  | **…** | **…** |  |

**特点：各元素用一块地址连续的存储空间，逻辑上相邻的元素物理存储上也相邻。**

**地址的计算公式（第i个元素的地址）：**

**Loc(![](data:image/x-wmf;base64,183GmgAAAAAAAOABgAIBCQAAAABwXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3aAdm4gQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83doB2biBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCXAEBAAAAaXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDiaAdm4gAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==))=Loc(![](data:image/x-wmf;base64,183GmgAAAAAAAOABgAIBCQAAAABwXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3PAlmXQQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83c8CWZdBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCSgEBAAAAMXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBdPAlmXQAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==))+(i-1)d**

**其中：1≤i≤n,d是每个元素所占的地址大小（通常为字节数）**

**如：设Loc(a1)的起始地址是0011，d=2（字节）**

**Loc(a2)=Loc(a1)+(2-1)d=Loc(a1)+d=0011+2=0013**

**在C语言中，对顺序表显然用数组存储比较适宜。**

**用C语言定义顺序存储结构如下：**

**#define MAXSIZE 100 //选择足够大的空间**

**typedef int ElemType;**

**//ElemType是int类型的一个别名**

**typedef struct node**

**{**

**ElemType data[MAXSIZE];//存储各表元素**

**int length; //表长**

**}SeqList; //顺序表的类型**

**SeqList L;//L为顺序表（结构体变量）**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **元素排序** | **1** | **2** | **……** | **i** | **……** |
| **元素存储** | **L.data[0]** | **L.data[1]** | **……** | **L.data[i-1]** | **……** |

**注意：元素次序为：1,2,3,……，n**

**C语言中数组元素的下标次序为：0,1,2,……,n-1**

**●若用L（结构体变量）表示：**

**第i个元素自身：****L.data[i-1]**

**前驱是：L.data[i-2]**

**后继是：L.data[i]**

**表长：L.length**

**§2.2.2 顺序表的基本操作**

**1．顺序表的初始化**

**void SeqListInit(SeqList L)**

**{**

**L.length=0; //将顺序表长度置0**

**}**

**2．顺序表求长度**

**int SeqListLength(SeqList L)**

**{**

**return(L.length); //返回顺序表的长度**

**}**

**时间复杂度：O(1)**

**3．顺序表取元素**

**ElemType SeqListGet(SeqList L,int i)**

**{**

**if(i>=1&&i<=L.length) //i值是否合法**

**return(L.data[i-1]); //返回该元素**

**else {printf(“i值不合法”);exit(0);}**

**}**

**时间复杂度：O(1)**

**4．顺序表元素的定位操作**

**int SeqListLocate(SeqList L,ElemType e)**

**{**

**i=1;**

**while(i<=L.length&&e!=L.data[i-1])i++;**

**if(i<=L.length)return(i);**

**else {printf(“此元素不在表中”);exit(0);}**

**}**

**时间复杂度：O(n)**

**5. 顺序表求前驱操作**

**ElemType SeqListPrior(SeqList L,ElemType e)**

**{**

**i=SeqListLocate(L,e);**

**if(i==1){printf(“第一个元素没有前驱”);**

**exit(0);}**

**else return(L.data[i-2****]);//返回该元素的前驱**

**}**

**时间复杂度：O(1)**

**6. 顺序表求后继操作**

**ElemType SeqListPrior(SeqList L,ElemType e)**

**{**

**i=SeqListLocate(L,e);**

**if(i==L.length)**

**{printf(“最后一个元素没有后继”);**

**exit(0);}**

**else return(L.data[i]);//返回该元素的后继**

**}**

**时间复杂度：O(1)**

**7.顺序表的前插操作**

**在表的第i的位置之前插入一个值为b的新元素，使表长变为L.length+1**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **下标** | **0** | **1** | **…** | **i-2** | **i-1** | **i** | **i+1** | **…** |
| **插入前** |  |  | **…** |  |  |  | **…** | **…** |
| **准备** |  |  | **…** |  |  |  |  | **…** |
| **插入后** |  |  | **…** |  | **b** |  |  | **…** |

**操作步骤：**

**(1)检查插入要求的合理性**

**(2)将![](data:image/x-wmf;base64,183GmgAAAAAAAOABgAIBCQAAAABwXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3tghmugQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83e2CGa6BAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCXAEBAAAAaXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC6tghmugAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)至![](data:image/x-wmf;base64,183GmgAAAAAAACACgAICCQAAAACzXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIgAhIAAAAmBg8AGgD/////AAAQAAAAwP///6H////gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3JwhmUAQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83cnCGZQBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCYwEBAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBQJwhmUAAACgAhAIoBAAAAAAAAAADQ4xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)顺序向后挫动，为新元素b让出位置**

**(3)将b插入空出的第i的位置**

**(4)修改表长的值L.length+1**

**void SeqListInsert(SequList L,int i,ElemType b)**

**{**

**int j;**

**if(L.length==MAXSIZE)**

**{printf("表满，无法插入");exit(0);}**

**if(i<1||i>L.length)**

**{printf("插入位置i非法");exit(0);}**

**for(j=L.length-1;j>=i-1;j--)**

**L.data[j+1]=L.data[j]; // 元素后移**

**L.data[i-1]=b; // 在第i个位置上插入b**

**L.length++; // 表长加1**

**}**

**●时间复杂度分析：在第i个位置上插入，需要向后移动元素![](data:image/x-wmf;base64,183GmgAAAAAAACADgAICCQAAAACzXwEACQAAA/UAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIgAxIAAAAmBg8AGgD/////AAAQAAAAwP///6H////gAgAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3PAlmtgQAAAAtAQAACAAAADIKoAH9AQEAAAB+eRwAAAD7AsD9AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83c8CWa2BAAAAC0BAQAEAAAA8AEAAAgAAAAyChgCNwABAAAAYXkcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3PAlmtgQAAAAtAQAABAAAAPABAQAIAAAAMgozAlwBAQAAAGl5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AtjwJZrYAAAoAIQCKAQAAAAABAAAAXPMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)![](data:image/x-wmf;base64,183GmgAAAAAAACACgAICCQAAAACzXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIgAhIAAAAmBg8AGgD/////AAAQAAAAwP///6H////gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3NAtmWgQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83c0C2ZaBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCYwEBAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBaNAtmWgAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，共n-i+1个元素，设插入的概率![](data:image/x-wmf;base64,183GmgAAAAAAACAC4AICCQAAAADTXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AIgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7v////gAQAAmwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3hAtmkAQAAAAtAQAACAAAADIK/gF/AAEAAABweRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83eEC2aQBAAAAC0BAQAEAAAA8AEAAAgAAAAyCo4CpAEBAAAAaXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCQhAtmkAAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，依等概率计算，平均移动次数E:**

**![](data:image/x-wmf;base64,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)**

**时间复杂度为O(n)。**

**8.顺序表的删除**

**将表的第i个元素从表中删除，使原表长L.length-1**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **下标** | **0** | **1** | **…** | **i-2** | **i-1** | **i** | **i+1** | **…** |
| **删除前** |  |  | **…** |  |  |  | **…** | **…** |
| **准备** |  |  | **…** |  |  |  | **…** | **…** |
| **删除后** |  |  | **…** |  |  |  | **…** | **…** |

**删除步骤如下：**

**(1) 检查删除要求的合理性**

**(2)将![](data:image/x-wmf;base64,183GmgAAAAAAAMACgAIBCQAAAABQXgEACQAAAyEBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgALAAhIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+AAgAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3PAJm2wQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83c8AmbbBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCXAEBAAAAaXkcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3PAJm2wQAAAAtAQAABAAAAPABAQAIAAAAMgozAh4CAQAAADF5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAAICQr4oPESALik8XfBpPF3IDDzdzwCZtsEAAAALQEBAAQAAADwAQAACAAAADIKMwKsAQEAAAAreQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtANs8AmbbAAAKACEAigEAAAAAAAAAALzzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)至![](data:image/x-wmf;base64,183GmgAAAAAAACACgAICCQAAAACzXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIgAhIAAAAmBg8AGgD/////AAAQAAAAwP///6H////gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN37whmrAQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83fvCGasBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCYwEBAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCs7whmrAAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)顺序向前移动挤掉（删除）![](data:image/x-wmf;base64,183GmgAAAAAAAOABgAIBCQAAAABwXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3aAdm4gQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83doB2biBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCXAEBAAAAaXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDiaAdm4gAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)**

**(3) 修改表长的值L.length-1。**

**void SeqListDelete(SeqList L,int i)**

**{**

**int j;**

**if(i<1||i>L.length)**

**{printf("删除位置i非法");exit(0);}**

**for(j=i;j<=L.length-1;j++)**

**L.data[j-1]=L.data[j]; // 元素前移**

**L.length--; // 表长减1**

**}**

**时间复复杂度分析：在第i个位置上删除，需要向前移动元素![](data:image/x-wmf;base64,183GmgAAAAAAAAAEgAICCQAAAACTWAEACQAAA00BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIABBIAAAAmBg8AGgD/////AAAQAAAAwP///6H////AAwAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3Bghm5QQAAAAtAQAACAAAADIKoAHYAgEAAAB+eRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83cGCGblBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCHgIBAAAAMXkcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3Bghm5QQAAAAtAQAABAAAAPABAQAIAAAAMgoYAjcAAQAAAGF5HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik8XfBpPF3IDDzdwYIZuUEAAAALQEBAAQAAADwAQAACAAAADIKMwJcAQEAAABpeRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAtggK1qDxEgC4pPF3waTxdyAw83cGCGblBAAAAC0BAAAEAAAA8AEBAAgAAAAyCjMCrAEBAAAAK3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDlBghm5QAACgAhAIoBAAAAAAEAAAC88xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)![](data:image/x-wmf;base64,183GmgAAAAAAACACgAICCQAAAACzXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIgAhIAAAAmBg8AGgD/////AAAQAAAAwP///6H////gAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3NAtmWgQAAAAtAQAACAAAADIKGAI3AAEAAABheRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83c0C2ZaBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCYwEBAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBaNAtmWgAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，共n-i个元素，设删除的概率![](data:image/x-wmf;base64,183GmgAAAAAAACAC4AICCQAAAADTXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AIgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7v////gAQAAmwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3hAtmkAQAAAAtAQAACAAAADIK/gF/AAEAAABweRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83eEC2aQBAAAAC0BAQAEAAAA8AEAAAgAAAAyCo4CpAEBAAAAaXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCQhAtmkAAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，依等概率计算，平均移动次数E:**

**![](data:image/x-wmf;base64,183GmgAAAAAAAMAZQAQACQAAAACRQwEACQAAA9ECAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQATAGRIAAAAmBg8AGgD/////AAAQAAAAwP///7H///+AGQAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAuMOBQAAABMCIALRDwUAAAAUAiACxBYFAAAAEwIgAnoZHAAAAPsCwP0AAAAAAACQAQAAAAIEAgAQU3ltYm9sAADpCAo9oPESALik8XfBpPF3IDDzd7YIZhkEAAAALQEBAAgAAAAyCtkC5g8BAAAA5XkIAAAAMgrZAh4GAQAAAOV5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAD+CApvoPESALik8XfBpPF3IDDzd7YIZhkEAAAALQECAAQAAADwAQEACAAAADIK7wNyEAEAAAA9eQgAAAAyCu8DqgYBAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAOkICj6g8RIAuKTxd8Gk8XcgMPN3tghmGQQAAAAtAQEABAAAAPABAgAIAAAAMgqOAeAXAQAAAC15CAAAADIKgAKSFQEAAAA9eQgAAAAyCoACOhMBAAAALXkIAAAAMgqAArENAQAAAD15CAAAADIKgAJZCwEAAAAteQgAAAAyCoAC9QQBAAAAPXkcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3tghmGQQAAAAtAQIABAAAAPABAQAIAAAAMgr6AHoQAQAAAG55CAAAADIK7wMiEAEAAABpeQgAAAAyCvoAsgYBAAAAbnkIAAAAMgrvA1oGAQAAAGl5CAAAADIKTgNWCQEAAABpeQgAAAAyCg8DxgECAAAAZGUcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3tghmGQQAAAAtAQEABAAAAPABAgAIAAAAMgqOAd4WAQAAAG5lCAAAADIKgAJCFAEAAABpZQgAAAAyCoACOBIBAAAAbmUIAAAAMgqsA/0OAQAAAG5lCAAAADIKgAJhDAEAAABpZQgAAAAyCoACVwoBAAAAbmUIAAAAMgqAAlcDAQAAAG5lHAAAAPsCwP0AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik8XfBpPF3IDDzd7YIZhkEAAAALQECAAQAAADwAQEACAAAADIKvgIxCAEAAABwZQgAAAAyCv0CSQABAAAARWUcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3tghmGQQAAAAtAQEABAAAAPABAgAIAAAAMgrvA+EQAQAAADFlCAAAADIK7wMZBwEAAAAxZRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83e2CGYZBAAAAC0BAgAEAAAA8AEBAAgAAAAyCqwDxRcBAAAAMmUIAAAAMgqOAcoYAQAAADFlCAAAADIKgAK6FAEAAAApZQgAAAAyCoACrhEBAAAAKGUIAAAAMgqOAfoOAQAAADFlCAAAADIKgALZDAEAAAApZQgAAAAyCoACzQkBAAAAKGUIAAAAMgqAAh0EAQAAACllCAAAADIKgALNAgEAAAAoZQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtABm2CGYZAAAKACEAigEAAAAAAQAAALzzEgAEAAAALQEBAAQAAADwAQIAAwAAAAAA)**

**时间复杂度为O(n)。**

**9.顺序表判空操作**

**int SeqListEmpty(SeqList L)**

**{**

**return(!L.length);//L.length==0**

**}**

**10．顺序表的遍历（visit,访问，周游，走）**

**对结构体中数组的元素遍历并输出。**

**void SeqListTraverse(SeqList L)//遍历**

**{**

**int i;**

**if(SeqListEmpty(L))printf(“空表”);**

**// SeqListEmpty(L)==1**

**else for(i=1;i<=L.length;i++)**

**printf("%5d",L.data[i-1]);**

**}**

**11．顺序表的创建**

**void SeqListcreat(SeqList L) // 创建**

**{**

**int i=0;**

**ElemType x;**

**printf("创建顺序表,输入若干整数,-1作为结束: ");**

**scanf("%d",&x);**

**while(x!=-1)**

**{**

**L.data[i]=x;**

**scanf("%d",&x);**

**i++;**

**}**

**L.length=i; // 记录数据个数（即表长）**

**}**

**P2-1.c顺序表的创建、遍历插入和删除**

**#define MAXSIZE 100**

**#include<stdio.h>**

**typedef int ElemType;**

**typedef struct**

**{**

**ElemType data[MAXSIZE];**

**int length;**

**}SeqList;**

**SeqList L;**

**int empty(void) //判空表**

**{**

**return(!L.length);**

**}**

**void creat(void) // 创建**

**{**

**int i=0;**

**ElemType x;**

**printf("创建顺序表,输入若干整数,-1作为结束: ");**

**scanf("%d",&x);**

**while(x!=-1)**

**{**

**L.data[i]=x;**

**scanf("%d",&x);**

**i++;**

**}**

**L.length=i; // 记录数据个数（即表长）**

**}**

**void visit(void)//遍历**

**{**

**int i;**

**if(empty())printf("空表");**

**else for(i=1;i<=L.length;i++)printf("%5d",L.data[i-1]);**

**printf("\n表长是：%d\n\n",L.length);**

**}**

**void insert(int i,ElemType b)//插入**

**{**

**int j;**

**if(L.length==MAXSIZE)printf("表满，无法插入");**

**if(i<1||i>L.length)**

**{printf("插入位置i非法\n");exit(0);}**

**for(j=L.length-1;j>=i-1;j--)L.data[j+1]=L.data[j];**

**// 元素后移**

**L.data[i-1]=b; // 在第i个位置上插入b**

**L.length++; // 表长加1**

**}**

**void deletes(int i)//删除**

**{**

**int j;**

**if(i<1||i>L.length)**

**{printf("删除位置i非法\n");exit(0);}**

**for(j=i;j<=L.length-1;j++)L.data[j-1]=L.data[j];**

**// 元素前移**

**L.length--; // 表长减1**

**}**

**void main()**

**{**

**int i;ElemType x;**

**creat();//创建**

**printf("创建后的顺序表L: ");visit();//创建后的遍历**

**printf("输入插入位置int i和数据int x: ");**

**scanf("%d%d",&i,&x);**

**insert(i,x);//插入**

**printf("插入后的顺序表L: ");visit();//插入后的遍历**

**printf("输入删除位置int i: ");scanf("%d",&i);**

**deletes(i);//删除**

**printf("删除后的顺序表L: ");visit();//删除后的遍历**

**}**

**p2-2.c已知顺序表的数据元素递增有序，在表中插入一个数据后仍保持顺序表有序。**

**// 输入若干数据，先变为递增有序顺序表，再在表中插入一个元素，并仍保持递增有序。**

**#define MAXSIZE 100**

**#include<stdio.h>**

**typedef int DataType;**

**typedef struct node**

**{**

**DataType data[MAXSIZE+1];**

**int last;**

**}SequList;**

**void Creat(SequList \*a) //创建顺序表**

**{**

**DataType x;**

**int i=0;**

**printf("创建顺序表,输入若干整数(int),**

**-1作为结束: ");**

**scanf("%d",&x); // 输入第一个数据**

**while(x!=-1)**

**{**

**i++;**

**a->data[i]=x;**

**scanf("%d",&x); // 输入下一个数据**

**}**

**a->last=i; // 记录数据个数（即表长）**

**}**

**void Sort(SequList \*a) //顺序表排序**

**{**

**int i,j;**

**DataType temp;**

**for(i=1;i<a->last;i++)//选择排序**

**for(j=i+1;j<=a->last;j++)**

**if(a->data[i]>a->data[j])**

**temp=a->data[i],**

**a->data[i]=a->data[j],**

**a->data[j]=temp;**

**}**

**void OrdInsert(SequList \*a,DataType value)//插入一个元素**

**{**

**int i,pos=1;//从第一个元素开始**

**a->data[a->last+1]=value;//设置监视哨**

**while(value>a->data[pos])pos++;**

**//查找插入位置**

**for(i=a->last;i>=pos;i--)**

**a->data[i+1]=a->data[i];//数据元素移动**

**a->data[pos]=value;//插入数据**

**a->last++;//修改表长**

**}**

**void Visit(SequList L)//遍历顺序表**

**{**

**int i;**

**for(i=1;i<=L.last;i++)**

**printf("%5d",L.data[i]);**

**printf("\n\n");**

**}**

**void main()**

**{**

**DataType value;**

**SequList L;**

**Creat(&L);//创建顺序表**

**printf("创建后的顺序表:");Visit(L);**

**Sort(&L);**

**printf("排序后的顺序表:");Visit(L);**

**printf("输入要插入的数据int value: ");**

**scanf("%d",&value);**

**OrdInsert(&L,value);//插入**

**printf("插入后的链表:");**

**Visit(L);//插入后的遍历**

**}**

**●对线性表的顺序存储的评价：**

**优点：元素的位置容易确定（依据数组的下标）。所以生成和遍历可以顺序（或倒序）和随机进行。**

**缺点：由于逻辑相邻的元素物理存储上也相邻，所以需要一片连续的存储单元；插入和删除会引起前后大量元素的移动，又由于通常是用数组来存放，而数组事先要确定长度（静态）。如果数组长度确定过小，插入时容易造成溢出；如果数组长度确定过大，删除过多的元素造成存储浪费。**

**这种机制有点像我们以前走过的“计划经济”过程。**

**下面介绍的链式存储可以解决这种不足。从“计划经济”转变为“市场经济”。**