1. **树和二叉树**

**6.1树（tree）的概念**

**在自然界和日常生活中，可以见到很多情形可以归结为树结构。如：家族谱系、行政管理机构、Windows磁盘文件管理系统等。**

**自然界的树是树根朝下，枝干和叶子向上生长，而我们讨论的树在生长方向上正好与其相反，它是倒长的树，即根朝上，枝干和叶子朝下。**

**例1：某家族谱系的一部分**

**例2：国家行政管理机构的一部分**

**例3：Windows磁盘文件的一部分**

**C:\**

**TC20**

**VC6.0**

**数据结构课件**

**数据结构讲稿**

**第一章**

**第二章**

**……**

**MyTc程序**

**Tc1**

**Tc2**

**……**

**MyVc程序**

**Vc1**

**Vc2**

**……**

**树是一种层次结构，属于非线性结构。我们学过的线性表可以灵活组织数据，但它受到线性结构的限制，表达层次结构不太方便。![](data:image/x-wmf;base64,183GmgAAAAAAACABIAIDCQAAAAASXQEACQAAA1EAAAAAABIAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAIgARIAAAAmBg8AGgD/////AAAQAAAAwP///6b////gAAAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAKAAAAJgYPAAoA/////wEAAAAAAAMAAAAAAA==)**

**6.1.1树的定义**

**●树（Tree）是n（n≥0）个结点的有限集合。它满足：**

**（1）仅有一个特定的结点，称为根（root）结点;**

**（2）其余结点分为m(m≥0)个互不相交的非空有限**

**集合![](data:image/x-wmf;base64,183GmgAAAAAAAJ4CwQLRCQAAAACfXgEACQAAA9EAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7z///8gAgAAPAIAAAsAAAAmBg8ADABNYXRoVHlwZQAAgAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/xd+Gf8XcgIPN3YQlmqwQAAAAtAQAACAAAADIK/QETAAEAAABUeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgDYn/F34Z/xdyAg83dhCWarBAAAAC0BAQAEAAAA8AEAAAgAAAAyCg8C6AEBAAAALHkIAAAAMgoPAoABAQAAADF5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0Aq2EJZqsAAAoAIQCKAQAAAAAAAAAAJPsSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=),![](data:image/x-wmf;base64,183GmgAAAAAAAHsCngLRCQAAAAAlXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAJAAhIAAAAmBg8AGgD/////AAAQAAAAwP///7z///8AAgAAHAIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/xd+Gf8XcgIPN3KAlmVAQAAAAtAQAACAAAADIK/QETAAEAAABUeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgDYn/F34Z/xdyAg83coCWZUBAAAAC0BAQAEAAAA8AEAAAgAAAAyCg8CmQEBAAAAMnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBUKAlmVAAACgAhAIoBAAAAAAAAAAAk+xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==),……,![](data:image/x-wmf;base64,183GmgAAAAAAAMECngLUCQAAAACaXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAKAAhIAAAAmBg8AGgD/////AAAQAAAAwP///7z///9AAgAAHAIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/xd+Gf8XcgIPN3FApmpAQAAAAtAQAACAAAADIK/QETAAEAAABUeRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgDYn/F34Z/xdyAg83cUCmakBAAAAC0BAQAEAAAA8AEAAAgAAAAyCg8CmQEBAAAAbXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCkFApmpAAACgAhAIoBAAAAAAAAAAD08xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==),其中每个集合自身又是一棵树，称为根的子树（subtree）。**

**本条即是说，树结点之间的路径不能形成回路，否则称为图（下章介绍）。**

**●为了表述方便，把没有结点的树称为空树。**

**●树的定义具有递归性：即一棵树是由根及若干棵子树构成的，而子树又是由根及若干棵子树构成的，……。**

**●表达树的方法通常有4种：树形、凹入、集合和广义表**

**第一种：树形表示法**
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**第二种：凹入表示法**

A

B

C

E

F

D

G

H

**第三种：集合嵌套表示法**

**第四种：广义表表示法 T(A(B,C(E,F),D(G,H)))**

**6.1.3 树的基本术语**

**为了对树的形态表述清楚和形象，通常引用树和人**

**的特征及术语来描述。**

**(1)结点和树的度（degree）**

**结点所拥有的子树的个数称为该结点的度，而树中各结点的度的最大值称为该树的度。**
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**如：**

**●结点B、E、F、G和H的度数是0；**

**●结点C和D的度数都是2；**

**●结点A的度数是3，显然它也是树的度数。**

**(2)叶子（leaf）结点和分支结点**

**度为0的结点称为叶子（终端）结点；度不为0的结点称为分支（非终端）结点。**

**一棵树除了叶子结点就是分支节点。**
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**如:**

**●结点 B、E、F、G和H的度数均为0，所以是叶子结点；**

**●结点A、C和D的度数均不为0，所以是分支结点。**

**(3)孩子（child）结点、双亲（parents又称父亲）结点、兄弟（brother）及堂兄弟结点**

**树中一个结点的子树的根（或说后继）称为该结点的孩子，该结点称为其孩子结点的双亲结点。同一个双亲的孩子结点互称为兄弟。双亲在同一层的结点互为堂兄弟。**
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**如:**

**●A是B、C、D的双亲结点，反之，B、C、D是A的孩子结点；**

**●C是E、F的双亲结点，反之，E、F是C的孩子结点；**

**●D是G、H的双亲结点，反之，G、H是D的孩子结点；**

**●显然A没有双亲结点；**

**●由于B、C、D具有同一个双亲结点，所以他们互为兄弟，同样，E和F及G和H也互为兄弟。但E、F为一方和G、H为另一方互为堂兄弟。**

**(4)祖先（ancestor）和子孙（descendant）**

**祖先是从根到该所经分支上的所有结点。反之，以某结点为根的子树中的任一结点称为该结点的子孙。显然祖先和子孙关系是父子关系的延伸。**
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**如：**

**●A是B、C、D、E、F、G和H的祖先；反之，结点B、C、D、E、F、G、H是的A的子孙。**

**(5)结点的层数（level）和树的深度(depth，或称高度height）**

**结点的层次从根结点开始算起，根结点的层数为1，其余结点的层数等于其双亲结点的层数加1。比如，如果某个结点的层数为h，则其子树就在第h+1层。**

**树中各个结点层数的最大值称为树的深度（高度）。**
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**如:**

**●A的层数为1，B、C和D的层数为2，E、F、G、H的层数为3；**

**●树的深度（高度）为3。**

**(6)有序树（ordered tree）和无序树（unordered tree）**

**若一棵树中结点的各子树从左到右是有次序的，即若交换了某结点各子树的相对位置就构成不同的树，则称这棵树为有序树，否则称为无序树。**

**(7)路径（path）从树中的一个结点到另一个结点的路途（路径只能由上向下，不能横向或由下向上）**
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**如：A-C-E,A-D-H等**

**但B-A-D-G不是路径。**

**(8)森林（forest）：m（m≥0）棵互不相交的树的集合**
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**树的逻辑关系：**

**●树的任一结点都可以有0个或多个直接的后继结点（孩子结点，这也是非线性的原因），但至多只能有一个直接的前驱结点（双亲结点）；**

**●只有根结点没有前驱，叶子结点（终端结点）没有后继；**

**●祖先与子孙关系是父子关系的延伸，它定义了树中各结点之间的纵向次序；**

**●在有向树中，同一组兄弟结点从左至右有长幼之分。它定义了树中各结点之间的横向次序。**

**6.1.4树的基本操作**

**常见的操作：建立、遍历、查询、求结点的双亲和孩子、求树的深度、求结点的层数和判空等。**

**6.2 二叉树**

**一般的树规律性差，二叉树结构简单，存储和处理相对容易，而且一般的树可以转化为二叉树处理。**

**6.2.1二叉树的定义**

**●二叉树是n（n≥0）个结点的有限集合，除了空树（n=0）之外，由一个根结点及两棵不相交的左子树和右子树组成；**

**●二叉树每个结点的度数≤2；**

**●二叉树的定义是递归的。**

**二叉树有五种基本形态：**

**(1)空树 Φ**

**(2)只有根结点**

**(3)只有左子树**

**(4)只有右子树**

**(5)完整二叉树**

**注意：二叉树的子树一定要分出左右，否则不能称作二叉树。如下列树可以称作树但不能称作二叉树（因为结点B不能断定是左子树的分支**）。

**6.2.2 二叉树的性质**

**性质1：二叉树的第i层的结点数量最多为![](data:image/x-wmf;base64,183GmgAAAAAAAEAGoAL4CAAAAAAJWwEACQAAA7UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAJABhIAAAAmBg8AGgD/////AAAQAAAAwP///6n///8ABgAASQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AIKnxdymp8XcgMPN3awVmVAQAAAAtAQAACAAAADIK4AGBBQEAAAApeQgAAAAyCuAB3wQBAAAAMXkIAAAAMgrgAZkCAQAAACh5HAAAAPsCwP0AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuACCp8XcpqfF3IDDzd2sFZlQEAAAALQEBAAQAAADwAQAACAAAADIKXQI3AAEAAAAyeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAgqfF3KanxdyAw83drBWZUBAAAAC0BAAAEAAAA8AEBAAgAAAAyCgIBCQIBAAAAMXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAAgHCvxA8RIAIKnxdymp8XcgMPN3awVmVAQAAAAtAQEABAAAAPABAAAIAAAAMgrgAd0DAQAAALN5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAADaBQrBQPESACCp8XcpqfF3IDDzd2sFZlQEAAAALQEAAAQAAADwAQEACAAAADIKAgGaAQEAAAAteRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAgqfF3KanxdyAw83drBWZUBAAAAC0BAQAEAAAA8AEAAAgAAAAyCuABFwMBAAAAaXkcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AIKnxdymp8XcgMPN3awVmVAQAAAAtAQAABAAAAPABAQAIAAAAMgoCAUoBAQAAAGl5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AVGsFZlQAAAoAIQCKAQAAAAABAAAAXPMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)。**
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**证明：第1层的结点数目最多为1（![](data:image/x-wmf;base64,183GmgAAAAAAAAACoALlCAAAAABUXwEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAIAAhIAAAAmBg8AGgD/////AAAQAAAAwP///6n////AAQAASQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AIKnxdymp8XcgMPN3NwZmVAQAAAAtAQAACAAAADIKXQI3AAEAAAAyeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAgqfF3KanxdyAw83c3BmZUBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIBTQEBAAAAMHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBUNwZmVAAACgAhAIoBAAAAAAAAAABc8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)），第2层的结点数目最多为2（![](data:image/x-wmf;base64,183GmgAAAAAAAOABoALlCAAAAAC0XAEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6n///+gAQAASQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AIKnxdymp8XcgMPN3CAdm8wQAAAAtAQAACAAAADIKXQI3AAEAAAAyeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAgqfF3KanxdyAw83cIB2bzBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIBNwEBAAAAMXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDzCAdm8wAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)），……，则第i层的结点数目最多为![](data:image/x-wmf;base64,183GmgAAAAAAAKACoALlCAAAAAD0XwEACQAAAyEBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAKgAhIAAAAmBg8AGgD/////AAAQAAAAwP///6n///9gAgAASQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AIKnxdymp8XcgMPN31gVmxwQAAAAtAQAACAAAADIKXQI3AAEAAAAyeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAgqfF3KanxdyAw83fWBWbHBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIBCAIBAAAAMXkcAAAA+wIg/wAAAAAAAJABAAAAAgQCABBTeW1ib2wAAKMHCqBA8RIAIKnxdymp8XcgMPN31gVmxwQAAAAtAQAABAAAAPABAQAIAAAAMgoCAZkBAQAAAC15HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuACCp8XcpqfF3IDDzd9YFZscEAAAALQEBAAQAAADwAQAACAAAADIKAgFJAQEAAABpeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAMfWBWbHAAAKACEAigEAAAAAAAAAAFzzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)。（由以下可知这种情形会达到满二叉树。）**

**性质2：深度为k的二叉树结点数目最多为![](data:image/x-wmf;base64,183GmgAAAAAAAGAIAAMBCQAAAABwVQEACQAAA20BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAANgCBIAAAAmBg8AGgD/////AAAQAAAAwP///6n///8gCAAAqQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3tQ9mDwQAAAAtAQAACAAAADIK4AGmBwEAAAApeQgAAAAyCuABBAcBAAAAMXkIAAAAMgrgAV4EAQAAACh5HAAAAPsCwP0AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzd7UPZg8EAAAALQEBAAQAAADwAQAACAAAADIKXQLdAgEAAAAxeQgAAAAyCl0CNwABAAAAMnkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAADMWCg448RMAWLHxd2Gx8XcgQPN3tQ9mDwQAAAAtAQAABAAAAPABAQAIAAAAMgrgAQIGAQAAALN5CAAAADIK4AELAgEAAAAteRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83e1D2YPBAAAAC0BAQAEAAAA8AEAAAgAAAAyCuAB6AQBAAAAa3kcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3tQ9mDwQAAAAtAQAABAAAAPABAQAIAAAAMgoCAVEBAQAAAGt5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AD7UPZg8AAAoAIQCKAQAAAAABAAAAVPMTAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)。**

**证明：当其每层的结点数达到最大值时，该二叉树的结点数最多，由性质1可知，深度为k的二叉树结点数是：**

**![](data:image/x-wmf;base64,183GmgAAAAAAAEAUAAMACQAAAABRSQEACQAAA+sBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAANAFBIAAAAmBg8AGgD/////AAAQAAAAwP///6n///8AFAAAqQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3nhVmLAQAAAAtAQAACAAAADIKXQK0EgEAAAAxeQgAAAAyCl0CDhABAAAAMnkIAAAAMgpdAiEMAQAAADJ5CAAAADIKXQLRBQEAAAAyeQgAAAAyCl0CFwMBAAAAMnkIAAAAMgpdAjcAAQAAADJ5HAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzd54VZiwEAAAALQEBAAQAAADwAQAACAAAADIKAgErDgEAAAAxeQgAAAAyCgIB6wYBAAAAMnkIAAAAMgoCARgEAQAAADF5CAAAADIKAgFNAQEAAAAweRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83eeFWYsBAAAAC0BAAAEAAAA8AEBAAoAAAAyCuABoAgGAAAALi4uLi4uHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAClDwrIOPETAFix8XdhsfF3IEDzd54VZiwEAAAALQEBAAQAAADwAQAACAAAADIK4AHiEQEAAAAtLggAAAAyCuAB5Q4BAAAAPS4IAAAAMgrgAQoLAQAAACsuCAAAADIK4AGeBwEAAAArLggAAAAyCuABugQBAAAAKy4IAAAAMgrgAQACAQAAACsuHAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABbEAo4OPETAFix8XdhsfF3IEDzd54VZiwEAAAALQEAAAQAAADwAQEACAAAADIKAgG8DQEAAAAtLhwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83eeFWYsBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIBKBEBAAAAay4IAAAAMgoCATsNAQAAAGsuCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0ALJ4VZiwAAAoAIQCKAQAAAAAAAAAAVPMTAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)**

**（由以下可知这种情形称为满二叉树。）**

**性质3：在任意二叉树中，若叶子结点（度数为0的结点）数为![](data:image/x-wmf;base64,183GmgAAAAAAAAACgALkCAAAAAB1XwEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIAAhIAAAAmBg8AGgD/////AAAQAAAAwP///6H////AAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AiKnxd5Gp8XcgMPN3eQtmewQAAAAtAQAACAAAADIKGAI3AAEAAABueRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfF3kanxdyAw83d5C2Z7BAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCVgEBAAAAMHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQB7eQtmewAACgAhAIoBAAAAAAAAAABc8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，度数为2的结点数为![](data:image/x-wmf;base64,183GmgAAAAAAAAACgALkCAAAAAB1XwEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIAAhIAAAAmBg8AGgD/////AAAQAAAAwP///6H////AAQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AiKnxd5Gp8XcgMPN3eQtmfAQAAAAtAQAACAAAADIKGAI3AAEAAABueRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfF3kanxdyAw83d5C2Z8BAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCWgEBAAAAMnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQB8eQtmfAAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，则有![](data:image/x-wmf;base64,183GmgAAAAAAAIAHwAIBCQAAAABQWwEACQAAAzkBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAKABxIAAAAmBg8AGgD/////AAAQAAAAwP///6H///9ABwAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3WQ9mPgQAAAAtAQAACAAAADIKHQL4BQEAAAAxeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83dZD2Y+BAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCbQQBAAAAMnkIAAAAMgozAlYBAQAAADB5HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAB6FgpcmPETAFix8XdhsfF3IEDzd1kPZj4EAAAALQEAAAQAAADwAQEACAAAADIKoAEgBQEAAAAreQgAAAAyCqABIQIBAAAAPXkcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3WQ9mPgQAAAAtAQEABAAAAPABAAAIAAAAMgoYAkoDAQAAAG55CAAAADIKGAI3AAEAAABueQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAD5ZD2Y+AAAKACEAigEAAAAAAAAAALTzEwAEAAAALQEAAAQAAADwAQEAAwAAAAAA)。**

**本性质是说，任意一颗二叉树，叶子结点比度数为2的结点的个数多一个。**

**证明：因为二叉树任意一个结点的度数均不超过2（即0,1,2）。设n为结点总数，**

**分别是度数为0,1,2的结点数，则****![](data:image/x-wmf;base64,183GmgAAAAAAAMAKwAL3CAAAAADmVwEACQAAAy0BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwALAChIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+ACgAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AiKnxd5Gp8XcgMPN3jAlm5wQAAAAtAQAACAAAADIKGALtCAEAAABueQgAAAAyChgCKgYBAAAAbnkIAAAAMgoYAkEDAQAAAG55CAAAADIKGAI3AAEAAABueRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfF3kanxdyAw83eMCWbnBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCEAoBAAAAMnkIAAAAMgozAjQHAQAAADF5CAAAADIKMwJgBAEAAAAweRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAjg0KMUDxEgCIqfF3kanxdyAw83eMCWbnBAAAAC0BAAAEAAAA8AEBAAgAAAAyCqAB1gcBAAAAK3kIAAAAMgqgARMFAQAAACt5CAAAADIKoAEYAgEAAAA9eQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAOeMCWbnAAAKACEAigEAAAAAAQAAAFzzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)（公式1），**

**先分析二叉树的结点度数和分支数的关系（由上向下分析）：由于度数为0的结点（叶子结点）没有分支，度数为1的结点有一个分支，度数为2的结点有两个分支，所以总的分支数为![](data:image/x-wmf;base64,183GmgAAAAAAAAAOoAIACQAAAACxUgEACQAAA2EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAIADhIAAAAmBg8AGgD/////AAAQAAAAwP///7f////ADQAAVwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAgAAcAAAA+wLA/QAAAAAAAJABAQAAhgQCAADLzszlAPQZAFDWZ3aWklBx/v///zAaCj4AAAoAAAAAAAQAAAAtAQAACAAAADIKOAIaDAEAAABuWAgAAAAyCjgCdQcBAAAAbnkIAAAAMgo4At4CAQAAAG4AHAAAAPsCIP8AAAAAAACQAQAAAIYEAgAAy87M5QD0GQBQ1md2lpJQcf7///8TGgrRAAAKAAAAAAAEAAAALQEBAAQAAADwAQAACAAAADIKSgJWDQEAAAAyWAgAAAAyCkoCowgBAAAAMVgIAAAAMgpKAhoEAQAAADB5HAAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QD0GQBQ1md2lpJQcf7///8wGgo/AAAKAAAAAAAEAAAALQEAAAQAAADwAQEACAAAADIKoAECCwEAAAAyeQgAAAAyCqABbwYBAAAAMVgIAAAAMgqgAcABAQAAADDpHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABQ1md2lpJQcf7///8TGgrSAAAKAAAAAAAEAAAALQEBAAQAAADwAQAACAAAADIKoAGeCQEAAAArzwgAAAAyCqABIwUBAAAAKwAIAAAAMgqgAToAAQAAAD0ACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AMC4AigAAAAoAjBZmMC4AigAAAAAAuOwZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)即=![](data:image/x-wmf;base64,183GmgAAAAAAAMAFgAIBCQAAAABQWQEACQAAAzEBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgALABRIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+ABQAAIQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3eg9m5wQAAAAtAQAACAAAADIKGALqAwEAAABueQgAAAAyChgCNwABAAAAbnkcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3eg9m5wQAAAAtAQEABAAAAPABAAAIAAAAMgozAg0FAQAAADJ5CAAAADIKMwJBAQEAAAAxeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83d6D2bnBAAAAC0BAAAEAAAA8AEBAAgAAAAyCqAB/QIBAAAAMnkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAAoQCuw48RMAWLHxd2Gx8XcgQPN3eg9m5wQAAAAtAQEABAAAAPABAAAIAAAAMgqgAeMBAQAAACt5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0A53oPZucAAAoAIQCKAQAAAAAAAAAAVPMTAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)；**

**此外，再分析二叉树的双亲结点和分支数的关系（由下向上分析）：除根结点之外的每个结点都是其双亲结点的一个分支，所以总分支数为![](data:image/x-wmf;base64,183GmgAAAAAAAGAEwAIBCQAAAACwWAEACQAAA/UAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAJgBBIAAAAmBg8AGgD/////AAAQAAAAwP///6H///8gBAAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3iRBmTQQAAAAtAQAACAAAADIKHQLSAgEAAAAxeRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAACxEKu5jxEwBYsfF3YbHxdyBA83eJEGZNBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABAAIBAAAALXkcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3iRBmTQQAAAAtAQAABAAAAPABAQAIAAAAMgoYAjcAAQAAAG55CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0ATYkQZk0AAAoAIQCKAQAAAAABAAAAtPMTAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)，可得关系式![](data:image/x-wmf;base64,183GmgAAAAAAAEALwAIACQAAAACRVwEACQAAA3UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAJACxIAAAAmBg8AGgD/////AAAQAAAAwP///6H///8ACwAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3LhBmEAQAAAAtAQAACAAAADIKHQKcCQEAAAAxeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83cuEGYQBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCDQUBAAAAMnkIAAAAMgozAkEBAQAAADF5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzdy4QZhAEAAAALQEAAAQAAADwAQEACAAAADIKoAH9AgEAAAAyeRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAyBQK9DjxEwBYsfF3YbHxdyBA83cuEGYQBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqAByggBAAAALXkIAAAAMgqgAdgFAQAAAD15CAAAADIKoAHjAQEAAAAreRwAAAD7AsD9AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83cuEGYQBAAAAC0BAAAEAAAA8AEBAAgAAAAyChgCAQcBAAAAbnkIAAAAMgoYAuoDAQAAAG55CAAAADIKGAI3AAEAAABueQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtABAuEGYQAAAKACEAigEAAAAAAQAAAFTzEwAEAAAALQEBAAQAAADwAQAAAwAAAAAA)，即****![](data:image/x-wmf;base64,183GmgAAAAAAAEALwAIACQAAAACRVwEACQAAA3UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAJACxIAAAAmBg8AGgD/////AAAQAAAAwP///6H///8ACwAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3JBJm6AQAAAAtAQAACAAAADIKHQKiCQEAAAAxeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83ckEmboBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCFwgBAAAAMnkIAAAAMgozAksEAQAAADF5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzdyQSZugEAAAALQEAAAQAAADwAQEACAAAADIKoAEHBgEAAAAyeRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAbxYKh5jxEwBYsfF3YbHxdyBA83ckEmboBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqAByggBAAAAK3kIAAAAMgqgAe0EAQAAACt5CAAAADIKoAEYAgEAAAA9eRwAAAD7AsD9AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83ckEmboBAAAAC0BAAAEAAAA8AEBAAgAAAAyChgC9AYBAAAAbnkIAAAAMgoYAkEDAQAAAG55CAAAADIKGAI3AAEAAABueQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAOgkEmboAAAKACEAigEAAAAAAQAAALTzEwAEAAAALQEBAAQAAADwAQAAAwAAAAAA)（公式2）；**

**由公式1和2，即![](data:image/x-wmf;base64,183GmgAAAAAAAMAKwAL3CAAAAADmVwEACQAAAy0BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwALAChIAAAAmBg8AGgD/////AAAQAAAAwP///6H///+ACgAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AiKnxd5Gp8XcgMPN3jAlm5wQAAAAtAQAACAAAADIKGALtCAEAAABueQgAAAAyChgCKgYBAAAAbnkIAAAAMgoYAkEDAQAAAG55CAAAADIKGAI3AAEAAABueRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfF3kanxdyAw83eMCWbnBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCEAoBAAAAMnkIAAAAMgozAjQHAQAAADF5CAAAADIKMwJgBAEAAAAweRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAjg0KMUDxEgCIqfF3kanxdyAw83eMCWbnBAAAAC0BAAAEAAAA8AEBAAgAAAAyCqAB1gcBAAAAK3kIAAAAMgqgARMFAQAAACt5CAAAADIKoAEYAgEAAAA9eQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAOeMCWbnAAAKACEAigEAAAAAAQAAAFzzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)和![](data:image/x-wmf;base64,183GmgAAAAAAAEALwAIACQAAAACRVwEACQAAA3UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAJACxIAAAAmBg8AGgD/////AAAQAAAAwP///6H///8ACwAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3JBJm6AQAAAAtAQAACAAAADIKHQKiCQEAAAAxeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83ckEmboBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCFwgBAAAAMnkIAAAAMgozAksEAQAAADF5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzdyQSZugEAAAALQEAAAQAAADwAQEACAAAADIKoAEHBgEAAAAyeRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAbxYKh5jxEwBYsfF3YbHxdyBA83ckEmboBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqAByggBAAAAK3kIAAAAMgqgAe0EAQAAACt5CAAAADIKoAEYAgEAAAA9eRwAAAD7AsD9AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83ckEmboBAAAAC0BAAAEAAAA8AEBAAgAAAAyChgC9AYBAAAAbnkIAAAAMgoYAkEDAQAAAG55CAAAADIKGAI3AAEAAABueQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAOgkEmboAAAKACEAigEAAAAAAQAAALTzEwAEAAAALQEBAAQAAADwAQAAAwAAAAAA)**

**可得![](data:image/x-wmf;base64,183GmgAAAAAAAIAHwAIBCQAAAABQWwEACQAAAzkBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAKABxIAAAAmBg8AGgD/////AAAQAAAAwP///6H///9ABwAAYQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3pRtm0wQAAAAtAQAACAAAADIKHQL3BQEAAAAxeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83elG2bTBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjMCbQQBAAAAMnkIAAAAMgozAlYBAQAAADB5HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAAZEQpUOPETAFix8XdhsfF3IEDzd6UbZtMEAAAALQEAAAQAAADwAQEACAAAADIKoAEgBQEAAAAreQgAAAAyCqABIQIBAAAAPXkcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3pRtm0wQAAAAtAQEABAAAAPABAAAIAAAAMgoYAkoDAQAAAG55CAAAADIKGAI3AAEAAABueQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtANOlG2bTAAAKACEAigEAAAAAAAAAAFTzEwAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，证毕。**

**如：叶子结点数为3（C，E，F），度数为2的结点数为2（A，B），满足性质3。**

**又如：叶子数结点为2（F，G），度数为2的结点数为1（A），满足性质3。**

**●满二叉树的定义：深度为k（k≥1）且结点数为![](data:image/x-wmf;base64,183GmgAAAAAAAOADoAICCQAAAABTXwEACQAAAyEBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoALgAxIAAAAmBg8AGgD/////AAAQAAAAwP///6n///+gAwAASQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3TQZmNgQAAAAtAQAACAAAADIK4AH0AgEAAAAxeRwAAAD7AsD9AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83dNBmY2BAAAAC0BAQAEAAAA8AEAAAgAAAAyCl0CNwABAAAAMnkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAEIPCgaY8RMAWLHxd2Gx8XcgQPN3TQZmNgQAAAAtAQAABAAAAPABAQAIAAAAMgrgAQoCAQAAAC15HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzd00GZjYEAAAALQEBAAQAAADwAQAACAAAADIKAgFQAQEAAABreQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtADZNBmY2AAAKACEAigEAAAAAAAAAALTzEwAEAAAALQEAAAQAAADwAQEAAwAAAAAA)的二叉树。**

**满二叉树的结点数达到最大值。**

**如：深度为3的满二叉树结点达到7个**

A1

B2

C3

D4

E5

F6

G7

**●完全二叉树的定义：对于满二叉树的结点，按下列规则编号：**

**(1)从根结点开始，自上而下；**

**(2)同一层自左至右。**

**满二叉树的结点编号后，任意取满二叉树的前若干**

**个连续的结点所对应的二叉树，称为完全二叉树。**

**完全二叉树的特点：除最后一层外，其余各层均是满的，最后一层，结点连续出现在左边。**

**请注意：满二叉树要求太特殊且严格，一般不容易满足，而完全二叉树条件低一些，容易满足，今后会经常用到它，所以要注意它。**

**如：深度为4的完全二叉树**

**又如：第2层结点不是连续出现在左侧，所以不是完全二叉树**

**再如：第3层未满，所以不是完全二叉树**

**性质4：具有n个结点的完全二叉树的深度为：**

**![](data:image/x-wmf;base64,183GmgAAAAAAAIAL4AIBCQAAAABwVwEACQAAA1gBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AKACxIAAAAmBg8AGgD/////AAAQAAAAwP///7v///9ACwAAmwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wKA/gAAAAAAAJABAQAAhgQCAADLzszlAO0TAKQaZlEY1yQA6xoK8SzuEwCgOc92gNDWdgQAAAAtAQAACAAAADIKwAFUCgEAAABuGhwAAAD7AsD9AAAAAAAAkAEAAACGBAIAAMvOzOUA7RMApBpmUXjXJACLGgphLO4TAKA5z3aA0NZ2BAAAAC0BAQAEAAAA8AEAAAkAAAAyCjQCKgYDAAAAbG9nZRwAAAD7AiD/AAAAAAAAkAEAAACGBAIAAMvOzOUA7RMApBpmUVjVJADrGgryLO4TAKA5z3aA0NZ2BAAAAC0BAAAEAAAA8AEBAAgAAAAyCo4CggkBAAAAMgAcAAAA+wKA/gAAAAAAAJABAAAAhgQCAADLzszlAO0TAKQaZlEY1yQAixoKYizuEwCgOc92gNDWdgQAAAAtAQEABAAAAPABAAAKAAAAMgrAAXICBQAAAChpbnQpAAgAAAAyCsABFgABAAAAMXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAKQaZlH41SQA6xoK8yzuEwCgOc92gNDWdgQAAAAtAQAABAAAAPABAQAIAAAAMgrAAVABAQAAACsaCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AdqQaZlEAAAoALgCKAQEAAAC87xMA2jjPdgQAAAAtAQEABAAAAPABAAADAAAAAAA=)。**

**证明：由完全二叉树和满二叉树的关系可知，一棵深度为k的完全二叉树的结点数必介于深度为k-1和深度为k的满二叉树的结点数之间，则有![](data:image/x-wmf;base64,183GmgAAAAAAAAANAAMBCQAAAAAQUAEACQAAA7EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAMADRIAAAAmBg8AGgD/////AAAQAAAAwP///6n////ADAAAqQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3BhFmGAQAAAAtAQAACAAAADIKXQJpCwEAAAAxeQgAAAAyCl0CwwgBAAAAMnkIAAAAMgpdArUDAQAAADF5CAAAADIKXQI3AAEAAAAyeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83cGEWYYBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIBQQIBAAAAMXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAJkaCuw48RMAWLHxd2Gx8XcgQPN3BhFmGAQAAAAtAQAABAAAAPABAQAIAAAAMgrgAZcKAQAAAC15CAAAADIK4AGaBwEAAACjeQgAAAAyCuABWgUBAAAAPHkIAAAAMgrgAeMCAQAAAC15HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAACHEgpvOPETAFix8XdhsfF3IEDzdwYRZhgEAAAALQEBAAQAAADwAQAACAAAADIKAgHSAQEAAAAteRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83cGEWYYBAAAAC0BAAAEAAAA8AEBAAgAAAAyCgIB3QkBAAAAa3kIAAAAMgoCAVEBAQAAAGt5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzdwYRZhgEAAAALQEBAAQAAADwAQAACAAAADIK4AGGBgEAAABueQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtABgGEWYYAAAKACEAigEAAAAAAAAAAFTzEwAEAAAALQEAAAQAAADwAQEAAwAAAAAA)（取等号的情况是：完全二叉树是深度为k的满二叉树），由此推出![](data:image/x-wmf;base64,183GmgAAAAAAAKANAAMACQAAAACxUAEACQAAA7kBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAOgDRIAAAAmBg8AGgD/////AAAQAAAAwP///6n///9gDQAAqQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN32BFmIAQAAAAtAQAACAAAADIKXQLSCwEAAAAyeQgAAAAyCl0CBAkBAAAAMXkIAAAAMgpdAl4GAQAAADJ5CAAAADIKXQI3AAEAAAAyeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83fYEWYgBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIBQQIBAAAAMXkcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN32BFmIAQAAAAtAQAABAAAAPABAQAIAAAAMgoCAewMAQAAAGt5CAAAADIKAgF4BwEAAABreQgAAAAyCgIBUQEBAAAAa3kcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN32BFmIAQAAAAtAQEABAAAAPABAAAIAAAAMgrgASEEAQAAAG55HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAADZEwpWOPETAFix8XdhsfF3IEDzd9gRZiAEAAAALQEAAAQAAADwAQEACAAAADIK4AGpCgEAAAA8eQgAAAAyCuABMggBAAAALXkIAAAAMgrgATUFAQAAAKN5CAAAADIK4AH1AgEAAACjeRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAgA8KMTjxEwBYsfF3YbHxdyBA83fYEWYgBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgIB0gEBAAAALXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAg2BFmIAAACgAhAIoBAAAAAAAAAABU8xMABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，即![](data:image/x-wmf;base64,183GmgAAAAAAACAL4AIBCQAAAADQVwEACQAAA24BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AIgCxIAAAAmBg8AGgD/////AAAQAAAAwP///7v////gCgAAmwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3xBdmsgQAAAAtAQAACAAAADIKwAEICgEAAABreQgAAAAyCsAByAcBAAAAbnkIAAAAMgrAAToAAQAAAGt5HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABPEwoKOPETAFix8XdhsfF3IEDzd8QXZrIEAAAALQEBAAQAAADwAQAACAAAADIKwAHcCAEAAAA8eQgAAAAyCsABHAMBAAAAo3kIAAAAMgrAAUIBAQAAAC15HAAAAPsCwP0AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzd8QXZrIEAAAALQEAAAQAAADwAQEACQAAADIK/gE8BAMAAABsb2dlHAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzd8QXZrIEAAAALQEBAAQAAADwAQAACAAAADIKjgIhBwEAAAAybxwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83fEF2ayBAAAAC0BAAAEAAAA8AEBAAgAAAAyCsABLAIBAAAAMW8KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCyxBdmsgAACgAhAIoBAAAAAAEAAABU8xMABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)，由于k取整数,所以![](data:image/x-wmf;base64,183GmgAAAAAAANAMKwPmCQAAAAAMUQEACQAAA2gBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AKgCxIAAAAmBg8AGgD/////AAAQAAAAwP///7v///9gCwAAmwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/xd+Gf8XcgIPN3vglmNgQAAAAtAQAACAAAADIKwAGYCgEAAABueQgAAAAyCsABOgABAAAAa3kcAAAA+wLA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/xd+Gf8XcgIPN3vglmNgQAAAAtAQEABAAAAPABAAAJAAAAMgr+AQwHAwAAAGxvZ2UcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/xd+Gf8XcgIPN3vglmNgQAAAAtAQAABAAAAPABAQAIAAAAMgqOAvEJAQAAADJvHAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuANif8Xfhn/F3ICDzd74JZjYEAAAALQEBAAQAAADwAQAACgAAADIKwAFOBAUAAAAoaW50KQAIAAAAMgrAAVwCAQAAADFpHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAACpBgqOBPISANif8Xfhn/F3ICDzd74JZjYEAAAALQEAAAQAAADwAQEACAAAADIKwAE6AwEAAAAraQgAAAAyCsABWgEBAAAAPWkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQA2vglmNgAACgAhAIoBAAAAAAEAAAD08xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==),证毕。**

**例如：若n=10,k=1+3=4（见后面）**

**性质5：如果一棵完全二叉树有n个结点，对所有结点按层次编号（即从上到下），每层从左到右从1开始编号，则对任意结点i（1≤i≤n），有：**

**(1)若i=1，则其为根，没有双亲。若i>1，则其双亲为(int)(i/2);**

**(2)若2i≤n（即它有左子树），则其左子树编号为2i;若2i>n，则其无左子树。若2i+1≤n（即它有右子树），则其右子树的编号为2i+1; 若2i+1>n，则其无右子树。**

**分析：编号为i=4的结点D，该树的结点数n=10；因i>1，所以其双亲结点是(int)(i/2)=2(即B)；又因2i=2\*4≤10，所以该结点有左子树（结点为H编号为2i=8）；再因2i+1=9≤10, 所以该结点有右子树（结点为I编号为2i+1=9）**

**再分析：编号为i=5的结点E，因i>1，所以其双亲结点是(int)(i/2)=2(即B)；又因2i=2\*5≤10，所以该结点有左子树（结点为J编号为2i=10）；再因2i+1=11>10, 所以该结点没有右子树。**

**6.3 二叉树的存储结构**

**常用顺序存储结构和链式存储结构。**

**6.3.1 二叉树的顺序存储结构**

**二叉树的形状可能繁多且不固定，不好掌握规律，而进行顺序存储恰恰相反，要求规律性强。所以这种存储一定是规律性较强的二叉树才适合。完全二叉树符合这一点，这也是它被定义的原因之一。**

**●对于完全二叉树进行结点编号（自上而下，自左至右）后，编号可以反映结点的分支和从属关系，将这些结点存入一维数组时，编号和数组下标可以对应起来。**

**例如：**

**存储方式：**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **位置** | **[1]** | **[2]** | **[3]** | **[4]** | **[5]** | **[6]** | **[7]** | **[8]** | **[9]** | **[10]** |
| **结点** | **A** | **B** | **C** | **D** | **E** | **F** | **G** | **H** | **I** | **J** |

**●对于一般的二叉树，不易直接采用顺序存储，可以虚补成完全二叉树后再用顺序存储的方法存储。**

**如：一棵普通二叉树**

**由上图用虚结点（@）补成的完全二叉树再顺序存储**

**存储方式：**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **位置** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** |
| **结点** | **A** | **B** | **C** | **@** | **D** | **E** | **@** | **@** | **@** | **F** | **@** | **@** | **G** |

**定义：**

**#define MAXSIZE 100**

**typedef char DataType;**

**typedef struct**

**{**

**DataType bt[MAXSIZE];**

**int num;**

**}SeqBTree;**

**6.3.2 二叉树的链式存储结构**

**结点模式：**

Rchild

Data

Lchild

A

C

B

E

D

G

F

**定义：**

**typedef struct node**

**{**

**DataType data;**

**struct node \*lchild,\*rchild;**

**}BTree;**

**此种定义称为二叉树的二叉链表。**

**在链式结构中，通过每个结点的左右指针域，可以找到其孩子结点，但要找双亲结点不方便，因此，可以增加一个指针域保存双亲结点的地址，称为“带双亲指针的二叉链表”或称为“三叉链表”。**

**结点模式：**

Rchild

Parents

Data

Lchild

A

C

B

D

E

G

F

**定义：**

**typedef struct node**

**{**

**DataType data;**

**struct node \*lchild,\*parents,\*rchild;**

**}ThTree;**

**6.4 二叉树的遍历（又称访问，周游，走）**

**●遍历是指按指定的规律从根结点开始，对二叉树中的每个结点遍历一次且仅遍历一次。所谓遍历是指对结点做某种处理。如：输出信息、修改结点的值等。**

**●遍历可以采用递归方法（程序简单）和非递归方法（程序稍复杂）。从中可以寻出“足迹”。**

**例如下列一颗简单的二叉树：**

**先（左） 后（右）**

**下（中）**

**遍历二叉树，可有3+1种方法（实际有6+1种）：**

**先序、中序、后序和层次法（另外逆先、中和后序三种方法不用）。**

**以下前三种方法从根部开始逆时针方向绕过各结点，形成一条蜿蜒“足迹”。**

**(1)先序法（又称先根法）**

**先序遍历：根，左子树，右子树**

**遍历的结果：A，B，C**

**遍历的足迹：沿途经过各结点的“左部”**

**(2)中序法（又称中根法）**

**中序遍历：左子树，根，右子树**

**遍历的结果：B，A，C**

**遍历的足迹：沿途经过各结点的“下部”**

**(3)后序法（又称后根法）**

**后序遍历：左子树，右子树，根**

**遍历的结果：B，C，A**

**遍历的足迹：沿途经过各结点的“右部”**

**(4)层次法**

**层次遍历：从根开始，层次自上到下，同层结点自左至右进行。**

**遍历的结果：A，B，C**

**遍历的足迹：第一层A，第二层B，C**

**例：下列二叉树的四种遍历**

**(1)先序遍历的结果：A，B，D，F，C，E，G**

**观察：A（根）**

**B，D，F（先序根的左子树）**

**C，E，G（先序根的右子树）**

**(2)中序遍历的结果：B，F，D，A，E，G，C**

**观察：B，F，D（中序根的左子树）**

**A（根）**

**E，G ，C（中序根的右子树）**

**(3)后序遍历的结果：F，D，B，G，E，C，A**

**观察：F，D，B（后序根的左子树）**

**G，E，C（后序根的右子树）**

**A（根）**

**注意：这种蜿蜒的路线以后不再画出，熟悉后放在我们的心里。**

**(4)按层次遍历的结果：A，B，C，D，E，F，G**

**观察：A根 （第一层）**

**B，C （第二层）**

**D，E （第三层）**

**F，G （第四层）**

**现象：左右子树次序打乱**

**A（根），B（左），C（右），D（左），E（右），F（左），G（右）**

**需要指出的是：先、中、后序同等重要，下面的情况可以看出，中序更重要，所以对其更要关注，以后还会使用到中序。**

**可以证明的是：若二叉树的结点各不相同（空或只有一个根结点的情况除外，即结点个数≥2）**

**(1)若中序遍历序列确定，若再有先序（或后序）遍历序列也确定，则该二叉树唯一确定；**

**(2)若二叉树的先序遍历和后序遍历确定，则该二叉树不能唯一确定；**

**如：下列两棵不同的二叉树先序遍历都是（A，B），而后序遍历都是（B，A）。**

* + 1. **二叉树的先序遍历及其算法**

**遍历规律：先遍历根结点，再遍历左子树，最后遍历右子树**

**●先序遍历的递归算法和程序（较简单）**

**void PreOrder(BTree \*bt)**

**{**

**if(bt!=NULL)**

**{**

**printf(“%c ”,bt🡪data);**

**//遍历根结点（输出数据）**

**PreOrder(bt🡪lchild); //递归遍历左子树**

**PreOrder(bt🡪rchild); //递归遍历右子树**

**}**

**}**

**●先序遍历的非递归算法和程序（稍复杂）**

**使用一个一维数组作为栈，存储二叉链表中的结点。思路为：从二叉树的根结点开始，沿左子树一直走到末端（左孩子为空）为止，在遍历过程中，依次把所遇结点入栈，当左子树为空时，从栈中退出栈顶结点，并将指针指向该结点的右孩子。如此重复，直到栈为空或指针为空时止。**

**void PreOrder1(BTree \*bt)**

**{**

**BTree \*s[100],\*p=bt; //数组s作为栈**

**int top=0; //top为栈顶指针**

**while(p!=NULL||top>0)**

**{**

**while(p!=NULL) //遍历根和左子树**

**{ printf(“%c ”,p🡪data);**

**s[++top]=p; p=p🡪lchild;**

**}**

**p=s[top--];p=p🡪rchild; //遍历右子树**

**}**

**}**

* + 1. **二叉树的中序遍历**

**遍历规律：先遍历左子树，再遍历根结点，最后遍历右子树。**

**●中序遍历的递归算法和程序（较简单）**

**void InOrder(BTree \*bt)**

**{**

**if(bt!=NULL)**

**{**

**InOrder(bt🡪lchild); //递归遍历左子树**

**printf(“%c ”,bt🡪data);**

**//遍历根结点（输出数据）**

**InOrder(bt🡪rchild); //递归遍历右子树**

**}**

**}**

**●中序遍历的非递归算法和程序（稍复杂）**

**使用一个一维数组作为栈，存储二叉链表中的结点。思路为：从二叉树的根结点开始，沿左子树一直走到末端（左孩子为空）为止，在走的过程中，把依次遇到的结点入栈，待左子树为空时，从栈中退出结点并访问，然后再转向它的右子树。如此重复，直到栈为空或指针为空为止。**

**void InOrder1(BTree \*bt)**

**{**

**BTree \*s[100],\*p=bt; //数组s作为栈**

**int top=0; //top为栈顶指针**

**while(p!=NULL||top>0)**

**{**

**while(p!=NULL){s[++top]=p;p=p🡪lchild;}**

**//遍历左子树**

**p=s[top--];**

**printf(“%c ”,p🡪data);p=p🡪rchild;**

**//遍历根和右子树**

**}**

**}**

* + 1. **二叉树的后序遍历**

**遍历规律：先遍历左子树，再遍历右子树，最后遍历根结点。**

**●后序遍历的递归算法和程序（较简单）**

**void PostOrder(BTree \*bt)**

**{**

**if(bt!=NULL)**

**{**

**PostOrder(bt🡪lchild); //递归遍历左子树**

**PostOrder(bt🡪rchild); //递归遍历右子树**

**printf(“%c ”,bt🡪data);**

**//遍历根结点（输出数据）**

**}**

**}**

**●后序遍历的非递归算法和程序（稍复杂）**

**利用栈来实现二叉树的后序遍历比先序和中序复杂得多，在后序遍历中，当搜索指针指向某一个结点时，不能马上进行访问，而先要遍历左子树，所以此结点先要入栈保存，当遍历完它的左子树后，再次回到该结点，还不能访问它，再次退栈时，才能访问该结点。**

**为了区分同一结点的两次进栈，引入一个次数标志，一个元素第一次进栈标志为0，第二次为1，并将标志存入另一个栈中，当从标志栈中退出的元素为1时，访问结点。**

**void PostOrder1(BTree \*bt)**

**{**

**BTree \*s1[100],\*p=bt;**

**//栈s1存放树中的结点**

**int s2[100],b,top=0; //栈s2存放进栈标志**

**do**

**{**

**while(p!=NULL) //遍历左子树**

**{s1[top]=p;s2[top++]=0;**

**//第一次进栈标志为0**

**p=p🡪lchild;}**

**if(top>0)**

**{**

**b=s2[--top]; p=s1[top];**

**if(b==0)**

**{s1[top]=p;s2[top++]=1;**

**//第二次进栈标志为1**

**p=p🡪rchild;} //遍历右子树**

**else {printf(“%c ”,p🡪data); p=NULL;}**

**//遍历根**

**}**

**}while(top>0);**

**}**

**例：算术表达式a+b\*c-d-e/f按不同的次序遍历此二叉树，将访问的结点按先后次序排列起来的次序是：**

**先序序列为(前缀表达式)：-+a\*b-cd/ef**

**中序序列为(中缀表达式)：a+b\*c-d-e/f**

**后序序列为(后缀表达式)：abcd-\*+ef/-**