ACM 算法模板

### Dinic算法求网络流

#include <cstdio>

#include <string.h>

#include <queue>

using namespace std;

int const inf = 0x3f3f3f3f;

int const MAX = 205;

int n, m;

int c[MAX][MAX], dep[MAX];//dep[MAX]代表当前层数

int bfs(int s, int t)//重新建图，按层次建图

{

queue<int> q;

while(!q.empty())

q.pop();

memset(dep, -1, sizeof(dep));

dep[s] = 0;

q.push(s);

while(!q.empty()){

int u = q.front();

q.pop();

for(int v = 1; v <= m; v++){

if(c[u][v] > 0 && dep[v] == -1){//如果可以到达且还没有访问，可以到达的条件是剩余容量大于0，没有访问的条件是当前层数还未知

dep[v] = dep[u] + 1;

q.push(v);

}

}

}

return dep[t] != -1;

}

int dfs(int u, int mi, int t)//查找路径上的最小流量

{

if(u == t)

return mi;

int tmp;

for(int v = 1; v <= m; v++){

if(c[u][v] > 0 && dep[v] == dep[u] + 1 && (tmp = dfs(v, min(mi, c[u][v]), t))){

c[u][v] -= tmp;

c[v][u] += tmp;

return tmp;

}

}

return 0;

}

int dinic()

{

int ans = 0, tmp;

while(bfs(1, m)){

while(1){

tmp = dfs(1, inf, m);

if(tmp == 0)

break;

ans += tmp;

}

}

return ans;

}

int main()

{

while(~scanf("%d %d", &n, &m)){

memset(c, 0, sizeof(c));

int u, v, w;

while(n--){

scanf("%d %d %d", &u, &v, &w);

c[u][v] += w;

}

printf("%d\n", dinic());

}

return 0;

}

### 弗洛伊德算法

void floyd()

{

for(int k=1;k<=n;k++)

for(int i=1;i<=n;i++)

for(int j=1;j<=n;j++)

mp[i][j]=min(mp[i][j],mp[i][k]+mp[k][j]);

}

### 欧拉回路判定，逆序输出路径

输入文件由几个块组成。 每个街区描述一个城镇。 块中的每一行包含三个整数x; Ÿ; z，其中x> 0且y> 0是由街道号z连接的交叉点的数量。 块的末尾由包含x = y = 0的行标记。在输入文件的末尾有一个空块，x = y = 0。

产量

每个块的输出一行包含街道编号序列（序列的单个成员由空格分隔），描述Johnny的往返行程。 如果找不到往返，则相应的输出块包含消息“往返不存在”。

#include<iostream>

#include<cstring>

#include<cstdio>

#define mst(a) memset(a,0,sizeof(a))

using namespace std;

const int maxn=20000+8;

int angleNum[maxn]; //表示顶点度数

int used[maxn]; //判断顶点是否走过

int n,k;

int res[maxn]; //路径数组

int cnt=0;

struct node{ //结构体定义 起点和终点

int a;

int b;

}rng[maxn];

bool is\_OK() //此方法用于判定每个顶点的度数

{

for(int i=1;i<=n;i++)

if(angleNum[i]%2) //如果存在一个顶点度数为偶数度，那么就不存在欧拉回路

return false; //仅仅对于有向图而言

return true;

}

void dfs(int x)

{

for(int i=1;i<=k;i++)

{

if(!used[i]&&(rng[i].a==x||rng[i].b==x)) //这里处理有点特殊，我们不确定

{ //走的是每个分支的起点还是终点

used[i]=1;

dfs(rng[i].a+rng[i].b-x);

res[++cnt]=i;

}

}

}

int main()

{

ios::sync\_with\_stdio(false); //cin提速

cin.tie(0);

int x,y,z;

while(cin>>x>>y&&(x+y))

{

int point=min(x,y); //求出我们的源点

n=max(x,y);

mst(angleNum);

mst(used);

cnt=k=0;

do{

cin>>z;

rng[z].a=x;

rng[z].b=y;

++k;

angleNum[x]++; angleNum[y]++;

n=max(n,max(x,y)); //求出最大的顶点数

}while(cin>>x>>y&&(x+y));

if(!is\_OK())

{

cout<<"Round trip does not exist."<<endl;

continue;

}

dfs(point); //dfs深搜欧拉回路

for(int i=cnt;i>=1;i--) //逆序输出路径

{

if(i!=1)

cout<<res[i]<<" ";

else

cout<<res[i]<<endl;

}

}

return 0;

}

### 容斥原理

Z城市居住着很多只跳蚤。在Z城市周六生活频道有一个娱乐节目。一只跳蚤将被请上一个高空钢丝的正中央。钢丝很长，可以看作是无限长。节目主持人会给该跳蚤发一张卡片。卡片上写有N+1个自然数。其中最后一个是M，而前N个数都不超过M，卡片上允许有相同的数字。跳蚤每次可以从卡片上任意选择一个自然数S，然后向左，或向右跳S个单位长度。而他最终的任务是跳到距离他左边一个单位长度的地方，并捡起位于那里的礼物。

比如当N=2，M=18时，持有卡片(10, 15, 18)的跳蚤，就可以完成任务：他可以先向左跳10个单位长度，然后再连向左跳3次，每次15个单位长度，最后再向右连跳3次，每次18个单位长度。而持有卡片(12, 15, 18)的跳蚤，则怎么也不可能跳到距他左边一个单位长度的地方。

当确定N和M后，显然一共有M^N张不同的卡片。现在的问题是，在这所有的卡片中，有多少张可以完成任务。

In 2 4 out 12

先将m质因数分解，然后容斥统计即可

#include<iostream>

#include<cmath>

using namespace std;

const int maxn=100+8;

typedef long long LL;

int num;

int prime[maxn];

LL p[maxn];

LL res,temp;

int n,m;

void divide(int m)

{

num=0;

for(int i=2;i\*i<=m;i++)

{

if(m%i==0)

{

prime[++num]=i;

m/=i;

while(m%i==0) m/=i;

}

}

if(m>1) prime[++num]=m;

}

void dfs(int b,int cnt,int c)

{

if(cnt==c)

{

int x=m;

for(int i=1;i<=c;i++)

x/=p[i];

temp+=pow(x,n);

return;

}

for(int i=b;i<=num;i++)

{

p[cnt+1]=prime[i];

dfs(i+1,cnt+1,c);

}

}

int main()

{

ios::sync\_with\_stdio(false);

cin.tie(0);

while(cin>>n>>m)

{

res=0;

divide(m);

for(int i=1;i<=num;i++)

{

temp=0;

dfs(1,0,i);

if(i&1) res+=temp;

else res-=temp;

}

res=pow(m,n)-res;

cout<<res<<endl;

}

return 0;

}

### 最大三角形面积（凸包+旋转卡壳）

老师给我们平面上n个点，让我们求出组合的三角形的最大面积

我们可以先将这n个点组成一个凸包，然后通过旋转卡壳求出凸包的最大直径

找出直径对应的两个点，然后通过遍历求出第三个点

这里面用上了叉积的概念，即一条边X另一条边

公式：

三角的面积等于同一个起点出发的两边的叉积\*1/2 假设A B是两条边

面积就等于（A+B）/2

3 3 4 2 6 3 7 1.50  
6 2 6 3 9 2 0 8 0 6 6 7 7 27.00

#include<iostream>

#include<cstdio>

#include<cstring>

#include<algorithm>

#include<string>

#define mst(a) memset(a,0,sizeof(a))

using namespace std;

const int maxn=50000+8;

struct node{

int x;

int y;

}p[maxn],ch[maxn];

int n;

bool cmp(node a,node b)

{

if(a.x==b.x)

{

return a.y<b.y;

}

return a.x<b.x;

}

double Cross(node s,node a,node b)

{

int x1=a.x-s.x;

int y1=a.y-s.y;

int x2=b.x-s.x;

int y2=b.y-s.y;

return x1\*y2-x2\*y1;

}

int Andrew()

{

sort(p,p+n,cmp);

int m=0;

for(int i=0;i<n;i++)

{

//下

while(m>1&&Cross(ch[m-2],ch[m-1],p[i])<0) m--;

ch[m++]=p[i];

}

int k=m;

for(int i=n-2;i>=0;i--)

{

//上

while(m>k&&Cross(ch[m-2],ch[m-1],p[i])<0) m--;

ch[m++]=p[i];

}

if(n>1) m--;

return m;

}

int main()

{

while(cin>>n)

{

for(int i=0;i<n;i++)

{

cin>>p[i].x>>p[i].y;

}

int m=Andrew();

double res=0;

for(int i=0;i<m;i++)

{

int q=1;

for(int j=i+1;j<m;j++)

{

while(Cross(ch[i],ch[j],ch[q+1])>Cross(ch[i],ch[j],ch[q]))

q=(q+1)%m;

res=max(res,Cross(ch[i],ch[j],ch[q]));

}

}

printf("%.2lf\n",res/2.0);

}

return 0;

}

### 大数基本操作（Java）

import java.util.Scanner;

import java.math.BigInteger;

public class Main {

public static void main(String[] args) {

BigInteger[] a = new BigInteger[10100];

a[0] = BigInteger.valueOf(1);

for(int i = 1;i < 10100;i++) {

a[i] = a[i-1].multiply(BigInteger.valueOf(i));

}

Scanner in = new Scanner(System.in);

while (in.hasNextInt()) {

int x = in.nextInt();

System.out.println(a[x]);

}

}

}

### 大数加法（C++）

string add1(string s1, string s2)

{

if (s1 == "" && s2 == "") return "0";

if (s1 == "") return s2;

if (s2 == "") return s1;

string maxx = s1, minn = s2;

if (s1.length() < s2.length()){

maxx = s2;

minn = s1;

}

int a = maxx.length() - 1, b = minn.length() - 1;

for (int i = b; i >= 0; --i){

maxx[a--] += minn[i] - '0'; // a一直在减 ， 额外还要减个'0'

}

for (int i = maxx.length()-1; i > 0;--i){

if (maxx[i] > '9'){

maxx[i] -= 10;//注意这个是减10

maxx[i - 1]++;

}

}

if (maxx[0] > '9'){

maxx[0] -= 10;

maxx = '1' + maxx;

}

return maxx;

}

### 大数阶乘（C++）

#include <iostream>

#include <cstdio>

using namespace std;

typedef long long LL;

const int maxn = 100010;

int num[maxn], len;

/\*

在mult函数中，形参部分：len每次调用函数都会发生改变，n表示每次要乘以的数，最终返回的是结果的长度

tip: 阶乘都是先求之前的(n-1)!来求n!

初始化Init函数很重要，不要落下

\*/

void Init() {

len = 1;

num[0] = 1;

}

int mult(int num[], int len, int n) {

LL tmp = 0;

for(LL i = 0; i < len; ++i) {

tmp = tmp + num[i] \* n; //从最低位开始，等号左边的tmp表示当前位，右边的tmp表示进位（之前进的位）

num[i] = tmp % 10; // 保存在对应的数组位置，即去掉进位后的一位数

tmp = tmp / 10; // 取整用于再次循环,与n和下一个位置的乘积相加

}

while(tmp) { // 之后的进位处理

num[len++] = tmp % 10;

tmp = tmp / 10;

}

return len;

}

int main() {

Init();

int n;

n = 1977; // 求的阶乘数

for(int i = 2; i <= n; ++i) {

len = mult(num, len, i);

}

for(int i = len - 1; i >= 0; --i)

printf("%d",num[i]); // 从最高位依次输出,数据比较多采用printf输出

printf("\n");

return 0;

}

# 常用函数与STL标准模板库

### STL实现Ugly Numbers

#include <iostream>

#include <queue>

/\*

\* Ugly Numbers

\* Ugly numbers are numbers whose only prime factors are 2, 3 or 5.

\* 1, 2, 3, 4, 5, 6, 8, 9, 10, 12, 15, ...

\*/

typedef std::pair<unsigned long, int> node\_type;

int main(int argc, const char \* argv[])

{

unsigned long result[1502];

std::priority\_queue<node\_type, std::vector<node\_type>, std::greater<node\_type>> Q;

Q.push(std::make\_pair(1, 2));

for (int i = 0; i < 1500; i++)

{

node\_type node = Q.top();

Q.pop();

switch (node.second)

{

case 2:

Q.push(std::make\_pair(node.first \* 2, 2));

case 3:

Q.push(std::make\_pair(node.first \* 3, 3));

case 5:

Q.push(std::make\_pair(node.first \* 5, 5));

}

result[i] = node.first;

}

int n;

std::cin >> n;

while (n > 0)

{

std::cout << result[n - 1] << '\n';

std::cin >> n;

}

return 0;

}

### STL-pair

STL的<utility>头文件中描述了一个看上去非常简单的模版类pair，用来表示一个二元组或元素对，并提供了按照字典序对元素对进行大小比较运算符模版函数。   
Example，想要定义一个对象表示一个平面坐标点，则可以：

pair<double, double> p;

cin >> p.first >> p.second;

### STL-set的基本操作

s.begin() // 返回指向第一个元素的迭代器

s.clear() // 清除所有元素

s.count() // 返回某个值元素的个数

s.empty() // 如果集合为空，返回true(真）

s.end() // 返回指向最后一个元素之后的迭代器，不是最后一个元素

s.equal\_range() // 返回集合中与给定值相等的上下限的两个迭代器

s.erase() // 删除集合中的元素

s.find() // 返回一个指向被查找到元素的迭代器

s.get\_allocator() // 返回集合的分配器

s.insert() // 在集合中插入元素

s.lower\_bound() // 返回指向大于（或等于）某值的第一个元素的迭代器

s.key\_comp() // 返回一个用于元素间值比较的函数

s.max\_size() // 返回集合能容纳的元素的最大限值

s.rbegin() // 返回指向集合中最后一个元素的反向迭代器

s.rend() // 返回指向集合中第一个元素的反向迭代器

s.size() // 集合中元素的数目

s.swap() // 交换两个集合变量

s.upper\_bound() // 返回大于某个值元素的迭代器

s.value\_comp() // 返回一个用于比较元素间的值的函数

多重集合与集合的区别在于集合中不能存在相同元素，而多重集合中可以存在。

multiset<int> s;

multiset<double> ss;

multiset和set的基本操作相似，需要注意的是，集合的count()能返回0（无）或者1（有），而多重集合是有多少个返回多少个

### STL-vector

vector<int> s;

// 定义一个空的vector对象，存储的是int类型的元素

vector<int> s(n);

// 定义一个含有n个int元素的vector对象

vector<int> s(first, last);

// 定义一个vector对象，并从由迭代器first和last定义的序列[first, last)中复制初值

Vector的基本操作

s[i] // 直接以下标方式访问容器中的元素

s.front() // 返回首元素

s.back() // 返回尾元素

s.push\_back(x) // 向表尾插入元素x

s.size() // 返回表长

s.empty() // 表为空时，返回真，否则返回假

s.pop\_back() // 删除表尾元素

s.begin() // 返回指向首元素的随机存取迭代器

s.end() // 返回指向尾元素的下一个位置的随机存取迭代器

s.insert(it, val) // 向迭代器it指向的元素前插入新元素val

s.insert(it, n, val)// 向迭代器it指向的元素前插入n个新元素val

s.insert(it, first, last)

// 将由迭代器first和last所指定的序列[first, last)插入到迭代器it指向的元素前面

s.erase(it) // 删除由迭代器it所指向的元素

s.erase(first, last)// 删除由迭代器first和last所指定的序列[first, last)

s.reserve(n) // 预分配缓冲空间，使存储空间至少可容纳n个元素

s.resize(n) // 改变序列长度，超出的元素将会全部被删除，如果序列需要扩展（原空间小于n），元素默认值将填满扩展出的空间

s.resize(n, val) // 改变序列长度，超出的元素将会全部被删除，如果序列需要扩展（原空间小于n），val将填满扩展出的空间

s.clear() // 删除容器中的所有元素

s.swap(v) // 将s与另一个vector对象进行交换

s.assign(first, last)

// 将序列替换成由迭代器first和last所指定的序列[first, last)，[first, last)不能是原序列中的一部分

// 要注意的是，resize操作和clear操作都是对表的有效元素进行的操作，但并不一定会改变缓冲空间的大小

// 另外，vector还有其他的一些操作，如反转、取反等，不再一一列举

// vector上还定义了序列之间的比较操作运算符（>、<、>=、<=、==、!=），可以按照字典序比较两个序列。

### STL-stack

Stack的基本操作：

s.push(x); // 入栈

s.pop(); // 出栈

s.top(); // 访问栈顶

s.empty(); // 当栈空时，返回true

s.size(); // 访问栈中元素个数

### STL-queue

Queue的基本操作：

q.push(x); // 入队列

q.pop(); // 出队列

q.front(); // 访问队首元素

q.back(); // 访问队尾元素

q.empty(); // 判断队列是否为空

q.size(); // 访问队列中的元素个数

优先队列：

priority\_queue<int> q;

priority\_queue<pair<int, int> > qq; // 注意在两个尖括号之间一定要留空格，防止误判

priority\_queue<int, vector<int>, greater<int> > qqq;// 定义小的先出队列

优先队列的基本操作：

q.empty() // 如果队列为空，则返回true，否则返回false

q.size() // 返回队列中元素的个数

q.pop() // 删除队首元素，但不返回其值

q.top() // 返回具有最高优先级的元素值，但不删除该元素

q.push(item) // 在基于优先级的适当位置插入新元素

#include <iostream>

#include <queue>

using namespace std;

class T

{

public:

int x, y, z;

T(int a, int b, int c) : x(a), y(b), z(c) {}

};

bool operator < (const T &tOne, const T &tTwo)

{

return tOne.z < tTwo.z; // 按照z的顺序来决定tOne和tTwo的顺序

}

int main()

{

priority\_queue<T> q;

q.push(T(4, 4, 3));

q.push(T(2, 2, 5));

q.push(T(1, 5, 4));

q.push(T(3, 3, 6));

while (!q.empty())

{

T t = q.top();

q.pop();

cout << t.x << " " << t.y << " " << t.z << '\n';

}

return 0;

}

### STL-map

/\* 向map中插入元素 \*/

m[key] = value; // [key]操作是map很有特色的操作,如果在map中存在键值为key的元素对, 则返回该元素对的值域部分,否则将会创建一个键值为key的元素对,值域为默认值。所以可以用该操作向map中插入元素对或修改已经存在的元素对的值域部分。

m.insert(make\_pair(key, value)); // 也可以直接调用insert方法插入元素对,insert操作会返回一个pair,当map中没有与key相匹配的键值时,其first是指向插入元素对的迭代器,其second为true;若map中已经存在与key相等的键值时,其first是指向该元素对的迭代器,second为false。

/\* 查找元素 \*/

int i = m[key]; // 要注意的是,当与该键值相匹配的元素对不存在时,会创建键值为key（当另一个元素是整形时，m[key]=0）的元素对。

map<string, int>::iterator it = m.find(key); // 如果map中存在与key相匹配的键值时,find操作将返回指向该元素对的迭代器,否则,返回的迭代器等于map的end()(参见vector中提到的begin()和end()操作)。

/\* 删除元素 \*/

m.erase(key); // 删除与指定key键值相匹配的元素对,并返回被删除的元素的个数。

m.erase(it); // 删除由迭代器it所指定的元素对,并返回指向下一个元素对的迭代器。

/\* 其他操作 \*/

m.size(); // 返回元素个数

m.empty(); // 判断是否为空

m.clear(); // 清空所有元素

**二维map应用：**

map<string,map<string,int> > mp;

map<string,map<string,int> >::iterator it;

map<string,int>::iterator it2;

for(it=mp.begin();it!=mp.end();it++){

cout<<it->first<<endl;

for(it2=it->second.begin();it2!=it->second.end();it2++){

cout<<" |----"<<it2->first<<"("<<it2->second<<")"<<endl;

}

}

### STL-bitset

在 STLSTL 的头文件中 <bitset><bitset> 中定义了模版类 bitsetbitset，用来方便地管理一系列的 bitbit 位的类。bitsetbitset 除了可以访问指定下标的 bitbit 位以外，还可以把它们作为一个整数来进行某些统计。

bitsetbitset 模板类需要一个模版参数，用来明确指定含有多少位

定义bitset对象的示例代码：

const int MAXN = 32;

bitset<MAXN> bt; // bt 包括 MAXN 位，下标 0 ~ MAXN - 1，默认初始化为 0

bitset<MAXN> bt1(0xf); // 0xf 表示十六进制数 f，对应二进制 1111，将 bt1 低 4 位初始化为 1

bitset<MAXN> bt2(012); // 012 表示八进制数 12，对应二进制 1010，即将 bt2 低 4 位初始化为 1010

bitset<MAXN> bt3("1010"); // 将 bt3 低 4 位初始化为 1010

bitset<MAXN> bt4(s, pos, n);// 将 01 字符串 s 的 pos 位开始的 n 位初始化 bt4

bitset的基本操作：

bt.any() // bt 中是否存在置为 1 的二进制位？

bt.none() // bt 中不存在置为 1 的二进制位吗？

bt.count() // bt 中置为 1 的二进制位的个数

bt.size() // bt 中二进制位的个数

bt[pos] // 访问 bt 中在 pos 处的二进制位

bt.test(pos) // bt 中在 pos 处的二进制位是否为 1

bt.set() // 把 bt 中所有二进制位都置为 1

bt.set(pos) // 把 bt 中在 pos 处的二进制位置为 1

bt.reset() // 把 bt 中所有二进制位都置为 0

bt.reset(pos) // 把 bt 中在pos处的二进制位置为0

bt.flip() // 把 bt 中所有二进制位逐位取反

bt.flip(pos) // 把 bt 中在 pos 处的二进制位取反

bt[pos].flip() // 同上

bt.to\_ulong() // 用 bt 中同样的二进制位返回一个 unsigned long 值

os << bt // 把 bt 中的位集输出到 os 流

### STL-iterator迭代器特别输出

#include <iostream>

#include <vector>

using namespace std;

int main()

{

vector<int> s;

s.push\_back(1);

s.push\_back(2);

s.push\_back(3);

copy(s.begin(), s.end(), ostream\_iterator<int> (cout, " "));

cout << '\n';

return 0;

}

这段代码中的copy就是STL中定义的一个模版函数，copy(s.begin(), s.end(), ostream\_iterator<int>(cout, ” “));的意思是将由s.begin()至s.end()（不含s.end()）所指定的序列复制到标准输出流out中，用” “作为每个元素的间隔。也就是说，这句话的作用其实就是将表中的所有内容依次输出

### STL-algorithm

min\_element/max\_element找出容器中的最小/最大值

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

int main()

{

vector<int> L;

for (int i=0; i<10; i++)

{

L.push\_back(i);

}

vector<int>::iterator min\_it = min\_element(L.begin(), L.end());

vector<int>::iterator max\_it = max\_element(L.begin(), L.end());

cout << "Min is " << \*min\_it << endl;

cout << "Max is " << \*max\_it << endl;

return 0;

}

Copy:

// 将vOne的前三个元素复制到vTwo的中间（覆盖掉原来数据）

copy(vOne.begin(), vOne.begin() + 3, vTwo.begin() + 4);

// 在vTwo内部进行复制，注意参数2表示结束位置，结束位置不参与复制

copy(vTwo.begin() + 4, vTwo.begin() + 7, vTwo.begin() + 2);

### 输出一个数的2 8 10 16进制（模板）

#include <bitset>

#include <iostream>

using namespace std;

int main()

{

cout << "36的8进制:" << std::oct << 36 << endl;

cout << "36的10进制" << std::dec << 36 << endl;

cout << "36的16进制:" << std::hex << 36 << endl;

cout << "36的2进制: " << bitset<8>(36) << endl;

return 0;

}

### 10进制与26进制相互转化

#include<iostream>

#include <algorithm>

using namespace std;

int main(){

long long ans=0;

string s;

cin>>s;

int len=s.size();

for(int i=0,j=1;i<s.size();i++,j\*=26){

ans+=(int)(s[len-i-1]-65)\*j;

}

cout<<ans<<endl; //26进制转十进制

string str="";

//ans=817;

while(ans>0){

int m=ans%26;

if(m==0) m=0;

str+=(char)(m+65);

ans=(ans-m)/26;

}

reverse(str.begin(),str.end()); //反序

cout<<str<<endl; // 十进制转26进制

return 0;

}

### 26进制下的大数加法

AAAADH BCE DRW UHD D AAAAA  
BFL XYZ D

#include<iostream>

#include<cstdio>

#include<cstring>

#include<algorithm>

#include<string>

#define mst(a) memset(a,0,sizeof(a))

using namespace std;

const int maxn=200+10;

char s1[maxn],s2[maxn];

int a[maxn],b[maxn];

char s[maxn];

int main()

{

while(~scanf("%s %s",s1,s2))

{

mst(a);

mst(b);

int len1=strlen(s1);

int len2=strlen(s2);

for(int i=0;i<len1;i++)

{

int x=s1[i]-'A';

a[len1-i-1]=x;

}

for(int i=0;i<len2;i++)

{

int x=s2[i]-'A';

b[len2-i-1]=x;

}

int len=max(len1,len2);

int pre=0;

int k=0;

string res="";

for(int i=0;i<=len;i++)

{

int v=a[i]+b[i]+pre;

pre=0;

if(v>=26)

{

v-=26;

pre=1;

}

if(v!=0)

{

k=i;

}

s[i]=v;

}

for(int i=0;i<=k;i++)

{

res+=s[i]+'A';

}

reverse(res.begin(),res.end());

int n=res.length();

int flag=0;

for(int i=0;i<n;i++)

{

if(res[i]=='A')

{

flag=0;

}

else

{

flag=1;

break;

}

}

if(flag)

cout<<res<<endl;

else

cout<<'A'<<endl;

}

}

# 数论模板

### 快速幂模板

long long quick\_pow(long long x,long long num)

{

long long res=1;

while(num>0)

{

if(num&1)

{

res=(res\*x)%mod;

}

x=(x\*x)%mod;

num/=2;

}

return res;

}

### 矩阵快速幂

#include<bits/stdc++.h>

#define ll long long

#define mod(x) ((x)%MOD)

using namespace std;

const ll MOD = 1e9 + 7;

struct mat{

ll m[3][3];

}a,ans,unit;

void init() {

memset(unit.m,0,sizeof(unit.m));

memset(a.m,0,sizeof(a.m));

unit.m[0][0] = 1;

unit.m[1][1] = 1;

a.m[0][0] = 3;

a.m[0][1] = 1;

a.m[1][0] = 1;

a.m[1][1] = 3;

}

mat operator \* (mat m1,mat m2) {

mat t;

ll r;

for(int i = 0;i < 3;i++) {

for(int j = 0;j < 3;j++) {

r = 0;

for(int k = 0;k < 3;k++) {

r = mod(r\*1ll + mod(mod(m1.m[i][k])\*1ll\*mod(m2.m[k][j])));

}

t.m[i][j] = r;

}

}

return t;

}

mat quick\_pow(ll x) {

mat t = unit;

while(x) {

if(x & 1) {

t = t\*a;

}

a = a\*a;

x >>= 1;

}

return t;

}

int main(){

init();

ans = quick\_pow(n);

}

### 欧拉函数PHI

##### 分解质因数法

/\*

\* 分解质因数法求解，getFactor(n)函数见《合数相关》

\*/

int main(int argc, const char \* argv[])

{

// ...

getFactors(n);

int ret = n;

for (int i = 0; i < fatCnt; i++)

{

ret = (int)(ret / factor[i][0] \* (factor[i][0] - 1));

}

return 0;

}

##### 筛法欧拉函数

const int MAXN = 100;

int phi[MAXN + 2];

int main(int argc, const char \* argv[])

{

for (int i = 1; i <= MAXN; i++)

{

phi[i] = i;

}

for (int i = 2; i <= MAXN; i += 2)

{

phi[i] /= 2;

}

for (int i = 3; i <= MAXN; i += 2)

{

if (phi[i] == i)

{

for (int j = i; j <= MAXN; j += i)

{

phi[j] = phi[j] / i \* (i - 1);

}

}

}

return 0;

}

##### 单独求解

/\*

\* 单独求解的本质是公式的应用

\*/

unsigned euler(unsigned x)

{

unsigned i, res = x; // unsigned == unsigned int

for (i = 2; i < (int)sqrt(x \* 1.0) + 1; i++)

{

if (!(x % i))

{

res = res / i \* (i - 1);

while (!(x % i))

{

x /= i; // 保证i一定是素数

}

}

}

if (x > 1)

{

res = res / x \* (x - 1);

}

return res;

}

##### 线性筛

/\*

\* 同时得到欧拉函数和素数表

\*/

const int MAXN = 10000000;

bool check[MAXN + 10];

int phi[MAXN + 10];

int prime[MAXN + 10];

int tot; // 素数个数

void phi\_and\_prime\_table(int N)

{

memset(check, false, sizeof(check));

phi[1] = 1;

tot = 0;

for (int i = 2; i <= N; i++)

{

if (!check[i])

{

prime[tot++] = i;

phi[i] = i - 1;

}

for (int j = 0; j < tot; j++)

{

if (i \* prime[j] > N)

{

break;

}

check[i \* prime[j]] = true;

if (i % prime[j] == 0)

{

phi[i \* prime[j]] = phi[i] \* prime[j];

break;

}

else

{

phi[i \* prime[j]] = phi[i] \* (prime[j] - 1);

}

}

}

return ;

}

### 凸包模板

#include <iostream>

#include <algorithm>

#include <iomanip>

#include<stdio.h>

using namespace std;

const int maxn = 50010;

struct Point {

int x , y;

bool operator < (Point const &rhs) const {

return (x < rhs.x) || (x == rhs.x && y < rhs.y);

}

};

int Cross(Point const &O , Point const &A , Point const &B)

{

int xoa = A.x - O.x;

int xob = B.x - O.x;

int yoa = A.y - O.y;

int yob = B.y - O.y;

return xoa \* yob - xob \* yoa;

}

int Andrew(Point \*p , int n , Point \*ch)

{

sort(p , p + n);

int m = 0;

for(int i = 0; i < n; i++)

{ //下凸包

while(m > 1 && Cross(ch[m-2] , ch[m-1] , p[i]) < 0) m--;

ch[m++] = p[i];

}

int k = m;

for(int i = n - 2; i >= 0; i--) { //上凸包

while(m > k && Cross(ch[m-2] , ch[m-1] , p[i]) < 0) m--;

ch[m++] = p[i];

}

if(n > 1) m--;

return m;

}

Point p[maxn] , ch[maxn];

int main()

{

int n;

while(cin >> n)

{

for(int i = 0; i < n; i++) cin >> p[i].x >> p[i].y;

int m = Andrew(p , n , ch); ///求凸包

///旋转卡壳法

int ans = 0;

for(int i = 0; i < m; i++)

{

int q = 1;

for(int j = i + 1; j < m; j++)

{

while(Cross(ch[i],ch[j],ch[q+1]) > Cross(ch[i],ch[j],ch[q]))

q = (q + 1) % m;

ans = max(ans , Cross(ch[i],ch[j],ch[q]));

}

}

//cout << fixed << setprecision(2) << ans / 2.0 << endl;

printf("%.2lf\n",ans/2.0);

}

return 0;

}

### 欧几里得拓展GCD

扩展欧几里德算法是用来在已知a, b求解一组x，y，使它们满足贝祖等式： ax+by = gcd(a, b) =d（解一定存在，根据数论中的相关定理）。扩展欧几里德常用在求解模线性方程及方程组中。

ll gcd(ll a,ll b) {

return b == 0 ? a : gcd(b, a % b);

}

void exgcd(ll a, ll b, ll &d, ll &x, ll &y) {

if(!b) d=a,x=1,y=0;

else exgcd(b, a % b, d, y, x),y -= x \* (a / b);

}

### 线性方程组（高斯消元）

##### **列主元**

/\*

\* 列主元gauss消去求解a[][] \* x[] = b[]

\* 返回是否有唯一解，若有解在b[]中

\*/

#define fabs(x) ((x) > 0 ? (x) : (-x))

#define eps 1e-10

const int MAXN = 100;

int gaussCpivot(int n, double a[][MAXN], double b[])

{

int i, j, k, row = 0;

double MAXP, temp;

for (k = 0; k < n; k++)

{

for (MAXP = 0, i = k; i < n; i++)

{

if (fabs(a[i][k]) > fabs(MAXP))

{

MAXP = a[row = i][k];

}

}

if (fabs(MAXP) < eps)

{

return 0;

}

if (row != k)

{

for (j = k; j < n; j++)

{

temp = a[k][j];

a[k][j] = a[row][j];

a[row][j] = temp;

temp = b[k];

b[k] = b[row];

b[row] = temp;

}

}

for (j = k + 1; j < n; j++)

{

a[k][j] /= MAXP;

for (i = k + 1; i < n; i++)

{

a[i][j] -= a[i][k] \* a[k][j];

}

}

b[k] /= MAXP;

for (i = n - 1; i >= 0; i--)

{

for (j = i + 1; j < n; j++)

{

b[i] -= a[i][j] \* b[j];

}

}

}

return 1;

}

##### 全主元

/\*

\* 全主元gauss消去解a[][] \* x[] = b[]

\* 返回是否有唯一解，若有解在b[]中

\*/

#define fabs(x) ((x) > 0 ? (x) : (-x))

#define eps 1e-10

const int MAXN = 100;

int gaussTpivot(int n, double a[][MAXN], double b[])

{

int i, j, k, row = 0, col = 0, index[MAXN];

double MAXP, temp;

for (i = 0; i < n; i++)

{

index[i] = i;

}

for (k = 0; k < n; k++)

{

for (MAXP = 0, i = k; i < n; i++)

{

for (j = k; j < n; j++)

{

if (fabs(a[i][j] > fabs(MAXP)))

{

MAXP = a[row = i][col = j];

}

}

}

if (fabs(MAXP) < eps)

{

return 0;

}

if (col != k)

{

for (i = 0; i < n; i++)

{

temp = a[i][col];

a[i][col] = a[i][k];

a[i][k] = temp;

}

j = index[col];

index[col] = index[k];

index[k] = j;

}

if (row != k)

{

for (j = k; j < n; j++)

{

temp = a[k][j];

a[k][j] = a[row][j];

a[row][j] = temp;

}

temp = b[k];

b[k] = b[row];

b[row] = temp;

}

for (j = k + 1; j < n; j++)

{

a[k][j] /= MAXP;

for (i = k + 1; i < n; i++)

{

a[i][j] -= a[i][k] \* a[k][j];

}

}

b[k] /= MAXP;

for (i = k + 1; i < n; i++)

{

b[i] -= b[k] \* a[i][k];

}

}

for (i = n - 1; i >= 0; i--)

{

for (j = i + 1; j < n; j++)

{

b[i] -= a[i][j] \* b[j];

}

}

for (k = 0; k < n; k++)

{

a[0][index[k]] = b[k];

}

for (k = 0; k < n; k++)

{

b[k] = a[0][k];

}

return 1;

}

##### 高斯消元（自由变元，一类开关问题，位运算操作）

// 高斯消元法求方程组的解

const int MAXN = 300;

// 有equ个方程，var个变元。增广矩阵行数为equ，列数为var＋1，分别为0到var

int equ, var;

int a[MAXN][MAXN]; // 增广矩阵

int x[MAXN]; // 解集

int free\_x[MAXN]; // 用来存储自由变元（多解枚举自由变元可以使用）

int free\_num; // 自由变元的个数

// 返回值为－1表示无解，为0是唯一解，否则返回自由变元个数

int Gauss()

{

int max\_r, col, k;

free\_num = 0;

for (k = 0, col = 0; k < equ && col < var; k++, col++)

{

max\_r = k;

for (int i = k + 1; i < equ; i++)

{

if (abs(a[i][col]) > abs(a[max\_r][col]))

{

max\_r = i;

}

}

if (a[max\_r][col] == 0)

{

k--;

free\_x[free\_num++] = col; // 这是自由变元

continue;

}

if (max\_r != k)

{

for (int j = col; j < var + 1; j++)

{

swap(a[k][j], a[max\_r][j]);

}

}

for (int i = k + 1; i < equ; i++)

{

if (a[i][col] != 0)

{

for (int j = col; j < var + 1; j++)

{

a[i][j] ^= a[k][j];

}

}

}

}

for (int i = k; i < equ; i++)

{

if (a[i][col] != 0)

{

return -1; // 无解

}

}

if (k < var)

{

return var - k; // 自由变元个数

}

// 唯一解，回代

for (int i = var - 1; i >= 0; i--)

{

x[i] = a[i][var];

for (int j = i + 1; j < var; j++)

{

x[i] ^= (a[i][j] && x[j]);

}

}

return 0;

}

### 模线性方程（组）

##### 公共部分（拓展GCD）

int extgcd(int a, int b, int &x, int &y)

{

if (b == 0)

{

x = 1;

y = 0;

return a;

}

int d = extgcd(b, a % b, x, y);

int t = x;

x = y;

y = t - a / b \* y;

return d;

}

##### 模线性方程

/\*

\* 模线性方程 a \* x = b (% n)

\*/

void modeq(int a, int b, int n)

{

int e, i, d, x, y;

d = extgcd(b, a % b, x, y);

if (b % d > 0)

{

cout << "No answer!\n";

}

else

{

e = (x \* (b / d)) % n;

for (i = 0; i < d; i++)

{

cout << i + 1 << "-th ans:" << (e + i \* (n / d)) % n << '\n';

}

}

return ;

}

##### 模线性方程组（互质）

/\*

\* 模线性方程组

\* a = B[1](% W[1]); a = B[2](% W[2]); ... a = B[k](% W[k]);

\* 其中W，B已知，W[i] > 0且W[i]与W[j]互质，求a（中国剩余定理）

\*/

int china(int b[], int w[], int k)

{

int i, d, x, y, m, a = 0, n = 1;

for (i = 0; i < k; i++)

{

n \*= w[i]; // 注意不能overflow

}

for (i = 0; i < k; i++)

{

m = n / w[i];

d = extgcd(w[i], m, x, y);

a = (a + y \* m \* b[i]) % n;

}

if (a > 0)

{

return a;

}

else

{

return (a + n);

}

}

##### 模线性方程组（不要求互质）

typedef long long ll;

const int MAXN = 11;

int n, m;

int a[MAXN], b[MAXN];

int main(int argc, const char \* argv[])

{

int T;

cin >> T;

while (T--)

{

cin >> n >> m;

for (int i = 0; i < m; i++)

{

cin >> a[i];

}

for (int i = 0; i < m; i++)

{

cin >> b[i];

}

ll ax = a[0], bx = b[0], x, y;

int flag = 0;

for (int i = 1; i < m; i++)

{

ll d = extgcd(ax, a[i], x, y);

if ((b[i] - bx) % d != 0)

{

flag = 1; // 无整数解

break;

}

ll tmp = a[i] / d;

x = x \* (b[i] - bx) / d; // 约分

x = (x % tmp + tmp) % tmp;

bx = bx + ax \* x;

ax = ax \* tmp; // ax = ax \* a[i] / d

}

if (flag == 1 || n < bx)

{

puts("0");

}

else

{

ll ans = (n - bx) / ax + 1;

if (bx == 0)

{

ans--;

}

printf("%lld\n", ans);

}

}

return 0;

}

### 素数相关

##### 判断小于maxn的数是不是素数

/\*

\* 素数筛选，判断小于MAXN的数是不是素数

\* notprime是一张表，false表示是素数，true表示不是

\*/

const int MAXN = 1000010;

bool notprime[MAXN];

void init()

{

memset(notprime, false, sizeof(notprime));

notprime[0] = notprime[1] = true;

for (int i = 2; i < MAXN; i++)

{

if (!notprime[i])

{

if (i > MAXN / i) // 阻止后边i \* i溢出（或者i,j用long long)

{

continue;

}

// 直接从i \* i开始就可以，小于i倍的已经筛选过了

for (int j = i \* i; j < MAXN; j += i)

{

notprime[j] = true;

}

}

}

}

##### 查找出小于等于maxn的素数（生成连续素数表）

/\*

\* 素数筛选，查找出小于等于MAXN的素数

\* prime[0]存素数的个数

\*/

const int MAXN = 100000;

int prime[MAXN + 1];

void getPrime()

{

memset(prime, 0, sizeof(prime));

for (int i = 2; i <= MAXN; i++)

{

if (!prime[i])

{

prime[++prime[0]] = i;

}

for (int j = 1; j <= prime[0] && prime[j] <= MAXN / i; j++)

{

prime[prime[j] \* i] = 1;

if (i % prime[j] == 0)

{

break;

}

}

}

}

##### 随机素数测试

/\*

\* 随机素数测试（伪素数原理）

\* CALL: bool res = miller(n);

\* 快速测试n是否满足素数的“必要”条件，出错概率极低

\* 对于任意奇数n > 2和正整数s，算法出错概率≤2^(-s)

\*/

int witness(int a, int n)

{

int x, d = 1;

int i = ceil(log(n - 1.0) / log(2.0)) - 1;

for (; i >= 0; i--)

{

x = d;

d = (d \* d) % n;

if (d == 1 && x != 1 && x != n - 1)

{

return 1;

}

if (((n - 1) & (1 << i)) > 0)

{

d = (d \* a) % n;

}

}

return (d == 1 ? 0 : 1);

}

int miller(int n, int s = 50)

{

if (n == 2) // 质数返回1

{

return 1;

}

if (n % 2 == 0) // 偶数返回0

{

return 0;

}

int j, a;

for (j = 0; j < a; j++)

{

a = rand() \* (n - 2) / RAND\_MAX + 1;

// rand()只能随机产生[0, RAND\_MAX)内的整数

// 而且这个RAND\_MAX只有32768直接%n的话是永远

// 也产生不了[RAND\_MAX, n)之间的数

if (witness(a, n))

{

return 0;

}

}

return 1;

}

### 合数相关

##### 合数分解

/\*

\* 合数的分解需要先进行素数的筛选

\* factor[i][0]存放分解的素数

\* factor[i][1]存放对应素数出现的次数

\* fatCnt存放合数分解出的素数个数(相同的素数只算一次)

\*/

const int MAXN = 10000;

int prime[MAXN + 1];

// 获取素数

void getPrime()

{

memset(prime, 0, sizeof(prime));

for (int i = 2; i <= MAXN; i++)

{

if (!prime[i])

{

prime[++prime[0]] = i;

}

for (int j = 1; j <= prime[0] && prime[j] <= MAXN / i; j++)

{

prime[prime[j] \* i] = 1;

if (i % prime[j] == 0)

{

break;

}

}

}

return ;

}

long long factor[100][2];

int fatCnt;

// 合数分解

int getFactors(long long x)

{

fatCnt = 0;

long long tmp = x;

for (int i = 1; prime[i] <= tmp / prime[i]; i++)

{

factor[fatCnt][1] = 0;

if (tmp % prime[i] == 0)

{

factor[fatCnt][0] = prime[i];

while (tmp % prime[i] == 0)

{

factor[fatCnt][1]++;

tmp /= prime[i];

}

fatCnt++;

}

}

if (tmp != 1)

{

factor[fatCnt][0] = tmp;

factor[fatCnt++][1] = 1;

}

return fatCnt;

}

### 组合数学相关

定理

One

{1, 2, … n}的r组合a1, a2, … ar出现在所有r组合中的字典序位置编号, C(n, m)表示n中取m的组合数

index = C(n, r) - C(n - a1, r) - C(n - a2, r - 1) - … - C(n - ar, 1)

Two

k \* C(n, k) = n \* C(n - 1, k - 1);

C(n, 0) + C(n, 2) + … = C(n, 1) + C(n, 3) + …

1 \* C(n, 1) + 2 \* C(n, 2) + … + n \* C(n, n) = n \* 2^(n - 1)

Three · Catalan数

C\_n = C(2 \* n, n) / (n + 1)

C\_n = (4 \* n - 2) / (n + 1) \* C\_n - 1

C\_1 = 1

Four · Stirling数 · 1

s(p, k)是将p个物体排成k个非空的循环排列的方法数(或者: 把p个人排成k个非空圆圈的方法数)。

s(p, k) = (p - 1) \* s(p - 1, k) + s(p - 1, k - 1);

Five · Stirling数 · 2

S(p, k) = k \* S(p - 1, k) + S(p - 1, k - 1).

S(p, 0) = 0, (p >= 1);

S(p, p) = 1, (p >= 0);

且有 S(p, 1) = 1, (p >= 1);

S(p, 2) = 2^(p - 1) - 1, (p >= 2);

S(p, p - 1) = C(p, 2);

Six · Bell数

B\_p = S(p, 0) + S(p, 1) + … + S(p, p)

B\_p = C(p - 1, 0) \* B\_0 + C(p - 1, 1) \* B\_1 + … + C(p - 1, p - 1) \* B\_(p - 1)

##### 组合数C(n,r)

int com(int n, int r) // return C(n, r)

{

if (n - r > r)

{

r = n - r; // C(n, r) = C(n, n - r)

}

int i, j, s = 1;

for (i = 0, j = 1; i < r; ++i)

{

s \*= (n - i);

for (; j <= r && s % j == 0; ++j)

{

s /= j;

}

}

return s;

}

##### 组合数C(a,b)预处理

typedef long long ll;

const ll MOD = 1e9 + 7; // 必须为质数才管用

const ll MAXN = 1e5 + 3;

ll fac[MAXN]; // 阶乘

ll inv[MAXN]; // 阶乘的逆元

ll QPow(ll x, ll n)

{

ll ret = 1;

ll tmp = x % MOD;

while (n)

{

if (n & 1)

{

ret = (ret \* tmp) % MOD;

}

tmp = tmp \* tmp % MOD;

n >>= 1;

}

return ret;

}

void init()

{

fac[0] = 1;

for (int i = 1; i < MAXN; i++)

{

fac[i] = fac[i - 1] \* i % MOD;

}

inv[MAXN - 1] = QPow(fac[MAXN - 1], MOD - 2);

for (int i = MAXN - 2; i >= 0; i--)

{

inv[i] = inv[i + 1] \* (i + 1) % MOD;

}

}

ll C(ll a, ll b)

{

if (b > a)

{

return 0;

}

if (b == 0)

{

return 1;

}

return fac[a] \* inv[b] % MOD \* inv[a - b] % MOD;

}

##### 集合划分问题

/\*

\* n元集合分划为k类的方案数记为S(n, k),称为第二类Stirling数。

\* 如{A,B,C}可以划分{{A}, {B}, {C}}, {{A, B}, {C}}, {{B, C}, {A}}, {{A, C}, {B}}, {{A, B, C}}。

\* 即一个集合可以划分为不同集合(1...n个)的种类数

\* CALL: compute(N); 每当输入一个n,输出B[n]

\*/

const int N = 2001;

int data[N][N], B[N];

void NGetM(int m, int n) // m 个数 n 个集合

{

// data[i][j]: i个数分成j个集合

int min, i, j;

data[0][0] = 1;

for (i = 1; i <= m; i++)

{

data[i][0] = 0;

}

for (i = 0; i <= m; i++)

{

data[i][i + 1] = 0;

}

for (i = 1; i <= m; i++)

{

if (i < n)

{

min = i;

}

else

{

min = n;

}

for (j = 1; j <= min; j++)

{

data[i][j] = (j \* data[i - 1][j] + data[i - 1][j - 1]);

}

}

return ;

}

void compute(int m)

{

// b[i]: Bell数

NGetM(m, m);

memset(B, 0, sizeof(B));

int i, j;

for (i=1; i <= m; i++)

{

for (j = 0; j <= i; j++)

{

B[i] += data[i][j];

}

}

return ;

}

##### 卢卡斯定理（从（1,1）到（n,m）的走法，机器人走方格问题）

#define MOD 1000000007

typedef long long LL;

LL quickPower(LL a, LL b)

{

LL ans = 1;

a %= MOD;

while (b)

{

if (b & 1)

{

ans = ans \* a % MOD;

}

b >>= 1;

a = a \* a % MOD;

}

return ans;

}

LL c(LL n, LL m)

{

if (m > n)

{

return 0;

}

LL ans = 1;

for (int i = 1; i <= m; i++)

{

LL a = (n + i - m) % MOD;

LL b = i % MOD;

ans = ans \* (a \* quickPower(b, MOD - 2) % MOD) % MOD;

}

return ans;

}

LL lucas(LL n, LL m)

{

if (m == 0)

{

return 1;

}

return c(n % MOD, m % MOD) \* lucas(n / MOD, m / MOD) % MOD;

}

int main(int argc, const char \* argv[])

{

LL n, m;

while (~scanf("%lld %lld", &n, &m))

{

LL max, min;

max = n + m - 3;

min = m - 1;

printf("%lld\n", lucas(max - 1, min - 1));

}

return 0;

}

### Polya计数

/\*

\* c种颜色的珠子，组成长为s的项链，项链没有方向和起始位置

\*/

int gcd(int a, int b)

{

return b ? gcd(b, a % b) : a;

}

int main(int argc, const char \* argv[])

{

int c, s;

while (cin >> c >> s)

{

int k;

long long p[64];

p[0] = 1; // power of c

for (k = 0; k < s; k++)

{

p[k + 1] = p[k] \* c;

}

// reflection part

long long count = s & 1 ? s \* p[s / 2 + 1] : (s / 2) \* (p[s / 2] + p[s / 2 + 1]);

// rotation part

for (k = 1 ; k <= s ; k++)

{

count += p[gcd(k, s)];

count /= 2 \* s;

}

cout << count << '\n';

}

return 0;

}

### 最大1矩阵

（全是1的最大子矩阵）

const int N = 1000;

bool a[N][N];

int Run(const int &m, const int &n) // a[1...m][1...n]

{ // O(m\*n)

int i, j, k, l, r, max=0;

int col[N];

for (j = 1; j <= n; j++)

{

if (a[1][j] == 0 )

{

col[j] = 0;

}

else

{

for (k = 2; k <= m && a[k][j] == 1; k++);

col[j] = k - 1;

}

}

for (i = 1; i <= m; i++)

{

if (i > 1)

{

for (j = 1; j <= n; j++)

{

if (a[i][j] == 0)

{

col[j] = 0;

}

else

{

if (a[i - 1][j] == 0)

{

for (k = i + 1; k <= m && a[k][j] == 1; k++);

col[j] = k-1;

}

}

}

}

for (j = 1; j <= n; j++)

{

if (col[j] >= i)

{

for (l = j - 1; l > 0 && col[l] >= col[j]; --l);

l++;

for (r = j + 1; r <= n && col[r] >= col[j]; ++r);

r--;

int res = (r - l + 1) \* (col[j] - i + 1);

if( res > max )

{

max = res;

}

}

}

}

return max;

}

### 约瑟夫环问题

/\*

\* n个人(编号 1...n),先去掉第m个数,然后从m+1个开始报1,

\* 报到k的退出,剩下的人继续从1开始报数.求胜利者的编号.

\*/

int main(int argc, const char \* argv[])

{

int n, k, m;

while (cin >> n >> k >> m, n || k || m)

{

int i, d, s = 0;

for (i = 2; i <= n; i++)

{

s = (s + k) % i;

}

k = k % n;

if (k == 0)

{

k = n;

}

d = (s + 1) + (m - k);

if (d >= 1 && d <= n)

{

cout << d << '\n';

}

else if (d < 1)

{

cout << n + d << '\n';

}

else if (d > n)

{

cout << d % n << '\n';

}

}

return 0;

}

##### 函数图像法

/\*

\* n 个人数到 k 出列，最后剩下的人编号

\*/

unsigned long long n, k;

int main()

{

cin >> n >> k;

long long y = k % 2;

long long x = 2, t = 0;

long long z1 = y, z2 = x;

while (x <= n)

{

z1 = y;

z2 = x;

t = (x - y) / (k - 1);

if (t == 0)

{

t++;

}

y = y + t \* k - ((y + t \* k) / (x + t)) \* (x + t);

x += t;

}

cout << (z1 + (n - z2) \* k) % n + 1 << endl;

return 0;

}

### 博弈论

##### Bash

#define \_MAX 10000

int a[\_MAX];

int b[\_MAX];

int bash(int N, int K)

{

if (N % (K + 1) == 0)

{

return 2;

}

return 1;

}

int main()

{

int T;

scanf("%d", &T);

for (int i = 0; i < T; i++)

{

scanf("%d%d", a + i, b + i);

}

for (int i = 0; i < T; i++)

{

if (bash(a[i], b[i]) == 1)

{

printf("A\n");

}

else

{

printf("B\n");

}

}

return 0;

}

##### Nim

int main(int argc, const char \* argv[])

{

int N, stone, tag = 0;

scanf("%d", &N);

while (N--)

{

scanf("%d", &stone);

tag ^= stone;

}

//tag为0则为后手赢，否则为先手赢

printf("%c\n", tag == 0 ? 'B' : 'A');

return 0;

}

##### SG打表

const int MAX\_DIG = 64;

// SG打表

// f[]:可以取走的石子个数

// sg[]:0~n的SG函数值

// hash[]:mex{}

int f[MAX\_DIG];

int sg[MAX\_DIG];

int hash[MAX\_DIG];

void getSG(int n)

{

memset(sg, 0, sizeof(sg));

for (int i = 1; i <= n; i++)

{

memset(hash, 0, sizeof(hash));

for (int j = 1; f[j] <= i; j++)

{

hash[sg[i - f[j]]] = 1;

}

for (int j = 0; j <= n; j++) // 求mes{}中未出现的最小的非负整数

{

if (hash[j] == 0)

{

sg[i] = j;

break;

}

}

}

}

##### SG DFS

const int MAX\_DIG = 64;

// DFS

// 注意 S数组要按从小到大排序 SG函数要初始化为-1 对于每个集合只需初始化1遍

// n是集合s的大小 S[i]是定义的特殊取法规则的数组

int s[MAX\_DIG];

int sg[MAX\_DIG \* 100];

int n;

int SG\_dfs(int x)

{

if (sg[x] != -1)

{

return sg[x];

}

bool vis[MAX\_DIG];

memset(vis, 0, sizeof(vis));

for (int i = 0; i < n; i++)

{

if (x >= s[i])

{

SG\_dfs(x - s[i]);

vis[sg[x - s[i]]] = 1;

}

}

int e;

for (int i = 0; ; i++)

{

if (!vis[i])

{

e = i;

break;

}

}

return sg[x] = e;

}

##### Wythoff

int main()

{

int t, a, b, m, k;

scanf("%d", &t);

while (t--)

{

scanf("%d%d", &a, &b);

if (a > b)

{

a ^= b;

b ^= a;

a ^= b;

}

m = b - a;

k = (int)(m \* (1 + sqrt(5)) / 2.0);

//m = ? \* a

//k = m / ?

//?:黄金分割数

//如果a == k，则为后手赢，否则先手赢（奇异局）

printf("%s\n", a == k ? "B" : "A");

}

return 0;

}

### 周期性方程

##### 追赶法解周期性方程

/\*

\* 周期性方程定义(n = 5)

\* |a\_1 b\_1 c\_1 d\_1 e\_1| = x\_1 --- 1

\* |e\_2 a\_2 b\_2 c\_2 d\_2| = x\_2 --- 2

\* |d\_2 e\_2 a\_2 b\_2 c\_2| = x\_3 --- 3

\* |c\_4 d\_2 e\_2 a\_4 b\_4| = x\_4 --- 4

\* |b\_5 c\_5 d\_5 e\_5 a\_5| = x\_5 --- 5

\* 输入： a[], b[], c[], x[]

\* 输出： 求解结果x在x[]中

\*/

const int MAXN = 1000;

int a[MAXN];

int b[MAXN];

int c[MAXN];

int x[MAXN];

void run()

{

c[0] /= b[0];

a[0] /= b[0];

x[0] /= b[0];

for (int i = 1; i < MAXN - 1; i++)

{

double temp = b[i] - a[i] \* c[i - 1];

c[i] /= temp;

x[i] = (x[i] - a[i] \* x[i - 1]) / temp;

a[i] = -a[i] \* a[i - 1] / temp;

}

a[MAXN - 2] = -a[MAXN - 2] - c[MAXN - 2];

for (int i = MAXN - 3; i >= 0; i--)

{

a[i] = -a[i] - c[i] \* a[i + 1];

x[i] -= c[i] \* x[i + 1];

}

x[MAXN - 1] -= (c[MAXN - 1] \* x[0] + a[MAXN - 1] \* x[MAXN - 2]);

x[MAXN - 1] /= (c[MAXN - 1] \* a[0] + a[MAXN - 1] \* a[MAXN - 2] + b[MAXN - 1]);

for (int i = MAXN - 2; i >= 0; i --)

{

x[i] += a[i] \* x[MAXN - 1];

}

return ;

}

### 阶乘

##### 阶乘最后非零位

/\*

\* 阶乘最后非零位 复杂度O(nlongn)

\* 返回改为，n以字符串方式传入

\*/

#define MAXN 10000

const int mod[20] = {1, 1, 2, 6, 4, 2, 2, 4, 2, 8, 4, 4, 8, 4, 6, 8, 8, 6, 8, 2};

int lastDigit(char \*buf)

{

int len = (int)strlen(buf);

int a[MAXN], i, c, ret = 1;

if (len == 1)

{

return mod[buf[0] - '0'];

}

for (i = 0; i < len; i++)

{

a[i] = buf[len - 1 - i] - '0';

}

for (; len; len -= !a[len - 1])

{

ret = ret \* mod[a[1] % 2 \* 10 + a[0]] % 5;

for (c = 0, i = len - 1; i >= 0; i--)

{

c = c \* 10 + a[i];

a[i] = c / 5;

c %= 5;

}

}

return ret + ret % 2 \* 5;

}

##### N的阶乘的长度

#define PI 3.1415926

int main()

{

int n, a;

while (~scanf(“%d", &n))

{

a = (int)((0.5 \* log(2 \* PI \* n) + n \* log(n) - n) / log(10));

printf("%d\n", a + 1);

}

return 0;

}

### 排列组合

##### 类循环排列

用递归实现多重循环,本递归程序相当于n重循环,每重循环的长度为m的情况,所以输出共有m^n行。

/\*

\* 输入样例: 3 2

\* 输出样例:

\* 0 0 0

\* 0 0 1

\* 0 1 0

\* 0 1 1

\* 1 0 0

\* 1 0 1

\* 1 1 0

\* 1 1 1

\*/

#define MAX\_N 10

int n, m; // 相当于n重循环,每重循环长度为m

int rcd[MAX\_N]; // 记录每个位置填的数

void loop\_permutation(int l)

{

int i;

if (l == n) // 相当于进入了 n 重循环的最内层

{

for (i = 0; i < n; i++)

{

cout << rcd[i];

if (i < n-1)

{

cout << " ";

}

}

cout << "\n";

return ;

}

for (i = 0; i < m; i++) // 每重循环长度为m

{

rcd[l] = i; // 在l位置放i

loop\_permutation(l + 1); // 填下一个位置

}

}

int main()

{

while (cin >> n >> m)

{

loop\_permutation(0);

}

return 0;

}

##### 全排列

/\*

\* 对输入的n个数作全排列。

\* 输入样例:

\* 3

\* 1 2 3

\* 输出样例:

\* 123

\* 132

\* 213

\* 231

\* 312

\* 321

\*/

#define MAX\_N 10

int n; // 共n个数

int rcd[MAX\_N]; // 记录每个位置填的数

int used[MAX\_N]; // 标记数是否用过

int num[MAX\_N]; // 存放输入的n个数

void full\_permutation(int l)

{

int i;

if (l == n)

{

for (i = 0; i < n; i++)

{

printf("%d", rcd[i]);

if (i < n-1)

{

printf(" ");

}

}

printf("\n");

return ;

}

for (i = 0; i < n; i++) // 枚举所有的数(n个),循环从开始

if (!used[i])

{ // 若num[i]没有使用过, 则标记为已使用

used[i] = 1;

rcd[l] = num[i]; // 在l位置放上该数

full\_permutation(l+1); // 填下一个位置

used[i] = 0; // 清标记

}

}

int read\_data()

{

int i;

if (scanf("%d", &n) == EOF)

{

return 0;

}

for (i = 0; i < n; i++)

{

scanf("%d", &num[i]);

}

for (i = 0; i < n; i++)

{

used[i] = 0;

}

return 1;

}

int main()

{

while (read\_data())

{

full\_permutation(0);

}

return 0;

}

程序通过used数组,标记数是否被用过,可以产生全排列,共有n!种。但是, 通过观察会发现,若输入的n个数有重复,那么在输出的n!种排列中,必然存在重复的项

##### 不重复排列

/\*

\* 输入n个数,输出由这n个数构成的排列,不允许出现重复的项。

\* 输入样例:

\* 3

\* 1 1 2

\* 输出样例:

\* 1 1 2

\* 1 2 1

\* 2 1 1

\*/

#define MAX\_N 10

int n, m; // 共有n个数,其中互不相同的有m个

int rcd[MAX\_N]; // 记录每个位置填的数

int used[MAX\_N]; // 标记m个数可以使用的次数

int num[MAX\_N]; // 存放输入中互不相同的m个数

void unrepeat\_permutation(int l)

{

int i;

if (l == n) // 填完了n个数,则输出

{

for (i = 0; i < n; i++)

{

printf("%d", rcd[i]);

if (i < n - 1)

{

printf(" ");

}

}

printf("\n");

return ;

}

for (i = 0; i < m; i++) // 枚举m个本质不同的数

{

if (used[i] > 0) // 若数num[i]还没被用完,则可使用次数减

{

used[i]--;

rcd[l] = num[i]; // 在l位置放上该数

unrepeat\_permutation(l+1); // 填下一个位置

used[i]++; // 可使用次数恢复

}

}

}

int read\_data()

{

int i, j, val;

if (scanf("%d", &n) == EOF)

{

return 0;

}

m = 0;

for (i = 0; i < n; i++)

{

scanf("%d", &val);

for (j = 0; j < m; j++)

{

if (num[j] == val)

{

used[j]++; break;

}

}

if (j == m)

{

num[m] = val;

used[m++] = 1;

}

}

return 1;

}

int main()

{

while (read\_data())

{

unrepeat\_permutation(0);

}

return 0;

}

本程序将全排列中的used标记数组改为记录输入中每个本质不同的数出现的次数,并在递归函数中使用。需要注意的是,在输入过程中,应剔除重复的数值。实际上,重复排列的产生是由于同一个位置被多次填入了相同的数,并且这多次填入又是在同一次循环过程中完成的。本方法通过统计每个本质不同的数的个数,使得循环长度由n变为m,这样,i一旦自增,就再也不会指向原先填入过的数了。这种方法剪去了重复项的生成,从而加快了搜索速度,是深度优先搜索中常用的剪枝技巧。

##### 一般组合

/\*

\* 输入n个数,从中选出m个数可构成集合,输出所有这样的集合。

\* 输入样例:

\* 4 3

\* 1 2 3 4

\* 输出样例:

\* 1 2 3

\* 1 2 4

\* 1 3 4

\* 2 3 4

\*/

#define MAX\_N 10

int n, m; // 从n个数中选出m个构成组合

int rcd[MAX\_N]; // 记录每个位置填的数

int num[MAX\_N]; // 存放输入的n个数

void select\_combination(int l, int p)

{

int i;

if (l == m) // 若选出了m个数, 则打印

{

for (i = 0; i < m; i++)

{

printf("%d", rcd[i]);

if (i < m - 1)

{

printf(" ");

}

}

printf("\n");

return ;

}

for (i = p; i < n; i++) // 上个位置填的是num[p-1],本次从num[p]开始试探

{

rcd[l] = num[i]; // 在l位置放上该数

select\_combination(l + 1, i + 1); // 填下一个位置

}

}

int read\_data()

{

int i;

if (scanf("%d%d", &n, &m) == EOF)

{

return 0;

}

for (i = 0; i < n; i++)

{

scanf("%d", &num[i]);

}

return 1;

}

int main()

{

while (read\_data())

{

select\_combination(0, 0);

}

return 0;

}

因为在组合生成过程中引入了变量 p,保证了每次填入的数字在num中的下标是递增的,所以不需要使用used进行标记,共C(n, m)种组合。

##### 全组合

/\*

\* 输入n个数,求这n个数构成的集合的所有子集。

\* 输入样例:

\* 3

\* 1 2 3

\* 输出样例:

\* 1

\* 1 2

\* 1 2 3

\* 1 3

\* 2

\* 2 3

\* 3

\*/

#define MAX\_N 10

int n; // 共n个数

int rcd[MAX\_N]; // 记录每个位置填的数

int num[MAX\_N]; // 存放输入的n个数

void full\_combination(int l, int p)

{

int i;

for (i = 0; i < l; i++) // 每次进入递归函数都输出

{

printf("%d", rcd[i]);

if (i < l-1)

{

printf(" ");

}

}

printf("\n");

for (i = p; i < n; i++) // 循环同样从p开始,但结束条件变为i>=n

{

rcd[l] = num[i]; // 在l位置放上该数

full\_combination(l + 1, i + 1); // 填下一个位置

}

}

int read\_data()

{

int i;

if (scanf("%d", &n) == EOF)

{

return 0;

}

for (i = 0; i < n; i++)

{

scanf("%d", &num[i]);

}

return 1;

}

int main()

{

while (read\_data())

{

full\_combination(0, 0);

}

return 0;

}

全组合,共2^n种,包含空集和自身。与全排列一样,若输入的n个数有重复, 那么在输出的2^n种组合中,必然存在重复的项。避免重复的方法与不重复排列算法中使用的类似。

##### 不重复组合

/\*

\* 输入n个数,求这n个数构成的集合的所有子集,不允许输出重复的项。

\* 输入样例:

\* 3

\* 1 1 3

\* 输出样例:

\* 1

\* 1 1

\* 1 1 3

\* 1 3

\* 3

\*/

#define MAX\_N 10

int n, m; // 输入n个数,其中本质不同的有m个

int rcd[MAX\_N]; // 记录每个位置填的数

int used[MAX\_N]; // 标记m个数可以使用的次数

int num[MAX\_N]; // 存放输入中本质不同的m个数

void unrepeat\_combination(int l, int p)

{

int i;

for (i = 0; i < l; i++) // 每次都输出

{

printf("%d", rcd[i]);

if (i < l - 1)

{

printf(" ");

}

}

printf("\n");

for (i = p; i < m; i++) // 循环依旧从p开始,枚举剩下的本质不同的数

{

if (used[i] > 0) // 若还可以用, 则可用次数减

{

used[i]--;

rcd[l] = num[i]; // 在l位置放上该

unrepeat\_combination(l+1, i); // 填下一个位置

used[i]++; //可用次数恢复

}

}

}

int read\_data()

{

int i, j, val;

if (scanf("%d", &n) == EOF)

{

return 0;

}

m = 0;

for (i = 0; i < n; i++)

{

scanf("%d", &val);

for (j = 0; j < m; j++)

{

if (num[j] == val)

{

used[j]++;

break;

}

}

if (j == m)

{

num[m] = val;

used[m++] = 1;

}

}

return 1;

}

int main()

{

while (read\_data())

{

unrepeat\_combination(0, 0);

}

return 0;

}

需要注意的是递归调用时,第二个参数是i,不再是全组合中的i+1!

搜索问题中有很多本质上就是排列组合问题,只不过加上了某些剪枝和限制条件。解这类题目的基本算法框架常常是类循环排列、全排列、一般组合或全组 合。而不重复排列与不重复组合则是两种非常有效的剪枝技巧。

### 求逆元

方程ax≡1(mod p),的解称为a关于模p的逆，当gcd(a,p)==1（即a，p互质）时，方程有唯一解，否则无解。

对于一些题目会要求把结果MOD一个数，通常是一个较大的质数，对于加减乘法通过同余定理可以直接拆开计算，但对于(a/b)%MOD这个式子，是不可以写成(a%MOD/b%MOD)%MOD的，但是可以写为(a\*b^-1)%MOD,其中b^-1表示b的逆元。

ll getinv (ll a,ll p) {

ll d, x, y;

exgcd (a, p, d, x, y);

return (x + p) % p == 0 ? p : (x + p) % p;

}

##### 拓展欧几里得法

/\*

\* 扩展欧几里得法（求ax + by = gcd）

\*/

// 返回d = gcd(a, b);和对应于等式ax + by = d中的x、y

long long extendGcd(long long a, long long b, long long &x, long long &y)

{

if (a == 0 && b == 0)

{

return -1; // 无最大公约数

}

if (b == 0)

{

x = 1;

y = 0;

return a;

}

long long d = extendGcd(b, a % b, y, x);

y -= a / b \* x;

return d;

}

// 求逆元 ax = 1(mod n)

long long modReverse(long long a, long long n)

{

long long x, y;

long long d = extendGcd(a, n, x, y);

if (d == 1)

{

return (x % n + n) % n;

}

else

{

return -1; // 无逆元

}

}

##### 简洁写法

/\*

\* 简洁写法I

\* 只能求a < m的情况，且a与m互质

\* 求ax = 1(mod m)的x值，即逆元(0 < a < m)

\*/

long long inv(long long a, long long m)

{

if (a == 1)

{

return 1;

}

return inv(m % a, m) \* (m - m / a) % m;

}

##### 欧拉函数法

/\*

\* 欧拉函数法

\* a 和 m 互质

\*/

// 快速幂取模

long long powM(long long a, long long b, long long m)

{

long long tmp = 1;

if (b == 0)

{

return 1;

}

if (b == 1)

{

return a % m;

}

tmp = powM(a, b >> 1, m);

tmp = tmp \* tmp % m;

if (b & 1)

{

tmp = tmp \* a % m;

}

return tmp;

}

long long inv(long long a, long long m)

{

return powM(a, m - 2, m);

}

##### 欧拉函数法（求阶乘逆元）

typedef long long ll;

const ll MOD = 1e9 + 7; // 必须为质数才管用

const ll MAXN = 1e5 + 3;

ll fac[MAXN]; // 阶乘

ll inv[MAXN]; // 阶乘的逆元

ll QPow(ll x, ll n)

{

ll ret = 1;

ll tmp = x % MOD;

while (n)

{

if (n & 1)

{

ret = (ret \* tmp) % MOD;

}

tmp = tmp \* tmp % MOD;

n >>= 1;

}

return ret;

}

void init()

{

fac[0] = 1;

for (int i = 1; i < MAXN; i++)

{

fac[i] = fac[i - 1] \* i % MOD;

}

inv[MAXN - 1] = QPow(fac[MAXN - 1], MOD - 2);

for (int i = MAXN - 2; i >= 0; i--)

{

inv[i] = inv[i + 1] \* (i + 1) % MOD;

}

}

### FFT

const double PI = acos(-1.0);

// 复数结构体

struct Complex

{

double x, y; // 实部和虚部 x + yi

Complex(double \_x = 0.0, double \_y = 0.0)

{

x = \_x;

y = \_y;

}

Complex operator - (const Complex &b) const

{

return Complex(x - b.x, y - b.y);

}

Complex operator + (const Complex &b) const

{

return Complex(x + b.x, y + b.y);

}

Complex operator \* (const Complex &b) const

{

return Complex(x \* b.x - y \* b.y, x \* b.y + y \* b.x);

}

};

// 进行FFT和IFFT前的反转变换

// 位置i和（i二进制反转后的位置）互换

// len必须去2的幂

void change(Complex y[], int len)

{

int i, j, k;

for (i = 1, j = len / 2; i < len - 1; i++)

{

if (i < j)

{

swap(y[i], y[j]);

}

// 交换护卫小标反转的元素，i < j保证交换一次

// i做正常的+1，j左反转类型的+1，始终保持i和j是反转的

k = len / 2;

while (j >= k)

{

j -= k;

k /= 2;

}

if (j < k)

{

j += k;

}

}

return ;

}

// FFT

// len必须为2 ^ k形式

// on == 1时是DFT，on == -1时是IDFT

void fft(Complex y[], int len, int on)

{

change(y, len);

for (int h = 2; h <= len; h <<= 1)

{

Complex wn(cos(-on \* 2 \* PI / h), sin(-on \* 2 \* PI / h));

for (int j = 0; j < len; j += h)

{

Complex w(1, 0);

for (int k = j; k < j + h / 2; k++)

{

Complex u = y[k];

Complex t = w \* y[k + h / 2];

y[k] = u + t;

y[k + h / 2] = u - t;

w = w \* wn;

}

}

}

if (on == -1)

{

for (int i = 0; i < len; i++)

{

y[i].x /= len;

}

}

}

### FWT

/\*

\* FWT(快速沃尔什变化)-Xor

\* MOD:1e9 + 7, INV\_2:2关于MOD的逆元

\* N:2的整次幂(不够就向上取整)

\*/

typedef long long ll;

const int MOD = 1e9 + 7;

const int INV\_2 = 5e8 + 4;

inline void FWT(int c[], int N, int tf\_utf) // tf\_utf 1:tf; 0:utf

{

for (int i = 1; i < N; i <<= 1)

{

int tmp = i << 1;

for (int j = 0; j < N; j += tmp)

{

for (int k = 0; k < i; k++)

{

int x = c[j + k], y = c[j + k + i];

if (tf\_utf)

{

c[j + k] = x + y;

if (c[j + k] >= MOD)

{

c[j + k] -= MOD;

}

c[j + k + i] = x - y;

if (c[j + k + i] < 0)

{

c[j + k + i] += MOD;

}

}

else

{

c[j + k] = (ll)(x + y) \* INV\_2 % MOD;

c[j + k + i] = (ll)(x - y + MOD) \* INV\_2 % MOD;

}

}

}

}

}

### 整数划分

##### 整数划分（五边形定理）

P(n) = ∑{P(n - k(3k - 1) / 2 + P(n - k(3k + 1) / 2 | k ≥ 1}   
n < 0时，P(n) = 0, n = 0时, P(n) = 1即可

// 划分元素可重复任意次

#define f(x) (((x) \* (3 \* (x) - 1)) >> 1)

#define g(x) (((x) \* (3 \* (x) + 1)) >> 1)

const int MAXN = 1e5 + 10;

const int MOD = 1e9 + 7;

int n, ans[MAXN];

int main()

{

scanf("%d", &n);

ans[0] = 1;

for (int i = 1; i <= n; ++i)

{

for (int j = 1; f(j) <= i; ++j)

{

if (j & 1)

{

ans[i] = (ans[i] + ans[i - f(j)]) % MOD;

}

else

{

ans[i] = (ans[i] - ans[i - f(j)] + MOD) % MOD;

}

}

for (int j = 1; g(j) <= i; ++j)

{

if (j & 1)

{

ans[i] = (ans[i] + ans[i - g(j)]) % MOD;

}

else

{

ans[i] = (ans[i] - ans[i - g(j)] + MOD) % MOD;

}

}

}

printf("%d\n", ans[n]);

return 0;

}

##### 整数划分（五边形定理拓展）

F(n, k) = P(n) - 划分元素重复次数≥k次的情况。

// 问一个数n能被拆分成多少种情况

// 且要求拆分元素重复次数不能≥k

const int MOD = 1e9 + 7;

const int MAXN = 1e5 + 10;

int ans[MAXN];

// 此函数求ans[]效率比上一个代码段中求ans[]效率高很多

void init()

{

memset(ans, 0, sizeof(ans));

ans[0] = 1;

for (int i = 1; i < MAXN; ++i)

{

ans[i] = 0;

for (int j = 1; ; j++)

{

int tmp = (3 \* j - 1) \* j / 2;

if (tmp > i)

{

break;

}

int tmp\_ = ans[i - tmp];

if (tmp + j <= i)

{

tmp\_ = (tmp\_ + ans[i - tmp - j]) % MOD;

}

if (j & 1)

{

ans[i] = (ans[i] + tmp\_) % MOD;

}

else

{

ans[i] = (ans[i] - tmp\_ + MOD) % MOD;

}

}

}

return ;

}

int solve(int n, int k)

{

int res = ans[n];

for (int i = 1; ; i++)

{

int tmp = k \* i \* (3 \* i - 1) / 2;

if (tmp > n)

{

break;

}

int tmp\_ = ans[n - tmp];

if (tmp + i \* k <= n)

{

tmp\_ = (tmp\_ + ans[n - tmp - i \* k]) % MOD;

}

if (i & 1)

{

res = (res - tmp\_ + MOD) % MOD;

}

else

{

res = (res + tmp\_) % MOD;

}

}

return res;

}

int main(int argc, const char \* argv[])

{

init();

int T, n, k;

cin >> T;

while (T--)

{

cin >> n >> k;

cout << solve(n, k) << '\n';

}

return 0;

}

### A^B约数之和

##### A^B约数之和对mod取模

/\*

\* 求A^B的约数之和对MOD取模

\* 需要素数筛选和合数分解的算法，需要先调用getPrime();

\* 参考《合数相关》

\* 1+p+p^2+p^3+...+p^n

\*/

const int MOD = 1000000;

long long pow\_m(long long a, long long n)

{

long long ret = 1;

long long tmp = a % MOD;

while(n)

{

if (n & 1)

{

ret = (ret \* tmp) % MOD;

}

tmp = tmp \* tmp % MOD;

n >>= 1;

}

return ret;

}

// 计算1+p＋p^2+...+p^n

long long sum(long long p, long long n)

{

if (p == 0)

{

return 0;

}

if (n == 0)

{

return 1;

}

if (n & 1)

{

return ((1 + pow\_m(p, n / 2 + 1)) % MOD \* sum(p, n / 2) % MOD) % MOD;

}

else

{

return ((1 + pow\_m(p, n / 2 + 1)) % MOD \* sum(p, n / 2 - 1) + pow\_m(p, n / 2) % MOD) % MOD;

}

}

// 返回A^B的约数之和%MOD

long long solve(long long A, long long B)

{

getFactors(A);

long long ans = 1;

for (int i = 0; i < fatCnt; i++)

{

ans \*= sum(factor[i][0], B \* factor[i][1]) % MOD;

ans %= MOD;

}

return ans;

}

### 莫比乌斯反演

##### 莫比乌斯反演公式
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##### 线性筛法求解

/\*

\* 莫比乌斯反演公式

\* ￼￼￼￼￼￼￼线性筛法求解积性函数（莫比乌斯函数）

\*/

const int MAXN = 1000000;

bool check[MAXN + 10];

int prime[MAXN + 10];

int mu[MAXN + 10];

void Moblus()

{

memset(check, false, sizeof(check));

mu[1] = 1;

int tot = 0;

for (int i = 2; i <= MAXN; i++)

{

if (!check[i])

{

prime[tot++] = i;

mu[i] = -1;

}

for (int j = 0; j < tot; j++)

{

if (i \* prime[j] > MAXN)

{

break;

}

check[i \* prime[j]] = true;

if (i % prime[j] == 0)

{

mu[i \* prime[j]] = 0;

break;

}

else

{

mu[i \* prime[j]] = -mu[i];

}

}

}

}

##### 单独求解

int MOD(int a, int b)

{

return a - a / b \* b;

}

int miu(int n)

{

int cnt, k = 0;

for (int i = 2; i \* i <= n; i++)

{

if (MOD(n, i))

{

continue;

}

cnt = 0;

k++;

while (MOD(n, i) == 0)

{

n /= i;

cnt++;

}

if (cnt >= 2)

{

return 0;

}

}

if (n != 1)

{

k++;

}

return MOD(k, 2) ? -1 : 1;

}

### Baby-Step Giant-Step

/\*

\* baby\_step giant \_step

\* a^x = b(mod n) n不要求是素数

\* 求解上式0 ≤ x < n的解

\*/

#define MOD 76543

int hs[MOD];

int head[MOD];

int \_next[MOD];

int id[MOD];

int top;

void insert(int x, int y)

{

int k = x % MOD;

hs[top] = x;

id[top] = y;

\_next[top] = head[k];

head[k] = top++;

return ;

}

int find(int x)

{

int k = x % MOD;

for (int i = head[k]; i != -1; i = \_next[i])

{

if (hs[i] == x)

{

return id[i];

}

}

return -1;

}

long long BSGS(int a, int b, int n)

{

memset(head, -1, sizeof(head));

top = 1;

if (b == 1)

{

return 0;

}

int m = (int)sqrt(n \* 1.0), j;

long long x = 1, p = 1;

for (int i = 0; i < m; i++, p = p \* a % n)

{

insert(p \* b % n, i);

}

for (long long i = m; ; i++)

{

if ((j = find(x = x \* p % n)) != -1)

{

return i - j;

}

if (i > n)

{

break;

}

}

return -1;

}

### 自适应simpson积分

const double eps = 1e-6; // 积分精度

// 被积函数

double F(double x)

{

double ans;

// 被积函数

// ...

// ans = x \* exp(x); // 椭圆为例

return ans;

}

// 三点simpson法，这里要求F是一个全局函数

double simpson(double a, double b)

{

double c = a + (b - a) / 2;

return (F(a) + 4 \* F(c) + F(b)) \* (b - a) / 6;

}

// 自适应simpson公式（递归过程），已知整个区间[a, b]上的三点simpson指A

double asr(double a, double b, double eps, double A)

{

double c = a + (b - a) / 2;

double L = simpson(a, c), R = simpson(c, b);

if (fabs(L + R - A) <= 15 \* eps)

{

return L + R + (L + R - A) / 15.0;

}

return asr(a, c, eps / 2, L) + asr(c, b, eps / 2, R);

}

// 自适应simpson公式（主过程）

double asr(double a, double b, double eps)

{

return asr(a, b, eps, simpson(a, b));

}

int main(int argc, const char \* argv[])

{

// std::cout << asr(1, 2, eps) << '\n';

return 0;

}

### 多项式求根

##### 多项式求根（牛顿法）

/\*

\* 牛顿法解多项式的根

\* 输入:多项式系数c[],多项式度数n,求在[a,b]间的根

\* 输出:根 要求保证[a,b]间有根

\*/

double fabs(double x)

{

return (x < 0) ? -x : x;

}

double f(int m, double c[], double x)

{

int i;

double p = c[m];

for (i = m; i > 0; i--)

{

p = p \* x + c[i - 1];

}

return p;

}

int newton(double x0, double \*r, double c[], double cp[], int n, double a, double b, double eps)

{

int MAX\_ITERATION = 1000;

int i = 1;

double x1, x2, fp, eps2 = eps / 10.0;

x1 = x0;

while (i < MAX\_ITERATION)

{

x2 = f(n, c, x1);

fp = f(n - 1, cp, x1);

if ((fabs(fp) < 0.000000001) && (fabs(x2) > 1.0))

{

return 0;

}

x2 = x1 - x2 / fp;

if (fabs(x1 - x2) < eps2)

{

if (x2 < a || x2 > b)

{

return 0;

}

\*r = x2;

return 1;

}

x1 = x2;

i++;

}

return 0;

}

double Polynomial\_Root(double c[], int n, double a, double b, double eps)

{

double \*cp;

int i;

double root;

cp = (double \*)calloc(n, sizeof(double));

for (i = n - 1; i >= 0; i--)

{

cp[i] = (i + 1) \* c[i + 1];

}

if (a > b)

{

root = a;

a = b;

b = root;

}

if ((!newton(a, &root, c, cp, n, a, b, eps)) && (!newton(b, &root, c, cp, n, a, b, eps)))

{

newton((a + b) \* 0.5, &root, c, cp, n, a, b, eps);

}

free(cp);

if (fabs(root) < eps)

{

return fabs(root);

}

else

return root;

}

### 星期问题

##### 基姆拉尔森公式：

##### W = (D + 2 \* M + 3 \* (M + 1) \ 5 + Y + Y \ 4 - Y \ 100 + Y \ 400) Mod 7

基姆拉尔森公式的计算结果是0，1，2，3，4，5，6 七种可能；   
结果的对应关系：   
0：星期一   
1：星期二   
2：星期三   
3：星期四   
4：星期五   
5：星期六   
6：星期日

/\*

\* 已知1752年9月3日是Sunday，并且日期控制在1700年2月28日后

\*/

char name[][15] = { "monday", "tuesday", "wednesday", "thursday", "friday", "saturday", "sunday"};

int main()

{

int d, m, y, a;

printf("Day: ");

scanf("%d", &d);

printf("Month: ");

scanf("%d", &m);

printf("Year: ");

scanf("%d", &y);

// 1月2月当作前一年的13,14月

if (m == 1 || m == 2)

{

m += 12;

y--;

}

// 判断是否在1752年9月3日之前,实际上合并在一起倒更加省事

if ((y < 1752) || (y == 1752 && m < 9) || (y == 1752 && m == 9 && d < 3))

{

// 因为日期控制在1700年2月28日后，所以不用考虑整百年是否是闰年

a = (d + 2 \* m + 3 \* (m + 1) / 5 + y + y / 4 + 5) % 7;

}

else

{

// 这里需要考虑整百年是否是闰年的情况

a = (d + 2 \* m + 3 \* (m + 1) / 5 + y + y / 4 - y / 100 + y / 400) % 7; // 实际上这个可以当做公式背下来

}

printf("it's a %s\n", name[a]);

return 0;

}

### 斐波那契额数列

##### 矩阵原理单独求解

/\*

\* 求斐波那契数列第N项，模MOD

\*/

#define mod(a, m) ((a) % (m) + (m)) % (m)

const int MOD = 1e9 + 9;

struct MATRIX

{

long long a[2][2];

};

MATRIX a;

long long f[2];

void ANS\_Cf(MATRIX a)

{

f[0] = mod(a.a[0][0] + a.a[1][0], MOD);

f[1] = mod(a.a[0][1] + a.a[1][1], MOD);

return ;

}

MATRIX MATRIX\_Cf(MATRIX a, MATRIX b)

{

MATRIX ans;

int k;

for (int i = 0; i < 2; i++)

{

for (int j = 0; j < 2; j++)

{

ans.a[i][j] = 0;

k = 0;

while (k < 2)

{

ans.a[i][j] += a.a[k][i] \* b.a[j][k];

ans.a[i][j] = mod(ans.a[i][j], MOD);

++k;

}

}

}

return ans;

}

MATRIX MATRIX\_Pow(MATRIX a, long long n)

{

MATRIX ans;

ans.a[0][0] = 1;

ans.a[1][1] = 1;

ans.a[0][1] = 0;

ans.a[1][0] = 0;

while (n)

{

if (n & 1)

{

ans = MATRIX\_Cf(ans, a);

}

n = n >> 1;

a = MATRIX\_Cf(a, a);

}

return ans;

}

int main()

{

long long n;

while (cin >> n)

{

if (n == 1)

{

cout << '1' << '\n';

continue;

}

a.a[0][0] = a.a[0][1] = a.a[1][0] = 1;

a.a[1][1] = 0;

a = MATRIX\_Pow(a, n - 2);

ANS\_Cf(a);

cout << f[0] << '\n';

}

return 0;

}

### 1/n循环节长度

/\*

\* 求1/i的循环节长度的最大值，i<=n

\*/

const int MAXN = 1005;

int res[MAXN]; // 循环节长度

int main()

{

memset(res, 0, sizeof(res));

int i, temp, j, n;

for (temp = 1; temp <= 1000; temp++)

{

i = temp;

while (i % 2 == 0)

{

i /= 2;

}

while (i % 5 == 0)

{

i /= 5;

}

n = 1;

for (j = 1; j <= i; j++)

{

n \*= 10;

n %= i;

if (n == 1)

{

res[temp] = j;

break;

}

}

}

int max\_re;

while (cin >> n)

{

max\_re = 1;

for (i = 1; i <= n; i++)

{

if (res[i] > res[max\_re])

{

max\_re = i;

}

}

cout << max\_re << endl;

}

return 0;

}

### 矩阵相关

##### 矩阵乘法

/\*

\* 矩阵乘法 n\*n矩阵乘法

\*/

#define MAXN 111

#define mod(x) ((x) % MOD)

#define MOD 1000000007

#define LL long long

int n;

struct mat

{

int m[MAXN][MAXN];

};

// 矩阵乘法

mat operator \* (mat a, mat &b)

{

mat ret;

memset(ret.m, 0, sizeof(ret.m));

for (int k = 0; k < n; k++)

{

for (int i = 0; i < n; i++)

{

if (a.m[i][k])

{

for (int j = 0; j < n; j++)

{

ret.m[i][j] = mod(ret.m[i][j] + (LL)a.m[i][k] \* b.m[k][j]);

}

}

}

}

return ret;

}

##### 矩阵乘法+判等

/\*

\* AB == C ???

\*/

struct Matrix

{

Type mat[MAXN][MAXN];

int n, m;

Matrix()

{

n = m = MAXN;

memset(mat, 0, sizeof(mat));

}

Matrix(const Matrix &a)

{

set\_size(a.n, a.m);

memcpy(mat, a.mat, sizeof(a.mat));

}

Matrix & operator = (const Matrix &a)

{

set\_size(a.n, a.m);

memcpy(mat, a.mat, sizeof(a.mat));

return \*this;

}

void set\_size(int row, int column)

{

n = row;

m = column;

}

friend Matrix operator \* (const Matrix &a, const Matrix &b)

{

Matrix ret;

ret.set\_size(a.n, b.m);

for (int i = 0; i < a.n; ++i)

{

for (int k = 0; k < a.m; ++k)

{

if (a.mat[i][k])

{

for (int j = 0; j < b.m; ++j)

{

if (b.mat[k][j])

{

ret.mat[i][j] = ret.mat[i][j] + a.mat[i][k] \* b.mat[k][j];

}

}

}

}

}

return ret;

}

friend bool operator == (const Matrix &a, const Matrix &b)

{

if (a.n != b.n || a.m != b.m)

{

return false;

}

for (int i = 0; i < a.n; ++i)

{

for (int j = 0; j < a.m; ++j)

{

if (a.mat[i][j] != b.mat[i][j])

{

return false;

}

}

}

return true;

}

};

##### 矩阵快速幂

/\*

\* 矩阵快速幂 n\*n矩阵的x次幂

\*/

#define MAXN 111

#define mod(x) ((x) % MOD)

#define MOD 1000000007

#define LL long long

int n;

struct mat

{

int m[MAXN][MAXN];

} unit; // 单元矩阵

// 矩阵乘法

mat operator \* (mat a, mat &b)

{

mat ret;

memset(ret.m, 0, sizeof(ret.m));

for (int k = 0; k < n; k++)

{

for (int i = 0; i < n; i++)

{

if (a.m[i][k])

{

for (int j = 0; j < n; j++)

{

ret.m[i][j] = mod(ret.m[i][j] + (LL)a.m[i][k] \* b.m[k][j]);

}

}

}

}

return ret;

}

void init\_unit()

{

for (int i = 0; i < MAXN; i++)

{

unit.m[i][i] = 1;

}

return ;

}

mat pow\_mat(mat a, LL n)

{

mat ret = unit;

while (n)

{

if (n & 1)

{

// n--;

ret = ret \* a;

}

n >>= 1;

a = a \* a;

}

return ret;

}

int main()

{

LL x;

init\_unit();

while (cin >> n >> x)

{

mat a;

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

cin >> a.m[i][j];

}

}

a = pow\_mat(a, x); // a矩阵的x次幂

// 输出矩阵

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

if (j + 1 == n)

{

cout << a.m[i][j] << endl;

}

else

{

cout << a.m[i][j] << " ";

}

}

}

}

return 0;

}

### 反素数

##### 求最小的因子个数为n个正整数

typedef unsigned long long ULL;

const ULL INF = ~0ULL;

const int MAXP = 16;

int prime[MAXP] = {2, 3, 5, 7, 11, 13, 17, 19, 23, 29, 31, 37, 41, 43, 47, 53};

int n;

ULL ans;

void dfs(int dept, ULL tmp, int num, int pre) // 深度/当前值/约数个数/上一个数

{

if (num > n)

{

return;

}

if (num == n && ans > tmp)

{

ans = tmp;

}

for (int i = 1; i <= pre; i++)

{

if (ans / prime[dept] < tmp)

{

break;

}

dfs(dept + 1, tmp \*= prime[dept], num \* (i + 1), i);

}

}

int main()

{

while (cin >> n)

{

ans = INF;

dfs(0, 1, 1, 15);

cout << ans << endl;

}

return 0;

}

##### 求n以内的因子最多的数（不止一个则取最小）

typedef long long ll;

const int MAXP = 16;

const int prime[MAXP] = {2, 3, 5, 7, 11, 13, 17, 19, 23, 29, 31, 37, 41, 43, 47, 53};

ll n, res, ans;

void dfs(ll cur, ll num, int key, ll pre) // 当前值/当前约数数量/当前深度/上一个数

{

if (key >= MAXP)

{

return ;

}

else

{

if (num > ans)

{

res = cur;

ans = num;

}

else if (num == ans) // 如果约数数量相同，则取较小的数

{

res = min(cur, res);

}

ll i;

for ( i = 1; i <= pre; i++)

{

if (cur <= n / prime[key]) // cur\*prime[key]<=n

{

cur \*= prime[key];

dfs(cur, num \* (i + 1), key + 1, i);

}

else

{

break;

}

}

}

}

void solve()

{

res = 1;

ans = 1;

dfs(1, 1, 0, 15);

cout << res << ' ' << ans << endl;

}

int main(int argc, const char \* argv[])

{

int T;

cin >> T;

while (T--)

{

cin >> n;

solve();

}

return 0;

}

### 容斥

const int MAXN = 1111;

int n;

double ans;

double p[MAXN];

void dfs(int x, int tot, double sum) // dfs(1, 0, ?)

{

if (x == n + 1)

{

if (sum == 0.0)

{

return ;

}

if (tot & 1)

{

ans += 1 / sum; // 公式随意变

}

else

{

ans -= 1 / sum;

}

return ;

}

dfs(x + 1, tot, sum);

dfs(x + 1, tot + 1, sum + p[x]);

}

### 母函数

/\*

\* 母函数

\* c1是保存各项质量砝码可以组合的数目

\* c2是中间量，保存每一次的情况

\*/

const int MAXN = 1e4 + 10;

int n;

int c1[MAXN];

int c2[MAXN];

int main()

{

while (cin >> n)

{

for (int i = 0; i <= n; ++i)

{

c1[i] = 1;

c2[i] = 0;

}

for (int i = 2; i <= n; ++i)

{

for (int j = 0; j <= n; ++j)

{

for (int k = 0; k + j <= n; k += i)

{

c2[j + k] += c1[j];

}

}

for (int j = 0; j <= n; ++j)

{

c1[j] = c2[j];

c2[j] = 0;

}

}

cout << c1[n] << endl;

}

return 0;

}

### 数论相关公式
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### 素数两种筛法

bool isp[maxn];

int p[maxn], len;

bool isp[100];

void init() {

int m = (int)sqrt(maxn+0.5);

for(int i = 2;i <= m;i++) {

if(!isp[i]) {

for(int j = i\*i;j <= maxn;j += i) {

isp[j] = true;

}

}

}

}

void init() { //推荐这个，较快

isp[0] = isp[1] = true;

for (int i = 2; i < maxn; i++) {

if(!isp[i]) p[++len] = i;

for (int j = 1; j <= len && p[j]\*i < maxn; j++) {

isp[i\*p[j]] = true;

if (i%p[j] == 0) break;

}

}

}

### 埃拉托斯特尼筛法

int prime[maxn];

bool is\_prime[maxn];

int sieve(int n){

int p = 0;

for(int i = 0; i <= n; ++i)

is\_prime[i] = true;

is\_prime[0] = is\_prime[1] = false;

for (int i = 2; i <= n; ++i){ // 注意数组大小是n

if(is\_prime[i]){

prime[p++] = i;

for(int j = i + i; j <= n; j += i) // 轻剪枝，j必定是i的倍数

is\_prime[j] = false;

}

}

return p; // 返回素数个数

}

### 具有最大素因子的整数

样例:36 38 40 42 out:38

int Prime[maxn];

void IsPrime()

{

Prime[1]=1;

for(int i=2;i<=maxn;i++)

{

if(!Prime[i])

{

Prime[i]=i;

for(int j=2\*i;j<=maxn;j+=i)

Prime[j]=i;

}

}

}

### 欧拉函数

在数论，对正整数n，欧拉函数是小于n的正整数中与n互质的数的数目（φ(1)=1）。

int euler\_phi(int n){ //单个值

int m = (int)sqrt(n + 0.5);

int ans = n;

for (int i = 2;i <= m;i++){

if (n%i == 0){ //如果存在素因子

ans = ans/i\*(i-1);

while (n%i == 0) n/=i;

}

}

if(n > 1) ans = ans/n\*(n-1); //考虑n本身

return ans;

}

void phi\_table(int n,int \*phi){ //欧拉表

for (int i = 1;i <= n;i++) phi[i] = i;

for(int i = 2;i <= n;i++){

if(phi[i] == i){ //类似于Eratosthenes筛法这里

for(int j = i;j <= n;j+=i){

phi[j] = phi[j]/i\*(i-1);

}

}

}

}

### 阶乘逆元

fac[0] = 1;

for (int i = 1; i <= maxn; i++)

fac[i] = mod(fac[i - 1] \* i);

rfac[maxn] = qpow(fac[maxn],MOD - 2);

for (int i = maxn;i > 0; i--)

rfac[i - 1] = mod(rfac[i] \* i);

### 中国剩余定理（CRT拓展）

中国剩余定理给出了以下的一元线性同余方程组：
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假设整数m1,m2, ... ,mn两两互质，则对任意的整数：a1,a2, ... ,an，方程组 有解,即x，扩展剩余定理就是m1,m2···mn,这几个数不两两互质的情况

ll CRT(ll M){

ll sum=0,tmp,v;

for (int i=1;i<=cnt;i++){

tmp=M/m[i];

v=getInv(tmp,m[i]);

sum=(sum+tmp\*a[i]\*v)%M;

}

return sum;

}

/\*以下是ECRT\*/

bool merge(ll &a1,ll &m1,ll a2,ll m2){

ll c,d,x,a3,m3;

c=a2-a1;d=\_\_gcd(m1,m2);

if (c%d!=0) return false;

c=c/d;m1=m1/d;m2=m2/d;

x=getinv(m1,m2);

x=(x\*c)%m2;

x=x\*(m1\*d)+a1;

m3=m1\*m2\*d;

a3=(x%m3+m3)%m3;

a1=a3;m1=m3;

return true;

}

ll ECRT(){

ll A=a[1],M=r[1];

for (int i=2;i<=n;i++) //无解返回 -1

if (!merge(A,M,a[i],r[i]))

return -1;

return (A%M+M)%M;

}

### Lacus定理模板

#include<bits/stdc++.h>

using namespace std;

typedef long long ll;

const int N =1e5;

ll n, m, p, fac[N];

void init()

{

int i;

fac[0] =1;

for(i =1; i <= p; i++)

fac[i] = fac[i-1]\*i % p;

}

ll q\_pow(ll a, ll b)

{

ll ans =1;

while(b)

{

if(b &1) ans = ans \* a % p;

b>>=1;

a = a\*a % p;

}

return ans;

}

ll C(ll n, ll m)

{

if(m > n) return 0;

return fac[n]\*q\_pow(fac[m]\*fac[n-m], p-2) % p;

}

ll Lucas(ll n, ll m )

{

if(m ==0) return 1;

else return (C(n%p, m%p)\*Lucas(n/p, m/p))%p;

}

int main()

{

int t;

scanf("%d", &t);

while(t--)

{

scanf("%I64d%I64d%I64d", &n, &m, &p);

init();

printf("%I64d\n", Lucas(n, m));

}

return 0;

}

#include<iostream>

#include<cstdio>

#define ll long long

using namespace std;

ll a[200005],p,t,n,m;

ll exgcd(ll a,ll b,ll &x,ll &y){//扩展欧几里得

if(b){

ll d=exgcd(b,a%b,y,x);

y-=a/b\*x;

return d;

}

x=1;y=0;return a;

}

ll inv(ll x,ll mod){//求x在模mod下的逆元

ll anx,any;exgcd(x,mod,anx,any);return (anx+mod)%mod;

}

ll C(ll n,ll m){//求C(n,m)%p n<=10^5 m<=10^5

if(m>n)return 0;

return a[n]\*inv(a[m],p)%p\*inv(a[n-m],p)%p;

}

ll lucas(ll n,ll m){//lucas定理求 C(n,m)%p n,m可以很大

if(!m)return 1;

return C(n%p,m%p)\*lucas(n/p,m/p)%p;

}

void prep(){//预处理n!%p

a[0]=1;

for(ll i=1;i<=p;i++){

a[i]=i\*a[i-1]%p;

}

}

void work(){

scanf("%lld%lld%lld",&n,&m,&p);

prep();

printf("%lld\n",lucas(n+m,n));

}

int main(){

scanf("%lld",&t);

while(t--){

work();

}

return 0;

}

### 费马小定理
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# String 字符串

### 编辑距离

编辑距离，又称Levenshtein距离（也叫做Edit Distance），是指两个字串之间，由一个转成另一个所需的最少编辑操作次数。许可的编辑操作包括将一个字符替换成另一个字符，插入一个字符，删除一个字符。

#include <iostream>

#include <cstring>

using namespace std;

typedef long long LL;

const int N = 1e3 + 5;

int T, cas = 0;

int n, m;

int dp[N][N];

char s[N], t[N];

int main()

{

while (scanf("%s%s", s, t) != EOF)

{

int n = (int)strlen(s), m = (int)strlen(t);

for (int i = 0; i <= n; i++)

{

dp[i][0] = i;

}

for (int i = 0; i <= m; i++)

{

dp[0][i] = i;

}

for (int i = 1; i <= n; i++)

{

for (int j = 1; j <= m; j++)

{

dp[i][j] = min(dp[i - 1][j], dp[i][j - 1]) + 1;

dp[i][j] = min(dp[i][j], dp[i - 1][j - 1] + (s[i - 1] != t[j - 1]));

}

}

printf("%d\n", dp[n][m]);

}

return 0;

}

### KMP算法

##### KMP\_Pre

/\*

\* next[]的含义，x[i - next[i]...i - 1] = x[0...next[i] - 1]

\* next[i]为满足x[i - z...i - 1] = x[0...z - 1]的最大z值（就是x的自身匹配）

\*/

void KMP\_Pre(char x[], int m, int next[])

{

int i, j;

j = next[0] = -1;

i = 0;

while (i < m)

{

while (-1 != j && x[i] != x[j])

{

j = next[j];

}

next[++i] = ++j;

}

return ;

}

##### PreKMP

/\*

\* kmpNext[]的意思：next'[i] = next[next[...[next[i]]]]

\* （直到next'[i] < 0或者x[next'[i]] != x[i]）

\* 这样的预处理可以快一些

\*/

void preKMP(char x[], int m, int kmpNext[])

{

int i, j;

j = kmpNext[0] = -1;

i = 0;

while (i < m)

{

while (-1 != j && x[i] != x[j])

{

j = kmpNext[j];

}

if (x[++i] == x[++j])

{

kmpNext[i] = kmpNext[j];

}

else

{

kmpNext[i] = j;

}

}

return ;

}

##### KMP\_Count

/\*

\* 此函数与上述两个函数中的任意一个搭配使用（即调用上述两个函数中的任意一个）

\* 返回x在y中出现的次数，可以重叠

\*/

int next[10010];

int KMP\_Count(char x[], int m, char y[], int n)

{

// x是模式串，y是主串

int i, j;

int ans = 0;

// preKMP(x, m, next);

KMP\_Pre(x, m, next);

i = j = 0;

while (i < n)

{

while (-1 != j && y[i] != x[j])

{

j = next[j];

}

i++, j++;

if (j >= m)

{

ans++;

j = next[j];

}

}

return ans;

}

### 拓展KMP

/\*

\* 扩展KMP

\* next[i]:x[i...m-1]的最长公共前缀

\* extend[i]:y[i...n-1]与x[0...m-1]的最长公共前缀

\*/

void preEKMP(char x[], int m, int next[])

{

next[0] = m;

int j = 0;

while (j + 1 < m && x[j] == x[j + 1])

{

j++;

}

next[1] = j;

int k = 1;

for (int i = 2; i < m; i++)

{

int p = next[k] + k - 1;

int L = next[i - k];

if (i + L < p + 1)

{

next[i] = L;

}

else

{

j = std::max(0, p - i + 1);

while (i + j < m && x[i + j] == x[j])

{

j++;

}

next[i] = j;

k = i;

}

}

return ;

}

void EKMP(char x[], int m, char y[], int n, int next[], int extend[])

{

preEKMP(x, m, next);

int j = 0;

while (j < n && j < m && x[j] == y[j])

{

j++;

}

extend[0] = j;

int k = 0;

for (int i = 1; i < n; i++)

{

int p = extend[k] + k - 1;

int L = next[i - k];

if (i + L < p + 1)

{

extend[i] = L;

}

else

{

j = std::max(0, p - i + 1);

while (i + j < n && j < m && y[i + j] == x[j])

{

j++;

}

extend[i] = j;

k = i;

}

}

return ;

}

### 最短公共祖先

将KMP进行略微的改动，依然是查找匹配段，要求要么一个串包含另一个串，要么一个串的前缀等于另一个串的后缀。

/\*

\* The shortest common superstring of 2 strings S1 and S2 is

\* a string S with|the minimum number of characters which

\* contains both S1 and S2 as a sequence of consecutive characters.

\*/

const int N = 1000010;

char a[2][N];

int fail[N];

inline int max(int a, int b)

{

return (a > b) ? a : b;

}

int kmp(int &i, int &j, char\* str, char\* pat)

{

int k;

memset(fail, -1, sizeof(fail));

for (i = 1; pat[i]; ++i)

{

for (k = fail[i - 1]; k >= 0 && pat[i] != pat[k + 1]; k = fail[k]);

if (pat[k + 1] == pat[i])

{

fail[i] = k + 1;

}

}

i = j = 0;

while (str[i] && pat[j])

{

if (pat[j] == str[i])

{

i++;

j++;

}

else if (j == 0)

{

i++; // 第一个字符匹配失败，从str下一个字符开始

}

else

{

j = fail[j - 1] + 1;

}

}

if (pat[j])

{

return -1;

}

else

{

return i - j;

}

}

int main(int argc, const char \* argv[])

{

int T;

scanf("%d", &T);

while (T--)

{

int i, j, l1 = 0, l2 = 0;

cin >> a[0] >> a[1];

int len1 = (int)strlen(a[0]), len2 = (int)strlen(a[1]), val;

val = kmp(i, j, a[1], a[0]); // a[1]在前

if (val != -1)

{

l1 = len1;

}

else

{

// printf("i:%d, j:%d\n", i, j);

if (i == len2 && j - 1 >= 0 && a[1][len2 - 1] == a[0][j - 1])

{

l1 = j;

}

}

val = kmp(i, j, a[0], a[1]); // a[0]在前

if (val != -1)

{

l2 = len2;

}

else

{

// printf("i:%d, j:%d\n", i, j);

if (i == len1 && j - 1 >= 0 && a[0][len1 - 1] == a[1][j - 1])

{

l2 = j;

}

}

// printf("l1:%d,l2:%d\n",l1,l2);

printf("%d\n", len1 + len2 - max(l1, l2));

}

return 0;

}

### Karp-Rabin算法

##### 字符串匹配

/\*

\* hash(w[0 ... m - 1]) =

\* (w[0] \* 2 ^ (m - 1) + ... + w[m - 1] \* 2 ^ 0) % q;

\* hash(w[j + 1 ... j + m]) =

\* rehash(y[j], y[j + m], hash(w[j ... j + m - 1]);

\* rehash(a, b, h) = ((h - a \* 2 ^ (m - 1)) \* 2 + b) % q;

\* 可以用q = 2 ^ 32简化%运算

\*/

#define REHASH(a, b, h) (((h - (a) \* b) << 1) + b)

int krmatch(char \*x, int m, char \*y, int n)

{

//search x in y

int d, hx, hy, i, j;

for (d = i = 1; i < m; i++)

{

d = (d << 1);

}

for (hy = hx = i = 0; i < m; i++)

{

hx = ((hx << 1) + x[i]);

hy = ((hy << 1) + y[i]);

}

for (j = 0; j <= n - m; j++)

{

if (hx == hy && memcmp(x, y + j, m) == 0)

{

return j;

}

hy = REHASH(y[j], y[j + m], hy);

}

return 0; //理论上不会背执行，全部都应该从上一个return返回

}

##### 字符块匹配

/\*

\* Text: n \* m matrix;

\* Pattern: x \* y matrix;

\*/

//#define uint unsigned int // C++中自带

const int A = 1024, B = 128;

const uint E = 27;

char text[A][A];

char patt[B][B];

uint ht, hp;

uint pw[B \* B];

uint hor[A];

uint ver[A][A];

int n, m, x, y;

void init()

{

int i, j = B \* B;

for (i = 1, pw[0] = 1; i < j; i++)

{

pw[i] = pw[i - 1] \* E;

}

return ;

}

void hash()

{

int i, j;

for (i = 0; i < n; i++)

{

for (j = 0, hor[i] = 0; j < y; j++)

{

hor[i] \*= pw[x];

hor[i] += text[i][j] - 'a';

}

}

for (j = 0; j < m; j++)

{

for (i = 0, ver[0][j] = 0; i < x; i++)

{

ver[0][j] \*= E;

ver[0][j] += text[i][j] - 'a';

}

for (i = 1; i <= n - x; i++)

{

ver[i][j] = (ver[i - 1][j] - (text[i - 1][j] - 'a') \* pw[x - 1]) \* E + text[i + x - 1][j] - 'a';

}

}

for (j = 0, ht = hp = 0; j < y; j++)

{

for (i = 0; i < x; i++)

{

ht \*= E;

ht += text[i][j] - 'a';

hp \*= E;

hp += patt[i][j] - 'a';

}

}

return ;

}

void read()

{

int i;

std::cin >> n >> m;

for (i = 0; i < n; i++)

{

std::cin >> text[i];

}

for (i = 0; i < x; i++)

{

std::cin >> patt[i];

}

return ;

}

int solve()

{

if (n == 0 || m == 0 || x == 0 || y == 0)

{

return 0;

}

int i, j, cnt = 0;

uint t;

for (i = 0; i <= n - x; i++)

{

for (j = 0, t = ht; j <= m - y; j++)

{

if (t == hp)

{

cnt++;

}

t = (t - ver[i][j] \* pw[y \* x - x]) \* pw[x] + ver[i][j + y];

}

ht = (ht - hor[i] \* pw[x - 1]) \* E + hor[i + x];

}

return cnt;

}

int main(int argc, const char \* argv[])

{

int T;

init();

for (std::cin >> T; T; T--)

{

read();

hash();

std::cout << solve() << '\n';

}

return 0;

}

### Manacher最长回文子串

/\*

\* 求最长回文子串

\*/

const int MAXN = 110010;

char A[MAXN \* 2];

int B[MAXN \* 2];

void Manacher(char s[], int len)

{

int l = 0;

A[l++] = '$'; //0下标存储为其他字符

A[l++] = '#';

for (int i = 0; i < len; i++)

{

A[l++] = s[i];

A[l++] = '#';

}

A[l] = 0; //空字符

int mx = 0;

int id = 0;

for (int i = 0; i < l; i++)

{

B[i] = mx > i ? std::min(B[2 \* id - i], mx - i) : 1;

while (A[i + B[i]] == A[i - B[i]])

{

B[i]++;

}

if (i + B[i] > mx)

{

mx = i + B[i];

id = i;

}

}

return ;

}

/\*

\* abaaba

\* i: 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14

\* A: $ # a # b # a # a # b # a # '\0'

\* B: 1 1 2 1 4 1 2 7 2 1 4 1 2 1 //以第i个为中心的回文半径（包括第i个）

\*/

char s[MAXN];

int main(int argc, const char \* argv[])

{

while (std::cin >> s)

{

int len = (int)strlen(s);

Manacher(s, len);

int ans = 0;

for (int i = 0; i < 2 \* len + 2; i++) //两倍长度并且首位插有字符，所以i < 2 \* len + 2

{

ans = std::max(ans, B[i] - 1);

}

std::cout << ans << std::endl;

}

return 0;

}

### strstr函数

/\*

\* strstr函数

\* 功能：在串中查找指定字符串的第一次出现

\* 用法：char \*strstr(char \*strOne, char \*strTwo);

\* 据说strstr函数和KMP的算法效率差不多

\*/

int main(int argc, const char \* argv[])

{

char strOne[] = "Borland International";

char strTwo[] = "nation";

char \*ptr;

ptr = strstr(strOne, strTwo);

std::cout << ptr << '\n';

return 0;

}

PS: 输出结果为”national”。

### AC自动机

/\*

\* 求目标串中出现了几个模式串

\*/

struct Trie

{

int next[500010][26], fail[500010], end[500010];

int root, L;

int newnode()

{

for (int i = 0; i < 26; i++)

{

next[L][i] = -1;

}

end[L++] = 0;

return L - 1;

}

void init()

{

L = 0;

root = newnode();

}

void insert(char buf[])

{

int len = (int)strlen(buf);

int now = root;

for (int i = 0; i < len; i++)

{

if (next[now][buf[i] - 'a'] == -1)

{

next[now][buf[i] - 'a'] = newnode();

}

now = next[now][buf[i] - 'a'];

}

end[now]++;

}

void build()

{

queue<int>Q;

fail[root] = root;

for (int i = 0; i < 26; i++)

{

if (next[root][i] == -1)

{

next[root][i] = root;

}

else

{

fail[next[root][i]] = root;

Q.push(next[root][i]);

}

}

while (!Q.empty())

{

int now = Q.front();

Q.pop();

for (int i = 0;i < 26;i++)

{

if (next[now][i] == -1)

{

next[now][i] = next[fail[now]][i];

}

else

{

fail[next[now][i]]=next[fail[now]][i];

Q.push(next[now][i]);

}

}

}

}

int query(char buf[])

{

int len = (int)strlen(buf);

int now = root;

int res = 0;

for (int i = 0; i < len; i++)

{

now = next[now][buf[i] - 'a'];

int temp = now;

while (temp != root)

{

res += end[temp];

end[temp] = 0;

temp = fail[temp];

}

}

return res;

}

void debug()

{

for (int i = 0; i < L; i++)

{

printf("id = %3d,fail = %3d,end = %3d,chi = [", i, fail[i], end[i]);

for (int j = 0; j < 26; j++)

{

printf("%2d", next[i][j]);

}

printf("]\n");

}

}

};

char buf[1000010];

Trie ac;

int main()

{

int T;

int n;

scanf("%d", &T);

while(T--)

{

scanf("%d", &n);

ac.init();

for (int i = 0; i < n; i++)

{

scanf("%s", buf);

ac.insert(buf);

}

ac.build();

scanf("%s", buf);

printf("%d\n", ac.query(buf));

}

return 0;

}

### 后缀数组

##### DA算法

/\*

\* suffix array

\* 倍增算法 O(n\*logn)

\* 待排序数组长度为n,放在0~n-1中,在最后面补一个0

\* da(str, sa, rank, height, n, m);

\* 例如:

\* n = 8;

\* num[] = { 1, 1, 2, 1, 1, 1, 1, 2, $ }; 注意num最后一位为0,其他大于0

\* rank[] = { 4, 6, 8, 1, 2, 3, 5, 7, 0 }; rank[0~n-1]为有效值,rank[n]必定为0无效值

\* sa[] = { 8, 3, 4, 5, 0, 6, 1, 7, 2 }; sa[1~n]为有效值,sa[0]必定为n是无效值

\* height[]= { 0, 0, 3, 2, 3, 1, 2, 0, 1 }; height[2~n]为有效值

\* 稍微改动可以求最长公共前缀，需要注意两串起始位置相同的情况

\* 另外需要注意的是部分数组需要开两倍空间大小

\*/

const int MAXN = 20010;

int t1[MAXN];

int t2[MAXN];

int c[MAXN]; // 求SA数组需要的中间变量,不需要赋值

// 待排序的字符串放在s数组中,从s[0]到s[n-1],长度为n,且最大值小于m,

// 除s[n-1]外的所有s[i]都大于0,r[n-1]=0

// 函数结束以后结果放在sa数组中

bool cmp(int \*r, int a, int b, int l)

{

return r[a] == r[b] && r[a + l] == r[b + l];

}

void da(int str[], int sa[], int rank[], int height[], int n, int m)

{

n++;

int i, j, p, \*x = t1, \*y = t2; // 第一轮基数排序,如果s的最大值很大,可改为快速排序

for (i = 0; i < m; i++)

{

c[i] = 0;

}

for (i = 0; i < n; i++)

{

c[x[i] = str[i]]++;

}

for (i = 1; i < m; i++)

{

c[i] += c[i-1];

}

for (i = n - 1; i >= 0; i--)

{

sa[--c[x[i]]] = i;

}

for (j = 1; j <= n; j <<= 1)

{

p = 0;

// 直接利用sa数组排序第二关键字

for (i = n - j; i < n; i++)

{

y[p++] = i; // 后面的j个数第二关键字为空的最小

}

for (i = 0; i < n; i++)

{

if (sa[i] >= j)

{

y[p++] = sa[i] - j; // 这样数组y保存的就是按照第二关键字排序的结果

}

}

// 基数排序第一关键字

for (i = 0; i < m; i++)

{

c[i] = 0;

}

for (i = 0; i < n; i++)

{

c[x[y[i]]]++;

}

for (i = 1; i < m; i++)

{

c[i] += c[i - 1];

}

for (i = n - 1; i >= 0; i--)

{

sa[--c[x[y[i]]]] = y[i]; // 根据sa和x数组计算新的x数组

}

swap(x, y);

p = 1;

x[sa[0]] = 0;

for (i = 1; i < n; i++)

{

x[sa[i]] = cmp(y, sa[i - 1], sa[i], j) ? p - 1 : p++;

}

if (p >= n)

{

break;

}

m = p; // 下次基数排序的最大值

}

int k = 0;

n--;

for (i = 0; i <= n; i++)

{

rank[sa[i]] = i;

}

for (i = 0; i < n; i++)

{

if (k)

{

k--;

}

j = sa[rank[i] - 1];

while (str[i + k] == str[j + k])

{

k++;

}

height[rank[i]] = k;

}

}

int \_rank[MAXN], height[MAXN];

int RMQ[MAXN];

int mm[MAXN];

int best[20][MAXN];

void initRMQ(int n)

{

mm[0] = -1;

for (int i = 1; i <= n; i++)

{

mm[i] = ((i & (i - 1)) == 0) ? mm[i - 1] + 1 : mm[i - 1];

}

for (int i = 1; i <= n; i++)

{

best[0][i] = i;

}

for (int i = 1; i <= mm[n]; i++)

{

for (int j = 1; j + (1 << i) - 1 <= n; j++)

{

int a = best[i - 1][j];

int b = best[i - 1][j + (1 << (i - 1))];

if (RMQ[a] < RMQ[b])

{

best[i][j] = a;

}

else

{

best[i][j] = b;

}

}

}

}

int askRMQ(int a, int b)

{

int t;

t = mm[b - a + 1];

b -= (1 << t) - 1;

a = best[t][a];

b = best[t][b];

return RMQ[a] < RMQ[b] ? a : b;

}

int lcp(int a, int b)

{

a = \_rank[a];

b = \_rank[b];

if (a > b)

{

swap(a,b);

}

return height[askRMQ(a + 1, b)];

}

char str[MAXN];

int r[MAXN];

int sa[MAXN];

int main()

{

while (scanf("%s", str) == 1)

{

int len = (int)strlen(str);

int n = 2 \* len + 1;

for (int i = 0; i < len; i++)

{

r[i] = str[i];

}

for (int i = 0; i < len; i++)

{

r[len + 1 + i] = str[len - 1 - i];

}

r[len] = 1;

r[n] = 0;

da(r, sa, \_rank, height, n, 128);

for (int i = 1; i <= n; i++)

{

RMQ[i]=height[i];

}

initRMQ(n);

int ans = 0, st = 0;

int tmp;

for (int i = 0; i < len; i++)

{

tmp = lcp(i, n - i); // 偶对称

if (2 \* tmp > ans)

{

ans = 2 \* tmp;

st = i - tmp;

}

tmp=lcp(i, n - i - 1); // 奇数对称

if (2 \* tmp - 1 > ans)

{

ans = 2 \* tmp - 1;

st = i - tmp + 1;

}

}

str[st + ans] = 0;

printf("%s\n", str + st);

}

return 0;

}

##### DC3算法

da[]和str[]数组都要开大三倍，相关数组也是三倍

/\*

\* 后缀数组

\* DC3算法,复杂度O(n)

\* 所有的相关数组都要开三倍

\*/

const int MAXN = 2010;

#define F(x) ((x) / 3 + ((x) % 3 == 1 ? 0 : tb))

#define G(x) ((x) < tb ? (x) \* 3 + 1 : ((x)-tb) \* 3 + 2)

int wa[MAXN \* 3], wb[MAXN \* 3], wv[MAXN \* 3], wss[MAXN \* 3];

int c0(int \*r, int a, int b)

{

return r[a] == r[b] && r[a + 1] == r[b + 1] && r[a + 2] == r[b + 2];

}

int c12(int k, int \*r, int a, int b)

{

if(k == 2)

{

return r[a] < r[b] || (r[a] == r[b] && c12(1, r, a + 1, b + 1));

}

else

{

return r[a] < r[b] || (r[a] == r[b] && wv[a + 1] < wv[b + 1]);

}

}

void sort(int \*r, int \*a, int \*b, int n, int m)

{

int i;

for (i = 0; i < n; i++)

{

wv[i] = r[a[i]];

}

for (i = 0; i < m; i++)

{

wss[i] = 0;

}

for (i = 0; i < n; i++)

{

wss[wv[i]]++;

}

for (i = 1; i < m; i++)

{

wss[i] += wss[i - 1];

}

for (i = n - 1; i >= 0; i--)

{

b[--wss[wv[i]]] = a[i];

}

}

void dc3(int \*r, int \*sa, int n, int m)

{

int i, j, \*rn = r + n;

int \*san = sa + n, ta = 0, tb = (n+1)/3, tbc = 0, p;

r[n] = r[n+1] = 0;

for (i = 0; i < n; i++)

{

if (i % 3 != 0)

{

wa[tbc++] = i;

}

}

sort(r + 2, wa, wb, tbc, m);

sort(r + 1, wb, wa, tbc, m);

sort(r, wa, wb, tbc, m);

for (p = 1, rn[F(wb[0])] = 0, i = 1; i < tbc; i++)

{

rn[F(wb[i])] = c0(r, wb[i - 1], wb[i]) ? p - 1 : p++;

}

if (p < tbc)

{

dc3(rn, san, tbc, p);

}

else

{

for (i = 0; i < tbc; i++)

{

san[rn[i]] = i;

}

}

for (i = 0; i < tbc; i++)

{

if (san[i] < tb)

{

wb[ta++] = san[i] \* 3;

}

}

if (n % 3 == 1)

{

wb[ta++] = n - 1;

}

sort(r, wb, wa, ta, m);

for (i = 0; i < tbc; i++)

{

wv[wb[i] = G(san[i])] = i;

}

for (i = 0, j = 0, p = 0; i < ta && j < tbc; p++)

{

sa[p] = c12(wb[j] % 3, r, wa[i], wb[j]) ? wa[i++] : wb[j++];

}

for (; i < ta; p++)

{

sa[p] = wa[i++];

}

for (; j < tbc; p++)

{

sa[p] = wb[j++];

}

}

// str和sa也要三倍

void da(int str[], int sa[], int rank[], int height[], int n,int m)

{

for (int i = n; i < n \* 3; i++)

{

str[i] = 0;

}

dc3(str, sa, n+1, m);

int i, j, k = 0;

for (i = 0; i <= n; i++)

{

rank[sa[i]] = i;

}

for (i = 0; i < n; i++)

{

if(k)

{

k--;

}

j = sa[rank[i] - 1];

while (str[i + k] == str[j + k])

{

k++;

}

height[rank[i]] = k;

}

}

### 后缀自动机

const int CHAR = 26;

const int MAXN = 250010;

struct SAM\_Node

{

SAM\_Node \*fa, \*next[CHAR];

int len;

int id, pos;

SAM\_Node(){}

SAM\_Node(int \_len)

{

fa = 0;

len = \_len;

memset(next, 0, sizeof(next));

}

};

SAM\_Node SAM\_node[MAXN \* 2], \*SAM\_root, \*SAM\_last;

int SAM\_size;

SAM\_Node \*newSAM\_Node(int len)

{

SAM\_node[SAM\_size] = SAM\_Node(len);

SAM\_node[SAM\_size].id = SAM\_size;

return &SAM\_node[SAM\_size++];

}

SAM\_Node \*newSAM\_Node(SAM\_Node \*p)

{

SAM\_node[SAM\_size] = \*p; SAM\_node[SAM\_size].id = SAM\_size;

return &SAM\_node[SAM\_size++];

}

void SAM\_init()

{

SAM\_size = 0;

SAM\_root = SAM\_last = newSAM\_Node(0);

SAM\_node[0].pos = 0;

}

void SAM\_add(int x, int len)

{

SAM\_Node \*p = SAM\_last, \*np = newSAM\_Node(p->len+1);

np->pos = len;

SAM\_last = np;

for (; p && !p->next[x]; p = p->fa)

{

p->next[x] = np;

}

if (!p)

{

np->fa = SAM\_root;

return;

}

SAM\_Node \*q = p->next[x];

if (q->len == p->len + 1)

{

np->fa = q;

return ;

}

SAM\_Node \*nq = newSAM\_Node(q);

nq->len = p->len + 1;

q->fa = nq;

np->fa = nq;

for(;p && p->next[x] == q; p = p->fa)

p->next[x] = nq;

}

void SAM\_build(char \*s)

{

SAM\_init();

int len = (int)strlen(s);

for (int i = 0; i < len; i++)

{

SAM\_add(s[i] - 'a', i + 1);

}

}

/\*

// 加入串后进行拓扑排序

char str[MAXN];

int topocnt[MAXN];

SAM\_Node \*topsam[MAXN \* 2];

int n = (int)strlen(str);

SAM\_build(str);

memset(topocnt, 0, sizeof(topocnt));

for (int i = 0; i < SAM\_size; i++)

{

topocnt[SAM\_node[i].len]++;

}

for (int i = 1; i <= n; i++)

{

topocnt[i] += topocnt[i-1];

}

for (int i = 0; i < SAM\_size; i++)

{

topsam[--topocnt[SAM\_node[i].len]] = &SAM\_node[i];

}

\*/

// 多串的建立:

// 多串的建立,注意SAM\_init()的调用

//void SAM\_build(char \*s)

//{

// int len = (int)strlen(s);

// SAM\_last = SAM\_root;

// for (int i = 0; i < len; i++)

// {

// if (!SAM\_last->next[s[i] - '0'] || !(SAM\_last->next[s[i] - '0']->len == i+1))

// {

// SAM\_add(s[i] - '0',i+1);

// }

// else

// {

// SAM\_last = SAM\_last->next[s[i] - '0'];

// }

// }

//}

### 字符串HASH

/\*

\* 字符串 Hash

\* 注意：mod选择足够大的质数（至少大于字符串个数）

\*/

unsigned int hashA(char \*url, int mod)

{

unsigned int n = 0;

char \*b = (char \*)&n;

for (int i = 0; url[i]; i++)

{

b[i % 4] ^= url[i];

}

return n % mod;

}

unsigned int hashB(char \*url, int mod)

{

unsigned int h = 0;

unsigned int g;

while (\*url)

{

h = (h << 4) + \*url++;

g = h & 0xF0000000;

if (g)

{

h ^= (g >> 24);

}

h &= ~g;

}

return h % mod;

}

unsigned int hashC(char \*p, int prime = 25013)

{

unsigned int h = 0;

unsigned int g;

for (; \*p; p++)

{

h = (h << 4) + \*p;

g = h & 0xF0000000;

if (g)

{

h ^= (g >> 24);

h ^= g;

}

}

return h % prime;

}

### BM算法改进的算法：Sunday Algorithm

BM算法优于KMP

SUNDAY

算法描述:字符串查找算法中,最著名的两个是KMP算法(Knuth-Morris-Pratt)和BM算法(Boyer-Moore)。两个算法在最坏情 况下均具有线性的查找时间。但是在实用上,KMP算法并不比最简单的c库函数strstr()快多少,而BM算法则往往比KMP算法快上3-5倍。但是BM算法还不是最快的算法,这里介绍一种比BM算法更快一些的查找算法。例如我们要在”substring searching algorithm”查找”search”,刚开始时,把子串与文本左边对齐:

substring searching algorithm search

结果在第二个字符处发现不匹配,于是要把子串往后移动。但是该移动多少呢? 这就是各种算法各显神通的地方了,最简单的做法是移动一个字符位置;KMP是利用已经匹配部分的信息来移动;BM算法是做反向比较,并根据已经匹配的部分来确定移动量。这里要介绍的方法是看紧跟在当前子串之后的那个字符(第一个字符串中的’i’)。显然,不管移动多少,这个字符是肯定要参加下一步的比较的,也就是说,如果下一步匹配到了,这个字符必须在子串内。所以,可以移动子串,使子串中的最右边的这个字符与它对齐。现在子串’search’中并不存在’i’,则说明可以直接跳过一大片,从’i’之后的那个字符开始作下一步的比较,如下:

substring searching algorithm search

比较的结果,第一个字符就不匹配,再看子串后面的那个字符,是’r’,它在子串中出现在倒数第三位,于是把子串向后移动三位,使两个’r’对齐,如下:

substring searching algorithm search

这次匹配成功了!回顾整个过程,我们只移动了两次子串就找到了匹配位置, 是不是很神啊?!可以证明,用这个算法,每一步的移动量都比BM算法要大,所以肯定比BM算法更快。

void SUNDAY(char \*text, char \*patt)

{

size\_t temp[256];

size\_t \*shift = temp;

size\_t i, patt\_size = strlen(patt), text\_size = strlen(text);

cout << "size : " << patt\_size << endl;

for(i = 0; i < 256; i++)

{

\*(shift+i) = patt\_size + 1;

}

for(i = 0; i < patt\_size; i++)

{

\*(shift + (unsigned char)(\*(patt+i))) = patt\_size-i; // shift['s']=6步,shitf['e']=5以此类推

}

size\_t limit = text\_size - patt\_size + 1;

for(i = 0; i < limit; i += shift[text[i + patt\_size]])

{

if(text[i] == \*patt)

{

char \*match\_text = text + i + 1;

size\_t match\_size = 1;

do // 输出所有匹配的位置

{

if(match\_size == patt\_size)

{

cout << "the NO. is " << i << endl;

}

}

while((\*match\_text++) == patt[match\_size++]);

}

}

cout << endl;

}

int main(void)

{

char text[100] = "substring searching algorithm search";

char patt[10] = "search";

SUNDAY(text, patt);

return 0;

}

# Graph图论模板

### 最短路

##### Dijkstra 单源最短路 邻接矩阵形式

/\*

\* 单源最短路径，Dijkstra算法，邻接矩阵形式，复杂度为O(n^2)

\* 求出源beg到所有点的最短路径，传入图的顶点数和邻接矩阵cost[][]

\* 返回各点的最短路径lowcost[]，路径pre[]，pre[i]记录beg到i路径上的父节点，pre[beg] = -1

\* 可更改路径权类型，但是权值必须为非负，下标0~n-1

\*/

const int MAXN = 1010;

const int INF = 0x3f3f3f3f; // 表示无穷

bool vis[MAXN];

int pre[MAXN];

void Dijkstra(int cost[][MAXN], int lowcost[], int n, int beg)

{

for (int i = 0; i < n; i++)

{

lowcost[i] = INF;

vis[i] = false;

pre[i] = -1;

}

lowcost[beg] = 0;

for (int j = 0; j < n; j++)

{

int k = -1;

int min = INF;

for (int i = 0; i < n; i++)

{

if (!vis[i] && lowcost[i] < min)

{

min = lowcost[i];

k = i;

}

}

if (k == -1)

{

break;

}

vis[k] = true;

for (int i = 0; i < n; i++)

{

if (!vis[i] && lowcost[k] + cost[k][i] < lowcost[i])

{

lowcost[i] = lowcost[k] + cost[k][i];

pre[i] = k;

}

}

}

}

##### Dijkstra 单源最短路 邻接矩阵形式 双路径信息

/\*

\* 单源最短路径，dijkstra算法，邻接矩阵形式，复杂度为O(n^2)

\* 两点间距离存入map[][],两点间花费存入cost[][]

\* 求出源st到所有点的最短路径及其对应最小花费

\* 返回各点的最短路径lowdis[]以及对应的最小花费lowval[]

\* 可更改路径权类型，但是权值必须为非负，下标1~n

\*/

const int MAXN = 1010;

const int INF = 0x3f3f3f3f;

int n, m;

int lowdis[MAXN];

int lowval[MAXN];

int visit[MAXN];

int map[MAXN][MAXN];

int cost[MAXN][MAXN];

void dijkstra(int st)

{

int temp = 0;

for (int i = 1; i <= n; i++)

{

lowdis[i] = map[st][i];

lowval[i] = cost[st][i];

}

memset(visit, 0, sizeof(visit));

visit[st] = 1;

for (int i = 1; i < n; i++)

{

int MIN = INF;

for (int j = 1; j <= n; j++)

{

if (!visit[j] && lowdis[j] < MIN)

{

temp = j;

MIN = lowdis[j];

}

}

visit[temp] = 1;

for (int j = 1; j <= n; j++)

{

if (!visit[j] && map[temp][j] < INF)

{

if (lowdis[j] > lowdis[temp] + map[temp][j])

{

lowdis[j] = lowdis[temp] + map[temp][j];

lowval[j] = lowval[temp] + cost[temp][j];

}

else if (lowdis[j] == lowdis[temp] + map[temp][j])

{

if (lowval[j] > lowval[temp] + cost[temp][j])

{

lowval[j] = lowval[temp] + cost[temp][j];

}

}

}

}

}

return ;

}

##### Dijkstra 起点Start 结点有权值

#define M 505

const int inf = 0x3f3f3f3f;

int num[M]; // 结点权值

int map[M][M]; // 图的临近矩阵

int vis[M]; // 结点是否处理过

int ans[M]; // 最短路径结点权值和

int dis[M]; // 各点最短路径花费

int n, m, Start, End; // n结点数，m边数，Start起点，End终点

void Dij(int v)

{

ans[v] = num[v];

memset(vis, 0, sizeof(vis));

for (int i = 0; i < n; ++i)

{

if (map[v][i] < inf)

{

ans[i] = ans[v] + num[i];

}

dis[i] = map[v][i];

}

dis[v] = 0;

vis[v] = 1;

for (int i = 1; i < n; ++i)

{

int u = 0, min = inf;

for (int j = 0; j < n; ++j)

{

if (!vis[j] && dis[j] < min)

{

min = dis[j];

u = j;

}

}

vis[u] = 1;

for (int k = 0; k < n; ++k)

{

if (!vis[k] && dis[k] > map[u][k] + dis[u])

{

dis[k] = map[u][k] + dis[u];

ans[k] = ans[u] + num[k];

}

}

for (int k = 0; k < n; ++k)

{

if (dis[k] == map[u][k] + dis[u])

{

ans[k] = max(ans[k], ans[u] + num[k]);

}

}

}

printf("%d %d\n", dis[End], ans[End]); // 输出终点最短路径花费、最短路径结点权值和

}

int main()

{

scanf("%d%d%d%d", &n, &m, &Start, &End);

for (int i = 0; i < n; ++i)

{

scanf("%d", &num[i]);

}

memset(vis, 0, sizeof(vis));

memset(map, 0x3f, sizeof(map));

for (int i = 0; i < m; ++i)

{

int x, y, z;

scanf("%d%d%d", &x, &y, &z);

if (map[x][y] > z)

{

map[x][y] = z;

map[y][x] = z;

}

}

Dij(Start);

return 0;

}

##### Dijkstra 堆优化

/\*

\* 使用优先队列优化Dijkstra算法

\* 复杂度O(ElongE)

\* 注意对vector<Edge> E[MAXN]进行初始化后加边

\*/

const int INF = 0x3f3f3f3f;

const int MAXN = 1000010;

struct qNode

{

int v;

int c;

qNode(int \_v = 0, int \_c = 0) : v(\_v), c(\_c) {}

bool operator < (const qNode &r) const

{

return c > r.c;

}

};

struct Edge

{

int v;

int cost;

Edge(int \_v = 0, int \_cost = 0) : v(\_v), cost(\_cost) {}

};

vector<Edge> E[MAXN];

bool vis[MAXN];

int dist[MAXN]; // 最短路距离

void Dijkstra(int n, int start) // 点的编号从1开始

{

memset(vis, false, sizeof(vis));

memset(dist, 0x3f, sizeof(dist));

priority\_queue<qNode> que;

while (!que.empty())

{

que.pop();

}

dist[start] = 0;

que.push(qNode(start, 0));

qNode tmp;

while (!que.empty())

{

tmp = que.top();

que.pop();

int u = tmp.v;

if (vis[u])

{

continue;

}

vis[u] = true;

for (int i = 0; i < E[u].size(); i++)

{

int v = E[u][i].v;

int cost = E[u][i].cost;

if (!vis[v] && dist[v] > dist[u] + cost)

{

dist[v] = dist[u] + cost;

que.push(qNode(v, dist[v]));

}

}

}

}

void addEdge(int u, int v, int w)

{

E[u].push\_back(Edge(v, w));

}

##### 单源最短路 BellmanFord算法

/\*

\* 单源最短路BellmanFord算法，复杂度O(VE)

\* 可以处理负边权图

\* 可以判断是否存在负环回路，返回true，当且仅当图中不包含从源点可达的负权回路

\* vector<Edge> E;先E.clear()初始化，然后加入所有边

\*/

const int INF = 0x3f3f3f3f;

const int MAXN = 550;

int dist[MAXN];

struct Edge

{

int u;

int v;

int cost;

Edge(int \_u = 0, int \_v = 0, int \_cost = 0) : u(\_u), v(\_v), cost(\_cost){}

};

vector<Edge> E;

bool BellmanFord(int start, int n) // 编号从1开始

{

memset(dist, 0x3f, sizeof(dist));

dist[start] = 0;

for (int i = 1; i < n; i++) // 最多做n - 1次

{

bool flag = false;

for (int j = 0; j < E.size(); j++)

{

int u = E[j].u;

int v = E[j].v;

int cost = E[j].cost;

if (dist[v] > dist[u] + cost)

{

dist[v] = dist[u] + cost;

flag = true;

}

}

if (!flag) // 无负环回路

{

return true;

}

}

for (int j = 0; j < E.size(); j++)

{

if (dist[E[j].v] > dist[E[j].u] + E[j].cost)

{

return false; // 有负环回路

}

}

return true; // 无负环回路

}

##### 单源最短路 SPFA

/\*

\* 时间复杂度O(kE)

\* 队列实现，有时候改成栈实现会更快，较容易修改

\*/

const int MAXN = 1010;

const int INF = 0x3f3f3f3f;

struct Edge

{

int v;

int cost;

Edge(int \_v = 0, int \_cost = 0) : v(\_v), cost(\_cost) {}

};

vector<Edge> E[MAXN];

void addEdge(int u, int v, int w)

{

E[u].push\_back(Edge(v, w));

}

bool vis[MAXN]; // 在队列标志

int cnt[MAXN]; // 每个点的入列队次数

int dist[MAXN];

bool SPFA(int start, int n)

{

memset(vis, false, sizeof(vis));

memset(dist, 0x3f, sizeof(dist));

vis[start] = true;

dist[start] = 0;

queue<int> que;

while (!que.empty())

{

que.pop();

}

que.push(start);

memset(cnt, 0, sizeof(cnt));

cnt[start] = 1;

while (!que.empty())

{

int u = que.front();

que.pop();

vis[u] = false;

for (int i = 0; i < E[u].size(); i++)

{

int v = E[u][i].v;

if (dist[v] > dist[u] + E[u][i].cost)

{

dist[v] = dist[u] + E[u][i].cost;

if (!vis[v])

{

vis[v] = true;

que.push(v);

if (++cnt[v] > n)

{

return false; // cnt[i]为入队列次数，用来判定是否存在负环回路

}

}

}

}

}

return true;

}

##### Floyd算法 邻接矩阵形式

/\*

\* Floyd算法，求从任意节点i到任意节点j的最短路径

\* cost[][]:初始化为INF（cost[i][i]：初始化为0）

\* lowcost[][]:最短路径，path[][]:最短路径（无限制）

\*/

const int MAXN = 100;

int cost[MAXN][MAXN];

int lowcost[MAXN][MAXN];

int path[MAXN][MAXN];

void Floyd(int n)

{

memcpy(lowcost, cost, sizeof(cost));

memset(path, -1, sizeof(path));

for (int k = 0; k < n; k++)

{

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

if (lowcost[i][j] > (lowcost[i][k] + lowcost[k][j]))

{

lowcost[i][j] = lowcost[i][k] + lowcost[k][j];

path[i][j] = k;

}

}

}

}

return ;

}

##### Floyd算法 点权 + 路径限制

/\*

\* Floyd算法，求从任意节点i到任意节点j的最短路径

\* cost[][]:初始化为INF（cost[i][i]：初始化为0）

\* val[]:点权，lowcost[][]:除起点、终点外的点权之和+最短路径

\* path[][]:路径限制，要求字典序最小的路径，下标1~N

\*/

const int MAXN = 110;

const int INF = 0x1f1f1f1f;

int val[MAXN]; // 点权

int cost[MAXN][MAXN];

int lowcost[MAXN][MAXN];

int path[MAXN][MAXN]; // i~j路径中的第一个结点

void Floyd(int n)

{

memcpy(lowcost, cost, sizeof(cost));

for (int i = 0; i <= n; i++)

{

for (int j = 0; j <= n; j++)

{

path[i][j] = j;

}

}

for (int k = 1; k <= n; k++)

{

for (int i = 1; i <= n; i++)

{

for (int j = 1; j <= n; j++)

{

int temp = lowcost[i][k] + lowcost[k][j] + val[k];

if (lowcost[i][j] > temp)

{

lowcost[i][j] = temp;

path[i][j] = path[i][k];

}

else if (lowcost[i][j] == temp && path[i][j] > path[i][k])

{

path[i][j] = path[i][k];

}

}

}

}

return ;

}

### 第K短路

##### Dijkstra

/\*

\* Dijkstra变形，可以证明每个点经过的次数为小于等于K，

\* 所有Dijkstra的数组dist由一维变为二维，记录经过该点

\* 1次、2次......k次的最小值

\* 输出dist[n - 1][k]即可

\*/

int g[1010][1010];

int n, m, x;

const int INF = 0x3f3f3f3f;

int vis[1010];

int dist[1010][20];

int main(int argc, const char \* argv[])

{

while (cin >> n >> m >> x)

{

//初始化

memset(g, 0x3f, sizeof(g));

memset(dist, 0x3f, sizeof(dist));

memset(vis, 0, sizeof(vis));

for (int i = 0; i < m; i++)

{

int p, q, r;

cin >> p >> q >> r;

if (r < g[p][q])

{

g[p][q] = r;

}

}

dist[1][0] = 0;

dist[0][0] = INF;

while (1)

{

int k = 0;

for (int i = 1; i <= n; i++)

{

if (vis[i] < x && dist[i][vis[i]] < dist[k][0])

{

k = i;

}

}

if (k == 0)

{

break;

}

if (k == n && vis[n] == x - 1)

{

break;

}

for (int i = 1; i <= n; i++)

{

if (vis[i] < x && dist[k][vis[k]] + g[k][i] < dist[i][x])

{

dist[i][x] = dist[k][vis[k]] + g[k][i];

for (int j = x; j > 0; j--)

{

if (dist[i][j] < dist[i][j - 1])

{

swap(dist[i][j], dist[i][j - 1]);

}

}

}

}

vis[k]++;

}

if (dist[n][x - 1] < INF)

{

cout << dist[n][x - 1] << endl;

}

else

{

cout << -1 << endl;

}

}

return 0;

}

##### A\*

/\*

\* A\* 估价函数 fi为到当前点走过的路经长度，hi为该点到终点的长度

\* gi = hi + fi

\*/

int n, m, x, ct;

int g[1010][1010];

int gr[1010][1010];

int dist[1010];

int vis[1010];

const int INF = 0x3f3f3f3f;

struct node

{

int id;

int fi;

int gi;

friend bool operator < (node a, node b)

{

if (a.gi == b.gi)

{

return a.fi > b.fi;

}

return a.gi > b.gi;

}

} s[20000010];

int init()

{

memset(dist, 0x3f, sizeof(dist));

for (int i = 0; i <= n; i++)

{

vis[i] = 1;

}

dist[n - 1] = 0;

for (int i = 0; i < n; i++)

{

int k = n;

for (int j = 0; j < n; j++)

{

if (vis[j] && dist[j] < dist[k])

{

k = j;

}

}

if (k == n)

{

break;

}

vis[k] = 0;

for (int j = 0; j < n; j++)

{

if (vis[j] && dist[k] + gr[k][j] < dist[j])

{

dist[j] = dist[k] + gr[k][j];

}

}

}

return 1;

}

int solve()

{

if (dist[0] == INF)

{

return -1;

}

ct = 0;

s[ct].id = 0;

s[ct].fi = 0;

s[ct++].gi = dist[0];

int cnt = 0;

while (ct)

{

int id = s[0].id;

int fi = s[0].fi;

if (id == n - 1)

{

cnt++;

}

if (cnt == x)

{

return fi;

}

pop\_heap(s, s + ct);

ct--;

for (int j = 0; j < n; j++)

{

if (g[id][j] < INF)

{

s[ct].id = j;

s[ct].fi = fi + g[id][j];

s[ct].gi = s[ct].fi + dist[j];

ct++;

push\_heap(s, s + ct);

}

}

}

return -1;

}

int main()

{

while (cin >> n >> m >> x)

{

memset(g, 0x3f, sizeof(g));

memset(gr, 0x3f, sizeof(gr));

for (int i = 0; i < n; i++)

{

int p, q, r;

cin >> p >> q >> r;

p--;

q--;

g[p][q] = g[p][q] <= r ? g[p][q] : r;

gr[q][p] = gr[q][p] <= r ? gr[q][p] : r;

}

init();

cout << solve() << endl;

}

return 0;

}

### 最小生成树（森林）

##### Prim算法

/\*

\* Prim求MST

\* 耗费矩阵cost[][]，初始化为INF，标号从0开始，0 ~ n－1

\* 返回最小生成树的权值，返回-1表示原图不连通

\*/

const int INF = 0x3f3f3f3f;

const int MAXN = 110;

bool vis[MAXN];

int lowc[MAXN];

int cost[MAXN][MAXN];

// 修正cost（添加边）

void updata(int x, int y, int v)

{

cost[x - 1][y - 1] = v;

cost[y - 1][x - 1] = v;

return ;

}

int Prim(int cost[][MAXN], int n) // 0 ~ n - 1

{

int ans = 0;

memset(vis, false, sizeof(vis));

vis[0] = true;

for (int i = 1; i < n; i++)

{

lowc[i] = cost[0][i];

}

for (int i = 1; i < n; i++)

{

int minc = INF;

int p = -1;

for (int j = 0; j < n; j++)

{

if (!vis[j] && minc > lowc[j])

{

minc = lowc[j];

p = j;

}

}

if (minc == INF)

{

return -1; // 原图不连通

}

ans += minc;

vis[p] = true;

for (int j = 0; j < n; j++)

{

if (!vis[j] && lowc[j] > cost[p][j])

{

lowc[j] = cost[p][j];

}

}

}

return ans;

}

##### Kruskal算法

/\*

\* Kruskal算法求MST

\* 对边操作，并排序

\* 切记：初始化赋值问题（tol）

\*/

const int MAXN = 110; // 最大点数

const int MAXM = 10000; // 最大边数

int F[MAXN]; // 并查集使用

struct Edge

{

int u; // 起点

int v; // 终点

int w; // 权值

} edge[MAXM]; // 存储边的信息

int tol; // 边数，加边前赋值为0

void addEdge(int u, int v, int w)

{

edge[tol].u = u;

edge[tol].v = v;

edge[tol++].w = w;

return ;

}

bool cmp(Edge a, Edge b)

{

// 排序函数，将边按照权值从小到大排序

return a.w < b.w;

}

int find(int x)

{

if (F[x] == x)

{

return x;

}

else

{

return F[x] = find(F[x]);

}

}

int Kruskal(int n) // 传入点数，返回最小生成树的权值，如果不连通则返回-1

{

for (int i = 0; i <= n; i++)

{

F[i] = i;

}

sort(edge, edge + tol, cmp);

int cnt = 0; // 计算加入的边数

int ans = 0;

for (int i = 0; i < tol; i++)

{

int u = edge[i].u;

int v = edge[i].v;

int w = edge[i].w;

int tOne = find(u);

int tTwo = find(v);

if (tOne != tTwo)

{

ans += w;

F[tOne] = tTwo;

cnt++;

}

if (cnt == n - 1)

{

break;

}

}

if (cnt < n - 1)

{

return -1; // 不连通

}

else

{

return ans;

}

}

##### MST

/\*

\* Minimal Steiner Tree

\* G(V, E), A是V的一个子集, 求至少包含A中所有点的最小子树.

\* 时间复杂度:O(N^3+N\*2^A\*(2^A+N))

\* INIT: d[][]距离矩阵; id[]置为集合A中点的标号;

\* CALL: steiner(int n, int a);

\* 给4个点对(a1,b1)...(a4,b4),

\* 求min(sigma(dist[ai][bi])),其中重复的路段只能算一次.

\* 这题要找出一个Steiner森林, 最后要对森林中树的个数进行枚举

\*/

#define typec int // type of cost

const typec inf = 0x3f3f3f3f; // max of cost

const typec V = 10010;

const typec A = 10;

int vis[V], id[A]; // id[]: A中点的标号

typec d[V][V], dp[1 << A][V]; // dp[i][v]: 点v到点集i的最短距离

void steiner(int n, int a)

{

int i, j, k, mx, mk = 0, top = (1 << a);

for (k = 0; k < n; k++)

{

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

if (d[i][j] > d[i][k] + d[k][j])

{

d[i][j] = d[i][k] + d[k][j];

}

}

}

}

for (i = 0; i < a; i++)

{

// vertex: 0 ~ n-1

for (j = 0; j < n; j++)

{

dp[1 << i][j] = d[j][id[i]];

}

}

for (i = 1; i < top; i++)

{

if (0 == (i & (i - 1)))

{

continue;

}

memset(vis, 0, sizeof(vis));

for (k = 0; k < n; k++) // init

{

for (dp[i][k] = inf, j = 1; j < i; j++)

{

if ((i | j) == i && dp[i][k] > dp[j][k] + dp[i - j][k])

{

dp[i][k] = dp[j][k] + dp[i - j][k];

}

}

}

for (j = 0; mx = inf, j < n; j++)

{

// update

for (k = 0; k < n; k++)

{

if (dp[i][k] <= mx && 0 == vis[k])

{

mx = dp[i][mk = k];

}

}

for (k = 0, vis[mk] = 1; k < n; k++)

{

if (dp[i][mk] > dp[i][k] + d[k][mk])

{

dp[i][mk] = dp[i][k] + d[k][mk];

}

}

}

}

return ;

}

int main(int argc, const char \* argv[])

{

int n, a = 8;

int b, z, i, j, k, x = 0, y;

// TODO: read data;

steiner(n, a);

// enum to find the result

for (i = 0, b = inf; z = 0, i < 256; b > z ? b = z : b, i++)

{

for (j = 0; y = 0, j < 4; z += !!y \* dp[y][x], j++)

{

for (k = 0; k < 8; k += 2)

{

if ((i >> k & 3) == j)

{

y += 3 << k, x = id[k];

}

}

}

}

// TODO: cout << b << endl;

return 0;

}

### 次小生成树

O(V^2)

次小生成树可由最小生成树转换一条边得到

只要充分利用上述结论，既得v^2的算法。具体如下：

step1. 先用Prim求出最小生成树T，在Prim的同时，用一个矩阵MAX[u][v]记录在T中连结任意两点u，v的唯一的路中权值最大的那条边的权值。（注意这里），这是很容易做到的，因为Prim是每次增加一个结点s，而已经标好了的结点集合为w，则w中所有的结点到s的路中最大权值的边就是当前加入的这条边，用时O(V^2)；

step2.枚举所有不在T中的边u\_v，加入边u\_v替换权为MAX[u][v]的边，不断更新最小值，即次小生成树，用时O(E)，故总用时O(V^2)

/\*

\* 求最小生成树时，用数组MAX[i][j]表示i到j的最大边权

\* 求完后，直接枚举所有不在MST中的边，替换掉最大边权的边，更新答案

\* 点的编号从0开始

\*/

const int MAXN = 110;

const int INF = 0x3f3f3f3f;

bool vis[MAXN];

int lowc[MAXN];

int pre[MAXN];

int MAX[MAXN][MAXN];

bool used[MAXN][MAXN];

int Prim(int cost[][MAXN], int n)

{

int ans = 0;

memset(vis, false, sizeof(vis));

memset(MAX, 0, sizeof(MAX));

memset(used, false, sizeof(used));

vis[0] = true;

pre[0] = -1;

lowc[0] = 0;

for (int i = 1; i < n; i++)

{

lowc[i] = cost[0][i];

pre[i] = 0;

}

for (int i = 1; i < n; i++)

{

int minc = INF;

int p = -1;

for (int j = 0; j < n; j++)

{

if (!vis[j] && minc > lowc[j])

{

minc = lowc[j];

p = j;

}

}

if (minc == INF)

{

return -1;

}

ans += minc;

vis[p] = true;

used[p][pre[p]] = used[pre[p]][p] = true;

for (int j = 0; j < n; j++)

{

if (vis[j])

{

MAX[j][p] = MAX[p][j] = max(MAX[j][pre[p]], lowc[p]);

}

if (!vis[j] && lowc[j] > cost[p][j])

{

lowc[j] = cost[p][j];

pre[j] = p;

}

}

}

return ans;

}

### 曼哈顿最小生成树

曼哈顿距离：简单说，他指两点之间的横纵坐标的差的绝对值之和。

题意:查找平面上的点的曼哈顿距离最小生成树的第n－k小边的长度，点数在100000以内。

解析: 对于曼哈顿距离的最小生成树，朴素算法需要建立n^(n - 1)条边进行kruskal算法处理，这样子做一定会TLE的。所以需要做特殊的优化，将边数优化为4 \* n条。

这里的优化涉及到一个与曼哈顿相关的性质：以任一一个点为端点，将平面分为八块，每块占45度角，那么在生成树的最优解中，每个块与这个点至多有一条边，即一个点最多分别向八个方向最近的点连接一条边，一条边两个点共用，所以最后边数为4 \* n。

#include <iostream>

#include <algorithm>

const int MAXN = 100010;

const int INF = 0x3f3f3f3f;

struct Point

{

int x;

int y;

int id;

}poi[MAXN];

bool cmp(Point a, Point b)

{

if (a.x != b.x)

{

return a.x < b.x;

}

else

{

return a.y < b.y;

}

}

//树状数组，找y - x大于当前的，但是y + x最小的

struct BIT

{

int minVal;

int pos;

void init()

{

minVal = INF;

pos = -1;

}

}bit[MAXN];

//所有有效边

struct Edge

{

int u;

int v;

int d;

}edge[MAXN << 2];

bool cmpEdge(Edge a, Edge b)

{

return a.d < b.d;

}

int tot;

int n;

int F[MAXN];

int find(int x)

{

if (F[x] == -1)

{

return x;

}

else

{

return F[x] = find(F[x]);

}

}

void addEdge(int u, int v, int d)

{

edge[tot].u = u;

edge[tot].v = v;

edge[tot++].d = d;

return ;

}

int lowbit(int x)

{

return x & (-x); //???

}

//更新bit

void update(int i, int val, int pos)

{

while (i > 0)

{

if (val < bit[i].minVal)

{

bit[i].minVal = val;

bit[i].pos = pos;

}

i -= lowbit(i);

}

return ;

}

//查询[i, m]的最小值位置

int ask(int i, int m)

{

int minVal = INF;

int pos = -1;

while (i <= m)

{

if (bit[i].minVal < minVal)

{

minVal = bit[i].minVal;

pos = bit[i].pos;

}

i += lowbit(i);

}

return pos;

}

int dist(Point a, Point b)

{

return abs(a.x - b.x) + abs(a.y - b.y);

}

void ManhattanMinimumSpanningTree(int n, Point p[])

{

int a[MAXN], b[MAXN];

tot = 0;

for (int dir = 0; dir < 4; dir++)

{

//变换4种坐标

if (dir == 1 || dir == 3)

{

for (int i = 0; i < n; i++)

{

std::swap(p[i].x, p[i].y);

}

}

else if (dir == 2)

{

for (int i = 0; i < n; i++)

{

p[i].x = -p[i].x;

}

}

std::sort(p, p + n, cmp);

for (int i = 0; i < n; i++)

{

a[i] = b[i] = p[i].y - p[i].x;

}

std::sort(b, b + n);

int m = (int)(std::unique(b, b + n) - b);

for (int i = 1; i <= m; i++)

{

bit[i].init();

}

for (int i = n - 1; i >= 0; i--)

{

int pos = (int)(std::lower\_bound(b, b + m, a[i]) - b + 1);

int ans = ask(pos, m);

if (ans != -1)

{

addEdge(p[i].id, p[ans].id, dist(p[i], p[ans]));

}

update(pos, p[i].x + p[i].y, i);

}

}

return ;

}

int solve(int k)

{

ManhattanMinimumSpanningTree(n, poi);

memset(F, -1, sizeof(F));

std::sort(edge, edge + tot, cmpEdge);

for (int i = 0; i < tot; i++)

{

int u = edge[i].u;

int v = edge[i].v;

int tOne = find(u);

int tTwo = find(v);

if (tOne != tTwo)

{

F[tOne] = tTwo;

k--;

if (k == 0)

{

return edge[i].d;

}

}

}

return -1;

}

int main(int argc, const char \* argv[])

{

//freopen("in.txt", "r", stdin);

//freopen("out.txt", "w", stdout);

int k;

while ((std::cin >> n >> k) && n)

{

for (int i = 0; i < n; i++)

{

std::cin >> poi[i].x >> poi[i].y;

poi[i].id = i;

}

std::cout << solve(n - k) << std::endl;

}

return 0;

}

### 欧拉路径

##### 无向图：

连通（不考虑度为0的点），每个顶点度数都为偶数。

/\*

\* SGU 101

\*/

struct Edge

{

int to;

int next;

int index;

int dir;

bool flag;

} edge[220];

int head[10]; //前驱

int tot;

void init()

{

memset(head, -1, sizeof((head)));

tot = 0;

}

void addEdge(int u, int v, int index)

{

edge[tot].to = v;

edge[tot].next = head[u];

edge[tot].index = index;

edge[tot].dir = 0;

edge[tot].flag = false;

head[u] = tot++;

edge[tot].to = u;

edge[tot].next = head[v];

edge[tot].index = index;

edge[tot].dir = 1;

edge[tot].flag = false;

head[v] = tot++;

return ;

}

int du[10];

std::vector<int>ans;

void dfs(int u)

{

for (int i = head[u]; i != -1; i = edge[i].next)

{

if (!edge[i].flag)

{

edge[i].flag = true;

edge[i ^ 1].flag = true;

dfs(edge[i].to);

ans.push\_back(i); //容器尾部插入i

}

}

return ;

}

int main()

{

//freopen("in.txt", "r", stdin);

//freopen("out.txt", "w", stdout);

int n;

while (std::cin >> n)

{

init();

int u, v;

memset(du, 0, sizeof(du));

for (int i = 1; i <= n; i++)

{

std::cin >> u >> v;

addEdge(u, v, i);

du[u]++;

du[v]++;

}

int s = -1;

int cnt = 0;

for (int i = 0; i <= 6; i++)

{

if (du[i] & 1)

{

cnt++;

s = i;

}

if (du[i] > 0 && s == -1)

{

s = i;

}

}

if (cnt != 0 && cnt != 2)

{

std::cout << "No solution" << '\n';

continue;

}

ans.clear();

dfs(s);

if (ans.size() != n)

{

std::cout << "No solution" << '\n';

continue;

}

for (int i = 0; i < ans.size(); i++)

{

printf("%d ", edge[ans[i]].index);

if (edge[ans[i]].dir == 0)

{

std::cout << "-" << '\n';

}

else

{

std::cout << "+" << '\n';

}

}

}

return 0;

}

##### 有向图：

基图连通（把边当成无向边，同样不考虑度为0的点），每个顶点出度等于入度。

##### 混合图：

既有无向边也有有向边，首先是基图连通（不考虑度为0的点），然后需要借助网络流判定。

首先给原图中的每条无向边随便指定一个方向（称为初始定向），将原图改为有向图G’，然后的任务就是改变G’中某些条边的方向（当然是无向边转化来的，愿混合图中的有向边不能动）使其满足每个点的入度等于出度。

设D[i]为G’中（点i的出度－点i的入度），即可发现，在改变G’中边的方向的过程中，任何点的D值的奇偶性都不会发生改变（设将边<i, j>改为<j, i>，则i入度加1出度减1，j入度减1出度佳1，两者之差加2或者减2，奇偶性不变），而最终要求的是每个点的入度等于出度，即每个点的D值都为0，是偶数，姑可得：若初始定向得到的G’中任一个点D值是奇数，那么原图中一定不存在欧拉环。

若初始D值都是偶数，则将G’改装成网络：设立源点S和汇点T，对于每个D[i] > 0的点i，连边<S, i>，容量为D[i]/2；对于每个D[j] < 0的点j，连边<j, T>，容量为-D[j]/2；G’中的每条边在网络中仍保留，容量为i（表示该边最多只能被改变一次方向）。求这个网络的最大流，若S引出的所有边均满流，则原混合图是欧拉图，将网络中所有流量为1的中间边（就是不与S或T关联的边）在G’中改变方向，形成的新图G”一定是有向欧拉图；若S引出的边中有的没有满流，则原混合图不是欧拉图。

##### 欧拉路径

每条边只经过一次，不要求回到起点

##### 无向图：

连通（不考虑度为0的点），每个顶点度数都为偶数或者仅有两个点的度数为奇数。

/\*

\* O(E)

\* INIT:adj[][]置为图的邻接表；cnt[a]为a点的邻接点数

\* CALL:alpath(0); 注意：不要有自向边

\*/

const int V = 10000;

int adj[V][V];

int idx[V][V];

int cnt[V];

int stk[V];

int top = 0;

int path(int v)

{

for (int w; cnt[v] > 0; v = w)

{

stk[top++] = v;

w = adj[v][--cnt[v]];

adj[w][idx[w][v]] = adj[w][--cnt[w]];

//处理的是无向图——边是双向边，删除v->w后，还要处理删除w->v

}

return v;

}

void elpath(int b, int n)

{

int i, j;

for (i = 0; i < n; i++)

{

for (j = 0; j < cnt[i]; j++)

{

idx[i][adj[i][j]] = j;

}

}

std::cout << b;

for (top = 0; path(b) == b && top != 0; )

{

b = stk[--top];

std::cout << '-' << b;

}

std::cout << std::endl;

}

##### 有向图：

基图连通（把边当成无向边，同样不考虑度为0的点），每个顶点出度等于入度或者有且仅有一个点的出度比入度多1，有且仅有一个点的出度比入度少1，其余的出度等于入度。

/\*

\* POJ 2337

\* 给出n个小写字母组成的单词，要求将n个单词连接起来。使得前一个单词的最后一个字母和

\* 后一个单词的第一个字母相同。输出字典序最小解

\*/

struct Edge

{

int to;

int next;

int index;

bool flag;

}edge[2010];

int head[30];

int tot;

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

}

void addEdge(int u, int v, int index)

{

edge[tot].to = v;

edge[tot].next = head[u];

edge[tot].index = index;

edge[tot].flag = false;

head[u] = tot++;

return ;

}

std::string str[1010];

int in[30];

int out[30];

int cnt;

int ans[1010];

void dfs(int u)

{

for (int i = head[u]; i != -1; i = edge[i].next)

{

if (!edge[i].flag)

{

edge[i].flag = true;

dfs(edge[i].to);

ans[cnt++] = edge[i].index;

}

}

return ;

}

int main(int argc, const char \* argv[])

{

// freopen("in.txt", "r", stdin);

// freopen("out.txt", "w", stdout);

int T, n;

std::cin >> T;

while (T--)

{

std::cin >> n;

for (int i = 0; i < n; i++)

{

std::cin >> str[i];

}

std::sort(str, str + n); //要输出字典序最小的解，先按照字典序排序

init();

memset(in, 0, sizeof(in));

memset(out, 0, sizeof(out));

int start = 100;

for (int i = n - 1; i >= 0; i--) //字典序大的先加入

{

int u = str[i][0] - 'a';

int v = str[i][str[i].length() - 1] - 'a';

addEdge(u, v, i);

out[u]++;

in[v]++;

if (n < start)

{

start = u;

}

if (v < start)

{

start = v;

}

}

int ccOne = 0;

int ccTwo = 0;

for (int i = 0; i < 26; i++)

{

if (out[i] - in[i] == 1)

{

ccOne++;

start = 1; //如果有一个出度比入度大1的点，就从这个点出发，否则从最小的点出发

}

else if (out[i] - in[i] == -1)

{

ccTwo++;

}

else if (out[i] - in[i] != 0)

{

ccOne = 3;

}

}

if (!((ccOne == 0 && ccTwo == 0) || (ccOne == 1 && ccTwo == 1)))

{

std::cout << "\*\*\*" << '\n';

continue;

}

cnt = 0;

dfs(start);

if (cnt != n) //判断是否连通

{

std::cout << "\*\*\*" << '\n';

continue;

}

for (int i = cnt - 1; i >= 0; i--)

{

std::cout << str[ans[i]];

if (i > 0)

{

std::cout << '.';

}

else

{

std::cout << '\n';

}

}

}

return 0;

}

##### 混合图：

如果存在欧拉回路，一定存在欧拉路径，否则如果有且仅有两个点的（出度－入度）是奇数，那么给这两个点加边，判断是否存在欧拉回路，如果存在就一定存在欧拉路径。

/\*

\* POJ 1637

\* 本题保证了连通，故不需要判断连通，否则要判断连通

\*/

const int MAXN = 210;

const int MAXM = 20100; //最大流ISAP部分

const int INF = 0x3f3f3f3f;

struct Edge

{

int to;

int next;

int cap;

int flow;

}edge[MAXM];

int tol;

int head[MAXN];

int gap[MAXN];

int dep[MAXN];

int pre[MAXN];

int cur[MAXN];

void init()

{

tol = 0;

memset(head, -1, sizeof(head));

return ;

}

void addEdge(int u, int v, int w, int rw = 0)

{

edge[tol].to = v;

edge[tol].cap = w;

edge[tol].next = head[u];

edge[tol].flow = 0;

head[u] = tol++;

edge[tol].to = u;

edge[tol].cap = rw;

edge[tol].next = head[v];

edge[tol].flow = 0;

head[v] = tol++;

return ;

}

int sap(int start, int end, int N)

{

memset(gap, 0, sizeof(gap));

memset(dep, 0, sizeof(dep));

memcpy(cur, head, sizeof(head));

int u = start;

pre[u] = -1;

gap[0] = N;

int ans = 0;

while (dep[start] < N)

{

if (u == end)

{

int MIN = INF;

for (int i = pre[u]; i != -1; i = pre[edge[i ^ 1].to])

{

if (MIN > edge[i].cap - edge[i].flow)

{

MIN = edge[i].cap - edge[i].flow;

}

}

for (int i = pre[u]; i != -1; i = pre[edge[i ^ 1].to])

{

edge[i].flow += MIN;

edge[i ^ 1].flow -= MIN;

}

u = start;

ans += MIN;

continue;

}

bool flag = false;

int v = 0;

for (int i = cur[u]; i != -1; i = edge[i].next)

{

v = edge[i].to;

if (edge[i].cap - edge[i].flow && dep[v] + 1 == dep[u])

{

flag = true;

cur[u] = pre[v] = i;

break;

}

}

if (flag)

{

u = v;

continue;

}

int MIN = N;

for (int i = head[u]; i != -1; i = edge[i].next)

{

if (edge[i].cap - edge[i].flow && dep[edge[i].to] < MIN)

{

MIN = dep[edge[i].to];

cur[u] = i;

}

}

gap[dep[u]]--;

if (!gap[dep[u]])

{

return ans;

}

dep[u] = MIN + 1;

gap[dep[u]]++;

if (u != start)

{

u = edge[pre[u] ^ 1].to;

}

}

return ans;

}

//the end of 最大流部分

int in[MAXN];

int out[MAXN];

int main()

{

//freopen("in.txt", "r", stdin);

//freopen("out.txt", "w", stdout);

int T;

int n, m;

std::cin >> T;

while (T--)

{

std::cin >> n >> m;

init();

int u, v, w;

memset(in, 0, sizeof(in));

memset(out, 0, sizeof(out));

while (m--)

{

std::cin >> u >> v >> w;

out[u]++;

in[v]++;

if (w == 0)

{

addEdge(u, v, 1); //双向

}

}

bool flag = true;

for (int i = 1; i <= n; i++)

{

if (out[i] - in[i] > 0)

{

addEdge(0, i, (out[i] - in[i]) / 2);

}

else if (in[i] - out[i] > 0)

{

addEdge(i, n + 1, (in[i] - out[i]) / 2);

}

if ((out[i] - in[i]) & 1)

{

flag = false;

}

}

if (!flag)

{

std::cout << "impossible" << '\n';

continue;

}

sap(0, n + 1, n + 2);

for (int i = head[0]; i != -1; i = edge[i].next)

{

if (edge[i].cap > 0 && edge[i].cap > edge[i].flow)

{

flag = false;

break;

}

}

if (flag)

{

std::cout << "possible" << '\n';

}

else

{

std::cout << "impossible" << '\n';

}

}

return 0;

}

### DAG的深度优先搜索标记

/\*

\* DAG(有向无环图)的深度优先搜索标记

\* INIT:edge[][]邻接矩阵；pre[], post[], tag全置0

\* CALL:dfsTag(i, n); pre/post:开始/结束时间

\*/

const int V = 1010;

int edge[V][V];

int pre[V];

int post[V];

int tag;

void dfsTag(int cur, int n)

{

//vertex:0 ~ n - 1

pre[cur] = ++tag;

for (int i = 0; i < n; i++)

{

if (edge[cur][i])

{

if (0 == pre[i])

{

std::cout << "Three Edge!" << '\n';

dfsTag(i, n);

}

else

{

if (0 == post[i])

{

std::cout << "Back Edge!" << '\n';

}

else if (pre[i] > pre[cur])

{

std::cout << "Down Edge!" << '\n';

}

else

{

std::cout << "Cross Edge!" << '\n';

}

}

}

}

post[cur] = ++tag;

return ;

}

### 图的割点、桥和双连通分支的基本概念

##### 点连通度与边连通度

在一个无向连通图中,如果有一个顶点集合,删除这个顶点集合,以及这个集合中所有顶点相关联的边以后,原图变成多个连通块,就称这个点集为割点集合。一个图的点连通度的定义为,最小割点集合中的顶点数。 类似的,如果有一个边集合,删除这个边集合以后,原图变成多个连通块,就称这个点集为割边集合。一个图的边连通度的定义为,最小割边集合中的边数。

##### 双连通图、割点与桥

如果一个无向连通图的点连通度大于1,则称该图是点双连通的(point biconnected),简称双连通或重连通。一个图有割点,当且仅当这个图的点连通度为1,则割点集合的唯一元素被称为割点(cut point),又叫关节 点(articulation point)。如果一个无向连通图的边连通度大于1,则称该图是边双连通的(edge biconnected),简称双连通或重连通。一个图有桥,当且仅当这个图的边连通度为 1,则割边集合的唯一元素被称为桥(bridge),又叫关节边 (articulation edge)。

可以看出,点双连通与边双连通都可以简称为双连通,它们之间是有着某种联系的,下文中提到的双连通, 均既可指点双连通,又可指边双连通。

##### 双连通分支

在图G的所有子图G’中，如果G’是双连通的,则称G’为双连通子图。如果一个双连通子图G’它不是任何一个双连通子图的真子集,则G’为极大双连通子图。双连通分支(biconnected component),或重连通分支, 就是图的极大双连通子图。特殊的,点双连通分支又叫做块。

##### 求割点与桥

该算法是R.Tarjan发明的。对图深度优先搜索,定义DFS(u)为u在搜索树(以下简称为树)中被遍历到的次序号。定义Low(u)为u或u的子树中能通过非父子边追溯到的最早的节点,即DFS序号最小的节点。根据定义,则有:Low(u)=Min{DFS(u)DFS(v)(u,v)为后向边(返祖边)等价于DFS(v) < DFS(u)且v不为u的父亲节点Low(v)(u,v)为树枝边(父子边)}一个顶点u是割点,当且仅当满足(1)或(2)(1)u为树根,且u有多于一个子树。(2)u不为树根,且满足存在(u,v)为树枝边(或称父子边,即u为v在搜索树中的父亲),使得 DFS(u) <= Low(v)。一条无向边(u,v)是桥,当且仅当(u,v)为树枝边,且满足DFS(u) < Low(v)。

##### 求双连通分支

下面要分开讨论点双连通分支与边双连通分支的求法。

对于点双连通分支,实际上在求割点的过程中就能顺便把每个点双连通分支求出。建立一个栈,存储当前双连通分支,在搜索图时,每找到一条树枝边或后向边(非横叉边),就把这条边加入栈中。如果遇到某时满 足DFS(u) <= Low(v),说明u是一个割点,同时把边从栈顶一个个取出,直到遇到了边(u,v),取出的这些边与其关联的点,组成一个点双连通分支。割点可以属于多个点双连通分支,其余点和每条边只属于且属于一个点双连通分支。对于边双连通分支,求法更为简单。只需在求出所有的桥以后,把桥边删除,原图变成了多个连通块,则每个连通块就是一个边双连通分支。桥不属于任何一个边双连通分支,其余的边和每个顶点都属于且只属于一个边双连通分支。

##### 构造双连通图

一个有桥的连通图,如何把它通过加边变成边双连通图?

方法为首先求出所有的桥,然后删除这些桥边, 剩下的每个连通块都是一个双连通子图。把每个双连通子图收缩为一个顶点,再把桥边加回来,最后的这个图一定是一棵树,边连通度为1。统计出树中度为1的节点的个数,即为叶节点的个数,记为leaf。则至少在树上添加(leaf + 1) / 2条边,就能使树达到边二连通,所以至少添加的边数就是(leaf + 1) / 2。具体方法为,首先把两个最近公共祖先最远的两个叶节点之间连接一条边,这样可以把这两个点到祖先的路径上所有点收缩到一起,因为一个形成的环一定是双连通的。然后再找两个最近公共祖先最远的两个叶节点,这样一对一对找完,恰好是(leaf + 1) / 2 次,把所有点收缩到了一起。

### 无向图找桥

/\*

\* 无向图找桥

\* INIT: edge[][]邻接矩阵；vis[],pre[],ans[],bridge置0；

\* CALL: dfs(0, -1, 1, n);

\*/

const int V = 1010;

int bridge; //桥

int edge[V][V];

int ans[V];

int pre[V];

int vis[V];

void dfs(int cur, int father, int dep, int n)

{

//vertex: 0 ~ n - 1

if (bridge)

{

return ;

}

vis[cur] = 1;

pre[cur] = ans[cur] = dep;

for (int i = 0; i < n; i++)

{

if (edge[cur][i])

{

if (i != father && 1 == vis[i])

{

if (pre[i] < ans[cur])

{

ans[cur] = pre[i]; //back edge

}

}

if (0 == vis[i]) //tree edge

{

dfs(i, cur, dep + 1, n);

if (bridge)

{

return ;

}

if (ans[i] < ans[cur])

{

ans[cur] = ans[i];

}

if (ans[i] > pre[cur])

{

bridge = 1;

return ;

}

}

}

}

vis[cur] = 2;

return ;

}

### 无向图连通度（割）

/\*

\* INIT: edge[][]邻接矩阵；vis[],pre[],anc[],deg[]置为0；

\* CALL: dfs(0, -1, 1, n);

\* k = deg[0], deg[i] + 1(i = 1...n - 1)为删除该节点后得到的连通图个数

\* 注意: 0作为根比较特殊

\*/

const int V = 1010;

int edge[V][V];

int anc[V];

int pre[V];

int vis[V];

int deg[V];

void dfs(int cur, int father, int dep, int n)

{

//vertex:0 ~ n - 1

int cnt = 0;

vis[cur] = 1;

pre[cur] = anc[cur] = dep;

for (int i = 0; i < n; i++)

{

if (edge[cur][i])

{

if (i != father && 1 == vis[i])

{

if (pre[i] < anc[cur])

{

anc[cur] = pre[i]; //back edge

}

}

if (0 == vis[i]) //tree edge

{

dfs(i, cur, dep + 1, n);

cnt++; //分支个数

if (anc[i] < anc[cur])

{

anc[cur] = anc[i];

}

if ((cur == 0 && cnt > 1) || (cnt != 0 && anc[i] >= pre[cur]))

{

deg[cur]++; //link degree of a vertex

}

}

}

}

vis[cur] = 2;

return ;

}

### 最大团问题

##### DP+DFS

/\*

\* INIT: g[][]邻接矩阵

\* CALL: res = clique(n);

\*/

const int V = 10010;

int g[V][V];

int dp[V];

int stk[V][V];

int mx;

int dfs(int n, int ns, int dep)

{

if (0 == ns)

{

if (dep > mx)

{

mx = dep;

}

return 1;

}

int i, j, k, p, cnt;

for (i = 0; i < ns; i++)

{

k = stk[dep][i];

cnt = 0;

if (dep + n - k <= mx)

{

return 0;

}

if (dep + dp[k] <= mx)

{

return 0;

}

for (j = i + 1; j < ns; j++)

{

p = stk[dep][j];

if (g[k][p])

{

stk[dep + 1][cnt++] = p;

}

}

dfs(n, cnt, dep + 1);

}

return 1;

}

int clique(int n)

{

int i, j, ns;

for (mx = 0, i = n - 1; i >= 0; i--) // vertex: 0 ~ n-1

{

for (ns = 0, j = i + 1; j < n; j++)

{

if (g[i][j])

{

stk[1][ns++] = j;

}

}

dfs(n, ns, 1);

dp[i] = mx;

}

return mx;

}

### 最小树形图

/\*

\* 最小树形图

\* int型

\* 复杂度O(NM)

\* 点从0开始

\*/

const int INF = 0x3f3f3f3f;

const int MAXN = 1010;

const int MAXM = 1000010;

struct Edge

{

int u, v, cost;

};

Edge edge[MAXM];

int pre[MAXN], id[MAXN], visit[MAXN], in[MAXN];

int zhuliu(int root, int n, int m)

{

int res = 0, v;

while (1)

{

memset(in, 0x3f, sizeof(in));

for (int i = 0; i < m; i++)

{

if (edge[i].u != edge[i].v && edge[i].cost < in[edge[i].v])

{

pre[edge[i].v] = edge[i].u;

in[edge[i].v] = edge[i].cost;

}

}

for (int i = 0; i < n; i++)

{

if (i != root && in[i] == INF)

{

return -1; // 不存在最小树形图

}

}

int tn = 0;

memset(id, -1, sizeof(id));

memset(visit, -1, sizeof(visit));

in[root] = 0;

for (int i = 0; i < n; i++)

{

res += in[i];

v = i;

while (visit[v] != i && id[v] == -1 && v != root)

{

visit[v] = i;

v = pre[v];

}

if (v != root && id[v] == -1)

{

for (int u = pre[v]; u != v ; u = pre[u])

{

id[u] = tn;

}

id[v] = tn++;

}

}

if (tn == 0)

{

break; // 没有有向环

}

for (int i = 0; i < n; i++)

{

if (id[i] == -1)

{

id[i] = tn++;

}

}

for (int i = 0; i < m; i++)

{

v = edge[i].v;

edge[i].u = id[edge[i].u];

edge[i].v = id[edge[i].v];

if (edge[i].u != edge[i].v)

{

edge[i].cost -= in[v];

}

}

n = tn;

root = id[root];

}

return res;

}

### 一般图匹配带花树

const int maxn = 300;

int N;

bool G[maxn][maxn];

int match[maxn];

bool InQueue[maxn], InPath[maxn], InBlossom[maxn];

int head, tail;

int Queue[maxn];

int start, finish;

int NewBase;

int father[maxn], Base[maxn];

int Count;

void CreateGraph()

{

int u, v;

memset(G, 0, sizeof(G));

scanf("%d", &N);

while (scanf("%d%d",&u,&v) != EOF)

{

G[u][v] = G[v][u] = 1;

}

}

void Push(int u)

{

Queue[tail++] = u;

InQueue[u] = 1;

}

int Pop()

{

int res = Queue[head++];

return res;

}

int FindCommonAncestor (int u, int v)

{

memset(InPath, 0, sizeof(InPath));

while (true)

{

u = Base[u];

InPath[u] = 1;

if (u == start)

{

break;

}

u = father[match[u]];

}

while (true)

{

v = Base[v];

if (InPath[v])

{

break;

}

v = father[match[v]];

}

return v;

}

void ResetTrace(int u)

{

int v;

while (Base[u] != NewBase)

{

v = match[u];

InBlossom[Base[u]] = InBlossom[Base[v]] = 1;

u = father[v];

if (Base[u] != NewBase)

{

father[u] = v;

}

}

}

void BlossomContract(int u, int v)

{

NewBase = FindCommonAncestor(u, v);

memset(InBlossom, 0, sizeof(InBlossom));

ResetTrace(u);

ResetTrace(v);

if (Base[u] != NewBase)

{

father[u]=v;

}

if (Base[v] != NewBase)

{

father[v]=u;

}

for (int tu=1; tu <= N; tu++)

{

if (InBlossom[Base[tu]])

{

Base[tu] = NewBase;

if (!InQueue[tu])

{

Push(tu);

}

}

}

}

void FindAugmentingPath()

{

memset(InQueue, 0, sizeof(InQueue));

memset(father, 0, sizeof(father));

for (int i = 1; i <= N; i++)

{

Base[i] = i;

}

head = tail = 1;

Push(start);

finish = 0;

while (head < tail)

{

int u = Pop();

for (int v = 1; v <= N; v++)

{

if (G[u][v] && (Base[u] != Base[v]) && match[u] != v)

{

if ((v == start) || ((match[v] > 0) && father[match[v]] > 0))

{

BlossomContract(u, v);

}

else if (father[v] == 0)

{

father[v] = u;

if (match[v] > 0)

{

Push(match[v]);

}

else

{

finish = v;

return ;

}

}

}

}

}

}

void AugmentPath()

{

int u, v, w;

u = finish;

while (u > 0)

{

v = father[u];

w = match[v];

match[v] = u;

match[u] = v;

u = w;

}

}

void Edmonds()

{

memset(match, 0, sizeof(match));

for (int u = 1; u <= N; u++)

{

if (match[u] == 0)

{

start = u;

FindAugmentingPath();

if (finish > 0)

{

AugmentPath();

}

}

}

}

void PrintMatch()

{

Count = 0;

for (int u = 1; u <= N; u++)

{

if (match[u] > 0)

{

Count++;

}

}

printf("%d\n", Count);

for (int u = 1; u <= N; u++)

{

if (u < match[u])

{

printf("%d %d\n", u, match[u]);

}

}

}

int main()

{

CreateGraph();

Edmonds(); // 进行匹配

PrintMatch(); // 输出匹配

return 0;

}

### LCA

##### DFS+ST在线算法

const int MAXN = 10010;

int rmq[2 \* MAXN]; // rmq数组,就是欧拉序列对应的深度序列

struct ST

{

int mm[2 \* MAXN];

int dp[2 \* MAXN][20]; // 最小值对应的下标

void init(int n)

{

mm[0] = -1;

for (int i = 1; i <= n; i++)

{

mm[i] = ((i & (i - 1)) == 0) ? mm[i - 1] + 1 : mm[i - 1];

dp[i][0] = i;

}

for (int j = 1; j <= mm[n]; j++)

{

for (int i = 1; i + (1 << j) - 1 <= n; i++)

{

dp[i][j] = rmq[dp[i][j - 1]] < rmq[dp[i + (1 << (j - 1))][j - 1]] ? dp[i][j - 1] : dp[i + (1 << (j - 1))][j - 1];

}

}

}

int query(int a,int b) // 查询[a,b]之间最小值的下标

{

if (a > b)

{

swap(a, b);

}

int k = mm[b - a + 1];

return rmq[dp[a][k]] <= rmq[dp[b - (1 << k) + 1][k]] ? dp[a][k] : dp[b - (1 << k) + 1][k];

}

};

// 边的结构体定义

struct Edge

{

int to, next;

};

Edge edge[MAXN \* 2];

int tot, head[MAXN];

int F[MAXN \* 2]; // 欧拉序列,就是dfs遍历的顺序,长度为2\*n-1,下标从1开始

int P[MAXN]; // P[i]表示点i在F中第一次出现的位置

int cnt;

ST st;

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

}

void addedge(int u, int v) // 加边,无向边需要加两次

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

}

void dfs(int u, int pre, int dep)

{

F[++cnt] = u;

rmq[cnt] = dep;

P[u] = cnt;

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v == pre)

{

continue;

}

dfs(v, u, dep + 1);

F[++cnt] = u;

rmq[cnt] = dep;

}

}

void LCA\_init(int root, int node\_num) // 查询LCA前的初始化

{

cnt = 0;

dfs(root, root, 0);

st.init(2 \* node\_num - 1);

}

int query\_lca(int u, int v) // 查询u,v的lca编号

{

return F[st.query(P[u], P[v])];

}

bool flag[MAXN];

int main()

{

int T;

int N;

int u, v;

scanf("%d", &T);

while(T--)

{

scanf("%d", &N);

init();

memset(flag, false, sizeof(flag));

for (int i = 1; i < N; i++)

{

scanf("%d%d", &u, &v);

addedge(u, v);

addedge(v, u);

flag[v] = true;

}

int root;

for (int i = 1; i <= N; i++)

{

if (!flag[i])

{

root = i;

break;

}

}

LCA\_init(root, N);

scanf("%d%d", &u, &v);

printf("%d\n", query\_lca(u, v));

}

return 0;

}

##### Tarjan离线算法

/\*

\* 给出一颗有向树，Q个查询

\* 输出查询结果中每个点出现次数

\* 复杂度O(n + Q);

\*/

const int MAXN = 1010;

const int MAXQ = 500010; // 查询数的最大值

// 并查集部分

int F[MAXN]; // 需要初始化为-1

int find(int x)

{

if (F[x] == -1)

{

return x;

}

return F[x] = find(F[x]);

}

void bing(int u, int v)

{

int t1 = find(u);

int t2 = find(v);

if (t1 != t2)

{

F[t1] = t2;

}

}

bool vis[MAXN]; // 访问标记

int ancestor[MAXN]; // 祖先

struct Edge

{

int to, next;

} edge[MAXN \* 2];

int head[MAXN],tot;

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

}

struct Query

{

int q, next;

int index; // 查询编号

} query[MAXQ \* 2];

int answer[MAXQ]; // 存储最后的查询结果,下标0~Q-1

int h[MAXQ];

int tt;

int Q;

void add\_query(int u, int v, int index)

{

query[tt].q = v;

query[tt].next = h[u];

query[tt].index = index;

h[u] = tt++;

query[tt].q = u;

query[tt].next = h[v];

query[tt].index = index;

h[v] = tt++;

}

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

tt = 0;

memset(h, -1, sizeof(h));

memset(vis, false, sizeof(vis));

memset(F, -1, sizeof(F));

memset(ancestor, 0, sizeof(ancestor));

}

void LCA(int u)

{

ancestor[u] = u;

vis[u] = true;

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (vis[v])

{

continue;

}

LCA(v);

bing(u, v);

ancestor[find(u)] = u;

}

for (int i = h[u]; i != -1; i = query[i].next)

{

int v = query[i].q;

if (vis[v])

{

answer[query[i].index] = ancestor[find(v)];

}

}

}

bool flag[MAXN];

int Count\_num[MAXN];

int main()

{

int n;

int u, v, k;

while (scanf("%d", &n) == 1)

{

init();

memset(flag, false, sizeof(flag));

for (int i = 1; i <= n; i++)

{

scanf("%d:(%d)", &u, &k);

while (k--)

{

scanf("%d", &v);

flag[v] = true;

addedge(u,v);

addedge(v,u);

}

}

scanf("%d", &Q);

for (int i = 0; i < Q; i++)

{

char ch;

cin >> ch;

scanf("%d %d)", &u, &v);

add\_query(u, v, i);

}

int root;

for (int i = 1; i <= n; i++)

{

if (!flag[i])

{

root = i;

break;

}

}

LCA(root);

memset(Count\_num, 0, sizeof(Count\_num));

for (int i = 0; i < Q; i++)

{

Count\_num[answer[i]]++;

}

for (int i = 1; i <= n; i++)

{

if (Count\_num[i] > 0)

{

printf("%d:%d\n", i, Count\_num[i]);

}

}

}

return 0;

}

##### 倍增法

/\*

\* LCA在线算法(倍增法)

\*/

const int MAXN = 10010;

const int DEG = 20;

struct Edge

{

int to, next;

} edge[MAXN \* 2];

int head[MAXN], tot;

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

}

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

}

int fa[MAXN][DEG]; // fa[i][j]表示结点i的第2^j个祖先

int deg[MAXN]; // 深度数组

void BFS(int root)

{

queue<int>que;

deg[root] = 0;

fa[root][0] = root;

que.push(root);

while (!que.empty())

{

int tmp = que.front();

que.pop();

for (int i = 1; i < DEG; i++)

{

fa[tmp][i] = fa[fa[tmp][i - 1]][i - 1];

}

for (int i = head[tmp]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v == fa[tmp][0])

{

continue;

}

deg[v] = deg[tmp] + 1;

fa[v][0] = tmp;

que.push(v);

}

}

}

int LCA(int u, int v)

{

if (deg[u] > deg[v])

{

swap(u, v);

}

int hu = deg[u], hv = deg[v];

int tu = u, tv = v;

for (int det = hv-hu, i = 0; det ; det >>= 1, i++)

{

if (det & 1)

{

tv = fa[tv][i];

}

}

if (tu == tv)

{

return tu;

}

for (int i = DEG - 1; i >= 0; i--)

{

if (fa[tu][i] == fa[tv][i])

{

continue;

}

tu = fa[tu][i];

tv = fa[tv][i];

}

return fa[tu][0];

}

bool flag[MAXN];

int main()

{

int T;

int n;

int u, v;

scanf("%d", &T);

while(T--)

{

scanf("%d", &n);

init();

memset(flag, false, sizeof(flag));

for (int i = 1; i < n; i++)

{

scanf("%d%d", &u, &v);

addedge(u, v);

addedge(v, u);

flag[v] = true;

}

int root;

for (int i = 1; i <= n; i++)

{

if (!flag[i])

{

root = i;

break;

}

}

BFS(root);

scanf("%d%d", &u, &v);

printf("%d\n", LCA(u, v));

}

return 0;

}

### 生成树计数

Matrix-Tree 定理(Kirchhoff 矩阵-树定理)

1、G 的度数矩阵 D[G]是一个 n\*n 的矩阵,并且满足:当 i≠j 时,dij=0;当 i=j 时,dij 等于 vi 的度数。

2、G 的邻接矩阵 A[G]也是一个 n\*n 的矩阵, 并且满足:如果 vi、vj 之间有边直接相连,则 aij=1,否则

为 0。

我们定义 G 的 Kirchhoff 矩阵(也称为拉普拉斯算子)C[G]为 C[G]=D[G]-A[G],则 Matrix-Tree 定理可以

描述为:G 的所有不同的生成树的个数等于其 Kirchhoff 矩阵 C[G]任何一个 n-1 阶主子式的行列式的绝对

值。所谓 n-1 阶主子式,就是对于 r(1≤r≤n),将 C[G]的第 r 行、第 r 列同时去掉后得到的新矩阵,用 Cr[G]

表示。

##### 求生成树计数部分代码,计数对10007取模

// 求生成树计数部分代码,计数对10007取模

const int MOD = 10007;

int INV[MOD];

// 求ax = 1(mod m)的x值,就是逆元(0<a<m)

long long inv(long long a, long long m)

{

if (a == 1)

{

return 1;

}

return inv(m % a, m) \* (m - m / a) % m;

}

struct Matrix

{

int mat[330][330];

void init()

{

memset(mat, 0, sizeof(mat));

}

int det(int n) // 求行列式的值模上MOD,需要使用逆元

{

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

mat[i][j] = (mat[i][j] % MOD + MOD) % MOD;

}

}

int res = 1;

for (int i = 0; i < n; i++)

{

for (int j = i; j < n; j++)

{

if (mat[j][i] != 0)

{

for (int k = i; k < n; k++)

{

swap(mat[i][k], mat[j][k]);

}

if (i != j)

{

res = (-res + MOD) % MOD;

}

break;

}

}

if (mat[i][i] == 0)

{

res = -1; // 不存在(也就是行列式值为0)

break;

}

for (int j = i + 1; j < n; j++)

{

//int mut = (mat[j][i]\*INV[mat[i][i]])%MOD;//打表逆元

int mut = (mat[j][i] \* inv(mat[i][i], MOD)) % MOD;

for (int k = i; k < n; k++)

{

mat[j][k] = (mat[j][k] - (mat[i][k] \* mut) % MOD + MOD) % MOD;

}

}

res = (res \* mat[i][i]) % MOD;

}

return res;

}

};

int main()

{

Matrix ret;

ret.init();

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

if (i != j && g[i][j])

{

ret.mat[i][j] = -1;

ret.mat[i][i]++;

}

}

}

printf("%d\n", ret.det(n - 1));

return 0;

}

##### 计算生成树个数,不取模

const double eps = 1e-8;

const int MAXN = 110;

int sgn(double x)

{

if (fabs(x) < eps)

{

return 0;

}

if (x < 0)

{

return -1;

}

else

{

return 1;

}

}

double b[MAXN][MAXN];

double det(double a[][MAXN], int n)

{

int i, j, k, sign = 0;

double ret = 1;

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

b[i][j] = a[i][j];

}

}

for (i = 0; i < n; i++)

{

if (sgn(b[i][i]) == 0)

{

for (j = i + 1; j < n; j++)

{

if (sgn(b[j][i]) != 0)

{

break;

}

}

if (j == n)

{

return 0;

}

for (k = i; k < n; k++)

{

swap(b[i][k], b[j][k]);

}

sign++;

}

ret \*= b[i][i];

for (k = i + 1; k < n; k++)

{

b[i][k] /= b[i][i];

}

for (j = i+1; j < n; j++)

{

for (k = i+1; k < n; k++)

{

b[j][k] -= b[j][i] \* b[i][k];

}

}

}

if (sign & 1)

{

ret = -ret;

}

return ret;

}

double a[MAXN][MAXN];

int g[MAXN][MAXN];

int main()

{

int T;

int n, m;

int u, v;

scanf("%d", &T);

while (T--)

{

scanf("%d%d", &n, &m);

memset(g, 0, sizeof(g));

while (m--)

{

scanf("%d%d", &u, &v);

u--;

v--;

g[u][v] = g[v][u] = 1;

}

memset(a, 0, sizeof(a));

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

if (i != j && g[i][j])

{

a[i][i]++;

a[i][j] = -1;

}

}

}

double ans = det(a, n - 1);

printf("%.0lf\n", ans);

}

return 0;

}

### 有向图最小树形图

/\*

\* 有向图最小树形图

\* INIT: eg置为边表；res置为0；cp[i]置为i；

\* CALL: dirTree(root, nv, ne); res是结果

\*/

#define typec int // type of res

const typec V = 1010;

const typec E = 10010;

const typec inf = 0x3f3f3f3f; // max of res

typec res, dis[V];

int to[V], cp[V], tag[V];

struct Edge

{

int u, v;

typec c;

} eg[E];

int iroot(int i)

{

if (cp[i] == i)

{

return i;

}

return cp[i] = iroot(cp[i]);

}

int dirTree(int root, int nv, int ne) // root:树根

{

// vertex:0~n-1

int i, j, k, circle = 0;

memset(tag, -1, sizeof(tag));

memset(to, -1, sizeof(to));

for (i = 0; i < nv; i++)

{

dis[i] = inf;

}

for (j = 0; j < ne; j++)

{

i = iroot(eg[j].u);

k = iroot(eg[j].v);

if (k != i && dis[k] > eg[j].c)

{

dis[k] = eg[j].c;

to[k] = i;

}

}

to[root] = -1;

dis[root] = 0;

tag[root] = root;

for (i = 0; i < nv; i++)

{

if (cp[i] == i && -1 == tag[i])

{

j = i;

for (; j != -1 && tag[j] == -1; j = to[j])

{

tag[j] = i;

if (j == -1)

{

return 0;

}

if (tag[j] == i)

{

circle = 1;

tag[j] = -2;

for (k = to[j]; k != j; k = to[k])

{

tag[k] = -2;

}

}

}

}

}

if (circle)

{

for (j = 0; j < ne; j++)

{

i = iroot(eg[j].u);

k = iroot(eg[j].v);

if (k != i && tag[k] == -2)

{

eg[j].c -= dis[k];

}

}

for (i = 0; i < nv; i++)

{

if (tag[i] == -2)

{

res += dis[i];

tag[i] = 0;

for (j = to[i]; j != i; j = to[j])

{

res += dis[j];

cp[j] = i;

tag[j] = 0;

}

}

}

if (0 == dirTree(root, nv, ne))

{

return 0;

}

}

else

{

for (i = 0; i < nv; i++)

{

if (cp[i] == i)

{

res += dis[i];

}

}

}

return 1; // 若返回0代表原图不连通

}

### 有向图的强连通分量

##### Tarjan

/\*

\* Tarjan算法

\* 复杂度O(N+M)

\*/

const int MAXN = 20010; // 点数

const int MAXM = 50010; // 边数

struct Edge

{

int to, next;

}edge[MAXM];

int head[MAXN], tot;

int Low[MAXN], DFN[MAXN], Stack[MAXN], Belong[MAXN]; // Belong数组的值是1~scc

int Index, top;

int scc; // 强连通分量的个数

bool Instack[MAXN];

int num[MAXN]; // 各个强连通分量包含点的个数,数组编号1~scc

// num数组不一定需要,结合实际情况

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

return ;

}

void Tarjan(int u)

{

int v;

Low[u] = DFN[u] = ++Index;

Stack[top++] = u;

Instack[u] = true;

for (int i = head[u]; i != -1; i = edge[i].next)

{

v = edge[i].to;

if (!DFN[v])

{

Tarjan(v);

if (Low[u] > Low[v])

{

Low[u] = Low[v];

}

}

else if (Instack[v] && Low[u] > DFN[v])

{

Low[u] = DFN[v];

}

}

if (Low[u] == DFN[u])

{

scc++;

do

{

v = Stack[--top];

Instack[v] = false;

Belong[v] = scc; num[scc]++;

}

while (v != u);

}

return ;

}

void solve(int N)

{

memset(DFN, 0, sizeof(DFN));

memset(Instack, false, sizeof(Instack));

memset(num, 0, sizeof(num));

Index = scc = top = 0;

for (int i = 1; i <= N; i++)

{

if (!DFN[i])

{

Tarjan(i);

}

}

return ;

}

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

return ;

}

##### Kosaraju

/\*

\* 复杂度O(N+M)

\*/

const int MAXN = 20010;

const int MAXM = 50010;

struct Edge

{

int to, next;

} edge1[MAXM], edge2[MAXM]; // edge1是原图G,edge2是逆图GT

int head1[MAXN], head2[MAXN];

bool mark1[MAXN], mark2[MAXN];

int tot1, tot2;

int cnt1, cnt2;

int st[MAXN]; // 对原图进行dfs,点的结束时间从小到大排序

int Belong[MAXN]; // 每个点属于哪个连通分量(0~cnt2-1)

int num; // 中间变量,用来数某个连通分量中点的个数

int setNum[MAXN]; // 强连通分量中点的个数,编号0~cnt2-1

void addedge(int u, int v)

{

edge1[tot1].to = v;

edge1[tot1].next = head1[u];

head1[u] = tot1++;

edge2[tot2].to = u;

edge2[tot2].next = head2[v];

head2[v] = tot2++;

return ;

}

void DFS1(int u)

{

mark1[u] = true;

for (int i = head1[u]; i != -1; i = edge1[i].next)

{

if(!mark1[edge1[i].to])

{

DFS1(edge1[i].to);

}

}

st[cnt1++] = u;

return ;

}

void DFS2(int u)

{

mark2[u] = true;

num++;

Belong[u] = cnt2;

for (int i = head2[u]; i != -1; i = edge2[i].next)

{

if(!mark2[edge2[i].to])

{

DFS2(edge2[i].to);

}

}

return ;

}

void solve(int n) // 点的编号从1开始

{

memset(mark1, false, sizeof(mark1));

memset(mark2, false, sizeof(mark2));

cnt1 = cnt2 = 0;

for (int i = 1; i <= n; i++)

{

if (!mark1[i])

{

DFS1(i);

}

}

for (int i = cnt1 - 1; i >= 0; i--)

{

if (!mark2[st[i]])

{

num = 0;

DFS2(st[i]);

setNum[cnt2++] = num;

}

}

return ;

}

### 双连通分支

##### 点双连通分支

去掉桥,其余的连通分支就是边双连通分支了。一个有桥的连通图要变成边双连通图的话,把双连通子图 收缩为一个点,形成一颗树。需要加的边为(leaf+1)/2 (leaf 为叶子结点个数)

给定一个连通的无向图 G,至少要添加几条边,才能使其变为双连通图。

const int MAXN = 5010; // 点数

const int MAXM = 20010; // 边数,因为是无向图,所以这个值要\*2

struct Edge

{

int to, next;

bool cut; // 是否是桥标记

}edge[MAXM];

int head[MAXN], tot;

int Low[MAXN], DFN[MAXN], Stack[MAXN], Belong[MAXN]; //Belong数组的值是1~block

int Index,top;

int block; // 边双连通块数

bool Instack[MAXN];

int bridge; // 桥的数目

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

edge[tot].cut=false;

head[u] = tot++;

return ;

}

void Tarjan(int u, int pre)

{

int v;

Low[u] = DFN[u] = ++Index;

Stack[top++] = u;

Instack[u] = true;

for (int i = head[u]; i != -1; i = edge[i].next)

{

v = edge[i].to;

if (v == pre)

{

continue;

}

if (!DFN[v])

{

Tarjan(v, u);

if (Low[u] > Low[v])

{

Low[u] = Low[v];

}

if (Low[v] > DFN[u])

{

bridge++;

edge[i].cut = true;

edge[i^1].cut = true;

}

}

else if (Instack[v] && Low[u] > DFN[v])

{

Low[u] = DFN[v];

}

}

if (Low[u] == DFN[u])

{

block++;

do

{

v = Stack[--top]; Instack[v] = false;

Belong[v] = block;

}

while (v != u);

}

return ;

}

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

return ;

}

int du[MAXN]; // 缩点后形成树,每个点的度数

void solve(int n)

{

memset(DFN, 0, sizeof(DFN));

memset(Instack, false, sizeof(Instack));

Index = top = block = 0;

Tarjan(1,0);

int ans = 0;

memset(du, 0, sizeof(du));

for (int i = 1; i <= n; i++)

{

for (int j = head[i]; j != -1; j = edge[j].next)

{

if (edge[j].cut)

{

du[Belong[i]]++;

}

}

}

for (int i = 1; i <= block; i++)

{

if(du[i]==1)

{

ans++;

}

}

// 找叶子结点的个数ans,构造边双连通图需要加边(ans+1)/2

printf("%d\n", (ans + 1) / 2);

}

int main()

{

int n, m;

int u, v;

while (scanf("%d%d", &n, &m) == 2)

{

init();

while (m--)

{

scanf("%d%d",&u,&v);

addedge(u,v);

addedge(v,u);

}

solve(n);

}

return 0;

}

##### 边双连通分支

对于点双连通分支,实际上在求割点的过程中就能顺便把每个点双连通分支求出。建立一个栈,存储 当前双连通分支,在搜索图时,每找到一条树枝边或后向边(非横叉边),就把这条边加入栈中。如果遇到某时满足 DFS(u)<=Low(v),说明u是一个割点,同时把边从栈顶一个个取出,直到遇到了边(u,v), 取出的这些边与其关联的点,组成一个点双连通分支。割点可以属于多个点双连通分支,其余点和每条边只属于且属于一个点双连通分支。

奇圈,二分图判断的染色法,求点双连通分支

/\*

\* POJ 2942 Knights of the Round Table

\* 亚瑟王要在圆桌上召开骑士会议,为了不引发骑士之间的冲突,

\* 并且能够让会议的议题有令人满意的结果,每次开会前都必须对出席会议的骑士有如下要求:

\* 1、 相互憎恨的两个骑士不能坐在直接相邻的2个位置;

\* 2、 出席会议的骑士数必须是奇数,这是为了让投票表决议题时都能有结果。

\* 注意:1、所给出的憎恨关系一定是双向的,不存在单向憎恨关系。

\* 2、由于是圆桌会议,则每个出席的骑士身边必定刚好有2个骑士。

\* 即每个骑士的座位两边都必定各有一个骑士。

\* 3、一个骑士无法开会,就是说至少有3个骑士才可能开会。

\* 首先根据给出的互相憎恨的图中得到补图。

\* 然后就相当于找出不能形成奇圈的点。

\* 利用下面两个定理:

\* (1)如果一个双连通分量内的某些顶点在一个奇圈中(即双连通分量含有奇圈), 那么这个双连通分量的其他顶点也在某个奇圈中;

\* (2)如果一个双连通分量含有奇圈,则他必定不是一个二分图。反过来也成立,这是一个充要条件。

\* 所以本题的做法,就是对补图求点双连通分量。然后对于求得的点双连通分量,使用染色法判断是不是二分图,不是二分图,这个双连通分量的点是可以存在的

\*/

const int MAXN = 1010;

const int MAXM = 2000010;

struct Edge

{

int to, next;

} edge[MAXM];

int head[MAXN], tot;

int Low[MAXN], DFN[MAXN], Stack[MAXN], Belong[MAXN];

int Index,top;

int block; // 点双连通分量的个数

bool Instack[MAXN];

bool can[MAXN];

bool ok[MAXN]; // 标记

int tmp[MAXN]; // 暂时存储双连通分量中的点

int cc; // tmp的计数

int color[MAXN];// 染色

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

return ;

}

bool dfs(int u, int col) // 染色判断二分图

{

color[u] = col;

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (!ok[v])

{

continue;

}

if (color[v] != -1)

{

if (color[v]==col)

{

return false;

}

continue;

}

if (!dfs(v,!col))

{

return false;

}

}

return true;

}

void Tarjan(int u, int pre)

{

int v;

Low[u] = DFN[u] = ++Index;

Stack[top++] = u;

Instack[u] = true;

for (int i = head[u]; i != -1; i = edge[i].next)

{

v = edge[i].to;

if (v == pre)

{

continue;

}

if (!DFN[v])

{

Tarjan(v, u);

if (Low[u] > Low[v])

{

Low[u] = Low[v];

}

if (Low[v] >= DFN[u])

{

block++;

int vn;

cc = 0;

memset(ok, false, sizeof(ok));

do

{

vn = Stack[--top];

Belong[vn] = block;

Instack[vn] = false;

ok[vn] = true;

tmp[cc++] = vn;

}

while (vn!=v);

ok[u] = 1;

memset(color, -1, sizeof(color));

if (!dfs(u,0))

{

can[u] = true;

while (cc--)

{

can[tmp[cc]] = true;

}

}

}

}

else if (Instack[v] && Low[u] > DFN[v])

{

Low[u] = DFN[v];

}

}

}

void solve(int n)

{

memset(DFN, 0, sizeof(DFN));

memset(Instack, false, sizeof(Instack));

Index = block = top = 0;

memset(can, false, sizeof(can));

for (int i = 1; i <= n; i++)

{

if (!DFN[i])

{

Tarjan(i, -1);

}

}

int ans = n;

for (int i = 1; i <= n; i++)

{

if(can[i])

{

ans--;

}

}

printf("%d\n", ans);

}

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

}

int g[MAXN][MAXN];

int main()

{

int n, m;

int u, v;

while (scanf("%d%d", &n, &m) == 2)

{

if (n == 0 && m == 0)

{

break;

}

init();

memset(g, 0, sizeof(g));

while (m--)

{

scanf("%d%d", &u, &v);

g[u][v] = g[v][u] = 1;

}

for (int i = 1; i <= n; i++)

{

for (int j = 1; j <= n; j++)

{

if(i != j && g[i][j] == 0)

{

addedge(i, j);

}

}

}

solve(n);

}

return 0;

}

### 弦图判断

/\*

\* 弦图判断

\* INIT: g[][]置为邻接矩阵;

\* CALL: mcs(n); peo(n);

\* 第一步: 给节点编号 mcs(n)

\* 设已编号的节点集合为A, 未编号的节点集合为B

\* 开始时A为空, B包含所有节点.

\* for num=n-1 downto 0 do {

\* 在B中找节点x, 使与x相邻的在A集合中的节点数最多,

\* 将x编号为num，并从B移入A。

\* }

\* 第二部：检查peo(n)

\* for num=0 to n-1 do {

\* 对编号为num的点x，设所有编号>num且与x相邻的点集为C

\* 在C中找出编号最小的节点y，

\* 若C中存在x != y，使得y与x之间无边，则此图不是弦图。

\* }

\* 检查完毕, 则此图是弦图.

\*/

const int V = 10010;

int g[V][V], order[V], inv[V], tag[V];

void mcs(int n)

{

int i, j, k;

memset(tag, 0, sizeof(tag));

memset(order, -1, sizeof(order));

for (i = n - 1; i >= 0; i--)

{ // vertex:0~n-1

for (j = 0; order[j] >= 0; j++);

for (k = j + 1; k < n; k++)

{

if (order[k] < 0 && tag[k] > tag[j])

{

j = k;

}

}

order[j] = i, inv[i] = j;

for (k = 0; k < n; k++)

{

if (g[j][k])

{

tag[k]++;

}

}

}

return ;

}

int peo(int n)

{

int i, j, k, w, min;

for (i = n - 2; i >= 0; i--)

{

j = inv[i], w = -1, min = n;

for (k = 0; k < n; k++)

{

if (g[j][k] && order[k] > order[j] && order[k] < min)

{

min = order[k], w=k;

}

}

if (w < 0)

{

continue;

}

for (k = 0; k < n; k++)

{

if (g[j][k] && order[k] > order[w] && !g[k][w])

{

return 0; // no

}

}

}

return 1; // yes

}

### 弦图的PERFECT ELIMINATION点排列

/\*

\* INIT: g[][]置为邻接矩阵;

\* CALL: cardinality(n);tag[i]为排列中第i个点的标号;

\*/

const int V = 10010;

int tag[V], g[V][V], deg[V], vis[V];

void cardinality(int n)

{

int i, j, k;

memset(deg, 0, sizeof(deg));

memset(vis, 0, sizeof(vis));

for (i = n - 1; i >= 0; i--)

{

for (j = 0, k = -1; j < n; j++)

{

if (0 == vis[j])

{

if (k == -1 || deg[j] > deg[k])

{

k = j;

}

}

}

vis[k] = 1, tag[i] = k;

for (j = 0; j<n; j++)

{

if (0 == vis[j] && g[k][j])

{

deg[j]++;

}

}

}

return ;

}

### 稳定婚姻问题

/\*

\* 稳定婚姻问题O(n^2)

\*/

const int N = 1001;

struct People

{

bool state;

int opp, tag;

int list[N]; // man使用

int priority[N]; // woman使用，有必要的话可以和list合并，以节省空间

void Init()

{

state = tag = 0;

}

} man[N], woman[N];

struct R

{

int opp;

int own;

} requst[N];

int n;

void Input();

void Output();

void stableMatching();

int main()

{

Input();

stableMatching();

Output();

return 0;

}

void Input()

{

scanf("%d\n", &n);

int i, j, ch;

for (i = 0; i < n; ++i)

{

man[i].Init();

for(j = 0; j < n; ++j)

{ // 按照man的意愿递减排序

scanf("%d", &ch);

man[i].list[j] = ch - 1;

}

}

for (i = 0; i < n; ++i)

{

woman[i].Init();

for (j = 0; j < n; ++j)

{ // 按照woman的意愿递减排序,但是，存储方法与man不同

scanf("%d", &ch);

woman[i].priority[ch - 1] = j;

}

}

return ;

}

void stableMatching()

{

int k;

for (k = 0; k < n; ++k)

{

int i, id = 0;

for (i = 0; i < n; ++i)

{

if (man[i].state == 0)

{

requst[id].opp = man[i].list[man[i].tag];

requst[id].own = i;

man[i].tag += 1;

++id;

}

}

if (id == 0)

{

break;

}

for (i = 0; i < id; i++)

{

if (woman[requst[i].opp].state == 0)

{

woman[requst[i].opp].opp = requst[i].opp;

woman[requst[i].opp].state = 1;

man[requst[i].own].state = 1;

man[requst[i].own].opp = requst[i].opp;

}

else

{

if (woman[requst[i].opp].priority[woman[requst[i].opp].opp] >woman[requst[i].opp].priority[requst[i].own])

{

man[woman[requst[i].opp].opp].state = 0;

woman[requst[i].opp].opp = requst[i].own;

man[requst[i].own].state = 1;

man[requst[i].own].opp = requst[i].opp;

}

}

}

}

return ;

}

void Output()

{

for (int i = 0; i < n; i++)

{

printf("%d\n", man[i].opp + 1);

}

return ;

}

### 拓扑排序

/\*

\* 拓扑排序

\* INIT:edge[][]置为图的邻接矩阵;cnt[0...i...n-1]:顶点i的入度。

\*/

const int MAXV = 1010;

int edge[MAXV][MAXV];

int cnt[MAXV];

void TopoOrder(int n)

{

int i, top = -1;

for (i = 0; i < n; ++i)

{

if (cnt[i] == 0)

{ // 下标模拟堆栈

cnt[i] = top;

top = i;

}

}

for (i = 0; i < n; i++)

{

if (top == -1)

{

printf("存在回路\n");

return ;

}

else

{

int j = top;

top = cnt[top];

printf("%d", j);

for (int k = 0; k < n; k++)

{

if (edge[j][k] && (--cnt[k]) == 0)

{

cnt[k] = top;

top = k;

}

}

}

}

}

### 无向图连通分支

/\*

\* 无向图连通分支(dfs/bfs邻接阵)

\* DFS / BFS / 并查集

\* 返回分支数,id返回1.分支数的值

\* 传入图的大小n和邻接阵mat,不相邻点边权0

\*/

#define MAXN 100

void search(int n, int mat[][MAXN], int\* dfn, int\* low, int now, int& cnt, int& tag, int\* id, int\* st, int& sp)

{

int i, j;

dfn[st[sp++]=now] = low[now] = ++cnt;

for (i = 0; i < n; i++)

{

if (mat[now][i])

{

if (!dfn[i])

{

search(n, mat, dfn, low, i, cnt, tag, id, st, sp);

if (low[i] < low[now])

{

low[now]=low[i];

}

}

else if (dfn[i] < dfn[now])

{

for (j = 0; j < sp && st[j] != i; j++)

{

if (j < cnt && dfn[i] < low[now])

{

low[now] = dfn[i];

}

}

}

}

}

if (low[now] == dfn[now])

{

for (tag++; st[sp] != now; id[st[--sp]] = tag);

}

}

int find\_components(int n, int mat[][MAXN], int\* id)

{

int ret = 0, i, cnt, sp, st[MAXN], dfn[MAXN], low[MAXN];

for (i = 0; i < n; dfn[i++] = 0);

for (sp = cnt = i = 0; i < n; i++)

{

if (!dfn[i])

{

search(n, mat, dfn, low, i, cnt, ret, id, st, sp);

}

}

return ret;

}

### 有向图强连通分支

/\*

\* 有向图强连通分支(dfs/bfs邻接阵)O(n^2)

\* 返回分支数,id返回1..分支数的值

\* 传入图的大小n和邻接阵mat,不相邻点边权0

\*/

#define MAXN 100

int find\_components(int n, int mat[][MAXN], int\* id)

{

int ret = 0, a[MAXN], b[MAXN], c[MAXN], d[MAXN], i, j, k, t;

for (k = 0; k < n; id[k++] = 0);

for (k = 0; k < n; k++)

{

if (!id[k])

{

for (i = 0; i < n; i++)

{

a[i] = b[i] = c[i] = d[i] = 0;

}

a[k] = b[k] = 1;

for (t = 1; t;)

{

for (t = i = 0; i < n; i++)

{

if (a[i] && !c[i])

{

for (c[i] = t = 1, j = 0; j < n; j++)

{

if (mat[i][j] && !a[j])

{

a[j] = 1;

}

}

}

if (b[i] && !d[i])

{

for (d[i] = t = 1, j = 0; j < n; j++)

{

if (mat[j][i] && !b[j])

{

b[j] = 1;

}

}

}

}

}

for (ret++, i = 0; i < n; i++)

{

if (a[i] & b[i])

{

id[i] = ret;

}

}

}

}

return ret;

}

### 有向图最小点基

/\*

\* 有向图最小点基(邻接阵)O(n^2)

\* 点基B满足:对于任意一个顶点Vj,一定存在B中的一个Vi,使得Vi是Vj的前代。

\* 返回点基大小和点基 传入图的大小n和邻接阵mat,不相邻点边权0 需要调用强连通分支

\* find\_components(n, mat, id);参考《有向图强连通分支》

\*/

#define MAXN 100

int base\_vertex(int n, int mat[][MAXN], int\* sets)

{

int ret=0, id[MAXN], v[MAXN], i, j;

j = find\_components(n, mat, id);

for (i = 0; i < j; v[i++] = 1);

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

if (id[i] != id[j] && mat[i][j])

{

v[id[j] - 1] = 0;

}

}

}

for (i = 0; i < n; i++)

{

if (v[id[i] - 1])

{

v[id[sets[ret++] = i] - 1] = 0;

}

}

return ret;

}

### Floyd求最小环

令e(u, v)表示u和v之间的连边，令min(u, v)表示删除u和v之间的连边之后u和v之间的最短路, 最小环则是min(u, v) + e(u, v). 时间复杂度是 O(EV^2).   
改进算法   
在floyd的同时,顺便算出最小环   
g[i][j]=i, j之间的边长

dist:=g;

for k:=1 to n do

begin

for i:=1 to k-1 do

for j:=i+1 to k-1 do

answer:=min(answer, dist[i][j]+g[i][k]+g[k][j]);

for i:=1 to n do

for j:=1 to n do

dist[i][j]:=min(dist[i][j], dist[i][k]+dist[k][j]);

end;

最小环改进算法的证明

一个环中的最大结点为k(编号最大), 与他相连的两个点为i, j, 这个环的最短长度为g[i][k]+g[k][j]+i到j的路径中所有结点编号都小于k的最短路径长度. 根据floyd的原理, 在最外层循环做了k-1次之后, dist[i][j]则代表了i到j的路径中所有结点编号都小于k的最短路径综上所述,该算法一定能找到图中最小环。

const int INF = 0x3f3f3f3f;

const int MAXN = 110;

int n, m; // n:节点个数, m:边的个数

int g[MAXN][MAXN]; // 无向图

int dist[MAXN][MAXN]; // 最短路径

int r[MAXN][MAXN]; // r[i][j]: i到j的最短路径的第一步

int out[MAXN], ct; // 记录最小环

int solve(int i, int j, int k)

{ // 记录最小环

ct = 0;

while (j != i)

{

out[ct++] = j;

j = r[i][j];

}

out[ct++] = i;

out[ct++] = k;

return 0;

}

int main()

{

while (scanf("%d%d", &n, &m) != EOF)

{

int i, j, k;

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

g[i][j] = INF;

r[i][j] = i;

}

}

for (i = 0; i < m; i++)

{

int x, y, l;

scanf("%d%d%d", &x, &y, &l);

--x;

--y;

if (l < g[x][y])

{

g[x][y] = g[y][x] = l;

}

}

memmove(dist, g, sizeof(dist));

int Min = INF; // 最小环

for (k = 0; k < n; k++)

{ // Floyd

for (i = 0; i < k; i++) // 一个环中的最大结点为k(编号最大)

{

if (g[k][i] < INF)

{

for (j = i + 1; j < k; j++)

{

if (dist[i][j] < INF && g[k][j] < INF && Min > dist[i][j] + g[k][i] + g[k][j])

{

Min = dist[i][j] + g[k][i] + g[k][j];

solve(i, j, k); // 记录最小环

}

}

}

}

for (i = 0; i < n; i++)

{

if (dist[i][k] < INF)

{

for (j = 0; j < n; j++)

{

if (dist[k][j] < INF && dist[i][j] > dist[i][k]+dist[k][j])

{

dist[i][j] = dist[i][k] + dist[k][j];

r[i][j] = r[k][j];

}

}

}

}

}

if (Min < INF)

{

for (ct--; ct >= 0; ct--)

{

printf("%d", out[ct] + 1);

if (ct)

{

printf(" ");

}

}

}

else

{

printf("No solution.");

}

printf("\n");

}

return 0;

}

### 2-SAT问题

/\*

\* 2-sat 问题

\* N个集团,每个集团2个人,现在要想选出尽量多的人,

\* 且每个集团只能选出一个人。如果两人有矛盾,他们不能同时被选中

\* 问最多能选出多少人

\*/

const int MAXN = 3010;

int n, m;

int g[3010][3010], ct[3010], f[3010];

int x[3010], y[3010];

int prev[MAXN], low[MAXN], stk[MAXN], sc[MAXN];

int cnt[MAXN];

int cnt0, ptr, cnt1;

void dfs(int w)

{

int min(0);

prev[w] = cnt0++;

low[w] = prev[w];

min = low[w];

stk[ptr++] = w;

for (int i = 0; i < ct[w]; ++i)

{

int t = g[w][i];

if (prev[t] == -1)

{

dfs(t);

}

if (low[t] < min)

{

min = low[t];

}

}

if (min < low[w])

{

low[w] = min;

return ;

}

do

{

int v = stk[--ptr];

sc[v] = cnt1;

low[v] = MAXN;

} while(stk[ptr] != w);

++cnt1;

return ;

}

void Tarjan(int N)

{ // 传入N为点数,结果保存在sc数组中,同一标号的点在同一个强连通分量内,

// 强连通分量数为cnt1

cnt0 = cnt1 = ptr = 0;

int i;

for (i = 0; i < N; ++i)

{

prev[i] = low[i] = -1;

}

for (i = 0; i < N; ++i)

{

if (prev[i] == -1)

{

dfs(i);

}

}

return ;

}

int solve()

{

Tarjan(n);

for (int i = 0; i < n; i++)

{

if (sc[i] == sc[f[i]])

{

return 0;

}

}

return 1;

}

int check(int Mid)

{

for (int i = 0; i < n; i++)

{

ct[i] = 0;

}

for (int i = 0; i < Mid; i++)

{

g[f[x[i]]][ct[f[x[i]]]++] = y[i];

g[f[y[i]]][ct[f[y[i]]]++] = x[i];

}

return solve();

}

int main()

{

while (scanf("%d%d", &n, &m) != EOF && n + m)

{

for (int i = 0; i < n; i++)

{

int p, q;

scanf("%d%d", &p, &q);

f[p] = q, f[q] = p;

}

for (int i = 0; i < m; i++)

{

scanf("%d%d", &x[i], &y[i]);

}

n \*= 2;

int Min = 0, Max = m + 1;

while (Min + 1 < Max)

{

int Mid = (Min + Max) / 2;

if (check(Mid))

{

Min = Mid;

}

else

{

Max = Mid;

}

}

printf("%d\n", Min);

}

return 0;

}

### 树的重心

typedef long long ll;

typedef pair<int, int> pll;

const int INF = 0x3f3f3f3f;

const int MAXN = 100000 + 10;

int n;

/\* 树的重心

\* 初始化 vis[] son[] 为 0

\* 初始化 sz 为 INF

\*/

int zx, sz;

int son[MAXN], vis[MAXN];

vector<pll> edge[MAXN];

void init()

{

for (int i = 1; i <= n; i++)

{

edge[i].clear();

}

memset(vis, 0, sizeof(vis));

sz = INF;

zx = -1;

}

void dfs(int r)

{

vis[r] = 1;

son[r] = 0;

int tmp = 0;

for (int i = 0; i < edge[r].size(); i++)

{

int v = edge[r][i].second;

if (!vis[v])

{

dfs(v);

son[r] += son[v] + 1;

tmp = max(tmp, son[v] + 1);

}

}

tmp = max(tmp, n - son[r] - 1);

if (tmp < sz)

{

zx = r;

sz = tmp;

}

}

### 最小生成树-Kruskal

void Kruskal() {

ans = 0;

for (int i = 0; i<len; i++) {

if (Find(edge[i].a) != Find(edge[i].b)) {

Union(edge[i].a, edge[i].b);

ans += edge[i].len;

}

}

}

#include<iostream>

#include<cstring>

#include<cstdio>

#include<algorithm>

using namespace std;

const int maxn=10000+5;

int pre[maxn];

int n,len;

struct node{

int u,v,w;

}stu[maxn];

bool cmp(node x,node y)

{

return x.w<y.w;

}

int find\_pre(int x)

{

if(x!=pre[x])

pre[x]=find\_pre(pre[x]);

return pre[x];

}

int join(int a,int b)

{

int x=find\_pre(a);

int y=find\_pre(b);

if(x!=y)

{

pre[x]=y;

return 1;

}

return 0;

}

void Kruskal(){

int cnt=0,sum=0;

for(int i=1;i<=n;i++)

pre[i]=i;

for(int i=0;i<len;i++){

if(join(stu[i].u,stu[i].v)){

++cnt;

sum+=stu[i].w;

}

if(cnt==n-1)

break;

}

cout<<sum<<endl;

}

int main(){

char s,s2;

int w,m;

while(cin>>n&&n){

len=0;

memset(pre,0,sizeof(pre));

for(int i=1;i<=n-1;i++)

{

getchar();

scanf("%c ",&s);

cin>>m;

for(int j=0;j<m;j++){

stu[len].u=s-'A';

scanf(" %c %d",&s2,&w);

stu[len].v=s2-'A';

stu[len++].w=w;

}

}

sort(stu,stu+len,cmp);

Kruskal();

}

return 0;

}

### 最小生成树-Prim

/\*

|Prim算法|

|适用于 稠密图 求最小生成树|

|堆优化版，时间复杂度：O(elgn)|

\*/

struct node {

int v, len;

node(int v = 0, int len = 0) :v(v), len(len) {}

bool operator < (const node &a)const { // 加入队列的元素自动按距离从小到大排序

return len> a.len;

}

};

vector<node> G[maxn];

int vis[maxn];

int dis[maxn];

void init() {

for (int i = 0; i<maxn; i++) {

G[i].clear();

dis[i] = INF;

vis[i] = false;

}

}

int Prim(int s) {

priority\_queue<node>Q; // 定义优先队列

int ans = 0;

Q.push(node(s,0)); // 起点加入队列

while (!Q.empty()) {

node now = Q.top(); Q.pop(); // 取出距离最小的点

int v = now.v;

if (vis[v]) continue; // 同一个节点，可能会推入2次或2次以上队列，这样第一个被标记后，剩下的需要直接跳过。

vis[v] = true; // 标记一下

ans += now.len;

for (int i = 0; i<G[v].size(); i++) { // 开始更新

int v2 = G[v][i].v;

int len = G[v][i].len;

if (!vis[v2] && dis[v2] > len) {

dis[v2] = len;

Q.push(node(v2, dis[v2])); // 更新的点加入队列并排序

}

}

}

return ans;

}

### 单源最短路径-Dijkstra

/\*

|Dijkstra算法|

|适用于边权为正的有向图或者无向图|

|求从单个源点出发，到所有节点的最短路|

|优化版：时间复杂度 O(elbn)|

\*/

struct node {

int v, len;

node(int v = 0, int len = 0) :v(v), len(len) {}

bool operator < (const node &a)const { // 距离从小到大排序

return len > a.len;

}

};

vector<node>G[maxn];

bool vis[maxn];

int dis[maxn];

void init() {

for (int i = 0; i<maxn; i++) {

G[i].clear();

vis[i] = false;

dis[i] = INF;

}

}

int dijkstra(int s, int e) {

priority\_queue<node>Q;

Q.push(node(s, 0)); // 加入队列并排序

dis[s] = 0;

while (!Q.empty()) {

node now = Q.top(); // 取出当前最小的

Q.pop();

int v = now.v;

if (vis[v]) continue; // 如果标记过了, 直接continue

vis[v] = true;

for (int i = 0; i<G[v].size(); i++) { // 更新

int v2 = G[v][i].v;

int len = G[v][i].len;

if (!vis[v2] && dis[v2] > dis[v] + len) {

dis[v2] = dis[v] + len;

Q.push(node(v2, dis[v2]));

}

}

}

return dis[e];

}

### 最短路径快速算法-SPFA

/\*

|Dijkstra算法|

|适用于边权为正的有向图或者无向图|

|求从单个源点出发，到所有节点的最短路|

|优化版：时间复杂度 O(elbn)|

\*/

struct node {

int v, len;

node(int v = 0, int len = 0) :v(v), len(len) {}

bool operator < (const node &a)const { // 距离从小到大排序

return len > a.len;

}

};

vector<node>G[maxn];

bool vis[maxn];

int dis[maxn];

void init() {

for (int i = 0; i<maxn; i++) {

G[i].clear();

vis[i] = false;

dis[i] = INF;

}

}

int dijkstra(int s, int e) {

priority\_queue<node>Q;

Q.push(node(s, 0)); // 加入队列并排序

dis[s] = 0;

while (!Q.empty()) {

node now = Q.top(); // 取出当前最小的

Q.pop();

int v = now.v;

if (vis[v]) continue; // 如果标记过了, 直接continue

vis[v] = true;

for (int i = 0; i<G[v].size(); i++) { // 更新

int v2 = G[v][i].v;

int len = G[v][i].len;

if (!vis[v2] && dis[v2] > dis[v] + len) {

dis[v2] = dis[v] + len;

Q.push(node(v2, dis[v2]));

}

}

}

return dis[e];

}

### 弗洛伊德算法-Floyd-Warshall

/\*

|Floyd算法|

|任意点对最短路算法|

|求图中任意两点的最短距离的算法|

\*/

for (int i = 0; i < n; i++) { // 初始化为0

for (int j = 0; j < n; j++)

scanf("%lf", &dis[i][j]);

}

for (int k = 0; k < n; k++) {

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

dis[i][j] = min(dis[i][j], dis[i][k] + dis[k][j]);

}

}

}

# Network 网络流

### 二分图匹配相关

##### 匈牙利算法（邻接矩阵+DFS）

/\*

\* 初始化:g[][]两边顶点的划分情况

\* 建立g[i][j]表示i->j的有向边就可以了,是左边向右边的匹配

\* g没有边相连则初始化为0

\* uN是匹配左边的顶点数,vN是匹配右边的顶点数

\* 调用:res=hungary();输出最大匹配数

\* 优点:适用于稠密图,DFS找增广路,实现简洁易于理解

\* 时间复杂度:O(VE)

\*/

//顶点编号从0开始的

const int MAXN = 510;

int uN, vN; // u,v的数目,使用前面必须赋值

int g[MAXN][MAXN]; // 邻接矩阵

int linker[MAXN];

bool used[MAXN];

bool dfs(int u)

{

for (int v = 0; v < vN; v++)

{

if (g[u][v] && !used[v])

{

used[v] = true;

if (linker[v] == -1 || dfs(linker[v]))

{

linker[v] = u;

return true;

}

}

}

return false;

}

int hungary()

{

int res = 0;

memset(linker, -1, sizeof(linker));

for (int u = 0; u < uN; u++)

{

memset(used, false, sizeof(used));

if (dfs(u))

{

res++;

}

}

return res;

}

##### 匈牙利算法（邻接表+DFS）

/\*

\* 使用前用init()进行初始化,给uN赋值

\* 加边使用函数addedge(u,v)

\*/

const int MAXN = 5010; // 点数的最大值

const int MAXM = 50010; // 边数的最大值

struct Edge

{

int to, next;

} edge[MAXM];

int head[MAXN], tot;

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

return ;

}

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

return ;

}

int linker[MAXN];

bool used[MAXN];

int uN;

bool dfs(int u)

{

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (!used[v])

{

used[v] = true;

if (linker[v] == -1 || dfs(linker[v]))

{

linker[v] = u;

return true;

}

}

}

return false;

}

int hungary()

{

int res = 0;

memset(linker, -1, sizeof(linker));

for (int u = 0; u < uN; u++) // 点的编号0~uN-1

{

memset(used, false, sizeof(used));

if (dfs(u))

{

res++;

}

}

return res;

}

##### 匈牙利算法（邻接矩阵+BFS）

/\*

\* INIT: g[][]邻接矩阵;

\* CALL: res = MaxMatch();Nx, Ny初始化!!!

\* 优点:适用于稀疏二分图,边较少,增广路较短。

\* 匈牙利算法的理论复杂度是O(VE)

\*/

const int MAXN = 1000;

int g[MAXN][MAXN], Mx[MAXN], My[MAXN], Nx, Ny;

int chk[MAXN], Q[MAXN], prev[MAXN];

int MaxMatch()

{

int res = 0;

int qs, qe;

memset(Mx, -1, sizeof(Mx));

memset(My, -1, sizeof(My));

memset(chk, -1, sizeof(chk));

for (int i = 0; i < Nx; i++)

{

if (Mx[i] == -1)

{

qs = qe = 0;

Q[qe++] = i;

prev[i] = -1;

bool flag = 0;

while (qs < qe && !flag)

{

int u = Q[qs];

for (int v = 0; v < Ny && !flag; v++)

{

if (g[u][v] && chk[v] != i)

{

chk[v] = i; Q[qe++] = My[v];

if (My[v] >= 0)

{

prev[My[v]] = u;

}

else

{

flag = 1;

int d = u, e = v;

while (d != -1)

{

int t = Mx[d];

Mx[d] = e;

My[e] = d;

d = prev[d];

e = t;

}

}

}

}

qs++;

}

if (Mx[i] != -1)

{

res++;

}

}

}

return res;

}

##### Hopcroft-Carp算法(邻接矩阵+DFS)

/\*

\* INIT: g[][]邻接矩阵；

\* CALL: res = MaxMatch(); Nx, Ny要初始化！！！

\* 时间复杂度: O(V^0.5 \* E)

\*/

const int MAXN = 3001;

const int INF = 1 << 28;

int g[MAXN][MAXN], Mx[MAXN], My[MAXN], Nx, Ny;

int dx[MAXN], dy[MAXN], dis;

bool vst[MAXN];

bool searchP()

{

queue<int> Q;

dis = INF;

memset(dx, -1, sizeof(dx));

memset(dy, -1, sizeof(dy));

for (int i = 0; i < Nx; i++)

{

if (Mx[i] == -1)

{

Q.push(i); dx[i] = 0;

}

}

while (!Q.empty())

{

int u = Q.front();

Q.pop();

if (dx[u] > dis)

{

break;

}

for (int v = 0; v < Ny; v++)

{

if (g[u][v] && dy[v] == -1)

{

dy[v] = dx[u]+1;

if (My[v] == -1)

{

dis = dy[v];

}

else

{

dx[My[v]] = dy[v] + 1;

Q.push(My[v]);

}

}

}

}

return dis != INF;

}

bool DFS(int u)

{

for (int v = 0; v < Ny; v++)

{

if (!vst[v] && g[u][v] && dy[v] == dx[u] + 1)

{

vst[v] = 1;

if (My[v] != -1 && dy[v] == dis)

{

continue;

}

if (My[v] == -1 || DFS(My[v]))

{

My[v] = u; Mx[u] = v;

return 1;

}

}

}

return 0;

}

int MaxMatch()

{

int res = 0;

memset(Mx, -1, sizeof(Mx));

memset(My, -1, sizeof(My));

while (searchP())

{

memset(vst, 0, sizeof(vst));

for (int i = 0; i < Nx; i++)

{

if (Mx[i] == -1 && DFS(i))

{

res++;

}

}

}

return res;

}

##### Hopcroft-Carp算法(邻接表+DFS)

/\*

\* 复杂度O(sqrt(n)\*E)

\* 邻接表存图,vector实现

\* vector先初始化,然后假如边

\* uN为左端的顶点数,使用前赋值(点编号0开始)

\*/

const int MAXN = 3000;

const int INF = 0x3f3f3f3f;

vector<int>G[MAXN];

int uN;

int Mx[MAXN], My[MAXN];

int dx[MAXN], dy[MAXN];

int dis;

bool used[MAXN];

bool SearchP()

{

queue<int>Q;

dis = INF;

memset(dx, -1, sizeof(dx));

memset(dy, -1, sizeof(dy));

for (int i = 0 ; i < uN; i++)

{

if(Mx[i] == -1)

{

Q.push(i);

dx[i] = 0;

}

}

while (!Q.empty())

{

int u = Q.front();

Q.pop();

if (dx[u] > dis)

{

break;

}

int sz = (int)G[u].size();

for (int i = 0; i < sz; i++)

{

int v = G[u][i];

if (dy[v] == -1)

{

dy[v] = dx[u] + 1;

if (My[v] == -1)

{

dis = dy[v];

}

else

{

dx[My[v]] = dy[v] + 1;

Q.push(My[v]);

}

}

}

}

return dis != INF;

}

bool DFS(int u)

{

int sz = (int)G[u].size();

for (int i = 0; i < sz; i++)

{

int v = G[u][i];

if (!used[v] && dy[v] == dx[u] + 1)

{

used[v] = true;

if (My[v] != -1 && dy[v] == dis)

{

continue;

}

if (My[v] == -1 || DFS(My[v]))

{

My[v] = u;

Mx[u] = v;

return true;

}

}

}

return false;

}

int MaxMatch()

{

int res = 0;

memset(Mx, -1, sizeof(Mx));

memset(My, -1, sizeof(My));

while (SearchP())

{

memset(used, false, sizeof(used));

for (int i = 0; i < uN; i++)

{

if(Mx[i] == -1 && DFS(i))

{

res++;

}

}

}

return res;

}

##### 二分图最佳匹配

Kuhn Munkras算法

/\*

\* 邻接距阵形式,复杂度O(m\*m\*n) 返回最佳匹配值,传入二分图大小m,n

\* 邻接距阵mat,表示权,match1,match2返回一个最佳匹配,未匹配顶点

\* match值为-1,一定注意m<=n,否则循环无法终止,最小权匹配可将权值

\* 取相反数

\* 初始化:for (i = 0; i < MAXN; ++i)

\* for (j = 0; j < MAXN ; ++j)

\* mat[i][j] = -inf;

\* 对于存在的边:mat[i][j] = val ; // 注意,不能有负值

\*/

#define MAXN 310

#define inf 1000000000

#define \_clr(x) memset(x, -1, sizeof(int) \* MAXN)

int kuhn\_munkras(int m, int n, int mat[][MAXN], int \*match\_1, int \*match\_2)

{

int s[MAXN], t[MAXN], l\_1[MAXN], l\_2[MAXN];

int p, q, ret = 0;

int i, j, k;

for (i = 0; i < m; i++)

{

for (l\_1[i] = -inf, j = 0; j < n; j++)

{

l\_1[i] = mat[i][j] > l\_1[i] ? mat[i][j] : l\_1[i];

}

if (l\_1[i] == -inf)

{

return -1; // 无结果

}

}

for (i = 0; i < n; l\_2[i++] = 0);

for (\_clr(match\_1), \_clr(match\_2), i = 0; i < m; i++)

{

for (\_clr(t), s[p = q = 0] = i; p <= q && match\_1[i] < 0; p++)

{

for (k = s[p], j = 0; j < n && match\_1[i] < 0; p++)

{

if (l\_1[k] + l\_2[j] == mat[k][j] && t[j] < 0)

{

s[++q] = match\_2[j], t[j] = k;

if (s[q] < 0)

{

for (p = j; p >= 0; j = p)

{

match\_2[j] = k = t[j];

p = match\_1[k];

match\_1[k] = j;

}

}

}

}

}

if (match\_1[i] < 0)

{

for (i--, p = inf, k = 0; k <= q; k++)

{

for (j = 0; j < n; j++)

{

if (t[j] < 0 && l\_1[s[k]] + l\_2[j] - mat[s[k]][j] < p)

{

p = l\_1[s[k]] + l\_2[j] - mat[s[k]][j];

}

}

}

for (j = 0; j < n; l\_2[j] += t[j] < 0 ? 0 : p, j++);

for (k = 0; k <= q; l\_1[s[k++]] -= p);

}

}

for (i = 0; i < m; i++)

{ // if处理无匹配的情况!!

if (match\_1[i] < 0) // ???

{

return -1;

}

if (mat[i][match\_1[i]] <= -inf) // ???

{

return -1;

}

ret += mat[i][match\_1[i]];

}

return ret;

}

##### 二分图多重匹配

const int MAXN = 1010;

const int MAXM = 510;

int uN, vN;

int g[MAXN][MAXM];

int linker[MAXM][MAXN];

bool used[MAXM];

int num[MAXM]; // 右边最大的匹配数

bool dfs(int u)

{

for (int v = 0; v < vN; v++)

{

if (g[u][v] && !used[v])

{

used[v] = true;

if (linker[v][0] < num[v])

{

linker[v][++linker[v][0]] = u;

return true;

}

for (int i = 1; i <= num[0]; i++)

{

if (dfs(linker[v][i]))

{

linker[v][i] = u;

return true;

}

}

}

}

return false;

}

int hungary()

{

int res = 0;

for (int i = 0; i < vN; i++)

{

linker[i][0] = 0;

}

for (int u = 0; u < uN; u++)

{

memset(used, false, sizeof(used));

if (dfs(u))

{

res++;

}

}

return res;

}

### 无向图最小割

/\*

\* INIT: 初始化邻接矩阵g[][]

\* CALL: res = mincut(n);

\* 注: Stoer-Wagner Minimum Cut;

\* 找边的最小集合，若其被删去则图变得不连通（我们把这种形式称为最小割问题）

\*/

#define typec int // type of res

const typec inf = 0x3f3f3f3f; // max of res

const typec maxw = 1000; // maximum edge weight

const typec V = 10010;

typec g[V][V], w[V];

int a[V], v[V], na[V];

typec minCut(int n)

{

int i, j, pv, zj;

typec best = maxw \* n \* n;

for (i = 0; i < n; i++)

{

v[i] = i; // vertex: 0 ~ n-1

}

while (n > 1)

{

for (a[v[0]] = 1, i = 1; i < n; i++)

{

a[v[i]] = 0;

na[i - 1] = i;

w[i] = g[v[0]][v[i]];

}

for (pv = v[0], i = 1; i < n; i++)

{

for (zj = -1, j = 1; j < n; j++)

{

if (!a[v[j]] && (zj < 0 || w[j] > w[zj]))

{

zj = j;

}

}

a[v[zj]] = 1;

if (i == n - 1)

{

if (best > w[zj])

{

best = w[zj];

}

for (i = 0; i < n; i++)

{

g[v[i]][pv] = g[pv][v[i]] += g[v[zj]][v[i]];

}

v[zj] = v[--n];

break;

}

pv = v[zj];

for (j = 1; j < n; j++)

{

if(!a[v[j]])

{

w[j] += g[v[zj]][v[j]];

}

}

}

}

return best;

}

### 最大流

##### Dinic算法

/\*

\* Dinic 最大流 O(V^2 \* E)

\* INIT: ne=2; head[]置为0; addedge()加入所有弧;

\* CALL: flow(n, s, t);

\*/

#define typec int // type of cost

const typec inf = 0x3f3f3f3f; // max of cost

const typec E = 10010;

const typec N = 1010;

struct edge

{

int x, y, nxt;

typec c;

} bf[E];

int ne, head[N], cur[N], ps[N], dep[N];

void addedge(int x, int y, typec c)

{ // add an arc(x->y, c); vertex:0~n-1;

bf[ne].x = x;

bf[ne].y = y;

bf[ne].c = c;

bf[ne].nxt = head[x];

head[x] = ne++;

bf[ne].x = y;

bf[ne].y = x;

bf[ne].c = 0;

bf[ne].nxt = head[y];

head[y] = ne++;

return ;

}

typec flow(int n, int s, int t)

{

typec tr, res = 0;

int i, j, k, f, r, top;

while (1)

{

memset(dep, -1, n \* sizeof(int));

for (f = dep[ps[0] = s] = 0, r = 1; f != r;)

{

for (i = ps[f++], j = head[i]; j; j = bf[j].nxt)

{

if (bf[j].c && -1 == dep[k = bf[j].y])

{

dep[k] = dep[i] + 1;

ps[r++] = k;

if (k == t)

{

f = r;

break;

}

}

}

}

if (-1 == dep[t])

{

break;

}

memcpy(cur, head, n \* sizeof(int));

for (i = s, top = 0; ;)

{

if (i == t)

{

for (k = 0, tr = inf; k < top; ++k)

{

if (bf[ps[k]].c < tr)

{

tr = bf[ps[f = k]].c;

}

}

for (k = 0; k < top; ++k)

{

bf[ps[k]].c -= tr, bf[ps[k]^1].c += tr;

}

res += tr;

i = bf[ps[top = f]].x;

}

for (j = cur[i]; cur[i]; j = cur[i] = bf[cur[i]].nxt)

{

if (bf[j].c && dep[i] + 1 == dep[bf[j].y])

{

break;

}

}

if (cur[i])

{

ps[top++] = cur[i];

i = bf[cur[i]].y;

}

else

{

if (0 == top)

{

break;

}

dep[i] = -1;

i = bf[ps[--top]].x;

}

}

}

return res;

}

##### HLPP算法

/\*

\* HLPP 最大流 O(V^3)

\* INIT: network g; g.build(nv, ne);

\* CALL: res = g.maxflow(s, t);

\* 注意: 不要加入指向源点的边, 可能死循环.

\*/

#define typef int // type of flow

const typef inf = 0x3f3f3f3f; // max of flow

const typef N = 10010;

typef minf(typef a, typef b)

{

return a < b ? a : b;

}

struct edge

{

int u, v;

typef cuv, cvu, flow;

edge (int x = 0, int y = 0, typef cu = 0, typef cv = 0, typef f = 0) : u(x), v(y), cuv(cu), cvu(cv), flow(f) {}

int other(int p)

{

return p == u ? v : u;

}

typef cap(int p)

{

return p == u ? cuv - flow : cvu + flow;

}

void addflow(int p, typef f)

{

flow += (p == u ? f : -f);

return ;

}

};

struct vlist

{

int lv, next[N], idx[2 \* N], v;

void clear(int cv)

{

v = cv;

lv = -1;

memset(idx, -1, sizeof(idx));

}

void insert(int n, int h)

{

next[n] = idx[h];

idx[h] = n;

if (lv < h)

{

lv = h;

}

}

int remove()

{

int r = idx[lv];

idx[lv] = next[idx[lv]];

while (lv >= 0 && idx[lv] == -1)

{

lv--;

}

return r;

}

bool empty()

{

return lv < 0;

}

};

struct network

{

vector<edge>eg;

vector<edge\*>net[N];

vlist list;

typef e[N];

int v, s, t, h[N], hn[2 \* N], cur[N];

void push(int);

void relabel(int);

void build(int, int);

typef maxflow(int, int);

};

void network::push(int u)

{

edge\* te = net[u][cur[u]];

typef ex = minf(te->cap(u), e[u]);

int p = te->other(u);

if (e[p] == 0 && p != t)

{

list.insert(p, h[p]);

}

te->addflow(u, ex);

e[u] -= ex;

e[p] += ex;

return ;

}

void network::relabel(int u)

{

int i, p, mh = 2 \* v, oh = h[u];

for (i = (int)net[u].size() - 1; i >= 0; i--)

{

p = net[u][i]->other(u);

if (net[u][i]->cap(u) != 0 && mh > h[p] + 1)

{

mh = h[p] + 1;

}

}

hn[h[u]]--;

hn[mh]++;

h[u] = mh;

cur[u] = (int)net[u].size() - 1;

if (hn[oh] != 0 || oh >= v + 1)

{

return ;

}

for (i = 0; i < v; i++)

{

if (h[i] > oh && h[i] <= v && i != s)

{

hn[h[i]]--;

hn[v+1]++;

h[i] = v + 1;

}

}

return ;

}

typef network::maxflow(int ss, int tt)

{

s = ss; t = tt;

int i, p, u; typef ec;

for (i = 0; i < v; i++)

{

net[i].clear();

}

for (i = (int)eg.size() - 1; i >= 0; i--)

{

net[eg[i].u].push\_back(&eg[i]);

net[eg[i].v].push\_back(&eg[i]);

}

memset(h, 0, sizeof(h));

memset(hn, 0, sizeof(hn));

memset(e, 0, sizeof(e));

e[s] = inf;

for (i = 0; i < v; i++)

{

h[i] = v;

}

queue<int> q;

q.push(t);

h[t] = 0;

while (!q.empty())

{

p = q.front();

q.pop();

for (i = (int)net[p].size() - 1; i >= 0; i--)

{

u = net[p][i]->other(p);

ec = net[p][i]->cap(u);

if (ec != 0 && h[u] == v && u != s)

{

h[u] = h[p] + 1;

q.push(u);

}

}

}

for (i = 0; i < v; i++)

{

hn[h[i]]++;

}

for (i = 0; i < v; i++)

{

cur[i] = (int)net[i].size()-1;

}

list.clear(v);

for (; cur[s] >= 0; cur[s]--)

{

push(s);

}

while (!list.empty())

{

for (u = list.remove(); e[u] > 0; )

{

if (cur[u] < 0)

{

relabel(u);

}

else if (net[u][cur[u]]->cap(u) > 0 && h[u] == h[net[u][cur[u]]->other(u)] + 1)

{

push(u);

}

else

{

cur[u]--;

}

}

}

return e[t];

}

void network::build(int n, int m)

{

v = n;

eg.clear();

int a, b, i;

typef l;

for (i = 0; i < m; i++)

{

cin >> a >> b >> l;

eg.push\_back(edge(a, b, l, 0)); // vertex: 0 ~ n-1

}

return ;

}

### 最小费用流

/\*

\* 最小费用流 O(V \* E \* f)

\* INIT: network g; g.build(v, e);

\* CALL: g.mincost(s, t); flow=g.flow; cost=g.cost;

\* 注意: SPFA增广, 实际复杂度远远小于O(V \* E);

\*/

#define typef int // type of flow

#define typec int // type of dis

const typef inff = 0x3f3f3f3f; // max of flow

const typec infc = 0x3f3f3f3f; // max of dis

const int E = 10010;

const int N = 1010;

struct network

{

int nv, ne, pnt[E], nxt[E];

int vis[N], que[N], head[N], pv[N], pe[N];

typef flow, cap[E];

typec cost, dis[E], d[N];

void addedge(int u, int v, typef c, typec w)

{

pnt[ne] = v;

cap[ne] = c;

dis[ne] = +w;

nxt[ne] = head[u];

head[u] = (ne++);

pnt[ne] = u;

cap[ne] = 0;

dis[ne] = -w;

nxt[ne] = head[v];

head[v] = (ne++);

}

int mincost(int src, int sink)

{

int i, k, f, r;

typef mxf;

for (flow = 0, cost = 0; ;)

{

memset(pv, -1, sizeof(pv));

memset(vis, 0, sizeof(vis));

for (i = 0; i < nv; ++i)

{

d[i] = infc;

}

d[src] = 0;

pv[src] = src;

vis[src] = 1;

for (f = 0, r = 1, que[0] = src; r != f;)

{

i = que[f++];

vis[i] = 0;

if (N == f)

{

f = 0;

}

for (k = head[i]; k != -1; k = nxt[k])

{

if(cap[k] && dis[k]+d[i] < d[pnt[k]])

{

d[pnt[k]] = dis[k] + d[i];

if (0 == vis[pnt[k]])

{

vis[pnt[k]] = 1;

que[r++] = pnt[k];

if (N == r)

{

r = 0;

}

}

pv[pnt[k]] = i;

pe[pnt[k]] = k;

}

}

}

if (-1 == pv[sink])

{

break;

}

for (k = sink, mxf = inff; k != src; k = pv[k])

{

if (cap[pe[k]] < mxf)

{

mxf = cap[pe[k]];

}

}

flow += mxf;

cost += d[sink] \* mxf;

for (k = sink; k != src; k = pv[k])

{

cap[pe[k]] -= mxf;

cap[pe[k] ^ 1] += mxf;

}

}

return cost;

}

void build(int v, int e)

{

nv = v;

ne = 0;

memset(head, -1, sizeof(head));

int x, y;

typef f;

typec w;

for (int i = 0; i < e; ++i)

{

cin >> x >> y >> f >> w; // vertex: 0 ~ n-1

addedge(x, y, f, w); // add arc (u->v, f, w)

}

}

} g;

/\*

\* 最小费用流 O(V^2 \* f)

\* INIT: network g; g.build(nv, ne);

\* CALL: g.mincost(s, t); flow=g.flow; cost=g.cost;

\* 注意: 网络中弧的cost需为非负. 若存在负权, 进行如下转化:

\* 首先如果原图有负环, 则不存在最小费用流. 那么可以用Johnson

\* 重标号技术把所有边变成正权，以后每次增广后进行维护，算法如下：

\* 1、用bellman-ford求s到各点的距离phi[];

\* 2、以后每求一次最短路，设s到各点的最短距离为dis[];

\* for i = 1 to v do

\* phi[v] += dis[v];

\* 下面的代码已经做了第二步，如果原图有负权，添加第一步即可。

\*/

#define typef int // type of flow

#define typec int // type of cost

const typef inff = 0x3f3f3f3f; // max of flow

const typec infc = 0x3f3f3f3f; // max of cost

const int E = 10010;

const int N = 1010;

struct edge

{

int u, v;

typef cuv, cvu, flow;

typec cost;

edge (int x, int y, typef cu, typef cv, typec cc) :u(x), v(y), cuv(cu), cvu(cv), flow(0), cost(cc){}

int other(int p)

{

return p == u ? v : u;

}

typef cap(int p)

{

return p == u ? cuv-flow : cvu+flow;

}

typec ecost(int p)

{

if (flow == 0)

{

return cost;

}

else if (flow > 0)

{

return p == u ? cost : -cost;

}

else

{

return p == u ? -cost : cost;

}

}

void addFlow(int p, typef f)

{

flow += (p == u ? f : -f);

}

};

struct network

{

vector<edge> eg;

vector<edge\*> net[N];

edge \*prev[N];

int v, s, t, pre[N], vis[N];

typef flow;

typec cost, dis[N], phi[N];

bool dijkstra();

void build(int nv, int ne);

typec mincost(int, int);

};

bool network::dijkstra()

{

// 使用O(E \* logV)的Dij可降低整体复杂度至 O(E \* logV \* f)

int i, j, p, u = 0;

typec md, cw;

for (i = 0; i < v; i++)

{

dis[i] = infc;

}

dis[s] = 0;

prev[s] = 0;

pre[s] = -1;

memset(vis, 0, v \* sizeof(int));

for (i = 1; i < v; i++)

{

for (md = infc, j = 0; j < v; j++)

{

if (!vis[j] && md > dis[j])

{

md = dis[j];

u = j;

}

}

if (md == infc)

{

break;

}

for (vis[u] = 1, j = (int)net[u].size() - 1; j >= 0; j--)

{

edge \*ce = net[u][j];

if (ce->cap(u) > 0)

{

p = ce->other(u);

cw = ce->ecost(u) + phi[u] - phi[p];

// !! assert(cw >= 0);

if (dis[p] > dis[u] + cw)

{

dis[p] = dis[u] + cw;

prev[p] = ce;

pre[p] = u;

}

}

}

}

return infc != dis[t];

}

typec network::mincost(int ss, int tt)

{

s = ss;

t = tt;

int i, c;

typef ex;

flow = cost = 0;

memset(phi, 0, sizeof(phi));

// !! 若原图含有负消费的边, 在此处运行Bellmanford

// 将phi[i](0 <= i <= n - 1)置为mindist(s, i).

for (i = 0; i < v; i++)

{

net[i].clear();

}

for (i = (int)eg.size() - 1; i >= 0; i--)

{

net[eg[i].u].push\_back(&eg[i]);

net[eg[i].v].push\_back(&eg[i]);

}

while (dijkstra())

{

for (ex = inff, c = t; c != s; c = pre[c])

{

if (ex > prev[c]->cap(pre[c]))

{

ex = prev[c]->cap(pre[c]);

}

}

for (c = t; c != s; c = pre[c])

{

prev[c]->addFlow(pre[c], ex);

}

flow += ex;

cost += ex \* (dis[t] + phi[t]);

for (i = 0; i < v; i++)

{

phi[i] += dis[i];}

}

return cost;

}

void network::build(int nv, int ne)

{

eg.clear();

v = nv;

int x, y;

typef f;

typec c;

for (int i = 0; i < ne; ++i)

{

cin >> x >> y >> f >> c;

eg.push\_back(edge(x, y, f, 0, c));

}

return ;

}

### 有上下界的流

##### 有上下界的最小（最大）流

/\*

\* 有上下界的最小(最大)流

\* INIT: up[][]为容量上界; low[][]为容量下界;

\* CALL: mf = limitflow(n,src,sink); flow[][]为流量分配;

\* 另附: 循环流问题

\* 描述: 无源无汇的网络N,设N是具有基础有向图D=(V,A)的网络.

\* l和c分别为容量下界和容量上界. 如果定义在A上的函数

\* f满足: f(v, V) = f(V, v). V中任意顶点v,

\* l(a)<=f(a)<=c(a),则称f为网络N的循环流.

\* 解法: 添加一个源s和汇t,对于每个下限容量l不为0的边(u, v),

\* 将其下限去掉,上限改为c-l,增加两条边(u, t),(s, v),

\* 容量均为l.原网络存在循环流等价于新网络最大流是满流.

\*/

const int inf = 0x3f3f3f3f;

const int N = 1010;

int up[N][N], low[N][N], flow[N][N];

int pv[N], que[N], d[N];

void maxflow(int n, int src, int sink)

{

// BFS增广, O(E \* maxflow)

int p, q, t, i, j;

do

{

for (i = 0; i < n; pv[i++] = 0);

pv[t = src] = src + 1;

d[t] = inf;

for (p = q = 0; p <= q && !pv[sink]; t = que[p++])

{

for (i = 0; i < n; i++)

{

if (!pv[i] && up[t][i] && (j = up[t][i] - flow[t][i]) > 0)

{

pv[que[q++] = i] = +t + 1, d[i] = d[t] < j ? d[t] : j;

}

else if (!pv[i] && up[i][t] && (j = flow[i][t]) > 0)

{

pv[que[q++] = i] = -t - 1, d[i] = d[t] < j ? d[t] : j;

}

}

}

for (i = sink; pv[i] && i != src;)

{

if (pv[i] > 0)

{

flow[pv[i] - 1][i] += d[sink], i = pv[i] - 1;

}

else

{

flow[i][-pv[i] - 1] -= d[sink], i = -pv[i] - 1;

}

}

}

while (pv[sink]);

return ;

}

int limitflow(int n, int src, int sink)

{

int i, j, sk, ks;

if (src == sink)

{

return inf;

}

up[n][n + 1] = up[n + 1][n] = up[n][n] = up[n + 1][n + 1] = 0;

for (i = 0; i < n; i++)

{

up[n][i] = up[i][n] = up[n+1][i] = up[i][n+1] = 0;

for (j = 0; j < n; j++)

{

up[i][j] -= low[i][j];

up[n][i] += low[j][i];

up[i][n + 1] += low[i][j];

}

}

sk = up[src][sink];

ks = up[sink][src];

up[src][sink] = up[sink][src] = inf;

maxflow(n + 2, n, n + 1);

for (i = 0; i < n; i++)

{

if (flow[n][i] < up[n][i])

{

return -1;

}

}

flow[src][sink] = flow[sink][src] = 0;

up[src][sink] = sk;

up[sink][src] = ks; // !min:src<-sink; max:src->sink;

maxflow(n, sink, src);

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

up[i][j] += low[i][j];

flow[i][j] += low[i][j];

}

}

for (j = i = 0; i < n; j += flow[src][i++]);

return j;

}

### 最佳边割集

#define MAXN 100

#define inf 1000000000

int max\_flow(int n, int mat[][MAXN], int source, int sink)

{

int v[MAXN], c[MAXN], p[MAXN], ret = 0, i, j;

for (;;)

{

for (i = 0; i < n; i++)

{

v[i] = c[i] = 0;

}

for (c[source] = inf; ;)

{

for (j = -1, i = 0; i < n; i++)

{

if (!v[i] && c[i] && (j == -1 || c[i] > c[j]))

{

j = i;

}

}

if (j < 0)

{

return ret;

}

if (j == sink)

{

break;

}

for (v[j] = 1, i = 0; i < n; i++)

{

if (mat[j][i] > c[i] && c[j] > c[i])

{

c[i] = mat[j][i] < c[j] ? mat[j][i] : c[j], p[i] = j;

}

}

}

for (ret += j = c[i = sink]; i != source; i = p[i])

{

mat[p[i]][i] -= j, mat[i][p[i]] += j;

}

}

}

int best\_edge\_cut(int n, int mat[][MAXN], int source, int sink, int set[][2], int &mincost)

{

int m0[MAXN][MAXN], m[MAXN][MAXN], i, j, k, l, ret = 0, last;

if (source == sink)

{

return -1;

}

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

m0[i][j] = mat[i][j];

}

}

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

m[i][j] = m0[i][j];

}

}

mincost = last = max\_flow(n, m, source, sink);

for (k = 0; k < n && last; k++)

{

for (l = 0; l < n && last; l++)

{

if (m0[k][l])

{

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m[i][j] = m0[i][j];

}

}

m[k][l] = 0;

if (max\_flow(n, m, source, sink) == last - mat[k][l])

{

set[ret][0] = k;

set[ret++][1] = l;

m0[k][l] = 0;

last -= mat[k][l];

}

}

}

}

return ret;

}

### 最佳点割集

#define MAXN 100

#define inf 1000000000

int max\_flow(int n, int mat[][MAXN], int source, int sink)

{

int v[MAXN], c[MAXN], p[MAXN], ret = 0, i, j;

for (;;)

{

for (i = 0; i < n; i++)

{

v[i] = c[i] = 0;

}

for (c[source] = inf; ;)

{

for (j = -1, i = 0; i < n; i++)

{

if (!v[i] && c[i] && (j == -1 || c[i] > c[j]))

{

j = i;

}

}

if (j < 0)

{

return ret;

}

if (j == sink)

{

break;

}

for (v[j] = 1, i = 0; i < n; i++)

{

if (mat[j][i] > c[i] && c[j] > c[i])

{

c[i] = mat[j][i] < c[j] ? mat[j][i] : c[j], p[i] = j;

}

}

}

for (ret += j = c[i = sink]; i != source; i = p[i])

{

mat[p[i]][i] -= j, mat[i][p[i]] += j;

}

}

}

int best\_vertex\_cut(int n, int mat[][MAXN], int \*cost, int source, int sink, int \*set, int &mincost)

{

int m0[MAXN][MAXN], m[MAXN][MAXN], i, j, k, ret = 0, last;

if (source == sink || mat[source][sink])

{

return -1;

}

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m0[i][j] = 0;

}

}

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

if (mat[i][j])

{

m0[i][n + j] = inf;

}

}

}

for (i = 0; i < n; i++)

{

m0[n + i][i] = cost[i];

}

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m[i][j] = m0[i][j];

}

}

mincost = last = max\_flow(n + n, m, source, n + sink);

for (k = 0; k < n && last; k++)

{

if (k != source && k != sink)

{

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m[i][j] = m0[i][j];

}

}

m[n + k][k] = 0;

if (max\_flow(n + n, m, source, n + sink) == last - cost[k])

{

set[ret++] = k;

m0[n + k][k] = 0;

last -= cost[k];

}

}

}

return ret;

}

### 最小边割集

#define MAXN 100

#define inf 1000000000

int max\_flow(int n, int mat[][MAXN], int source, int sink)

{

int v[MAXN], c[MAXN], p[MAXN], ret = 0, i, j;

for (;;)

{

for (i = 0; i < n; i++)

{

v[i] = c[i] = 0;

}

for (c[source] = inf; ;)

{

for (j = -1, i = 0; i < n; i++)

{

if (!v[i] && c[i] && (j == -1 || c[i] > c[j]))

{

j = i;

}

}

if (j < 0)

{

return ret;

}

if (j == sink)

{

break;

}

for (v[j] = 1, i = 0; i < n; i++)

{

if (mat[j][i] > c[i] && c[j] > c[i])

{

c[i] = mat[j][i] < c[j] ? mat[j][i] : c[j], p[i] = j;

}

}

}

for (ret += j = c[i = sink]; i != source; i = p[i])

{

mat[p[i]][i] -= j, mat[i][p[i]] += j;

}

}

}

int min\_edge\_cut(int n, int mat[][MAXN], int source, int sink, int set[][2])

{

int m0[MAXN][MAXN], m[MAXN][MAXN], i, j, k, l, ret = 0, last;

if (source == sink)

{

return -1;

}

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

m0[i][j] = (mat[i][j] != 0);

}

}

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

m[i][j] = m0[i][j];

}

}

last = max\_flow(n, m, source, sink);

for (k = 0; k < n && last; k++)

{

for (l = 0; l < n && last; l++)

{

if (m0[k][l])

{

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m[i][j] = m0[i][j];

}

}

m[k][l] = 0;

if (max\_flow(n, m, source, sink) < last)

{

set[ret][0] = k;

set[ret++][1] = l;

m0[k][l] = 0;

last--;

}

}

}

}

return ret;

}

### 最小点割集

/\*

\* 最小点割集(点连通度)

\*/

#define MAXN 100

#define inf 1000000000

int max\_flow(int n, int mat[][MAXN], int source, int sink)

{

int v[MAXN], c[MAXN], p[MAXN], ret = 0, i, j;

for (; ;)

{

for (i = 0; i < n; i++)

{

v[i] = c[i] = 0;

}

for (c[source] = inf; ;)

{

for (j = -1, i = 0; i < n; i++)

{

if (!v[i] && c[i] && (j == -1 || c[i] > c[j]))

{

j = i;

}

}

if (j < 0)

{

return ret;

}

if (j == sink)

{

break;

}

for (v[j] = 1, i = 0; i < n; i++)

{

if (mat[j][i] > c[i] && c[j] > c[i])

{

c[i] = mat[j][i] < c[j] ? mat[j][i] : c[j], p[i] = j;

}

}

}

for (ret += j = c[i = sink]; i != source; i = p[i])

{

mat[p[i]][i] -= j, mat[i][p[i]] += j;

}

}

}

int min\_vertex\_cut(int n, int mat[][MAXN], int source, int sink, int \*set)

{

int m0[MAXN][MAXN], m[MAXN][MAXN], i, j, k, ret = 0, last;

if (source == sink || mat[source][sink])

{

return -1;

}

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m0[i][j] = 0;

}

}

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

if (mat[i][j])

{

m0[i][n + j] = inf;

}

}

}

for (i = 0; i < n; i++)

{

m0[n + i][i]=1;

}

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m[i][j] = m0[i][j];

}

}

last = max\_flow(n + n, m, source, n + sink);

for (k = 0; k < n && last; k++)

{

if (k != source && k != sink)

{

for (i = 0; i < n + n; i++)

{

for (j = 0; j < n + n; j++)

{

m[i][j] = m0[i][j];

}

}

m[n+k][k] = 0;

if (max\_flow(n + n, m, source, n + sink) < last)

{

set[ret++] = k;

m0[n+k][k] = 0;

last--;

}

}

}

return ret;

}

### 最小覆盖问题

##### 最小路径覆盖

最小路径覆盖O(n^3)路径覆盖:就是在图中找一些路经,使之覆盖了图中的所有顶点,且任何一个顶点有且只有一条路径与之关联。

最小路径覆盖:就是找出最少的路径条数,使之成为P的一个路径覆盖。

路径覆盖与二分图匹配的关系:最小路径覆盖=|P|-最大匹配数;其中最大匹配数的求法是把P中的每个顶点pi分成两个顶点pi’与pi”,如果在p中存在一条pi到pj的边,那么在二分图P’中就有一条连接pi’与pj”的有向边(求二分图匹配时必须是单向边);这里pi’就是p中pi的出边,pj”就是p中pj的一条入边;

有向图: 最小路径覆盖=|P|-最大匹配数;

无向图: 最小路径覆盖=|P|-最大匹配数/2;

##### 最小点集覆盖

结论:一个二分图中的最大匹配数等于这个图中的最小点覆盖数。

# Structure 数据结构

### 划分树

/\*

\* 划分树(查询区间第k大)

\*/

const int MAXN = 100010;

int tree[20][MAXN]; // 表示每层每个位置的值

int sorted[MAXN]; // 已经排序好的数

int toleft[20][MAXN]; // toleft[p][i]表示第i层从1到i有数分入左边

void build(int l, int r, int dep)

{

if (l == r)

{

return;

}

int mid = (l + r) >> 1;

int same = mid - l + 1; // 表示等于中间值而且被分入左边的个数

for (int i = l; i <= r; i++) // 注意是l,不是one

{

if (tree[dep][i] < sorted[mid])

{

same--;

}

}

int lpos = l;

int rpos = mid + 1;

for (int i = l; i <= r; i++)

{

if (tree[dep][i] < sorted[mid])

{

tree[dep + 1][lpos++] = tree[dep][i];

}

else if (tree[dep][i] == sorted[mid] && same > 0)

{

tree[dep + 1][lpos++] = tree[dep][i];

same--;

}

else

{

tree[dep + 1][rpos++] = tree[dep][i];

}

toleft[dep][i] = toleft[dep][l - 1] + lpos - l;

}

build(l, mid, dep + 1);

build(mid + 1, r, dep + 1);

return ;

}

// 查询区间第k大的数,[L,R]是大区间,[l,r]是要查询的小区间

int query(int L, int R, int l, int r, int dep, int k)

{

if(l == r)

{

return tree[dep][l];

}

int mid = (L + R) >> 1;

int cnt = toleft[dep][r] - toleft[dep][l - 1];

if (cnt >= k)

{

int newl = L + toleft[dep][l - 1] - toleft[dep][L - 1];

int newr = newl + cnt - 1;

return query(L, mid, newl, newr, dep + 1, k);

}

else

{

int newr = r + toleft[dep][R] - toleft[dep][r];

int newl = newr - (r - l - cnt);

return query(mid + 1, R, newl, newr, dep + 1, k - cnt);

}

}

int main()

{

int n, m;

while (scanf("%d%d", &n, &m) == 2)

{

memset(tree, 0, sizeof(tree));

for (int i = 1; i <= n; i++)

{

scanf("%d", &tree[0][i]);

sorted[i] = tree[0][i];

}

sort(sorted + 1, sorted + n + 1);

build(1, n, 0);

int s, t, k;

while(m--)

{

scanf("%d%d%d", &s, &t, &k);

printf("%d\n", query(1, n, s, t, 0, k));

}

}

return 0;

}

### 左偏树

/\*

\* 合并复杂度 O(log N)

\* INIT: init()读入数据并进行初始化;

\* CALL: merge() 合并两棵左偏树;

\* ins() 插入一个新节点;

\* top() 取得最小结点;

\* pop() 取得并删除最小结点;

\* del() 删除某结点;

\* add() 增/减一个结点的键值;

\* iroot() 获取结点i的根;

\*/

#define typec int // type of key val

const int na = -1;

const int N = 1010;

struct node

{

typec key;

int l, r, f, dist;

} tr[N];

int iroot(int i)

{ // find i's root

if (i == na)

{

return i;

}

while (tr[i].f != na)

{

i = tr[i].f;

}

return i;

}

int merge(int rx, int ry)

{

// two root: rx, ry

if (rx == na)

{

return ry;

}

if (ry == na)

{

return rx;

}

if (tr[rx].key > tr[ry].key)

{

swap(rx, ry);

}

int r = merge(tr[rx].r, ry);

tr[rx].r = r;

tr[r].f = rx;

if (tr[r].dist > tr[tr[rx].l].dist)

{

swap(tr[rx].l, tr[rx].r);

}

if (tr[rx].r == na)

{

tr[rx].dist = 0;

}

else

{

tr[rx].dist = tr[tr[rx].r].dist + 1;

}

return rx; // return new root

}

int ins(int i, typec key, int root)

{ // add a new node(i, key)

tr[i].key = key;

tr[i].l = tr[i].r = tr[i].f = na;

tr[i].dist = 0;

return root = merge(root, i); // return new root

}

int del(int i)

{ // delete node i

if (i == na)

{

return i;

}

int x, y, l, r;

l = tr[i].l;

r = tr[i].r;

y = tr[i].f;

tr[i].l = tr[i].r = tr[i].f = na;

tr[x = merge(l, r)].f = y;

if (y != na && tr[y].l == i)

{

tr[y].l = x;

}

if (y != na && tr[y].r == i)

{

tr[y].r = x;

}

for (; y != na; x = y, y = tr[y].f)

{

if (tr[tr[y].l].dist < tr[tr[y].r].dist)

{

swap(tr[y].l, tr[y].r);

}

if (tr[tr[y].r].dist + 1 == tr[y].dist)

{

break;

}

tr[y].dist = tr[tr[y].r].dist + 1;

}

if (x != na) // return new root

{

return iroot(x);

}

else return iroot(y);

}

node top(int root)

{

return tr[root];

}

node pop(int &root)

{

node out = tr[root];

int l = tr[root].l, r = tr[root].r;

tr[root].l = tr[root].r = tr[root].f = na;

tr[l].f = tr[r].f = na;

root = merge(l, r);

return out;

}

int add(int i, typec val) // tr[i].key += val

{

if (i == na)

{

return i;

}

if (tr[i].l == na && tr[i].r == na && tr[i].f == na)

{

tr[i].key += val;

return i;

}

typec key = tr[i].key + val;

int rt = del(i);

return ins(i, key, rt);

}

void init(int n)

{

for (int i = 1; i <= n; i++)

{

scanf("%d", &tr[i].key); // %d: type of key

tr[i].l = tr[i].r = tr[i].f = na;

tr[i].dist = 0;

}

return ;

}

### 线段树

##### 求矩形并的面积(线段树+离散化+扫描线)

Each test case starts with a line containing a single integer n (1 <= n <= 100) of available maps.

The n following lines describe one map each.

Each of these lines contains four numbers x1、y1、x2、y2 (0 <= x1 < x2 <= 100000; 0 <= y1 < y2 <= 100000), not necessarily integers.

The values (x1， y1) and (x2，y2) are the coordinates of the

top-left resp.

Bottom-Right corner of the mapped area.

/\*

\* 本题中的坐标是浮点类型的, 故不能将坐标直接离散.我们必须为它们建立一个对应关系,

\* 用一个整数去对应一个浮点数这样的对应关系在本题的数组y[]中。

\*/

struct node

{

int st, ed, c; // c: 区间被覆盖的层数, m: 区间的测度

double m;

} ST[802];

struct line

{

double x, y1, y2; // 纵方向直线, x:直线横坐标, y1 y2:直线上的下面与上面的两个纵坐标

bool s; // s = 1 : 直线为矩形的左边, s = 0:直线为矩形的右边

} Line[205];

double y[205], ty[205]; // y[]整数与浮点数的对应数组; ty[]:用来求y[]的辅助数组

void build(int root, int st, int ed)

{

ST[root].st = st;

ST[root].ed = ed;

ST[root].c = 0;

ST[root].m = 0;

if (ed - st > 1)

{

int mid = (st + ed) / 2;

build(root \* 2, st, mid);

build(root \* 2 + 1, mid, ed);

}

return ;

}

void updata(int root)

{

if (ST[root].c > 0)

{ // 将线段树上区间的端点分别映射到y[]数组所对应的浮点数上,由此计算出测度

ST[root].m = y[ST[root].ed - 1] - y[ST[root].st - 1];

}

else if (ST[root].ed - ST[root].st == 1)

{

ST[root].m = 0;

}

else

{

ST[root].m = ST[root \* 2].m + ST[root \* 2 + 1].m;

}

return ;

}

void insert(int root, int st, int ed)

{

if (st <= ST[root].st && ST[root].ed <= ed)

{

ST[root].c++;

updata(root);

return ;

}

if (ST[root].ed - ST[root].st == 1)

{

return ; // 不出错的话 这句话就是冗余的

}

int mid = (ST[root].ed + ST[root].st) / 2;

if (st < mid)

{

insert(root \* 2, st, ed);

}

if (ed > mid)

{

insert(root \* 2 + 1, st, ed);

}

updata(root);

return ;

}

void Delete(int root, int st, int ed)

{

if (st <= ST[root].st && ST[root].ed <= ed)

{

ST[root].c--;

updata(root);

return ;

}

if (ST[root].ed - ST[root].st == 1)

{

return ; // 不出错的话 这句话就是冗余的

}

int mid = (ST[root].st + ST[root].ed) / 2;

if (st < mid)

{

Delete(root \* 2, st, ed);

}

if (ed > mid)

{

Delete(root \* 2 + 1, st, ed);

}

updata(root);

return ;

}

int Correspond(int n, double t)

{

// 二分查找出浮点数t在数组y[]中的位置(此即所谓的映射关系)

int low, high, mid;

low = 0;

high = n - 1;

while (low < high)

{

mid = (low + high) / 2;

if (t > y[mid])

{

low = mid + 1;

}

else

{

high = mid;

}

}

return high + 1;

}

bool cmp(line l1, line l2)

{

return l1.x < l2.x;

}

int main()

{

int n, i, num, l, r, c = 0;

double area, x1, x2, y1, y2;

while (cin >> n, n)

{

for (i = 0; i < n; i++)

{

cin >> x1 >> y1 >> x2 >> y2;

Line[2 \* i].x = x1;

Line[2 \* i].y1 = y1;

Line[2 \* i].y2 = y2;

Line[2 \* i].s = 1;

Line[2 \* i + 1].x = x2;

Line[2 \* i + 1].y1 = y1;

Line[2 \* i + 1].y2 = y2;

Line[2 \* i + 1].s = 0;

ty[2 \* i] = y1;

ty[2 \* i + 1] = y2;

}

n <<= 1;

sort(Line, Line + n, cmp);

sort(ty, ty + n);

y[0] = ty[0];

// 处理数组ty[]使之不含重覆元素,得到新的数组存放到数组y[]中

for (i = num = 1; i < n; i++)

{

if (ty[i] != ty[i - 1])

{

y[num++] = ty[i];

}

}

build(1, 1, num); // 树的叶子节点与数组y[]中的元素个数相同,以便建立一一对应的关系

area = 0;

for (i = 0; i < n - 1; i++)

{ // 由对应关系计算出线段两端在树中的位置

l = Correspond(num, Line[i].y1);

r = Correspond(num, Line[i].y2);

if (Line[i].s) // 插入矩形的左边

{

insert(1, l, r);

}

else // 删除矩形的右边

{

Delete(1, l, r);

}

area += ST[1].m \* (Line[i + 1].x - Line[i].x);

}

cout << "Test case #" << ++c << endl << "Total explored area: ";

cout << fixed << setprecision(2) << area << endl << endl; // 需要引入iomanip头文件

}

return 0;

}

##### 求矩形并的周长（线段树+离散化+扫描线）

The first line contains the number of rectangles pasted on the wall.

In each of the subsequent lines, one can find the integer coordinates of the lower left vertex and the upper right vertex of each rectangle.

The values of those coordinates are given as ordered pairs consisting of an x-coordinate followed by a y-coordinate. 0 <= number of rectangles < 5000.

All coordinates are in the range [-10000,10000] and any existing rectangle has a positive area.

struct node

{

int st, ed, m, lbd, rbd;

int sequence\_line, count;

} ST[40005];

void build(int st, int ed, int v) // 建树,区间为[st, ed]

{

ST[v].st = st;

ST[v].ed = ed;

ST[v].m = ST[v].lbd = ST[v].rbd = 0;

ST[v].sequence\_line = ST[v].count = 0;

if (ed - st > 1)

{

int mid = (st + ed) / 2;

build(st, mid, 2 \* v + 1);

build(mid, ed, 2 \* v + 2);

}

return ;

}

void UpData(int v) // 更新结点区间的测度

{

if (ST[v].count > 0)

{

ST[v].m = ST[v].ed - ST[v].st;

ST[v].lbd = ST[v].rbd = 1;

ST[v].sequence\_line = 1;

return ;

}

if (ST[v].ed - ST[v].st == 1)

{

ST[v].m = 0;

ST[v].lbd = ST[v].rbd = 0;

ST[v].sequence\_line = 0;

}

else

{

int left = 2 \* v + 1, right = 2 \* v + 2;

ST[v].m = ST[left].m + ST[right].m;

ST[v].sequence\_line = ST[left].sequence\_line + ST[right].sequence\_line - (ST[left].rbd & ST[right].lbd);

ST[v].lbd = ST[left].lbd;

ST[v].rbd = ST[right].rbd;

}

return ;

}

void insert(int st, int ed, int v)

{

if (st <= ST[v].st && ed >= ST[v].ed)

{

ST[v].count++;

UpData(v);

return ;

}

int mid = (ST[v].st + ST[v].ed) / 2;

if (st < mid)

{

insert(st, ed, 2 \* v + 1);

}

if (ed > mid)

{

insert(st, ed, 2 \* v + 2);

}

UpData(v);

return ;

}

void Delete(int st, int ed, int v)

{

if (st <= ST[v].st && ed >= ST[v].ed)

{

ST[v].count--;

UpData(v);

return ;

}

int mid = (ST[v].st + ST[v].ed) / 2;

if (st < mid)

{

Delete(st, ed, 2 \* v + 1);

}

if (ed > mid)

{

Delete(st, ed, 2 \* v + 2);

}

UpData(v);

return ;

}

struct line

{

int x, y1, y2; // y1 < y2

bool d; // d=true表示该线段为矩形左边,d=false表示该线段为矩形的右边

} a[10003];

bool cmp(line t1, line t2) // 为线段排序的函数,方便从左向右的扫描

{

return t1.x < t2.x;

}

void cal\_C(int n);

int main()

{

int n, x1, x2, y1, y2, i, j, suby, upy;

while (scanf("%d",&n) != EOF)

{

j = 0;

suby = 10000;

upy = -10000;

for (i = 0; i < n; i++)

{

scanf("%d%d%d%d", &x1, &y1, &x2, &y2);

a[j].x = x1;

a[j].y1 = y1;

a[j].y2 = y2;

a[j].d = 1;

j++;

a[j].x = x2;

a[j].y1 = y1;

a[j].y2 = y2;

a[j].d = 0;

j++;

if (suby > y1)

{

suby = y1;

}

if (upy < y2)

{

upy = y2;

}

}

sort(a, a + j, cmp);

build(suby, upy, 0);

cal\_C(j);

}

return 0;

}

void cal\_C(int n)

{

int i, t2, sum = 0;

t2 = 0;

a[n] = a[n - 1];

for (i = 0; i < n; i++)

{

if (a[i].d == 1)

{

insert(a[i].y1, a[i].y2, 0);

}

else

{

Delete(a[i].y1, a[i].y2, 0);

}

sum += ST[0].sequence\_line \* (a[i + 1].x - a[i].x) \* 2;

sum += abs(ST[0].m - t2);

t2 = ST[0].m;

}

printf("%d\n", sum);

}

### 主席树

##### 查找区间有多少个不同的数

/\*

\* 给出一个序列,查询区间内有多少个不相同的数

\*/

const int MAXN = 30010;

const int M = MAXN \* 100;

int n, q, tot;

int a[MAXN];

int T[MAXN], lson[M], rson[M], c[M];

int build(int l, int r)

{

int root = tot++;

c[root] = 0;

if (l != r)

{

int mid = (l + r) >> 1;

lson[root] = build(l, mid);

rson[root] = build(mid + 1, r);

}

return root;

}

int update(int root, int pos, int val)

{

int newroot = tot++, tmp = newroot;

c[newroot] = c[root] + val;

int l = 1, r = n;

while (l < r)

{

int mid = (l + r) >> 1;

if (pos <= mid)

{

lson[newroot] = tot++;

rson[newroot] = rson[root];

newroot = lson[newroot];

root = lson[root];

r = mid;

}

else

{

rson[newroot] = tot++;

lson[newroot] = lson[root];

newroot = rson[newroot];

root = rson[root];

l = mid + 1;

}

c[newroot] = c[root] + val;

}

return tmp;

}

int query(int root, int pos)

{

int ret = 0;

int l = 1, r = n;

while (pos < r)

{

int mid = (l + r) >> 1;

if (pos <= mid)

{

r = mid;

root = lson[root];

}

else

{

ret += c[lson[root]];

root = rson[root];

l = mid + 1;

}

}

return ret + c[root];

}

int main()

{

// freopen("in.txt", "r", stdin);

// freopen("out.txt", "w", stdout);

while (scanf("%d", &n) == 1)

{

tot = 0;

for (int i = 1; i <= n; i++)

{

scanf("%d", &a[i]);

}

T[n + 1] = build(1, n);

map<int,int> mp;

for (int i = n; i >= 1; i--)

{

if (mp.find(a[i]) == mp.end())

{

T[i] = update(T[i + 1], i, 1);

}

else

{

int tmp = update(T[i + 1], mp[a[i]], -1);

T[i] = update(tmp, i, 1);

}

mp[a[i]] = i;

}

scanf("%d", &q);

while (q--)

{

int l, r;

scanf("%d%d", &l, &r);

printf("%d\n", query(T[l], r));

}

}

return 0;

}

##### 静态区间第k小

const int MAXN = 100010;

const int M = MAXN \* 30;

int n, q, m, tot;

int a[MAXN], t[MAXN];

int T[MAXN], lson[M], rson[M], c[M];

void Init\_hash()

{

for (int i = 1; i <= n; i++)

{

t[i] = a[i];

}

sort(t + 1, t + 1 + n);

m = (int)(unique(t + 1, t + 1 + n) - t - 1);

}

int build(int l, int r)

{

int root = tot++; c[root] = 0;

if (l != r)

{

int mid = (l + r) >> 1;

lson[root] = build(l, mid);

rson[root] = build(mid + 1, r);

}

return root;

}

int hash\_(int x)

{

return (int)(lower\_bound(t + 1, t + 1 + m, x) - t);

}

int update(int root, int pos, int val)

{

int newroot = tot++, tmp = newroot;

c[newroot] = c[root] + val;

int l = 1, r = m;

while (l < r)

{

int mid = (l + r) >> 1;

if (pos <= mid)

{

lson[newroot] = tot++;

rson[newroot] = rson[root];

newroot = lson[newroot];

root = lson[root];

r = mid;

}

else

{

rson[newroot] = tot++;

lson[newroot] = lson[root];

newroot = rson[newroot];

root = rson[root];

l = mid + 1;

}

c[newroot] = c[root] + val;

}

return tmp;

}

int query(int left\_root, int right\_root, int k)

{

int l = 1, r = m;

while ( l < r)

{

int mid = (l + r) >> 1;

if (c[lson[left\_root]] - c[lson[right\_root]] >= k )

{

r = mid;

left\_root = lson[left\_root];

right\_root = lson[right\_root];

}

else

{

l = mid + 1;

k -= c[lson[left\_root]] - c[lson[right\_root]];

left\_root = rson[left\_root];

right\_root = rson[right\_root];

}

}

return l;

}

int main()

{

// freopen("in.txt","r",stdin);

// freopen("out.txt","w",stdout);

while (scanf("%d%d", &n, &q) == 2)

{

tot = 0;

for (int i = 1; i <= n; i++)

{

scanf("%d", &a[i]);

}

Init\_hash();

T[n + 1] = build(1, m);

for (int i = n; i; i--)

{

int pos = hash\_(a[i]);

T[i] = update(T[i + 1], pos, 1);

}

while (q--)

{

int l, r, k;

scanf("%d%d%d", &l, &r, &k);

printf("%d\n", t[query(T[l], T[r + 1], k)]);

}

}

return 0;

}

##### 树上路径点权第k大

/\*

\* LCA + 主席树

\*/

// 主席树部分

const int MAXN = 200010;

const int M = MAXN \* 40;

int n, q, m, TOT;

int a[MAXN], t[MAXN];

int T[MAXN], lson[M], rson[M], c[M];

void Init\_hash()

{

for (int i = 1; i <= n; i++)

{

t[i] = a[i];

}

sort(t + 1, t + 1 + n);

m = (int)(unique(t + 1, t + n + 1) - t - 1);

return ;

}

int build(int l, int r)

{

int root = TOT++;

c[root] = 0;

if (l != r)

{

int mid = (l + r) >> 1;

lson[root] = build(l, mid);

rson[root] = build(mid + 1, r);

}

return root;

}

int hash\_(int x)

{

return (int)(lower\_bound(t + 1, t + 1 + m, x) - t);

}

int update(int root, int pos, int val)

{

int newroot = TOT++, tmp = newroot;

c[newroot] = c[root] + val;

int l = 1, r = m;

while (l < r)

{

int mid = (l + r) >> 1;

if (pos <= mid)

{

lson[newroot] = TOT++;

rson[newroot] = rson[root];

newroot = lson[newroot];

root = lson[root];

r = mid;

}

else

{

rson[newroot] = TOT++;

lson[newroot] = lson[root];

newroot = rson[newroot];

root = rson[root];

l = mid + 1;

}

c[newroot] = c[root] + val;

}

return tmp;

}

int query(int left\_root, int right\_root, int LCA, int k)

{

int lca\_root = T[LCA];

int pos = hash\_(a[LCA]);

int l = 1, r = m;

while (l < r)

{

int mid = (l + r) >> 1;

int tmp = c[lson[left\_root]] + c[lson[right\_root]] - 2 \* c[lson[lca\_root]] + (pos >= l && pos <= mid);

if (tmp >= k)

{

left\_root = lson[left\_root];

right\_root = lson[right\_root];

lca\_root = lson[lca\_root];

r = mid;

}

else

{

k -= tmp;

left\_root = rson[left\_root];

right\_root = rson[right\_root];

lca\_root = rson[lca\_root];

l = mid + 1;

}

}

return l;

}

// LCA部分

int rmq[2 \* MAXN]; // rmq数组,就是欧拉序列对应的深度序列

struct ST

{

int mm[2 \* MAXN];

int dp[2 \* MAXN][20]; // 最小值对应的下标

void init(int n)

{

mm[0] = -1;

for (int i = 1; i <= n; i++)

{

mm[i] = ((i & (i - 1)) == 0) ? mm[i - 1] + 1 : mm[i - 1];

dp[i][0] = i;

}

for (int j = 1; j <= mm[n]; j++)

{

for (int i = 1; i + (1 << j) - 1 <= n; i++)

{

dp[i][j] = rmq[dp[i][j - 1]] < rmq[dp[i + (1 << (j - 1))][j - 1]] ? dp[i][j - 1] : dp[i + (1 << (j - 1))][j - 1];

}

}

return ;

}

int query(int a, int b) // 查询[a,b]之间最小值的下标

{

if (a > b)

{

swap(a, b);

}

int k = mm[b - a + 1];

return rmq[dp[a][k]] <= rmq[dp[b - (1 << k) + 1][k]] ? dp[a][k] : dp[b - (1 << k) + 1][k];

}

};

// 边的结构体定义

struct Edge

{

int to, next;

};

Edge edge[MAXN \* 2];

int tot, head[MAXN];

int F[MAXN \* 2]; // 欧拉序列,就是dfs遍历的顺序,长度为2\*n-1,下标从1开始

int P[MAXN]; // P[i]表示点i在F中第一次出现的位置

int cnt;

ST st;

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

return ;

}

void addedge(int u, int v) // 加边,无向边需要加两次

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

return ;

}

void dfs(int u, int pre, int dep)

{

F[++cnt] = u;

rmq[cnt] = dep;

P[u] = cnt;

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v == pre)

{

continue;

}

dfs(v, u, dep + 1);

F[++cnt] = u;

rmq[cnt] = dep;

}

return ;

}

void LCA\_init(int root, int node\_num) // 查询LCA前的初始化

{

cnt = 0;

dfs(root, root, 0);

st.init(2 \* node\_num - 1);

return ;

}

int query\_lca(int u, int v) // 查询u,v的lca编号

{

return F[st.query(P[u], P[v])];

}

void dfs\_build(int u, int pre)

{

int pos = hash\_(a[u]);

T[u] = update(T[pre], pos, 1);

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v == pre)

{

continue;

}

dfs\_build(v, u);

}

return ;

}

int main()

{

// freopen("in.txt", "r", stdin);

// freopen("out.txt", "w", stdout);

while (scanf("%d%d", &n, &q) == 2)

{

for (int i = 1; i <= n; i++)

{

scanf("%d", &a[i]);

}

Init\_hash();

init();

TOT = 0;

int u, v;

for (int i = 1; i < n; i++)

{

scanf("%d%d", &u, &v);

addedge(u, v);

addedge(v, u);

}

LCA\_init(1, n);

T[n + 1] = build(1, m);

dfs\_build(1, n + 1);

int k;

while (q--)

{

scanf("%d%d%d", &u, &v, &k);

printf("%d\n", t[query(T[u], T[v], query\_lca(u, v), k)]);

}

}

return 0;

}

### Trie树

##### K叉

/\*

\* INIT: init();

\* 注: tree[i][tk]>0时表示单词存在, 当然也可赋予它更多含义;

\*/

const int tk = 26, tb = 'a'; // tk叉; 起始字母为tb;

const int N = 1010; // N: 最大结点个数

int top, tree[N][tk + 1];

void init()

{

top = 1;

memset(tree[0], 0, sizeof(tree[0]));

return ;

}

int sear(char \*s) // 失败返回0

{

for (int rt = 0; rt == tree[rt][\*s - tb];)

{

if (\*(++s) == 0)

{

return tree[rt][tk];

}

}

return 0;

}

void insert(char \*s, int rank = 1)

{

int rt, nxt;

for (rt = 0; \*s; rt = nxt, ++s)

{

nxt = tree[rt][\*s - tb];

if (0 == nxt)

{

tree[rt][\*s - tb] = nxt = top;

memset(tree[top], 0, sizeof(tree[top]));

top++;

}

}

tree[rt][tk] = rank; // 1表示存在0表示不存在,也可以赋予其其他含义

}

void delt(char \*s) // 只做标记, 假定s一定存在

{

int rt = 0;

for (; \*s; ++s)

{

rt = tree[rt][\*s - tb];

}

tree[rt][tk] = 0;

return ;

}

int prefix(char \*s) // 最长前缀

{

int rt = 0, lv;

for (lv = 0; \*s; ++s, ++lv)

{

rt = tree[rt][\*s - tb];

if (rt == 0)

{

break;

}

}

return lv;

}

##### 左儿子右兄弟

/\*

\* 左孩子右兄弟

\* INIT: init();

\*/

const int N = 1010;

int top;

struct trie

{

char c;

int l, r, rk;

} tree[N];

void init()

{

top = 1;

memset(tree, 0, sizeof(tree[0]));

}

int sear(char \*s) // 失败返回0

{

int rt;

for (rt = 0; \*s; ++s)

{

for (rt = tree[rt].l; rt; rt = tree[rt].r)

{

if (tree[rt].c == \*s)

{

break;

}

}

if (rt == 0)

{

return 0;

}

}

return tree[rt].rk;

}

void insert(char \*s, int rk = 1) // rk: 权或者标记

{

int i, rt;

for (rt = 0; \*s; ++s, rt = i)

{

for (i = tree[rt].l; i; i = tree[i].r)

{

if (tree[i].c == \*s)

{

break;

}

}

if (i == 0)

{

tree[top].r = tree[rt].l;

tree[top].l = 0;

tree[top].c = \*s;

tree[top].rk = 0;

tree[rt].l = top;

i = top++;

}

}

tree[rt].rk = rk;

return ;

}

void delt(char \*s) // 假定s已经存在,只做标记

{

int rt;

for (rt = 0; \*s; ++s)

{

for (rt = tree[rt].l; rt; rt = tree[rt].r)

{

if (tree[rt].c == \*s)

{

break;

}

}

tree[rt].rk = 0;

}

return ;

}

int profix(char \*s) // 最长前缀

{

int rt = 0, lv;

for (lv = 0; \*s; ++s, ++lv)

{

for (rt = tree[rt].l; rt; rt = tree[rt].r)

{

if (tree[rt].c == \*s)

{

break;

}

}

if (rt == 0)

{

break;

}

}

return lv;

}

### RMQ

##### 一维

/\*

\* 求最大值,数组下标从1开始。

\* 求最小值,或者最大最小值下标,或者数组从0开始对应修改即可。

\*/

const int MAXN = 50010;

int dp[MAXN][20];

int mm[MAXN];

// 初始化RMQ,b数组下标从1开始,b数组是区间元素序列

void initRMQ(int n, int b[])

{

mm[0] = -1;

for (int i = 1; i <= n; i++)

{

mm[i] = ((i & (i - 1)) == 0) ? mm[i - 1] + 1 : mm[i - 1];

dp[i][0] = b[i];

}

for (int j = 1; j <= mm[n]; j++)

{

for (int i = 1; i + (1 << j) - 1 <= n; i++)

{

dp[i][j] = max(dp[i][j - 1], dp[i + (1 << (j - 1))][j - 1]);

}

}

}

// 查询最大值

int rmq(int x, int y)

{

int k = mm[y - x + 1];

return max(dp[x][k], dp[y - (1 << k) + 1][k]);

}

##### 二维

/\*

\* 二维RMQ,预处理复杂度 n\*m\*log\*(n)\*log(m)

\* 数组下标从1开始

\*/

int val[310][310];

int dp[310][310][9][9]; // 最大值

int mm[310]; // 二进制位数减一,使用前初始化

void initRMQ(int n, int m)

{

for (int i = 1; i <= n; i++)

{

for (int j = 1; j <= m; j++)

{

dp[i][j][0][0] = val[i][j];

}

}

for (int ii = 0; ii <= mm[n]; ii++)

{

for (int jj = 0; jj <= mm[m]; jj++)

{

if (ii + jj)

{

for (int i = 1; i + (1 << ii) - 1 <= n; i++)

{

for(int j = 1; j + (1 << jj) - 1 <= m; j++)

{

if (ii)

{

dp[i][j][ii][jj] = max(dp[i][j][ii - 1][jj], dp[i + (1 << (ii - 1))][j][ii - 1][jj]);

}

else

{

dp[i][j][ii][jj] = max(dp[i][j][ii][jj - 1], dp[i][j + (1 << (jj - 1))][ii][jj - 1]);

}

}

}

}

}

}

}

// 查询矩形内的最大值(x1<=x2,y1<=y2)

int rmq(int x1, int y1, int x2, int y2)

{

int k1 = mm[x2 - x1 + 1];

int k2 = mm[y2 - y1 + 1];

x2 = x2 - (1 << k1) + 1;

y2 = y2 - (1 << k2) + 1;

return max(max(dp[x1][y1][k1][k2], dp[x1][y2][k1][k2]), max(dp[x2][y1][k1][k2], dp[x2][y2][k1][k2]));

}

int main()

{

// 在外面对mm数组进行初始化

mm[0] = -1;

for (int i = 1; i <= 305; i++)

{

mm[i] = ((i & (i - 1)) == 0) ? mm[i - 1] + 1 : mm[i - 1];

}

int n, m;

int Q;

int r1, c1, r2, c2;

while (scanf("%d%d", &n, &m) == 2)

{

for (int i = 1; i <= n; i++)

{

for (int j = 1; j <= m; j++)

{

scanf("%d", &val[i][j]);

}

}

initRMQ(n, m);

scanf("%d", &Q);

while(Q--)

{

scanf("%d%d%d%d", &r1, &c1, &r2, &c2);

if (r1 > r2)

{

swap(r1, r2);

}

if (c1 > c2)

{

swap(c1, c2);

}

int tmp = rmq(r1, c1, r2, c2);

printf("%d ", tmp);

if (tmp == val[r1][c1] || tmp == val[r1][c2] || tmp == val[r2][c1] || tmp == val[r2][c2])

{

printf("yes\n");

}

else

{

printf("no\n");

}

}

}

return 0;

}

### 树链部分

##### 点权

/\*

\* 基于点权,查询单点值,修改路径的上的点权

\*/

const int MAXN = 50010;

struct Edge

{

int to, next;

} edge[MAXN \* 2];

int head[MAXN], tot;

int top[MAXN]; // top[v]表示v所在的重链的顶端节点

int fa[MAXN]; // 父亲节点

int deep[MAXN]; // 深度

int num[MAXN]; // num[v]表示以v为根的子树的节点数

int p[MAXN]; // p[v]表示v对应的位置

int fp[MAXN]; // fp和p数组相反

int son[MAXN]; // 重儿子

int pos;

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

pos = 1; // 使用树状数组,编号从头1开始

memset(son, -1, sizeof(son));

return ;

}

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

return ;

}

void dfs1(int u, int pre, int d)

{

deep[u] = d;

fa[u] = pre;

num[u] = 1;

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v != pre)

{

dfs1(v, u, d + 1);

num[u] += num[v];

if (son[u] == -1 || num[v] > num[son[u]])

{

son[u] = v;

}

}

}

return ;

}

void getpos(int u, int sp)

{

top[u] = sp;

p[u] = pos++;

fp[p[u]] = u;

if (son[u] == -1)

{

return ;

}

getpos(son[u], sp);

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v != son[u] && v != fa[u])

{

getpos(v, v);

}

}

return ;

}

//树状数组

int lowbit(int x)

{

return x & (-x);

}

int c[MAXN];

int n;

int sum(int i)

{

int s = 0;

while (i > 0)

{

s += c[i];

i -= lowbit(i);

}

return s;

}

void add(int i, int val)

{

while (i <= n)

{

c[i] += val;

i += lowbit(i);

}

return ;

}

void Change(int u, int v, int val) // u->v的路径上点的值改变val

{

int f1 = top[u], f2 = top[v];

while (f1 != f2)

{

if (deep[f1] < deep[f2])

{

swap(f1, f2);

swap(u, v);

}

add(p[f1], val);

add(p[u] + 1, -val);

u = fa[f1];

f1 = top[u];

}

if (deep[u] > deep[v])

{

swap(u, v);

}

add(p[u], val);

add(p[v] + 1, -val);

return ;

}

int a[MAXN];

int main()

{

int M, P;

while (scanf("%d%d%d", &n, &M, &P) == 3)

{

int u, v;

int C1, C2, K;

char op[10];

init();

for (int i = 1; i <= n; i++)

{

scanf("%d", &a[i]);

}

while(M--)

{

scanf("%d%d", &u, &v);

addedge(u, v);

addedge(v, u);

}

dfs1(1, 0, 0);

getpos(1, 1);

memset(c, 0, sizeof(c));

for (int i = 1; i <= n; i++)

{

add(p[i],a[i]);

add(p[i] + 1, -a[i]);

}

while (P--)

{

scanf("%s", op);

if (op[0] == 'Q')

{

scanf("%d", &u);

printf("%d\n", sum(p[u]));

}

else

{

scanf("%d%d%d", &C1, &C2, &K);

if (op[0] == 'D')

{

K = -K;

}

Change(C1, C2, K);

}

}

}

return 0;

}

##### 边权

/\*

\* 基于边权,修改单条边权,查询路径边权最大值

\*/

const int MAXN = 10010;

struct Edge

{

int to, next;

} edge[MAXN \* 2];

int head[MAXN], tot;

int top[MAXN]; // top[v]表示v所在的重链的顶端节点

int fa[MAXN]; // 父亲节点

int deep[MAXN]; // 深度

int num[MAXN]; // num[v]表示以v为根的子树的节点数

int p[MAXN]; // p[v]表示v与其父亲节点的连边在线段树中的位置

int fp[MAXN]; // 和p数组相反

int son[MAXN]; // 重儿子

int pos;

void init()

{

tot = 0;

memset(head, -1, sizeof(head));

pos = 0;

memset(son, -1, sizeof(son));

return ;

}

void addedge(int u, int v)

{

edge[tot].to = v;

edge[tot].next = head[u];

head[u] = tot++;

return ;

}

void dfs1(int u, int pre, int d) // 第一遍dfs求出fa,deep,num,son

{

deep[u] = d;

fa[u] = pre;

num[u] = 1;

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v != pre)

{

dfs1(v, u, d + 1);

num[u] += num[v];

if (son[u] == -1 || num[v] > num[son[u]])

{

son[u] = v;

}

}

}

}

void getpos(int u,int sp) // 第二遍dfs求出top和p

{

top[u] = sp;

p[u] = pos++;

fp[p[u]] = u;

if (son[u] == -1)

{

return ;

}

getpos(son[u], sp);

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].to;

if (v != son[u] && v != fa[u])

{

getpos(v,v);

}

}

return ;

}

// 线段树

struct Node

{

int l, r;

int Max;

} segTree[MAXN \* 3];

void build(int i, int l, int r)

{

segTree[i].l = l;

segTree[i].r = r;

segTree[i].Max = 0;

if (l == r)

{

return ;

}

int mid = (l + r) / 2;

build(i << 1, l, mid);

build((i << 1) | 1, mid + 1, r);

return ;

}

void push\_up(int i)

{

segTree[i].Max = max(segTree[i << 1].Max, segTree[(i << 1)|1].Max);

}

void update(int i, int k, int val) // 更新线段树的第k个值为val

{

if (segTree[i].l == k && segTree[i].r == k)

{

segTree[i].Max = val;

return ;

}

int mid = (segTree[i].l + segTree[i].r) / 2;

if (k <= mid)

{

update(i << 1, k, val);

}

else

{

update((i << 1) | 1, k, val);

}

push\_up(i);

return ;

}

int query(int i, int l, int r) // 查询线段树中[l,r]的最大值

{

if (segTree[i].l == l && segTree[i].r == r)

{

return segTree[i].Max;

}

int mid = (segTree[i].l + segTree[i].r) / 2;

if (r <= mid)

{

return query(i << 1, l, r);

}

else if (l > mid)

{

return query((i << 1) | 1, l, r);

}

else

{

return max(query(i << 1, l, mid), query((i << 1) | 1, mid + 1, r));

}

}

int find(int u,int v) // 查询u->v边的最大值

{

int f1 = top[u], f2 = top[v];

int tmp = 0;

while (f1 != f2)

{

if (deep[f1] < deep[f2])

{

swap(f1, f2);

swap(u, v);

}

tmp = max(tmp, query(1, p[f1], p[u]));

u = fa[f1];

f1 = top[u];

}

if (u == v)

{

return tmp;

}

if (deep[u] > deep[v])

{

swap(u, v);

}

return max(tmp, query(1, p[son[u]], p[v]));

}

int e[MAXN][3];

int main()

{

// freopen("in.txt", "r", stdin);

// freopen("out.txt", "w", stdout);

int T;

int n;

scanf("%d", &T);

while (T--)

{

init();

scanf("%d", &n);

for (int i = 0; i < n - 1; i++)

{

scanf("%d%d%d", &e[i][0], &e[i][1], &e[i][2]);

addedge(e[i][0], e[i][1]);

addedge(e[i][1], e[i][0]);

}

dfs1(1, 0, 0);

getpos(1, 1);

build(1, 0, pos - 1);

for (int i = 0; i < n-1; i++)

{

if (deep[e[i][0]] > deep[e[i][1]])

{

swap(e[i][0],e[i][1]);

}

update(1, p[e[i][1]], e[i][2]);

}

char op[10];

int u, v;

while (scanf("%s", op) == 1)

{

if (op[0] == 'D')

{

break;

}

scanf("%d%d", &u, &v);

if (op[0] == 'Q')

{

printf("%d\n", find(u, v)); // 查询u->v路径上边权的最大值

}

else

{

update(1, p[e[u - 1][1]], v); // 修改第u条边的长度为v

}

}

}

return 0;

}

### 二分查找

##### 查找V

/\*

\* 在[l, h)范围内查找值v,返回下标

\* 假设a数组已经按从小到大排序

\* 失败返回-1

\*/

int bs(int a[], int l, int h, int v)

{

int m;

while (l < h)

{

m = (l + h) >> 1;

if (a[m] == v)

{

return m;

}

if (a[m] < v)

{

l = m + 1;

}

else

{

h = m;

}

}

return -1;

}

##### 查找大于等于v的第一个值

/\*

\* 传入参数必须在a[l]与a[h]之间

\* 假设a数组已经按从小到大排序

\* 返回值l总是合理的

\*/

int bs(int a[], int l, int h, int v)

{

int m;

while (l < h)

{

m = (l + h) >> 1;

if (a[m] < v)

{

l = m + 1;

}

else

{

h = m;

}

}

return l;

}

##### 查找小于等于v的最后一个值

/\*

\* 在下标[l, r]范围内查找,返回下标

\* 假设a数组已经按从小到大排序

\* 失败返回-1

\*/

int bs(int a[], int l, int r, int v)

{

int m;

while (l < r)

{

m = (l + r + 1) >> 1;

if (a[m] > v)

{

r = m - 1;

}

else

{

l = m;

}

}

if (a[l] > v)

{

return -1;

}

return l;

}

##### 二分套二分

/\*

\* 二分套二分

\* 数组A同数组B组合乘积，二分查找第K大

\*/

typedef long long ll;

const int MAXN = 5e4 + 10;

ll N, K;

ll A[MAXN];

ll B[MAXN];

// 查找小于x的元素个数

ll check(ll x)

{

ll j = N, ans = 0;

for (int i = 1; i <= N; i++)

{

for (; j > 0;)

{

if (A[i] \* B[j] > x)

{

j--;

}

else

{

break;

}

}

ans += j;

}

return ans;

}

int main(int argc, const char \* argv[])

{

cin >> N >> K;

for (int i = 1; i <= N; i++)

{

scanf("%lld %lld", A + i, B + i);

}

sort(A + 1, A + N + 1);

sort(B + 1, B + N + 1);

ll ans = 0;

ll key = N \* N - K + 1;

ll low = A[1] \* B[1]; // 初始最小值

ll high = A[N] \* B[N]; // 初始最大值

while (high - low > 1)

{

ll mid = (low + high) >> 1;

if (check(mid) >= key)

{

ans = mid;

high = mid;

}

else

{

low = mid;

}

}

cout << ans << '\n';

return 0;

}

### 树状数组

/\*

单点更新，区间查询，（也可区间更新加），逆序对等等

\*/

int lowerbit(int x) {

return x & -x;

}

void add(int p, int x) {

while (p < maxn) {

d[p] += x;

p += lowerbit(p);

}

}

int sum(int p) {

int res = 0;

while (p) {

res += d[p];

p -= lowerbit(p);

}

return res;

}

#include<iostream>

#include<cstdio>

#include<cstring>

#include<string>

#include<cmath>

using namespace std;

typedef long long ll;

const int maxn = 50005;

int a[maxn];

int n;

int lowbit(const int t) {

return t & (-t);

}

void insert(int t, int d) {

while (t <= n){

a[t] += d;

t = t + lowbit(t);

}

}

ll getSum(int t) {

ll sum = 0;

while (t > 0){

sum += a[t];

t = t - lowbit(t);

}

return sum;

}

int main() {

int t, k, d;

scanf("%d", &t);

k= 1;

while (t--){

memset(a, 0, sizeof(a));

scanf("%d", &n);

for (int i = 1; i <= n; ++i) {

scanf("%d", &d);

insert(i, d);

}

string str;

printf("Case %d:\n", k++);

while (cin >> str) {

if (str == "End") break;

int x, y;

scanf("%d %d", &x, &y);

if (str == "Query")

printf("%lld\n", getSum(y) - getSum(x - 1));

else if (str == "Add")

insert(x, y);

else if (str == "Sub")

insert(x, -y);

}

}

return 0;

}

##### 一维

/\*

\* INIT: ar[]置为0;

\* CALL: add(i, v): 将i点的值加v; sum(i): 求[1, i]的和;

\*/

#define typev int // type of res

const int N = 1010;

typev ar[N]; // index: 1 ~ N

int lowb(int t)

{

return t & (-t);

}

void add(int i, typev v)

{

for (; i < N; ar[i] += v, i += lowb(i));

return ;

}

typev sum(int i)

{

typev s = 0;

for (; i > 0; s += ar[i], i -= lowb(i));

return s;

}

##### 二维

/\*

\* INIT: c[][]置为0; Row,Col要赋初值

\*/

const int N = 10000;

int c[N][N];

int Row, Col;

inline int Lowbit(const int &x)

{ // x > 0

return x & (-x);

}

int Sum(int i, int j)

{

int tempj, sum = 0;

while (i > 0)

{

tempj = j;

while (tempj > 0)

{

sum += c[i][tempj];

tempj -= Lowbit(tempj);

}

i -= Lowbit(i);

}

return sum;

}

void Update(int i, int j, int num)

{

int tempj;

while (i <= Row)

{

tempj = j;

while (tempj <= Col)

{

c[i][tempj] += num;

tempj += Lowbit(tempj);

}

i += Lowbit(i);

}

return ;

}

### 滚动数组

##### 一维

int main()

{

int i;

long long d[80];

d[0] = 1;

d[1] = 1;

for(i = 2; i < 80; i++)

{

d[i] = d[i - 1] + d[i - 2];

}

printf("%lld\n",d[79]);

return 0;

}

上面这个循环d[i]只依赖于前两个数据d[i - 1]和d[i - 2]; 为了节约空间用滚动数组的做法。

int main()

{

int i;

long long d[3];

d[0] = 1;

d[1] = 1;

for(i = 2; i < 80; i++)

{

d[i % 3] = d[(i - 1) % 3] + d[(i - 2) % 3];

}

printf("%lld\n", d[79%3]);

return 0;

}

上面的取余运算，我们成功地只保留了需要的最后3个解，数组好象在“滚动”一样，所以叫滚动数组(对于二维也可以用)。所以，很明显，滚动数组可以通过取余（％）来实现的，但是这里存在一个通病，那就是时间换内存一定会牺牲时间。因此，滚动数组一般用在时间比较充裕，而内存不够的情况下。

##### 二维

int i, j, d[100][100];

for(i = 1; i < 100; i++)

for(j = 0; j < 100; j++)

d[i][j] = d[i - 1][j] + d[i][j - 1];

上面的d[i][j]只依赖于d[i - 1][j], d[i][j - 1];   
运用滚动数组

int i, j, d[2][100];

for(i = 1; i < 100; i++)

for(j = 0; j < 100; j++)

d[i % 2][j] = d[(i - 1) % 2][j] + d[i % 2][j - 1];

##### 附录

附上另外一种滚动数组的写法（其实和取余一个路子）：   
斐波那契数列……

int Fib[3];

int fib(int n)

{

Fib[1] = 0;

Fib[2] = 1;

for(int i = 2; i <= n; ++i)

{

Fib[0] = Fib[1];

Fib[1] = Fib[2];

Fib[2] = Fib[0] + Fib[1];

}

return Fib[2];

}

int main()

{

int ncase, n, ans;

scanf("%d", &ncase);

while(ncase--)

{

scanf("%d", &n);

ans = fib(n);

printf("%d\n", ans);

}

return 0;

}

### 逆序数

##### 归并排序求逆序数

/\*

\* 也可以用树状数组做

\* a[0...n-1] cnt=0; call: MergeSort(0, n)

\*/

const int N = 1010;

int a[N];

int c[N];

int cnt = 0;

void MergeSort(int l, int r)

{

int mid, i, j, tmp;

if (r > l + 1)

{

mid = (l + r) / 2;

MergeSort(l, mid);

MergeSort(mid, r);

tmp = l;

for (i = l, j = mid; i < mid && j < r;)

{

if (a[i] > a[j])

{

c[tmp++] = a[j++];

cnt += mid - i;

}

else

{

c[tmp++] = a[i++];

}

}

if (j < r)

{

for (; j < r; ++j)

{

c[tmp++] = a[j];

}

}

else

{

for (; i < mid; ++i)

{

c[tmp++]=a[i];

}

}

for (i = l; i < r; ++i)

{

a[i] = c[i];

}

}

return ;

}

##### 逆序数推排列数

/\*

\* 动态规划:f(n,m)表示逆序数为m的n元排列的个数,则

\* f(n + 1, m) = f(n, m) + f(n, m - 1) + ... + f(n, m - n)(当 b<0 时,f(a,b) = 0)

\* 优化又考虑到如果直接利用上式计算时间复杂度为O(n^3),我们分析上

\* 式不难发现f(n + 1, m) = f(n, m) + f(n + 1, m - 1)

\* end = node[index].e,

\* if(m-n-1 >= 0) f(n+1, m) -= f(n, m-n-1).

\*/

const int N = 1001;

const int C = 10001;

const long MOD = 1000000007;

long arr[N][C];

long long temp;

int main()

{

int i, j;

arr[1][0] = arr[2][0] = arr[2][1] = 1;

for (i = 3; i < N; ++i)

{

arr[i][0] = 1;

long h = i \* (i + 1) / 2 + 1;

if (h > C)

{

h = C;

}

for (j = 1; j < h; ++j)

{

temp = arr[i - 1][j] + arr[i][j - 1];

arr[i][j] = temp % MOD;

if (j - i >= 0)

{

arr[i][j] -= arr[i - 1][j - i];

if (arr[i][j] < 0)

{ // 注意:由于arr[i][j]和arr[i - 1][j - i]都是模过的,所以可能会得到负数

arr[i][j] += MOD;

}

}

}

}

while (scanf("%d %d", &i, &j) != EOF)

{

printf("%ld\n", arr[i][j]);

}

return 0;

}

### 并查集

/\*

\* INIT: makeset(n);

\* CALL: findset(x); unin(x, y);

\*/

const int N = 1010;

struct lset

{

int p[N], rank[N], sz;

void link(int x, int y)

{

if (x == y)

return ;

if (rank[x] > rank[y])

p[y] = x;

else

p[x] = y;

if (rank[x] == rank[y])

rank[y]++;

return ;

}

void makeset(int n)

{

sz = n;

for (int i = 0; i < sz; i++)

{

p[i] = i;

rank[i] = 0;

}

return ;

}

int findset(int x)

{

if (x != p[x])

p[x] = findset(p[x]);

return p[x];

}

void unin(int x, int y)

{

link(findset(x), findset(y));

return ;

}

void compress()

{

for (int i = 0; i < sz; i++)

findset(i);

return ;

}

};

### 快速排序

void ksort(int l, int h, int a[])

{

if (h < l + 2)

{

return ;

}

int e = h, p = l;

while (l < h)

{

while (++l < e && a[l] <= a[p]);

while (--h > p && a[h] >= a[p]);

if (l < h)

{

swap(a[l], a[h]);

}

}

swap(a[h], a[p]);

ksort(p, h, a);

ksort(l, e, a);

return ;

}

### 机器工作调度

2台机器,n件任务,必须先在S1上做,再在S2上做.

任务之间先做后做任意.求最早的完工时间.

这是一个经典问题: 2台机器的情况下有多项式算法(Johnson算法),3台或以上的机器是NP-hard算法。

Johnson算法:

(1)把作业按工序加工时间分成两个子集,第一个集合中在S1上做的时间比在S2上少,其它的作业放到第二个集合;

　 先完成第一个集合里面的作业,再完成第二个集合里的作业.

(2)对于第一个集合,其中的作业顺序是按在S1上的时间的不减排列;

　 对于第二个集合, 其中的作业顺序是按在S2上的时间的不增排列.

const int MAXN = 5e4 + 5;

struct task

{

int a;

int b;

} TaskA[MAXN], TaskB[MAXN];

bool cmpA(task a, task b)

{

return a.a <= b.a;

}

bool cmpB(task a, task b)

{

return a.b >= b.b;

}

int main(int argc, const char \* argv[])

{

int N;

cin >> N;

int a, b;

int posA = 0, posB = 0;

int sumA = 0, sumB = 0;

for (int i = 0; i < N; i++)

{

scanf("%d %d", &a, &b);

if (a < b)

{

TaskA[posA].a = a;

TaskA[posA++].b = b;

sumA += b;

}

else

{

TaskB[posB].a = a;

TaskB[posB++].b = b;

sumB += a;

}

}

sort(TaskA, TaskA + posA, cmpA);

sort(TaskB, TaskB + posB, cmpB);

for (int i = 0; i < posB; i++)

{

TaskA[posA++] = TaskB[i];

}

int ans = TaskA[0].a + TaskA[0].b;

int sum = TaskA[0].a;

for (int i = 1; i < posA; i++)

{

sum += TaskA[i].a;

ans = sum < ans ? ans + TaskA[i].b : sum + TaskA[i].b;

}

cout << ans << '\n';

return 0;

}

### 取第k个元素

/\*

\* 取第k个元素

\* k = 0 ... n - 1,平均复杂度O(n) 注意a[]中的顺序被改变

\*/

#define \_cp(a,b) ((a) < (b))

typedef int elem\_t;

elem\_t kth\_element(int n, elem\_t \*a, int k)

{ // a[0 ... n-1]

elem\_t t, key;

int l = 0, r = n - 1, i, j;

while (l < r)

{

for (key = a[((i = l - 1) + (j = r + 1)) >> 1]; i < j;)

{

for (j--; \_cp(key, a[j]); j--);

for (i++; \_cp(a[i], key); i++);

if (i < j)

{

t = a[i], a[i] = a[j], a[j] = t;

}

}

if (k > j)

{

l = j + 1;

}

else

{

r = j;

}

}

return a[k];

}

### 最长公共递增子序列

/\*

\* 最长公共递增子序列 O(n^2)

\* f记录路径,DP记录长度, 用a对b扫描,逐步最优化。

\*/

const int N = 1010;

int f[N][N], dp[N];

int gcis(int a[], int la, int b[], int lb, int ans[])

{ // a[1...la], b[1...lb]

int i, j, k, mx;

memset(f, 0, sizeof(f));

memset(dp, 0, sizeof(dp));

for (i = 1; i <= la; i++)

{

memcpy(f[i], f[i-1], sizeof(f[0]));

for (k = 0, j = 1; j <= lb; j++)

{

if (b[j - 1] < a[i - 1] && dp[j] > dp[k])

{

k = j;

}

if (b[j - 1] == a[i - 1] && dp[k] + 1 > dp[j])

{

dp[j] = dp[k] + 1,

f[i][j] = i \* (lb + 1) + k;

}

}

}

for (mx = 0, i = 1; i <= lb; i++)

{

if (dp[i] > dp[mx])

{

mx = i;

}

}

for (i = la \* lb + la + mx, j = dp[mx]; j; i = f[i / (lb + 1)][i % (lb + 1)], j--)

{

ans[j - 1] = b[i % (lb + 1) - 1];

}

return dp[mx];

}

### 最长公共子序列

const int N = 1010;

int a[N][N];

int LCS(const char \*s1, const char \*s2)

{ // s1:0...m, s2:0...n

int m = (int)strlen(s1), n = (int)strlen(s2);

int i, j;

a[0][0] = 0;

for (i = 1; i <= m; ++i)

a[i][0] = 0;

for (i = 1; i <= n; ++i)

a[0][i] = 0;

for (i = 1; i <= m; ++i)

{

for (j = 1; j <= n; ++j)

{

if (s1[i - 1] == s2[j - 1])

a[i][j] = a[i - 1][j - 1] + 1;

else if (a[i - 1][j] > a[i][j - 1])

a[i][j]= a[i - 1][j];

else

a[i][j] = a[i][j - 1];

}

}

return a[m][n];

}

### 最少找硬币问题

/\*

\* 贪心策略-深度搜索

\*/

int value[7] = {100, 50, 20, 10, 5, 2, 1};

int count[7]; // count[i]:value[i]硬币的个数

int res[7];

bool flag;

void DFS(int total, int p);

int main()

{

int pay = 0;

scanf("%d", &pay);

//...

flag = false; // 标识是否已经找到结果

for (int i = 0; i < 7; ++i)

{

res[i] = 0;

}

DFS(pay, 0); // pay为要找的钱数

if (flag)

{

printf("Accept\n%d", res[0]);

for (int i = 1; i < 7; ++i)

{

printf(" %d", res[i]);

}

printf("\n");

}

else

{

printf("Refuse\n"); // 无法正好找钱

}

}

void DFS(int total, int p)

{

if (flag)

{

return ;

}

if (p == 7)

{

if (total == 0)

{

flag = true;

}

return ;

}

int i, max = total / value[p];

if (max > count[p])

{

max = count[p];

}

for (i = max; i >= 0; --i)

{

res[p] = i;

DFS(total - i \* value[p], p + 1);

if (flag)

return ;

}

return ;

}

### 棋盘分割

/\*

\* 棋盘分割

\* 将一个8\*8的棋盘进行如下分割:将原棋盘割下一块矩形棋盘并使剩下部

\* 分也是矩形,再将剩下的部分继续如此分割,这样割了(n-1)次后,连同最

\* 后剩下的矩形棋盘共有n块矩形棋盘。(每次切割都只能沿着棋盘格子的边

\* 进行) 原棋盘上每一格有一个分值,一块矩形棋盘的总分为其所含各格分

\* 值之和。现在需要把棋盘按上述规则分割成n块矩形棋盘,并使各矩形棋

\* 盘总分的均方差最小。 均方差...,其中平均值...,xi为第i块矩形棋盘的

\* 总分。请编程对给出的棋盘及 n,求出 O'的最小值。

\*/

#define min(a, b) ((a) < (b) ? (a) : (b))

const int oo = 10000000;

int map[8][8];

double C[16][8][8][8][8]; // c[k][si][ei][sj][ej]: 对矩阵

// map[si...sj][ei...ej]分割成k个矩形(切割k-1刀)的结果

double ans; // 平均值

int n; // 分成n块矩形棋盘

void input(void);

void reset(void);

double caluate(int i1, int j1, int i2, int j2);

void dp(int m, int si, int sj, int ei, int ej);

int main()

{

int m, i, j, k, l;

while (scanf("%d", &n) != EOF)

{

input();

reset();

for (m = 1; m <= n; m++)

{

for (i = 0; i < 8; i++)

{

for (j = 0; j < 8; j++)

{

for (k = 0; k < 8; k++)

{

for (l = 0; l < 8; l++)

{

if ((k - i + 1) \* (l - j + 1) < m)

{

C[m][i][j][k][l] = oo;

}

else

{

if (m == 1)

{

C[m][i][j][k][l] = pow((caluate(i, j, k, l) - ans), 2);

}

else

{

dp(m, i, j, k, l);

}

}

}

}

}

}

}

printf("%.3lf\n", sqrt(C[n][0][0][7][7] / n));

}

return 0;

}

void input()

{

int i, j;

double sum = 0;

for (i = 0; i < 8; i++)

{

for (j = 0; j < 8; j++)

{

scanf("%d", &map[i][j]);

sum += map[i][j];

}

}

ans = sum / double(n); // 平均值

}

void reset()

{

int i, j, k, l, m;

for (m = 0; m <= n; m++)

{

for (i = 0; i < 8; i++)

{

for (j = 0; j < 8; j++)

{

for (k = 0; k < 8; k++)

{

for (l = 0; l < 8; l++)

{

C[m][i][j][k][l] = 0;

}

}

}

}

}

return ;

}

double caluate(int i1, int j1, int i2, int j2)

{

double sum = 0;

int i, j;

for (i = i1; i <= i2; i++)

{

for (j = j1; j <= j2; j++)

{

sum += map[i][j];

}

}

return sum;

}

void dp(int m, int si, int sj, int ei, int ej)

{

int i, j;

double mins = oo;

for (j = sj; j < ej; j++)

{ // 竖刀

mins = min(mins, C[1][si][sj][ei][j] + C[m - 1][si][j + 1][ei][ej]);

mins = min(mins, C[m - 1][si][sj][ei][j] + C[1][si][j + 1][ei][ej]);

}

for (i = si; i < ei; i++)

{ // 横刀

mins = min(mins, C[1][si][sj][i][ej] + C[m - 1][i + 1][sj][ei][ej]);

mins = min(mins, C[m - 1][si][sj][i][ej] + C[1][i + 1][sj][ei][ej]);

}

C[m][si][sj][ei][ej] = mins;

return ;

}

### 堆栈

const int MAXSIZE = 10000;

int a[MAXSIZE], heapsize;

inline void swap(int i, int j)

{

int temp = a[i];

a[i] = a[j];

a[j] = temp;

return ;

}

inline int Parent(int i)

{

return i >> 1;

}

inline int Left(int i)

{

return 1 << i;

}

inline int Right(int i)

{

return (1 << i) + 1; // 保持堆的性质

}

void MaxHeapify(int i)

{

int l = Left(i), r = Right(i), largest;

if (l <= heapsize && a[l] > a[i])

{

largest = l;

}

else

{

largest = i;

}

if (r <= heapsize && a[r] > a[largest])

{

largest = r;

}

if (largest != i)

{

swap(i, largest);

MaxHeapify(largest);

}

return ;

}

void BuildMaxHeap(int \*arr, int n)

{

heapsize = n;

for (int i = heapsize / 2; i > 0; --i)

{

MaxHeapify(i);

}

return ;

}

void HeapSort(int \*arr, int n)

{

BuildMaxHeap(arr, n);

for (int i = n; i > 1; --i)

{

swap(1, i);

heapsize--;

MaxHeapify(1);

}

return ;

}

### 背包相关

const int MAXN = 101;

const int SIZE = 50001;

int dp[SIZE];

int volume[MAXN], value[MAXN], c[MAXN];

int n, v; // 总物品数，背包容量

// 01背包

void ZeroOnepark(int val, int vol)

{

for (int j = v ; j >= vol; j--)

{

dp[j] = max(dp[j], dp[j - vol] + val);

}

}

// 完全背包

void Completepark(int val, int vol)

{

for (int j = vol; j <= v; j++)

{

dp[j] = max(dp[j], dp[j - vol] + val);

}

}

// 多重背包

void Multiplepark(int val, int vol, int amount)

{

if (vol \* amount >= v)

{

Completepark(val, vol);

}

else

{

int k = 1;

while (k < amount)

{

ZeroOnepark(k \* val, k \* vol);

amount -= k;

k <<= 1;

}

if (amount > 0)

{

ZeroOnepark(amount \* val, amount \* vol);

}

}

}

int main()

{

while (cin >> n >> v)

{

for (int i = 1 ; i <= n ; i++)

{

cin >> volume[i] >> value[i] >> c[i]; // 费用，价值，数量

}

memset(dp, 0, sizeof(dp));

for (int i = 1; i <= n; i++)

{

Multiplepark(value[i], volume[i], c[i]);

}

cout << dp[v] << endl;

}

return 0;

}

### 使序列有序的最少交换次数

##### 交换相邻两数

如果只是交换相邻两数，那么最少交换次数为该序列的逆序数。

##### 交换任意两数

/\*

\* 交换任意两数的本质是改变了元素位置，

\* 故建立元素与其目标状态应放置位置的映射关系

\*/

int getMinSwaps(vector<int> &A)

{

// 排序

vector<int> B(A);

sort(B.begin(), B.end());

map<int, int> m;

int len = (int)A.size();

for (int i = 0; i < len; i++)

{

m[B[i]] = i; // 建立每个元素与其应放位置的映射关系

}

int loops = 0; // 循环节个数

vector<bool> flag(len, false);

// 找出循环节的个数

for (int i = 0; i < len; i++)

{

if (!flag[i])

{

int j = i;

while (!flag[j])

{

flag[j] = true;

j = m[A[j]]; // 原序列中j位置的元素在有序序列中的位置

}

loops++;

}

}

return len - loops;

}

vector<int> nums;

int main()

{

nums.push\_back(1);

nums.push\_back(2);

nums.push\_back(4);

nums.push\_back(3);

nums.push\_back(5);

int res = getMinSwaps(nums);

cout << res << '\n';

return 0;

}

##### 交换任意区间

/\*

\* 默认目标映射关系是 key 1 => val 1 …… key n => val n

\* 如果序列不是 1~n 可以通过 map 建立新的目标映射关系

\* 交换任意区间的本质是改变了元素的后继，故建立元素与其初始状态后继的映射关系

\*/

const int MAXN = 30;

int n;

int vis[MAXN];

int A[MAXN], B[MAXN];

int getMinSwaps()

{

memset(vis, 0, sizeof(vis));

for (int i = 1; i <= n; i++)

{

B[A[i]] = A[i % n + 1];

}

for (int i = 1; i <= n; i++)

{

B[i] = (B[i] - 2 + n) % n + 1;

}

int cnt = n;

for (int i = 1; i <= n; i++)

{

if (vis[i])

{

continue;

}

vis[i] = 1;

cnt--;

for (int j = B[i]; j != i; j = B[j])

{

vis[j] = 1;

}

}

return cnt;

}

int main()

{

cin >> n;

for (int i = 1; i <= n; i++)

{

cin >> A[i];

}

int res = getMinSwaps();

cout << res << '\n';

return 0;

}

# Geometry 计算几何

### Graham求凸包

/\*

\* Graham 求凸包 O(N \* logN)

\* CALL: nr = graham(pnt, int n, res); res[]为凸包点集;

\*/

struct point

{

double x, y;

};

bool mult(point sp, point ep, point op)

{

return (sp.x - op.x) \* (ep.y - op.y) >= (ep.x - op.x) \* (sp.y - op.y);

}

//inline bool operator < (const point &l, const point &r)

//{

// return l.y < r.y || (l.y == r.y && l.x < r.x);

//}

int graham(point pnt[], int n, point res[])

{

int i, len, top = 1;

sort(pnt, pnt + n);

if (n == 0)

{

return 0;

}

res[0] = pnt[0];

if (n == 1)

{

return 1;

}

res[1] = pnt[1];

if (n == 2)

{

return 2;

}

res[2] = pnt[2];

for (i = 2; i < n; i++)

{

while (top && mult(pnt[i], res[top], res[top - 1]))

{

top--;

}

res[++top] = pnt[i];

}

len = top;

res[++top] = pnt[n - 2];

for (i = n - 3; i >= 0; i--)

{

while (top != len && mult(pnt[i], res[top], res[top - 1]))

{

top--;

}

res[++top] = pnt[i];

}

return top; // 返回凸包中点的个数

}

### 判断四点共面

##### 混合积

struct point

{

double x, y, z;

point operator - (point &o)

{

point ans;

ans.x = this->x - o.x;

ans.y = this->y - o.y;

ans.z = this->z - o.z;

return ans;

}

};

double dot\_product(const point &a, const point &b)

{

return a.x \* b.x + a.y \* b.y + a.z \* b.z;

}

point cross\_product(const point &a, const point &b)

{

point ans;

ans.x = a.y \* b.z - a.z \* b.y;

ans.y = a.z \* b.x - a.x \* b.z;

ans.z = a.x \* b.y - a.y \* b.x;

return ans;

}

int main()

{

point p[4];

int T;

for (scanf("%d", &T); T--;)

{

for (int i = 0; i < 4; ++i)

{

scanf("%lf%lf%lf", &p[i].x, &p[i].y, &p[i].z);

}

puts(dot\_product(p[3] - p[0], cross\_product(p[2] - p[0], p[1] - p[0])) == 0.0 ? "Yes\n" : "No\n");

}

return 0;

}

### 判断线段与圆是否相交

typedef long long ll;

typedef struct // 点结构

{

ll x, y;

} Point;

Point A, B, C, O; // 三角形三点与圆心

ll r; // 半径

// 判断线段是否和圆相交

int segOnCircle(Point \*p\_1, Point \*p\_2)

{

ll a, b, c, dist\_1, dist\_2, angle\_1, angle\_2; // ax + by + c = 0;

if (p\_1->x == p\_2->x) // 当x相等

{

a = 1, b = 0, c = -p\_1->x;

}

else if (p\_1->y == p\_2->y) // 当y相等

{

a = 0, b = 1, c = -p\_1->y;

}

else

{

a = p\_1->y - p\_2->y;

b = p\_2->x - p\_1->x;

c = p\_1->x \* p\_2->y - p\_1->y \* p\_2->x;

}

dist\_1 = a \* O.x + b \* O.y + c;

dist\_1 \*= dist\_1;

dist\_2 = (a \* a + b \* b) \* r \* r;

if (dist\_1 > dist\_2)

{

return 0;

}

angle\_1 = (O.x - p\_1->x) \* (p\_2->x - p\_1->x) + (O.y - p\_1->y) \* (p\_2->y - p\_1->y);

angle\_2 = (O.x - p\_2->x) \* (p\_1->x - p\_2->x) + (O.y - p\_2->y) \* (p\_1->y - p\_2->y);

if (angle\_1 > 0 && angle\_2 > 0)

{

return 1;

}

return 0;

}

### 求多边形重心

/\*

\* 求多边形重心

\* INIT: pnt[]已按顺时针(或逆时针)排好序; | CALL: res = bcenter(pnt, n);

\*/

struct point

{

double x, y;

};

point bcenter(point pnt[], int n)

{

point p, s;

double tp, area = 0, tpx = 0, tpy = 0;

p.x = pnt[0].x;

p.y = pnt[0].y;

for (int i = 1; i <= n; ++i)

{ // point:0 ~ n - 1

s.x = pnt[(i == n) ? 0 : i].x;

s.y = pnt[(i == n) ? 0 : i].y;

tp = (p.x \* s.y - s.x \* p.y);

area += tp / 2;

tpx += (p.x + s.x) \* tp;

tpy += (p.y + s.y) \* tp;

p.x = s.x;

p.y = s.y;

}

s.x = tpx / (6 \* area);

s.y = tpy / (6 \* area);

return s;

}

### 三角形相关重点

##### 三角形重点

设三角形的三条边为a, b, c, 且不妨假设a <= b <= c.

##### 面积

三角形面积可以根据海伦公式求得：

s = sqrt(p \* (p - a) \* (p - b) \* (p - c));   
p = (a + b + c) / 2;

##### 关键点与A, B, C三顶点距离之和

##### 费马点

该点到三角形三个顶点的距离之和最小。

有个有趣的结论:

若三角形的三个内角均小于120度,那么该点连接三个顶点形成的三个角均为120度;若三角形存在一个内角大于120度,则该顶点就是费马点。

计算公式如下:

若有一个内角大于120度(这里假设为角C),则距离为a + b;若三个内角均小于120度,则距离为sqrt((a \* a + b \* b + c \* c + 4 \* sqrt(3.0) \* s) / 2)。

##### 内心

角平分线的交点。

令x = (a + b - c) / 2, y = (a - b + c) / 2, z = (-a + b + c) / 2, h = s / p.

计算公式为sqrt(x \* x + h \* h) + sqrt(y \* y + h \* h) + sqrt(z \* z + h \* h)。

##### 重心

中线的交点。

计算公式如下:

2.0 / 3 \* (sqrt((2 \* (a \* a + b \* b) - c \* c) / 4)

+ sqrt((2 \* (a \* a + c \* c) - b \* b) / 4) + sqrt((2 \* (b \* b + c \* c) - a \* a) / 4))。

##### 垂心

垂线的交点。   
计算公式如下:   
3 \* (c / 2 / sqrt(1 - cosC \* cosC))

##### 外心

三点求圆心坐标

Point waixin(Point a, Point b, Point c)

{

double a1 = b.x - a.x, b1 = b.y - a.y, c1 = (a1 \* a1 + b1 \* b1) / 2;

double a2 = c.x - a.x, b2 = c.y - a.y, c2 = (a2 \* a2 + b2 \* b2) / 2;

double d = a1 \* b2 - a2 \* b1;

return Point(a.x + (c1 \* b2 - c2 \* b1) / d, a.y + (a1 \* c2 -a2 \* c1) / d);

}

### 平面最近点对

/\*

\* O(N \* logN)

\*/

const int N = 100005;

const double MAX = 10e100, eps = 0.00001;

struct Point

{

double x, y;

int index;

};

Point a[N], b[N], c[N];

double closest(Point \*, Point \*, Point \*, int, int);

double dis(Point, Point);

int cmp\_x(const void \*, const void\*);

int cmp\_y(const void \*, const void\*);

int merge(Point \*, Point \*, int, int, int);

inline double min(double, double);

int main()

{

int n, i;

double d;

scanf("%d", &n);

while (n)

{

for (i = 0; i < n; i++)

{

scanf("%lf%lf", &(a[i].x), &(a[i].y));

}

qsort(a, n, sizeof(a[0]), cmp\_x);

for (i = 0; i < n; i++)

{

a[i].index = i;

}

memcpy(b, a, n \* sizeof(a[0]));

qsort(b, n, sizeof(b[0]), cmp\_y);

d = closest(a, b, c, 0, n - 1);

printf("%.2lf\n", d);

scanf("%d", &n);

}

return 0;

}

double closest(Point a[],Point b[],Point c[],int p,int q)

{

if (q - p == 1)

{

return dis(a[p], a[q]);

}

if (q - p == 2)

{

double x1 = dis(a[p], a[q]);

double x2 = dis(a[p + 1], a[q]);

double x3 = dis(a[p], a[p + 1]);

if (x1 < x2 && x1 < x3)

{

return x1;

}

else if (x2 < x3)

{

return x2;

}

else

{

return x3;

}

}

int i, j, k, m = (p + q) / 2;

double d1, d2;

for (i = p, j = p, k = m + 1; i <= q; i++)

{

if (b[i].index <= m)

{

c[j++] = b[i]; // 数组c左半部保存划分后左部的点, 且对y是有序的.

}

else

{

c[k++] = b[i];

}

}

d1 = closest(a, c, b, p, m);

d2 = closest(a, c, b, m + 1, q);

double dm = min(d1, d2);

// 数组c左右部分分别是对y坐标有序的,将其合并到b.

merge(b, c, p, m, q);

for (i = p, k = p; i <= q; i++)

{

if (fabs(b[i].x - b[m].x) < dm)

{

c[k++] = b[i]; // 找出离划分基准左右不超过dm的部分, 且仍然对y坐标有序.

}

}

for (i = p; i < k; i++)

{

for (j = i + 1; j < k && c[j].y - c[i].y < dm; j++)

{

double temp = dis(c[i], c[j]);

if (temp < dm)

{

dm = temp;

}

}

}

return dm;

}

double dis(Point p, Point q)

{

double x1 = p.x - q.x, y1 = p.y - q.y;

return sqrt(x1 \*x1 + y1 \* y1);

}

int merge(Point p[], Point q[], int s, int m, int t)

{

int i, j, k;

for (i = s, j = m + 1, k = s; i <= m && j <= t;)

{

if (q[i].y > q[j].y)

{

p[k++] = q[j], j++;

}

else

{

p[k++] = q[i], i++;

}

}

while (i <= m)

{

p[k++] = q[i++];

}

while (j <= t)

{

p[k++] = q[j++];

}

memcpy(q + s, p + s, (t - s + 1) \* sizeof(p[0]));

return 0;

}

int cmp\_x(const void \*p, const void \*q)

{

double temp = ((Point\*)p)->x - ((Point\*)q)->x;

if (temp > 0)

{

return 1;

}

else if (fabs(temp) < eps)

{

return 0;

}

else

{

return - 1;

}

}

int cmp\_y(const void \*p, const void \*q)

{

double temp = ((Point\*)p)->y - ((Point\*)q)->y;

if (temp > 0)

{

return 1;

}

else if (fabs(temp) < eps)

{

return 0;

}

else

{

return - 1;

}

}

inline double min(double p, double q)

{

return (p > q) ? (q): (p);

}

### 旋转卡壳

##### 求解平面最远点对

struct Point

{

int x, y;

Point(int \_x = 0, int \_y = 0)

{

x = \_x;

y = \_y;

}

Point operator - (const Point &b)const

{

return Point(x - b.x, y - b.y);

}

int operator ^(const Point &b)const

{

return x \* b.y - y \* b.x;

}

int operator \*(const Point &b)const

{

return x \* b.x + y \* b.y;

}

void input()

{

scanf("%d%d", &x, &y);

return ;

}

};

// 距离的平方

int dist2(Point a, Point b)

{

return (a - b) \* (a - b);

}

// 二维凸包,int

const int MAXN = 50010;

Point list[MAXN];

int Stack[MAXN], top;

bool \_cmp(Point p1, Point p2)

{

int tmp = (p1 - list[0]) ^ (p2 - list[0]);

if (tmp > 0)

{

return true;

}

else if (tmp == 0 && dist2(p1, list[0]) <= dist2(p2, list[0]))

{

return true;

}

else

{

return false;

}

}

void Graham(int n)

{

Point p0;

int k = 0;

p0 = list[0];

for (int i = 1; i < n; i++)

{

if (p0.y > list[i].y || (p0.y == list[i].y && p0.x > list[i].x))

{

p0 = list[i];

k = i;

}

}

swap(list[k], list[0]);

sort(list + 1, list + n, \_cmp);

if (n == 1)

{

top = 1;

Stack[0] = 0;

return ;

}

if (n == 2)

{

top = 2;

Stack[0] = 0;

Stack[1] = 1;

return ;

}

Stack[0] = 0;

Stack[1] = 1;

top = 2;

for (int i = 2; i < n; i++)

{

while (top > 1 && ((list[Stack[top - 1]] - list[Stack[top - 2]]) ^ (list[i] - list[Stack[top - 2]])) <= 0)

{

top--;

}

Stack[top++] = i;

}

return ;

}

// 旋转卡壳,求两点间距离平方的最大值

int rotating\_calipers(Point p[],int n)

{

int ans = 0;

Point v;

int cur = 1;

for (int i = 0; i < n; i++)

{

v = p[i] - p[(i + 1) % n];

while ((v ^ (p[(cur + 1) % n] - p[cur])) < 0)

{

cur = (cur + 1) % n;

}

ans = max(ans, max(dist2(p[i], p[cur]), dist2(p[(i + 1) % n], p[(cur + 1) % n])));

}

return ans;

}

Point p[MAXN];

int main()

{

int n;

while (scanf("%d", &n) == 1)

{

for (int i = 0; i < n; i++)

{

list[i].input();

}

Graham(n);

for (int i = 0; i < top; i++)

{

p[i] = list[Stack[i]];

}

printf("%d\n", rotating\_calipers(p, top));

}

return 0;

}

##### 求解平面点集最大三角形

struct Point

{

int x, y;

Point(int \_x = 0, int \_y = 0)

{

x = \_x;

y = \_y;

}

Point operator - (const Point &b)const

{

return Point(x - b.x, y - b.y);

}

int operator ^(const Point &b)const

{

return x \* b.y - y \* b.x;

}

int operator \*(const Point &b)const

{

return x \* b.x + y \* b.y;

}

void input()

{

scanf("%d%d", &x, &y);

return ;

}

};

// 距离的平方

int dist2(Point a, Point b)

{

return (a - b) \* (a - b);

}

// 二维凸包,int

const int MAXN = 50010;

Point list[MAXN];

int Stack[MAXN], top;

bool \_cmp(Point p1, Point p2)

{

int tmp = (p1 - list[0]) ^ (p2 - list[0]);

if (tmp > 0)

{

return true;

}

else if (tmp == 0 && dist2(p1, list[0]) <= dist2(p2, list[0]))

{

return true;

}

else

{

return false;

}

}

void Graham(int n)

{

Point p0;

int k = 0;

p0 = list[0];

for (int i = 1; i < n; i++)

{

if (p0.y > list[i].y || (p0.y == list[i].y && p0.x > list[i].x))

{

p0 = list[i];

k = i;

}

}

swap(list[k], list[0]);

sort(list + 1, list + n, \_cmp);

if (n == 1)

{

top = 1;

Stack[0] = 0;

return ;

}

if (n == 2)

{

top = 2;

Stack[0] = 0;

Stack[1] = 1;

return ;

}

Stack[0] = 0;

Stack[1] = 1;

top = 2;

for (int i = 2; i < n; i++)

{

while (top > 1 && ((list[Stack[top - 1]] - list[Stack[top - 2]]) ^ (list[i] - list[Stack[top - 2]])) <= 0)

{

top--;

}

Stack[top++] = i;

}

return ;

}

int rotating\_calipers(Point p[], int n)

{

int ans = 0;

Point v;

for (int i = 0; i < n; i++)

{

int j = (i + 1) % n;

int k = (j + 1) % n;

while (j != i && k != i)

{

ans = max(ans, abs((p[j] - p[i]) ^ (p[k] - p[i])));

while (((p[i] - p[j]) ^ (p[(k + 1) % n] - p[k])) < 0)

{

k = (k + 1) % n;

}

j = (j + 1) % n;

}

}

return ans;

}

Point p[MAXN];

int main()

{

int n;

while (scanf("%d",&n) == 1)

{

if (n == -1)

{

break;

}

for (int i = 0; i < n; i++)

{

list[i].input();

}

Graham(n);

for (int i = 0; i < top; i++)

{

p[i] = list[Stack[i]];

}

printf("%.2f\n", (double)rotating\_calipers(p, top) / 2);

}

return 0;

}

##### 求解两凸包最小距离

const double eps = 1e-8;

int sgn(double x)

{

if (fabs(x) < eps)

{

return 0;

}

if (x < 0)

{

return -1;

}

else

{

return 1;

}

}

struct Point

{

double x, y;

Point(double \_x = 0, double \_y = 0)

{

x = \_x;

y = \_y;

}

Point operator - (const Point &b)const

{

return Point(x - b.x, y - b.y);

}

double operator ^ (const Point &b)const

{

return x \* b.y - y \* b.x;

}

double operator \* (const Point &b)const

{

return x \* b.x + y \* b.y;

}

void input()

{

scanf("%lf%lf", &x, &y);

}

};

struct Line

{

Point s, e;

Line(){}

Line(Point \_s, Point \_e)

{

s = \_s;

e = \_e;

}

};

// 两点间距离

double dist(Point a, Point b)

{

return sqrt((a - b) \* (a - b));

}

// 点到线段的距离,返回点到线段最近的点

Point NearestPointToLineSeg(Point P, Line L)

{

Point result;

double t = ((P - L.s) \* (L.e - L.s)) / ((L.e - L.s) \* (L.e - L.s));

if (t >=0 && t <= 1)

{

result.x = L.s.x + (L.e.x - L.s.x) \* t;

result.y = L.s.y + (L.e.y - L.s.y) \* t;

}

else

{

if (dist(P,L.s) < dist(P,L.e))

{

result = L.s;

}

else

{

result = L.e;

}

}

return result;

}

/\*

\* 求凸包,Graham算法

\* 点的编号0~n-1

\* 返回凸包结果Stack[0~top-1]为凸包的编号

\*/

const int MAXN = 10010;

Point list[MAXN];

int Stack[MAXN], top; // 相对于list[0]的极角排序

bool \_cmp(Point p1, Point p2)

{

double tmp = (p1 - list[0]) ^ (p2 - list[0]);

if (sgn(tmp) > 0)

{

return true;

}

else if (sgn(tmp) == 0 && sgn(dist(p1, list[0]) - dist(p2, list[0])) <= 0)

{

return true;

}

else

{

return false;

}

}

void Graham(int n)

{

Point p0;

int k = 0;

p0 = list[0]; // 找最下边的一个点

for (int i = 1; i < n; i++)

{

if ((p0.y > list[i].y) || (p0.y == list[i].y && p0.x > list[i].x))

{

p0 = list[i];

k = i;

}

}

swap(list[k], list[0]);

sort(list + 1, list + n, \_cmp);

if (n == 1)

{

top = 1;

Stack[0] = 0;

return ;

}

if (n == 2)

{

top = 2;

Stack[0] = 0;

Stack[1] = 1;

return ;

}

Stack[0] = 0;

Stack[1] = 1;

top = 2;

for (int i = 2; i < n; i++)

{

while (top > 1 && sgn((list[Stack[top - 1]] - list[Stack[top - 2]]) ^ (list[i] - list[Stack[top - 2]])) <= 0)

{

top--;

}

Stack[top++] = i;

}

return ;

}

// 点p0到线段p1p2的距离

double pointtoseg(Point p0, Point p1, Point p2)

{

return dist(p0, NearestPointToLineSeg(p0, Line(p1, p2)));

}

// 平行线段p0p1和p2p3的距离

double dispallseg(Point p0, Point p1, Point p2, Point p3)

{

double ans1 = min(pointtoseg(p0, p2, p3), pointtoseg(p1, p2, p3));

double ans2 = min(pointtoseg(p2, p0, p1), pointtoseg(p3, p0, p1));

return min(ans1, ans2);

}

// 得到向量a1a2和b1b2的位置关系

double Get\_angle(Point a1, Point a2, Point b1, Point b2)

{

return (a2 - a1) ^ (b1 - b2);

}

double rotating\_calipers(Point p[], int np, Point q[], int nq)

{

int sp = 0, sq = 0;

for (int i = 0; i < np; i++)

{

if (sgn(p[i].y - p[sp].y) < 0)

{

sp = i;

}

}

for (int i = 0; i < nq; i++)

{

if (sgn(q[i].y - q[sq].y) > 0)

{

sq = i;

}

}

double tmp;

double ans = dist(p[sp], q[sq]);

for (int i = 0; i < np; i++)

{

while (sgn(tmp = Get\_angle(p[sp], p[(sp + 1) % np], q[sq], q[(sq + 1) % nq])) < 0)

{

sq = (sq + 1) % nq;

}

if (sgn(tmp) == 0)

{

ans = min(ans, dispallseg(p[sp], p[(sp + 1) % np], q[sq], q[(sq + 1) % nq]));

}

else

{

ans = min(ans, pointtoseg(q[sq], p[sp], p[(sp + 1) % np]));

}

sp = (sp + 1) % np;

}

return ans;

}

double solve(Point p[], int n, Point q[], int m)

{

return min(rotating\_calipers(p, n, q, m), rotating\_calipers(q, m, p, n));

}

Point p[MAXN], q[MAXN];

int main()

{

int n, m;

while (scanf("%d%d", &n, &m) == 2)

{

if (n == 0 && m == 0)

{

break;

}

for (int i = 0; i < n; i++)

{

list[i].input();

}

Graham(n);

for (int i = 0; i < top; i++)

{

p[i] = list[i];

}

n = top;

for (int i = 0; i < m; i++)

{

list[i].input();

}

Graham(m);

for (int i = 0; i < top; i++)

{

q[i] = list[i];

}

m = top;

printf("%.4f\n", solve(p, n, q, m));

}

return 0;

}

### 半平面交

##### 半平面交模板

const double eps = 1e-8;

const double PI = acos(-1.0);

int sgn(double x)

{

if (fabs(x) < eps)

{

return 0;

}

if (x < 0)

{

return -1;

}

else

{

return 1;

}

}

struct Point

{

double x, y;

Point(){}

Point(double \_x, double \_y)

{

x = \_x;

y = \_y;

}

Point operator - (const Point &b)const

{

return Point(x - b.x, y - b.y);

}

double operator ^ (const Point &b)const

{

return x \* b.y - y \* b.x;

}

double operator \* (const Point &b)const

{

return x \* b.x + y \* b.y;

}

};

struct Line

{

Point s, e;

double k;

Line() {}

Line(Point \_s, Point \_e)

{

s = \_s;

e = \_e;

k = atan2(e.y - s.y, e.x - s.x);

}

Point operator & (const Line &b)const

{

Point res = s;

double t = ((s - b.s) ^ (b.s - b.e)) / ((s - e) ^ (b.s - b.e));

res.x += (e.x - s.x) \* t;

res.y += (e.y - s.y) \* t;

return res;

}

};

// 半平面交,直线的左边代表有效区域

bool HPIcmp(Line a, Line b)

{

if (fabs(a.k - b.k) > eps)

{

return a.k < b.k;

}

return ((a.s - b.s) ^ (b.e - b.s)) < 0;

}

Line Q[110];

void HPI(Line line[], int n, Point res[], int &resn)

{

int tot = n;

sort(line, line + n, HPIcmp);

tot = 1;

for (int i = 1; i < n; i++)

{

if (fabs(line[i].k - line[i-1].k) > eps)

{

line[tot++] = line[i];

}

}

int head = 0, tail = 1;

Q[0] = line[0];

Q[1] = line[1];

resn = 0;

for (int i = 2; i < tot; i++)

{

if (fabs((Q[tail].e - Q[tail].s) ^ (Q[tail - 1].e - Q[tail - 1].s)) < eps || fabs((Q[head].e - Q[head].s) ^ (Q[head + 1].e - Q[head + 1].s)) < eps)

{

return;

}

while (head < tail && (((Q[tail] & Q[tail - 1]) - line[i].s) ^ (line[i].e - line[i].s)) > eps)

{

tail--;

}

while (head < tail && (((Q[head] & Q[head + 1]) - line[i].s) ^ (line[i].e - line[i].s)) > eps)

{

head++;

}

Q[++tail] = line[i];

}

while (head < tail && (((Q[tail] & Q[tail - 1]) - Q[head].s) ^ (Q[head].e - Q[head].s)) > eps)

{

tail--;

}

while (head < tail && (((Q[head]&Q[head-1]) - Q[tail].s) ^ (Q[tail].e - Q[tail].e)) > eps)

{

head++;

}

if (tail <= head + 1)

{

return ;

}

for (int i = head; i < tail; i++)

{

res[resn++] = Q[i] & Q[i + 1];

}

if (head < tail - 1)

{

res[resn++] = Q[head]&Q[tail];

}

return ;

}

##### 普通半平面交写法

const double eps = 1e-18;

int sgn(double x)

{

if (fabs(x) < eps)

{

return 0;

}

if (x < 0)

{

return -1;

}

else

{

return 1;

}

}

struct Point

{

double x, y;

Point() {}

Point(double \_x, double \_y)

{

x = \_x;

y = \_y;

}

Point operator - (const Point &b)const

{

return Point(x - b.x, y - b.y);

}

double operator ^ (const Point &b)const

{

return x \* b.y - y \* b.x;

}

double operator \* (const Point &b)const

{

return x \* b.x + y \* b.y;

}

};

// 计算多边形面积

double CalcArea(Point p[], int n)

{

double res = 0;

for (int i = 0; i < n; i++)

{

res += (p[i] ^ p[(i + 1) % n]);

}

return fabs(res / 2);

}

// 通过两点,确定直线方程

void Get\_equation(Point p1, Point p2, double &a, double &b, double &c)

{

a = p2.y - p1.y;

b = p1.x - p2.x;

c = p2.x \* p1.y - p1.x \* p2.y;

return ;

}

// 求交点

Point Intersection(Point p1, Point p2, double a, double b, double c)

{

double u = fabs(a \* p1.x + b \* p1.y + c);

double v = fabs(a \* p2.x + b \* p2.y + c);

Point t;

t.x = (p1.x \* v + p2.x \* u) / (u + v);

t.y = (p1.y \* v + p2.y \* u) / (u + v);

return t;

}

Point tp[110];

void Cut(double a, double b, double c, Point p[], int &cnt)

{

int tmp = 0;

for (int i = 1; i <= cnt; i++)

{

// 当前点在左侧,逆时针的点

if (a \* p[i].x + b \* p[i].y + c < eps)

{

tp[++tmp] = p[i];

}

else

{

if (a \* p[i - 1].x + b \* p[i - 1].y + c < -eps)

{tp[++tmp] = Intersection(p[i - 1], p[i], a, b, c);

}

if (a \* p[i + 1].x + b \* p[i + 1].y + c < -eps)

{

tp[++tmp] = Intersection(p[i], p[i + 1], a, b, c);

}

}

}

for (int i = 1; i <= tmp; i++)

{

p[i] = tp[i];

}

p[0] = p[tmp];

p[tmp + 1] = p[1];

cnt = tmp;

return ;

}

double V[110], U[110], W[110];

int n;

const double INF = 100000000000.0;

Point p[110];

bool solve(int id)

{

p[1] = Point(0, 0);

p[2] = Point(INF, 0);

p[3] = Point(INF, INF);

p[4] = Point(0, INF);

p[0] = p[4];

p[5] = p[1];

int cnt = 4;

for (int i = 0; i < n; i++)

{

if (i != id)

{

double a = (V[i] - V[id]) / (V[i] \* V[id]);

double b = (U[i] - U[id]) / (U[i] \* U[id]);

double c = (W[i] - W[id]) / (W[i] \* W[id]);

if (sgn(a) == 0 && sgn(b) == 0)

{

if (sgn(c) >= 0)

{

return false;

}

else

{

continue;

}

}

Cut(a, b, c, p, cnt);

}

}

if (sgn(CalcArea(p, cnt)) == 0)

{

return false;

}

else

{

return true;

}

}

int main()

{

while (scanf("%d", &n) == 1)

{

for (int i = 0; i < n; i++)

{

scanf("%lf%lf%lf", &V[i], &U[i], &W[i]);

}

for (int i = 0; i < n; i++)

{

if (solve(i))

{

printf("Yes\n");

}

else

{

printf("No\n");

}

}

}

return 0;

}

### 计算几何相关公式

##### Pick公式

顶点坐标均是整点的简单多边形:   
面积 = 内部格点数目 + 边上格点数目 / 2 – 1

S = n + s / 2 - 1   
(其中n表示多边形内部的点数,s表示多边形边界上的点数,S表示多边形的面积)

##### 已知圆锥表面积S求最大体积V

V = S \* sqrt(S / (72 \* Pi))

### Liuctic计算几何库

/\*

\* Liuctic 的计算几何库

\* p-Lpoint ln, l - Lline ls - Llineseglr - Lrad

\* 平面上两点之间的距离 p2pdis

\* (P1-P0)\*(P2-P0)的叉积 xmulti

\* 确定两条线段是否相交 lsinterls

\* 判断点p是否在线段l上 ponls

\* 判断两个点是否相等 Euqal\_Point

\* 线段非端点相交 lsinterls\_A

\* 判断点q是否在多边形Polygon内 pinplg

\* 多边形的面积 area\_of\_polygon

\* 解二次方程 Ax^2+Bx+C=0 equa

\* 计算直线的一般式 Ax+By+C=0 format

\* 点到直线距离 p2lndis

\* 直线与圆的交点,已知直线与圆相交 lncrossc

\* 点是否在射线的正向 samedir

\* 射线与圆的第一个交点 lrcrossc

\* 求点p1关于直线ln的对称点p2 mirror

\* 两直线夹角(弧度) angle\_LL

\* 求两圆相交的面积 Area\_of\_overlap

\* 求两矩形相交的面积 Area\_of\_overlap\_rec

\*/

#define infinity 1e20

#define EP 1e-10

const int MAXV = 300;

const double PI = 2.0 \* asin(1.0); // 高精度PI

struct Lpoint

{

double x, y;

}; // 点

struct Llineseg

{

Lpoint a, b;

}; // 线段

struct Ldir

{

double dx, dy;

}; // 方向向量

struct Lline

{

Lpoint p;

Ldir dir;

}; // 直线

struct Lrad

{

Lpoint Sp;

Ldir dir;

}; // 射线

struct Lround

{

Lpoint co;

double r;

}; // 圆

##### 求平面两点之间的距离

double p2pdis(Lpoint p1, Lpoint p2)

{

return (sqrt((p1.x - p2.x) \* (p1.x - p2.x) + (p1.y - p2.y) \* (p1.y - p2.y)));

}

##### (P1-P0)\*(P2-P0)的叉积

/\*

\* 若结果为正,则<P0,P1>在<P0,P2>的顺时针方向;

\* 若为0则<P0,P1><P0,P2>共线;

\* 若为负则<P0,P1>在<P0,P2>的在逆时针方向;

\* 可以根据这个函数确定两条线段在交点处的转向,比如确定p0p1和p1p2在p1处是左转还是右转,只要求(p2-p0)\*(p1-p0),

\* 若<0则左转,>0则右转,=0则共线

\*/

double xmulti(Lpoint p1, Lpoint p2, Lpoint p0)

{

return ((p1.x - p0.x) \* (p2.y - p0.y) - (p2.x - p0.x) \* (p1.y - p0.y));

}

##### 确定两条线段是否相交

double mx(double t1, double t2)

{

if (t1 > t2)

{

return t1;

}

return t2;

}

double mn(double t1, double t2)

{

if (t1 < t2)

{

return t1;

}

return t2;

}

int lsinterls(Llineseg u, Llineseg v)

{

return ((mx(u.a.x, u.b.x) >= mn(v.a.x, v.b.x)) && (mx(v.a.x, v.b.x) >= mn(u.a.x, u.b.x)) && (mx(u.a.y, u.b.y) >= mn(v.a.y, v.b.y)) && (mx(v.a.y, v.b.y) >= mn(u.a.y, u.b.y)) && (xmulti(v.a, u.b, u.a) \* xmulti(u.b, v.b, u.a) >= 0) && (xmulti(u.a, v.b, v.a) \* xmulti(v.b, u.b, v.a) >= 0));

}

##### 判断点p是否在线段l上

int ponls(Llineseg l, Lpoint p)

{

return ((xmulti(l.b, p, l.a) == 0) && (((p.x - l.a.x) \* (p.x - l.b.x) < 0) || ((p.y - l.a.y) \* (p.y - l.b.y) < 0)));

}

##### 判断两个点是否相等

int Euqal\_Point(Lpoint p1, Lpoint p2)

{

return ((fabs(p1.x - p2.x) < EP) && (fabs(p1.y - p2.y) < EP));

}

##### 线段相交判断函数

/\*

\* 当且仅当u,v相交并且交点不是u,v的端点时函数为true;

\*/

int lsinterls\_A(Llineseg u, Llineseg v)

{

return ((lsinterls(u, v)) && (!Euqal\_Point(u.a, v.a)) && (!Euqal\_Point(u.a, v.b)) && (!Euqal\_Point(u.b, v.a)) && (!Euqal\_Point(u.b, v.b)));

}

##### 判断点q是否在多边形内

/\*

\* 其中多边形是任意的凸或凹多边形,

\* Polygon中存放多边形的逆时针顶点序列

\*/

int pinplg(int vcount, Lpoint Polygon[], Lpoint q)

{

int c = 0, i, n;

Llineseg l1, l2;

l1.a = q;

l1.b = q;

l1.b.x = infinity;

n = vcount;

for (i = 0; i < vcount; i++)

{

l2.a = Polygon[i];

l2.b = Polygon[(i + 1) % n];

if ((lsinterls\_A(l1, l2)) || ((ponls(l1, Polygon[(i + 1) % n])) && (((!ponls(l1, Polygon[(i + 2) % n])) && (xmulti(Polygon[i], Polygon[(i + 1) % n], l1.a) \* xmulti(Polygon[(i + 1) % n], Polygon[(i + 2) % n], l1.a) > 0)) || ((ponls(l1, Polygon[(i + 2) % n])) && (xmulti(Polygon[i], Polygon[(i + 2) % n], l1.a) \* xmulti(Polygon[(i + 2) % n], Polygon[(i + 3) % n], l1.a) > 0)))))

{

c++;

}

}

return (c % 2 != 0);

}

##### 多边形的面积

/\*

\* 要求按照逆时针方向输入多边形顶点

\* 可以是凸多边形或凹多边形

\*/

double area\_of\_polygon(int vcount, Lpoint plg[])

{

int i;

double s;

if (vcount < 3)

{

return 0;

}

s = plg[0].y \* (plg[vcount - 1].x - plg[1].x);

for (i = 1; i < vcount; i++)

{

s += plg[i].y \* (plg[(i - 1)].x - plg[(i + 1) % vcount].x);

}

return s / 2;

}

##### 解二次方程 Ax^2+Bx+C=0

/\*

\* 返回-1表示无解 返回1 表示有解

\*/

int equa(double A, double B, double C, double &x1, double &x2)

{

double f = B \* B - 4 \* A \* C;

if (f < 0)

{

return -1;

}

x1 = (-B + sqrt(f)) / (2 \* A);

x2 = (-B - sqrt(f)) / (2 \* A);

return 1;

}

##### 计算直线的一般式 Ax+By+C=0

void format(Lline ln, double &A, double &B, double &C)

{

A = ln.dir.dy;

B = -ln.dir.dx;

C = ln.p.y \* ln.dir.dx - ln.p.x \* ln.dir.dy;

return ;

}

##### 点到直线的距离

double p2lndis(Lpoint a, Lline ln)

{

double A, B, C;

format(ln, A, B, C);

return (fabs(A \* a.x + B \* a.y + C) / sqrt(A \* A + B \* B));

}

##### 直线与圆的交点,已知直线与圆相交

int lncrossc(Lline ln, Lround Y, Lpoint &p1, Lpoint &p2)

{

double A, B, C, t1, t2;

int zz = -1;

format(ln, A, B, C);

if (fabs(B) < 1e-8)

{

p1.x = p2.x = -1.0 \* C / A;

zz = equa(1.0, -2.0 \* Y.co.y, Y.co.y \* Y.co.y + (p1.x - Y.co.x) \* (p1.x - Y.co.x) - Y.r \* Y.r, t1, t2);

p1.y = t1;

p2.y = t2;

}

else if (fabs(A) < 1e-8)

{

p1.y = p2.y = -1.0 \* C / B;

zz = equa(1.0, -2.0 \* Y.co.x, Y.co.x \* Y.co.x + (p1.y - Y.co.y) \* (p1.y - Y.co.y) - Y.r \* Y.r, t1, t2);

p1.x = t1;

p2.x = t2;

}

else

{

zz = equa(A \* A + B \* B, 2.0 \* A \* C + 2.0 \* A \* B \* Y.co.y - 2.0 \* B \* B \* Y.co.x, B \* B \* Y.co.x \* Y.co.x + C \* C + 2\* B \* C \* Y.co.y + B \* B \* Y.co.y \* Y.co.y - B \* B \* Y.r \* Y.r, t1, t2);

p1.x = t1, p1.y = -1 \* (A / B \* t1 + C / B);

p2.x = t2, p2.y = -1 \* (A / B \* t2 + C / B);

}

return 0;

}

##### 点是否在射线的正向

bool samedir(Lrad ln, Lpoint P)

{

double ddx, ddy;

ddx = P.x - ln.Sp.x;

ddy = P.y - ln.Sp.y;

if ((ddx \* ln.dir.dx > 0 || fabs(ddx \* ln.dir.dx) < 1e-7) && (ddy \* ln.dir.dy > 0 || (fabs(ddy \* ln.dir.dy) < 1e-7)))

{

return true;

}

else

{

return false;

}

}

##### 射线与圆的第一个交点

/\*

\* 已经确定射线所在直线与圆相交返回-1表示不存正向交点,否则返回1

\*/

int lrcrossc(Lrad ln, Lround Y, Lpoint &P)

{

Lline ln2;

Lpoint p1, p2;

int res = -1;

double dis = 1e20;

ln2.p = ln.Sp, ln2.dir = ln.dir;

lncrossc(ln2, Y, p1, p2);

if (samedir(ln, p1))

{

res = 1;

if (p2pdis(p1, ln.Sp) < dis)

{

dis = p2pdis(p1, ln.Sp);

}

P = p1;

}

if (samedir(ln, p2))

{

res = 1;

if (p2pdis(p2, ln.Sp) < dis)

{

dis = p2pdis(p2, ln.Sp);

P = p2;

}

}

return res;

}

##### 求点p1关于直线ln的对称点p2

Lpoint mirror(Lpoint P, Lline ln)

{

Lpoint Q;

double A, B, C;

format(ln, A, B, C);

Q.x = ((B \* B - A \* A) \* P.x - 2 \* A \* B \* P.y - 2 \* A \* C) / (A \* A + B \* B);

Q.y = ((A \* A - B \* B) \* P.y - 2 \* A \* B \* P.x - 2 \* B \* C) / (A \* A + B \* B);

return Q;

}

##### 两直线夹角(弧度)

double angle\_LL(Lline line1, Lline line2)

{

double A1, B1, C1;

format(line1, A1, B1, C1);

double A2, B2, C2;

format(line2, A2, B2, C2);

if (A1 \* A2 + B1 \* B2 == 0)

{

return PI / 2.0; // 垂直

}

else

{

double t = fabs((A1 \* B2 - A2 \* B1) / (A1 \* A2 + B1 \* B2));

return atan(t);

}

}

##### 求两圆相交的面积

double Area\_of\_overlap(Point c1, double r1, Point c2, double r2)

{

double d = dist(c1, c2);

if (r1 + r2 < d + eps)

{

return 0;

}

if (d < fabs(r1 - r2) + eps)

{

double r = min(r1, r2);

return PI \* r \* r;

}

double x = (d \* d + r1 \* r1 - r2 \* r2) / (2 \* d);

double t1 = acos(x / r1);

double t2 = acos((d - x) / r2);

return r1 \* r1 \* t1 + r2 \* r2 \* t2 - d \* r1 \* sin(t1);

}

##### 求两矩形相交的面积

/\*

\* x[]、y[]存储矩阵对角线顶点（只需要任意一条）

\*/

double Area\_of\_overlap\_rec(double x[], double y[])

{

// 将两个矩形全部统一为主对角线

sort(x, x + 2);

sort(x + 2, x + 4);

sort(y , y + 2);

sort(y + 2, y + 4);

if (x[1] <= x[2] || x[0] >= x[3] || y[0] >= y[3] || y[1] <= y[2]) // 相离

{

return 0.0;

}

else

{

sort(x, x + 4);

sort(y, y + 4);

return (x[2] - x[1]) \* (y[2] - y[1]);

}

}

### 向量基本用法

struct node {

double x; // 横坐标

double y; // 纵坐标

};

typedef node Vector;

Vector operator + (Vector A, Vector B) { return Vector(A.x + B.x, A.y + B.y); }

Vector operator - (Point A, Point B) { return Vector(A.x - B.y, A.y - B.y); }

Vector operator \* (Vector A, double p) { return Vector(A.x\*p, A.y\*p); }

Vector operator / (Vector A, double p) { return Vector(A.x / p, A.y\*p); }

double Dot(Vector A, Vector B) { return A.x\*B.x + A.y\*B.y; } // 向量点乘

double Length(Vector A) { return sqrt(Dot(A, A)); } // 向量模长

double Angle(Vector A, Vector B) { return acos(Dot(A, B) / Length(A) / Length(B)); } // 向量之间夹角

double Cross(Vector A, Vector B) { // 叉积计算 公式

return A.x\*B.y - A.y\*B.x;

}

Vector Rotate(Vector A, double rad) // 向量旋转 公式 {

return Vector(A.x\*cos(rad) - A.y\*sin(rad), A.x\*sin(rad) + A.y\*cos(rad));

}

Point getLineIntersection(Point P, Vector v, Point Q, Vector w) { // 两直线交点t1 t2计算公式

Vector u = P - Q;

double t = Cross(w, u) / Cross(v, w); // 求得是横坐标

return P + v\*t; // 返回一个点

}

### 求多边形面积

node G[maxn];

int n;

double Cross(node a, node b) { // 叉积计算

return a.x\*b.y - a.y\*b.x;

}

int main()

{

while (scanf("%d", &n) != EOF && n) {

for (int i = 0; i < n; i++)

scanf("%lf %lf", &G[i].x, &G[i].y);

double sum = 0;

G[n].x = G[0].x;

G[n].y = G[0].y;

for (int i = 0; i < n; i++) {

sum += Cross(G[i], G[i + 1]);

}

// 或者

//for (int i = 0; i < n; i++) {

//sum += fun(G[i], G[（i + 1）% n]);

//}

sum = sum / 2.0;

printf("%.1f\n", sum);

}

system("pause");

return 0;

}

### 判断线段相交

node P[35][105];

double Cross\_Prouct(node A,node B,node C) { // 计算BA叉乘CA

return (B.x-A.x)\*(C.y-A.y)-(B.y-A.y)\*(C.x-A.x);

}

bool Intersect(node A,node B,node C,node D) { // 通过叉乘判断线段是否相交；

if(min(A.x,B.x)<=max(C.x,D.x)&& // 快速排斥实验；

min(C.x,D.x)<=max(A.x,B.x)&&

min(A.y,B.y)<=max(C.y,D.y)&&

min(C.y,D.y)<=max(A.y,B.y)&&

Cross\_Prouct(A,B,C)\*Cross\_Prouct(A,B,D)<0&& // 跨立实验；

Cross\_Prouct(C,D,A)\*Cross\_Prouct(C,D,B)<0) // 叉乘异号表示在两侧；

return true;

else return false;

}

### 求三角形外心

Point circumcenter(const Point &a, const Point &b, const Point &c) { //返回三角形的外心

Point ret;

double a1 = b.x - a.x, b1 = b.y - a.y, c1 = (a1\*a1 + b1\*b1) / 2;

double a2 = c.x - a.x, b2 = c.y - a.y, c2 = (a2\*a2 + b2\*b2) / 2;

double d = a1\*b2 - a2\*b1;

ret.x = a.x + (c1\*b2 - c2\*b1) / d;

ret.y = a.y + (a1\*c2 - a2\*c1) / d;

return ret;

}

### 极角排序

double cross(point p1, point p2, point q1, point q2) { // 叉积计算

return (q2.y - q1.y)\*(p2.x - p1.x) - (q2.x - q1.x)\*(p2.y - p1.y);

}

bool cmp(point a, point b) {

point o;

o.x = o.y = 0;

return cross(o, b, o, a) < 0; // 叉积判断

}

sort(convex + 1, convex + cnt, cmp); // 按角排序, 从小到大

# Other 其它

### 数据类型的取值范围
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### 输入输出外挂

#include<bits/stdc++.h>

using namespace std;

typedef long long ll;

typedef unsigned long long ull;

typedef long double ld;

#define mp make\_pair

#define PI pair<int,int>

#define poly vector<ll>

#define For(i,l,r) for(int i=(int)(l);i<=(int)(r);i++)

#define Rep(i,r,l) for(int i=(int)(r);i>=(int)(l);i--)

#define pb push\_back

#define fi first

#define se second

inline char gc(){

static char buf[100000],\*p1=buf,\*p2=buf;

return p1==p2&&(p2=(p1=buf)+fread(buf,1,100000,stdin),p1==p2)?EOF:\*p1++;

}

#define gc getchar

inline ll read(){

ll x = 0; char ch = gc(); bool positive = 1;

for (; !isdigit(ch); ch = gc()) if (ch == '-') positive = 0;

for (; isdigit(ch); ch = gc()) x = x \* 10 + ch - '0';

return positive ? x : -x;

}

inline void write(ll a){

if(a<0){

a=-a; putchar('-');

}

if(a>=10)write(a/10);

putchar('0'+a%10);

}

inline void writeln(ll a){write(a); puts("");}

inline void wri(ll a){write(a); putchar(' ');}

inline ull rnd(){

return ((ull)rand()<<30^rand())<<4|rand()%4;

}

const int mod=998244353;

int ans=1;

int main(){

int h=read(),w=read();

For(i,1,h+w)ans=ans\*2%mod;

cout<<ans<<endl;

}

/\*

dp[j][i]=max(dp[j^1][k]+s[j][i]-s[j][k])

\*/

### 关于爆栈问题——手动加栈

##### 解决爆栈，手动加栈

当我们用C++时，可以用上边的这句代码进行手动加栈。（#pragma comment(linker, “/STACK:1024000000,1024000000”)）

而C时，我们则要说另外一句代码：#pragma GCC optimize (“O2”)

我想，对于这个02你应该会有一丝的警觉，02表示一种状态，那么是不是还有其他的状态呢？

对，这个真有。GCC的#pragma优化主要分为四种 -O0 -O1 -O2 -O3

-O0 表示无优化状态

-O1 表示对代码进行了优化

-O2 表示减小目标文件大小

-O3 表示减小代码段及栈空间的大小

对部分代码可以去除优化：

#pragma GCC push\_options

#pragma GCC optimize (“O0”)

或者也可以增加优化

#pragma GCC pop\_options

# 重要公式与定理

### 31天的月份

int mon[13]={0,31,28,31,30,31,30,31,31,30,31,30,31};

31天的月份 1 3 5 7 8 10 12

### 组合公式C(n,m)

int C(int n,int m)

{

int res=1;

if(n<m)

return 0;

else

{

if(m>n/2)

m=n-m;

for(int i=1;i<=m;i++)

res=res\*(n-m+i)/i;

return res;

}

}

### 全排列

void Pern(int list[], int k, int n) { // k表示前k个数不动仅移动后面n-k位数

if (k == n - 1) {

for (int i = 0; i < n; i++) {

printf("%d", list[i]);

}

printf("\n");

}else {

for (int i = k; i < n; i++) { // 输出的是满足移动条件所有全排列

swap(list[k], list[i]);

Pern(list, k + 1, n);

swap(list[k], list[i]);

}

}

}

### 错排公式

void f()

{

a[1]=0;

a[2]=1;

for(int i=3;i<maxn;i++)

{

a[i]=(i-1)\*(a[i-1]+a[i-2]);

}

}

### 递推公式-阿牛的EOF牛肉串

准备在上面刻下一个长度为n的只由"E" “O” "F"三种字符组成的字符串（可以只有其中一种或两种字符，但绝对不能有其他字符）,阿牛同时禁止在串中出现O相邻的情况，他认为，"OO"看起来就像发怒的眼睛，效果不好。

第一种情况：

第 n 个格子放 O 那么由题目条件限制 第 n - 1 个格子只能放E 或者 F

n - 2 与约束无关 那么此时的方案数等于 2 \* f ( n - 2 )

第二种情况：

第 n 个格子不放 O 那么第 n个格子就可以取 E 或者 F 了

n - 1 与约束无关 那么此时的方案书等于 2 \* f ( n - 1 )

总的方案数 f (n ) = 2 \* f ( n - 1 ) + 2 \* f ( n - 2 )

### 递推公式-红粉绿涂色

有排成一行的ｎ个方格，用红(Red)、粉(Pink)、绿(Green)三色涂每个格子，每格涂一色，要求任何相邻的方格不能同色，且首尾两格也不同色．求全部的满足要求的涂法.

第一种情况：

对于前 n - 1个方格，如果它是合理分布的 即相邻的方格不能同色，且首尾两格也不同色

那么第 n 种涂色 和第 n - 1 方案数是一样的 因为第一个和 n - 1颜色不相同

已经确定了 那么第 n 个颜色就已经确定了 那么方案数就是 f (n - 1 )

第二种情况：

对于前 n - 1个方格，如果它不是合理分布的 我们不需要考虑中间怎么安排 不合理就是首尾两格颜色是相同的 显然，这种方案数是不存在的 此时的方案数应该和 n - 2 项是相同的

那么对于第 n 个格子我们就有两种颜色选择了 那么方案书就是2 \* f ( n - 2 )

总的方案数 f ( n ) = f (n - 1 ) + 2 \* f ( n - 2 )

### 汉诺塔③-三根杆

我们设f(n)为把n个盘从左(1)移到3所需要的步数，当然也等于从3移到1的步数。

可知，要想把第n个盘从左(1)移到3，需要想把前n-1个从左(1)移动右(3)，再从右(3)移到左(1)，最后再从左(1)移到右(3)。

而第n个盘要从左(1)到中(2)再右(3)经历2步。

所以，f(n)=3\*f(n-1)+2;

经数学计算最终可得到f(n)=3^n-1;

### 迷宫，dp，卡特兰数

从起点(0，0)走到终点(n,n)的最短路径数是C(2n,n),现在小兔又想如果不穿越对角线(但可接触对角线上的格点)，这样的路径数有多少

#include<bits/stdc++.h>

using namespace std;

const int maxn=40;

long long dp[maxn][maxn];

int main()

{

memset(dp,0,sizeof(dp));

for(int i=1;i<maxn;i++)

{

dp[i][0]=1;

for(int j=1;j<i;j++)

{

dp[i][j]=dp[i-1][j]+dp[i][j-1];

}

dp[i][i]=dp[i][i-1];

}

int k=0;

int n;

while(cin>>n&&n!=-1)

{

cout<<++k<<" "<<n<<" "<<2\*dp[n][n]<<endl;

}

return 0;

}

### 卡特兰数 h(n)=C(2n,n)/(n+1) (n=0,1,2,...)  h(n)=c(2n,n)-c(2n,n-1)(n=0,1,2,...)  C(m+n,n)−C(m+n,n−1)

### 欧几里得求最小公倍数

#include<bits/stdc++.h>

using namespace std;

const int maxn=1000+5;

long long a[maxn];

long long gcd(long long a,long long b) //求最大公约数

{

if(a%b==0) return b;

else return gcd(b,a%b);

}

long long lcm(long long a,long long b) //求最小公倍数

{

return (a\*b)/gcd(a,b);

}

int main()

{

long long n;

while(cin>>n&&n){

for(int i=0;i<n;i++)

cin>>a[i];

long long res=a[0];

for(int i=0;i<n;i++)

res=lcm(res,a[i]);

cout<<res<<endl;

}

return 0;

}

# 模拟题

### 叠筐
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@@@  
@WWW@  
@W@W@  
@WWW@  
 @@@

#include<bits/stdc++.h>

using namespace std;

const int maxn=80+5;

char g[maxn][maxn];

int main()

{

int n;

char cen;

char out;

char cc;

int space=0;

while(cin>>n>>cen>>out)

{

if(space)

{

cout<<endl;

}

int cnt=0;

int k=(n+1)/2;

for(int i=k;i>=1;i--)

{

if(cnt%2==0)

cc=cen;

else

cc=out;

for(int j=i;j<=n-i+1;j++)

{

g[i][j]=g[n-i+1][j]=cc;

g[j][i]=g[j][n-i+1]=cc;

}

++cnt;

}

if(n!=1)

{

g[1][1]=g[1][n]=g[n][1]=g[n][n]=' ';

}

for(int i=1;i<=n;i++)

{

for(int j=1;j<=n;j++)

{

cout<<g[i][j];

}

cout<<endl;

}

space++;

}

return 0;

}![](data:image/png;base64,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)

# 二分图

### 染色法

|交叉染色法判断二分图|

int bipartite(int s) {

int u, v;

queue<int>Q;

color[s] = 1;

Q.push(s);

while (!Q.empty()) {

u = Q.front();

Q.pop();

for (int i = 0; i < G[u].size(); i++) {

v = G[u][i];

if (color[v] == 0) {

color[v] = -color[u];

Q.push(v);

}

else if (color[v] == color[u])

return 0;

}

}

return 1;

}

### 二分图最大权匹配，KM算法

输入数据包含多组测试用例，每组数据的第一行输入n,表示房子的数量(也是老百姓家的数量)，接下来有n行,每行n个数表示第i个村名对第j间房出的价格(n<=300)。

#include <iostream>

#include <cstring>

#include <cstdio>

using namespace std;

const int MAXN = 305;

const int INF = 0x3f3f3f3f;

int love[MAXN][MAXN]; // 记录每个妹子和每个男生的好感度

int ex\_girl[MAXN]; // 每个妹子的期望值

int ex\_boy[MAXN]; // 每个男生的期望值

bool vis\_girl[MAXN]; // 记录每一轮匹配匹配过的女生

bool vis\_boy[MAXN]; // 记录每一轮匹配匹配过的男生

int match[MAXN]; // 记录每个男生匹配到的妹子 如果没有则为-1

int slack[MAXN]; // 记录每个汉子如果能被妹子倾心最少还需要多少期望值

int N;

bool dfs(int girl)

{

vis\_girl[girl] = true;

for (int boy = 0; boy < N; ++boy) {

if (vis\_boy[boy]) continue; // 每一轮匹配 每个男生只尝试一次

int gap = ex\_girl[girl] + ex\_boy[boy] - love[girl][boy];

if (gap == 0) { // 如果符合要求

vis\_boy[boy] = true;

if (match[boy] == -1 || dfs( match[boy] )) { // 找到一个没有匹配的男生 或者该男生的妹子可以找到其他人

match[boy] = girl;

return true;

}

} else {

slack[boy] = min(slack[boy], gap); // slack 可以理解为该男生要得到女生的倾心 还需多少期望值 取最小值 备胎的样子【捂脸

}

}

return false;

}

int KM()

{

memset(match, -1, sizeof match); // 初始每个男生都没有匹配的女生

memset(ex\_boy, 0, sizeof ex\_boy); // 初始每个男生的期望值为0

// 每个女生的初始期望值是与她相连的男生最大的好感度

for (int i = 0; i < N; ++i) {

ex\_girl[i] = love[i][0];

for (int j = 1; j < N; ++j) {

ex\_girl[i] = max(ex\_girl[i], love[i][j]);

}

}

// 尝试为每一个女生解决归宿问题

for (int i = 0; i < N; ++i) {

fill(slack, slack + N, INF); // 因为要取最小值 初始化为无穷大

while (1) {

// 为每个女生解决归宿问题的方法是 ：如果找不到就降低期望值，直到找到为止

// 记录每轮匹配中男生女生是否被尝试匹配过

memset(vis\_girl, false, sizeof vis\_girl);

memset(vis\_boy, false, sizeof vis\_boy);

if (dfs(i)) break; // 找到归宿 退出

// 如果不能找到 就降低期望值

// 最小可降低的期望值

int d = INF;

for (int j = 0; j < N; ++j)

if (!vis\_boy[j]) d = min(d, slack[j]);

for (int j = 0; j < N; ++j) {

// 所有访问过的女生降低期望值

if (vis\_girl[j]) ex\_girl[j] -= d;

// 所有访问过的男生增加期望值

if (vis\_boy[j]) ex\_boy[j] += d;

// 没有访问过的boy 因为girl们的期望值降低，距离得到女生倾心又进了一步！

else slack[j] -= d;

}

}

}

// 匹配完成 求出所有配对的好感度的和

int res = 0;

for (int i = 0; i < N; ++i)

res += love[ match[i] ][i];

return res;

}

int main()

{

while (~scanf("%d", &N)) {

for (int i = 0; i < N; ++i)

for (int j = 0; j < N; ++j)

scanf("%d", &love[i][j]);

printf("%d\n", KM());

}

return 0;

}

### 二分图**最小权值匹配，KM算法**

**有n个盒子摆成的环，每个盒子里有一定数量的巧克力，巧克力总数小于n，问最少移几步(每步等于把一块巧克力从第i格移动到了i+1或i-1格)，使得每个盒子里巧克力数小于等于1，从第i个盒子移到第j个盒子的最小步数为min( n-abs(i-j), abs(i-j) )。**

如果一个盒子里有5块巧克力,其实我们需要做的就是把这盒子里的4块巧克力分别移到4个空盒子里去.

建立二分图: 左边点集是每一块需要被移动的巧克力, 右边点集是每一个空的盒子. 对于左边第i块巧克力来说,它被移动到右边第j个空盒子的最小距离为X,那么就在左i点与右j点之间加一条X权值的边.

最终我们求得就是该二分图的最小权值匹配.(权值取负数就是最优权值匹配了:)

Sample Input

In 10 1 3 3 0 0 2 0 0 0 0 out 0

#include<iostream>

#include<cstring>

#include<cmath>

#define mst(a,b) memset(a,b,sizeof(a))

using namespace std;

const int maxn=500+8;

const int INF=0x3f3f3f3f;

int a[maxn],x[maxn],y[maxn];

int love[maxn][maxn]; // 记录每个妹子和每个男生的好感度

int ex\_girl[maxn]; // 每个妹子的期望值

int ex\_boy[maxn]; // 每个男生的期望值

bool vis\_girl[maxn]; // 记录每一轮匹配匹配过的女生

bool vis\_boy[maxn]; // 记录每一轮匹配匹配过的男生

int match[maxn]; // 记录每个男生匹配到的妹子 如果没有则为-1

int slack[maxn]; // 记录每个汉子如果能被妹子倾心最少还需要多少期望值

int n,nx,ny;

bool dfs(int girl)

{

vis\_girl[girl]=true;

for(int boy=1;boy<=ny;++boy){

if(vis\_boy[boy]) continue;

int gap=ex\_boy[boy]+ex\_girl[girl]-love[girl][boy];

if(gap==0)

{

vis\_boy[boy]=true;

if(match[boy]==-1||dfs(match[boy]))

{

match[boy]=girl;

return true;

}

}

else

{

slack[boy]=min(slack[boy],gap);

}

}

return false;

}

int KM()

{

mst(match,-1);

mst(ex\_boy,0);

for(int i=1;i<=nx;i++)

{

ex\_girl[i]=love[i][0];

for(int j=2;j<=ny;j++)

{

ex\_girl[i]=max(ex\_girl[i],love[i][j]);

}

}

for(int i=1;i<=nx;i++)

{

fill(slack+1,slack+n+1,INF);

while(true)

{

mst(vis\_boy,false);

mst(vis\_girl,false);

if(dfs(i)) break;

int d=INF;

for(int j=1;j<=ny;j++)

if(!vis\_boy[j]) d=min(d,slack[j]);

for(int j=1;j<=nx;j++)

if(vis\_girl[j]) ex\_girl[j]-=d;

for(int j=1;j<=ny;j++){

if(vis\_boy[j]) ex\_boy[j]+=d;

else

slack[j]-=d;

}

}

}

int res=0;

for(int i=1;i<=ny;i++) //注意这里是ny 不是nx

//match数组定义:记录每个男生匹配到的妹子 如果没有则为-1

if(match[i]!=-1)

res+=love[match[i]][i];

return res;

}

int main()

{

ios::sync\_with\_stdio(false);

cin.tie(0);

while(cin>>n)

{

mst(love,0); //初始化我们二分图的权值边

nx=0;ny=0; //nx用来记录每个盒子多的巧克力数

//ny用来记录空盒子数

for(int i=1;i<=n;i++)

cin>>a[i];

for(int i=1;i<=n;i++)

{

while(a[i]>1) //当前盒子巧克力总数大于1

{

x[++nx]=i; //记录当前多的一个巧克力所在位置 ++nx

a[i]--; //当前盒子的巧克力减1

}

if(a[i]==0) y[++ny]=i; //如果有空盒子 那么++ny

}

for(int i=1;i<=nx;i++)

for(int j=1;j<=ny;j++)

love[i][j]=-min(abs(x[i]-y[j]),n-abs(x[i]-y[j]));

//注意这里要取负数 求出最小的移动步数

cout<<-KM()<<endl;

}

return 0;

}

### 匈牙利算法

/\*

|求解最大匹配问题|

|递归实现|

\*/

vector<int>G[maxn];

bool inpath[maxn]; // 标记

int match[maxn]; // 记录匹配对象

void init()

{

memset(match, -1, sizeof(match));

for (int i = 0; i < maxn; ++i) {

G[i].clear();

}

}

bool findpath(int k) {

for (int i = 0; i < G[k].size(); ++i) {

int v = G[k][i];

if (!inpath[v]) {

inpath[v] = true;

if (match[v] == -1 || findpath(match[v])) { // 递归

match[v] = k; // 即匹配对象是“k妹子”的

return true;

}

}

}

return false;

}

/\*

|求解最大匹配问题|

|dfs实现|\*/

int v1, v2;

bool Map[501][501];

bool visit[501];

int link[501];

int result;

bool dfs(int x) {

for (int y = 1; y <= v2; ++y) {

if (Map[x][y] && !visit[y]) {

visit[y] = true;

if (link[y] == 0 || dfs(link[y])) {

link[y] = x;

return true;

} } }

return false;

}

void Search() {

for (int x = 1; x <= v1; x++) {

memset(visit,false,sizeof(visit));

if (dfs(x))

result++;

}

}

void hungary() {

int cnt = 0;

for (int i = 1; i <= m; i++) { // m为需要匹配的“妹子”数

memset(inpath, false, sizeof(inpath)); // 每次都要初始化

if (findpath(i)) cnt++;

}

cout << cnt << endl;

}

# 常用模板

### 常用头文件

#include <iostream>

#include <stdio.h>

#include <math.h>

#include <string.h>

#include <time.h>

#include <stdlib.h>

#include <string>

#include <bitset>

#include <vector>

#include <set>

#include <map>

#include <queue>

#include <algorithm>

#include <sstream>

#include <stack>

#include <iomanip>

#define ll long long

#define ull unsigned long long

#define PI acos(-1.0)

#define eps 1e-12

#define fi first

#define se second

#define MEM(a,b) memset((a),(b),sizeof(a))

#define mod(x) ((x)%MOD)

#define pii pair<int,int>

#define wz cout<<"-----"<<endl;

const int INF\_INT = 2147483647;

const ll INF\_LL = 9223372036854775807LL;

const ull INF\_ULL = 18446744073709551615Ull;

const ll P = 92540646808111039LL;

const ll maxn = 1e5 + 10, MOD = 1e9 + 7;

const int INF=0x3f3f3f3f;

const int Move[4][2] = {-1,0,1,0,0,1,0,-1};

const int Move\_[8][2] = {-1,-1,-1,0,-1,1,0,-1,0,1,1,-1,1,0,1,1};

inline int read(){

int x=0,f=1;char ch=getchar();

while(ch<'0'||ch>'9'){if(ch=='-')f=-1;ch=getchar();}

while(ch>='0'&&ch<='9'){x=x\*10+ch-'0';ch=getchar();}

return x\*f;

}

### 读入写出挂

#include<bits/stdc++.h>

using namespace std;

typedef long long ll;

typedef unsigned long long ull;

typedef long double ld;

#define mp make\_pair

#define PI pair<int,int>

#define poly vector<ll>

#define For(i,l,r) for(int i=(int)(l);i<=(int)(r);i++)

#define Rep(i,r,l) for(int i=(int)(r);i>=(int)(l);i--)

#define pb push\_back

#define fi first

#define se second

inline char gc(){

static char buf[100000],\*p1=buf,\*p2=buf;

return p1==p2&&(p2=(p1=buf)+fread(buf,1,100000,stdin),p1==p2)?EOF:\*p1++;

}

#define gc getchar

inline ll read(){

ll x = 0; char ch = gc(); bool positive = 1;

for (; !isdigit(ch); ch = gc()) if (ch == '-') positive = 0;

for (; isdigit(ch); ch = gc()) x = x \* 10 + ch - '0';

return positive ? x : -x;

}

inline void write(ll a){

if(a<0){

a=-a; putchar('-');

}

if(a>=10)write(a/10);

putchar('0'+a%10);

}

inline void writeln(ll a){write(a); puts("");}

inline void wri(ll a){write(a); putchar(' ');}

inline ull rnd(){

return ((ull)rand()<<30^rand())<<4|rand()%4;

}

const int mod=998244353;

int ans=1;

int main(){

int h=read(),w=read();

For(i,1,h+w)ans=ans\*2%mod;

cout<<ans<<endl;

}

/\*

dp[j][i]=max(dp[j^1][k]+s[j][i]-s[j][k])

\*/

### 结构体重载运算符

//与平时cmp函数 相反

bool operator < (const node &p) const {

return r > p.r;

}

# 动态规划常见模型

### 最长上升子序列

/\*求LIS的长度\*/

/\*n方的写法，易写\*/

int ans = 0;

for(int i = 1; i <= n; ++i) {

scanf("%d", &num[i]);

dp[i] = 1;

for(int j = 1; j < i; ++j) {

if(num[j] <= num[i]) {

dp[i] = max(dp[i], dp[j] + 1);

}

}

ans = max(ans, dp[i]);

}

/\*手写二分，或者lower\_brond\*/

int binary(int x,int rr){

int l = 0,r = rr,ans;

while(l <= r){

int mid = l + r >> 1;

if(b[mid] >= x) ans = mid,r = mid - 1;

else l = mid + 1;

}

return ans;

}

int n;

for(int i = 1; i <= n;i++){

cin>>a[i];

}

int len = 1;

b[1] = a[1];

for(int i = 2;i <= n;i++){

if(a[i] > b[len]){

b[++len] = a[i];

}

else {

int t = binary(a[i],len);//也可以用c++自带的lower\_pound，自写也可以

b[t] = a[i];

}

}

cout<<len<<endl;

/\*

|最长上升子序列|

|状态转移|

|16/11/05ztx|

\*/

/\*

状态转移dp[i] = max{ 1.dp[j] + 1 }; j<i; a[j]<a[i];

d[i]是以i结尾的最长上升子序列

与i之前的 每个a[j]<a[i]的 j的位置的最长上升子序列+1后的值比较

\*/

void solve(){ // 参考挑战程序设计入门经典;

for(int i = 0; i < n; ++i){

dp[i] = 1;

for(int j = 0; j < i; ++j){

if(a[j] < a[i]){

dp[i] = max(dp[i], dp[j] + 1);

} } }

}

/\*

优化方法：

dp[i]表示长度为i+1的上升子序列的最末尾元素

找到第一个比dp末尾大的来代替

\*/

void solve() {

for (int i = 0; i < n; ++i){

dp[i] = INF;

}

for (int i = 0; i < n; ++i) {

\*lower\_bound(dp, dp + n, a[i]) = a[i]; // 返回一个指针

}

printf("%d\n", \*lower\_bound(dp, dp + n, INF) - dp;

}

/\*

函数lower\_bound()返回一个 iterator 它指向在[first,last)标记的有序序列中可以插入value，而不会破坏容器顺序的第一个位置，而这个位置标记了一个不小于value的值。

\*/

### 最长公共子序列

/\*

|求最长公共子序列|

|递推形式|

\*/

void solve() {

for (int i = 0; i < n; ++i) {

for (int j = 0; j < m; ++j) {

if (s1[i] == s2[j]) {

dp[i + 1][j + 1] = dp[i][j] + 1;

}else {

dp[i + 1][j + 1] = max(dp[i][j + 1], dp[i + 1][j]);

} } }

}

### 背包DP

//01背包

for(int i = 1;i <= n;i++){

for(int j = V;j >= w[i];j--){

dp[j] = max(dp[j],dp[j-w[i]]+v[i]);

}

}

//完全背包

for(int i = 0;i < n;i++){

for(int j = w[i];j <= e-s;j++){

dp[j] = min(dp[j],dp[j-w[i]]+v[i]);

}

}

//多重背包

for(int i = 0;i < n;i++){

for(int k = 0;k < b[i];k++){

for(int j = n;j >= v[i];j--){

dp[j] = max(dp[j],dp[j-v[i]]+w[i]);

}

}

}

//01背包 ，记录路径

#include<bits/stdc++.h>

using namespace std;

const int N = 1e5 + 10;

int pre[N],dp[N],v[N],ans[N];

void p(int x){

if(pre[x] == 0){

cout<<ans[x];return;

}

p(pre[x]);

cout<<' '<<ans[x];

}

int main(){

ios\_base::sync\_with\_stdio(0);

int n,m;cin>>n>>m;

for(int i = 0;i < n;i++)cin>>v[i];

for(int i = 0;i < N;i++)pre[i] = -1,dp[i] = -INF;

sort(v,v+n);

dp[0] = 0; //和01背包类似，因为是恰好装满，其他只要赋上负无穷

for(int i = 0;i < n;i++){

for(int j = m;j >= v[i];j--){

if(dp[j] <= dp[j-v[i]]+1){

dp[j] = dp[j-v[i]]+1;

ans[j] = v[i];

pre[j] = j - v[i];

}

}

}

if(dp[m] <= 0) cout<<"No Solution";

else p(m);

cout<<endl;

return 0;

}

# 线段树专题

### 线段树模板-区间更新&区间查询
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#include<iostream>

#include<cstdio>

#include<cmath>

using namespace std;

const int maxn=100000+5;

const int INF=0x3f3f3f3f;

typedef long long LL;

struct node{

LL le,re;

LL mmax;

LL sum;

LL lazy;

LL len;

}tree[maxn<<2];

int t,k,q,n,m,a,b,c;

char ch[2];

LL val[maxn];

inline void pushup(int rt)

{

tree[rt].mmax=max(tree[rt<<1].mmax,tree[rt<<1|1].mmax);

tree[rt].sum=tree[rt<<1].sum+tree[rt<<1|1].sum;

}

inline void pushdown(int rt){

tree[rt<<1].lazy+=tree[rt].lazy;

tree[rt<<1|1].lazy+=tree[rt].lazy;

tree[rt<<1].mmax+=tree[rt].lazy;

tree[rt<<1|1].mmax+=tree[rt].lazy;

tree[rt<<1].sum+=tree[rt].lazy\*tree[rt<<1].len;

tree[rt<<1|1].sum+=tree[rt].lazy\*tree[rt<<1|1].len;

tree[rt].lazy=0;

}

//线段树建立

inline void build(int rt,int left,int right)

{

tree[rt].le=left;

tree[rt].re=right;

tree[rt].mmax=0;

tree[rt].lazy=0;

tree[rt].len=right-left+1;

if(left==right) {

tree[rt].sum=val[left];

return;

}

int m=(left+right)>>1;

build(rt<<1,left,m);

build(rt<<1|1,m+1,right);

pushup(rt);

}

inline void update(int rt,int le,int re,int lz){

if(tree[rt].le==le&&tree[rt].re==re){

tree[rt].mmax+=1;

tree[rt].sum+=tree[rt].len\*lz;

tree[rt].lazy+=lz;

return;

}

if(tree[rt].lazy) pushdown(rt);

int mid=(tree[rt].le+tree[rt].re)>>1;

if(le>mid) update(rt<<1|1,le,re,lz);

else if(re<=mid) update(rt<<1,le,re,lz);

else{

update(rt<<1,le,mid,lz);

update(rt<<1|1,mid+1,re,lz);

}

pushup(rt);

}

inline LL query(int rt,int le,int re){

if(tree[rt].le==le&&tree[rt].re==re)

return tree[rt].sum;

if(tree[rt].lazy) pushdown(rt);

int mid=(tree[rt].le+tree[rt].re)>>1;

if(le>mid) return query(rt<<1|1,le,re);

else if(re<=mid) return query(rt<<1,le,re);

else return query(rt<<1,le,mid)+query(rt<<1|1,mid+1,re);

}

int main()

{

while(~scanf("%d%d",&n,&m)){

for(int i=1;i<=n;i++)

scanf("%lld",&val[i]);

build(1,1,n);

for(int i=1;i<=m;i++){

scanf("%s",ch);

if(ch[0]=='Q'){

scanf("%d%d",&a,&b);

printf("%lld\n",query(1,a,b));

}

if(ch[0]=='C'){

scanf("%d%d%d",&a,&b,&c);

update(1,a,b,c);

}

}

}

return 0;

}

### 线段树模板-区间更新&最值查询

1 3 6 1 6 1 6 3 4 1 5 1 2 2 4

Case 1: 1 2 3 5

#include<bits/stdc++.h>

using namespace std;

const int maxn=1000000+5;

const int INF=0x3f3f3f3f;

typedef long long LL;

struct node{

int le,re;

int mmax;

int lazy;

}tree[maxn<<2];

int t,k,q,m,a,b;

char ch[2];

int ans[maxn];

inline void pushup(int rt)

{

tree[rt].mmax=max(tree[rt<<1].mmax,tree[rt<<1|1].mmax);

}

inline void pushdown(int rt){

tree[rt<<1].lazy+=tree[rt].lazy;

tree[rt<<1|1].lazy+=tree[rt].lazy;

tree[rt<<1].mmax+=tree[rt].lazy;

tree[rt<<1|1].mmax+=tree[rt].lazy;

tree[rt].lazy=0;

}

//线段树建立

inline void build(int rt,int left,int right)

{

tree[rt].le=left;

tree[rt].re=right;

tree[rt].mmax=0;

tree[rt].lazy=0;

if(left==right) {

//tree[rt].mmax=val[left];

return;

}

int m=(left+right)>>1;

build(rt<<1,left,m);

build(rt<<1|1,m+1,right);

pushup(rt);

}

inline void update(int rt,int le,int re){

if(tree[rt].le==le&&tree[rt].re==re){

tree[rt].mmax+=1;

tree[rt].lazy+=1;

return;

}

if(tree[rt].lazy) pushdown(rt);

int mid=(tree[rt].le+tree[rt].re)>>1;

if(le>mid) update(rt<<1|1,le,re);

else if(re<=mid) update(rt<<1,le,re);

else{

update(rt<<1,le,mid);

update(rt<<1|1,mid+1,re);

}

pushup(rt);

}

inline int query(int rt,int le,int re){

if(tree[rt].le==le&&tree[rt].re==re)

return tree[rt].mmax;

if(tree[rt].lazy) pushdown(rt);

int mid=(tree[rt].le+tree[rt].re)>>1;

if(le>mid) return query(rt<<1|1,le,re);

else if(re<=mid) return query(rt<<1,le,re);

else return max(query(rt<<1,le,mid),query(rt<<1|1,mid+1,re));

}

int main()

{

int cas=1;

scanf("%d",&t);

while(t--){

int len=0;

scanf("%d%d",&k,&q);

build(1,1,1000000 );

for(int i=1;i<=q;i++){

scanf("%d%d",&a,&b);

b--;

if(query(1,a,b)<k){

ans[len++]=i;

update(1,a,b);

}

}

printf("Case %d:\n",cas++);

for(int i=0;i<len;i++)

printf("%d ",ans[i]);

printf("\n\n");

}

return 0;

}

### 线段树模板-单点修改&区间查询

5 6 1 2 3 4 5 Q 1 5 U 3 6 Q 3 4 Q 4 5 U 2 9 Q 1 5

5 6 5 9

#include<bits/stdc++.h>

using namespace std;

const int maxn=2e5+5;

const int INF=0x3f3f3f3f;

typedef long long LL;

struct node{

int le,re;

int mmax;

}tree[maxn<<2];

int n,m,x,y;

char ch[2];

int val[maxn];

inline void pushup(int rt)

{

tree[rt].mmax=max(tree[rt<<1].mmax,tree[rt<<1|1].mmax);

}

inline void build(int rt,int left,int right)

{

tree[rt].le=left;

tree[rt].re=right;

if(left==right) {

tree[rt].mmax=val[left];

return;

}

int m=(left+right)>>1;

build(rt<<1,left,m);

build(rt<<1|1,m+1,right);

pushup(rt);

}

inline void update(int rt,int pos,int v){

if(tree[rt].le==tree[rt].re){

tree[rt].mmax=v;

return;

}

int mid=(tree[rt].le+tree[rt].re)>>1;

if(pos<=mid) update(rt<<1,pos,v);

else update(rt<<1|1,pos,v);

pushup(rt);

}

inline int query(int rt,int v)

{

if(tree[rt].le==tree[rt].re)

return tree[rt].le;

if(tree[rt<<1].mmax>=v) return query(rt<<1,v);

else return query(rt<<1|1,v);

}

inline int query\_max(int rt,int le,int re){

if(tree[rt].le==le&&tree[rt].re==re)

return tree[rt].mmax;

int mid=(tree[rt].le+tree[rt].re)>>1;

if(re<=mid) return query\_max(rt<<1,le,re);

if(le>mid) return query\_max(rt<<1|1,le,re);

return max(query\_max(rt<<1,le,mid),query\_max(rt<<1|1,mid+1,re));

}

int main()

{

while(~scanf("%d%d",&n,&m)){

for(int i=1;i<=n;i++)

scanf("%d",&val[i]);

build(1,1,n);

for(int i=1;i<=m;i++){

scanf("%s%d%d",ch,&x,&y);

if(ch[0]=='Q') printf("%d\n",query\_max(1,x,y));

if(ch[0]=='U') update(1,x,y);

}

}

return 0;

}