**1. 개요**

Java나 C에서 제공하는 기본 자료형을 쓰면 제한된 크기의 수만을 다룰 수 있습니다. (예 : 32 bits를 사용하는 int형 변수는 -2147483648 ~ 2147483647 범위의 값을 가집니다.) 이번 과제에서는 매우 큰 정수에 대해서도 제한없이 연산을 할 수 있도록 기본 자료형을 쓰지 않고 임의의 크기를 갖는 수를 char 배열(또는 byte 배열)로 받아 +, -, \* 연산을 수행하는 프로그램을 구현합니다. 가장 기본이 되는 자료구조인 배열의 개념을 이해하고 활용하는 것이 과제의 목적입니다.

**2. 뼈대 코드**

이 코드를 기본으로 하여 내용을 추가하도록 합니다. 이 코드에는 자료구조 숙제를 하기 위한 여러가지 기초 테크닉들이 구현되어 있으므로 단순히 사용하지만 말고 확실히 분석해 자기 것으로 만들기 바랍니다. 필요한 경우에만 이 코드를 전부, 혹은 부분적으로 참조하면 되며 이 코드와 전혀 다른 방식으로 숙제를 해도 좋습니다.

**3. 입출력 형식**

주어진 소스 코드에 입력 방법이 구현되어 있으므로 분석해 보기 바랍니다.

1. 프로그램을 실행하면 한줄로 된 식을 입력받습니다?.
2. 다음으로 "A+B" 형태의 문자열을 입력받아 A와 B 두 값을 각각 char 배열(또는 byte 배열)로 저장합니다.
3. 연산을 수행한 뒤 그 결과를 출력합니다. (연산자는 +, -, \* 만 씁니다.)
4. 한 식의 계산이 끝나면 다음 식을 입력받습니다. (quit를 입력받으면 프로그램을 종료합니다.)

$ java BigInteger ← 프로그램 실행

10000000000000000+200000000000000000 ← 이렇게 **입력**하면

210000000000000000 ←이렇게 **출력**됨

20000000000000000-100000000000000000 ← 이렇게 **입력**하면

-80000000000000000 ← 이렇게 **출력**됨

30000000000000000 - 200000000000000000 ← 이렇게 **입력**하면

-170000000000000000 ← 이렇게 **출력**됨

50000000 \*+1000 ← 이렇게 **입력**하면

50000000000 ← 이렇게 **출력**됨

-1000000 + 0 ←이렇게 **입력**하면

-1000000 ← 이렇게 **출력**됨

quit ← 이렇게 **입력**하면

$ ← 종료한다.

**4. 식의 표현**

* 입력받는 각 수의 크기는 최대 100자리입니다. 따라서 출력은 +, -인 경우에는 101자리, \*인 경우에는 200자리까지 될 수 있습니다.
* 식에서 각 수의 부호는 +일 수도 있고 -일 수도 있고 아무것도 없을 수도 있습니다. 아무것도 없을 때는 +입니다.
* 1+-2 와 같은 경우는 1+(-2)로 계산합니다. 즉, 음수를 먼저 취한 다음 덧셈을 합니다.
* 수식상에서 공백은 0개 이상 들어갈 수 있습니다. 숫자의 앞뒤와 연산자 사이에 공백이 들어갈 수 있다는 뜻입니다.(공백은 “ ”만 포함합니다.)

**5. 유의사항**

* 프롬프트 (>)를 출력할 필요는 없습니다. 입력만 잘 받으면 됩니다. 프롬프트를 출력할 경우 출력결과가 이상해질 수도 있습니다.
* 한 번에 연산자 하나만 처리하면 됩니다. 즉, A+B, A\*B, A-B 같은 것만 처리하면 되고, A+B+C 같이 연산자가 두 개 이상 있는 경우는 처리하지 않아도 됩니다.
* 올바른 입력만 들어온다고 가정하셔도 좋습니다.
* 각 자리의 숫자들을 저장하기 위한 자료구조로는 **primitive type(char, byte, int, ...)의 배열만 사용**합니다. ArrayList, Vector, LinkedList 등 이미 만들어져 있는 것은 사용하면 안 됩니다.
* **제출 전, 반드시 컴파일 가능 유무를 확인**합니다. 컴파일시 옵티마이제이션 옵션은 쓰지 않습니다.
* 아래와 같은 명령어를 입력하면 컴파일이 이루어져야 하며, BigInteger 라는 이름의 클래스가 생성되어야 채점이 이루어집니다.

$ javac BigInteger.java

* 컴파일 후, 일정 시간 초과시 프로그램을 강제 종료시키기 위해 다음과 같이 timeout 명령어를 반드시 사용합니다.

$ timeout [수행시간(초)] java BigInteger

timeout 0.5 java BigInteger // 0.5초 수행

timeout 1 java BigInteger // 1초 수행

* 실행시간이 testset 기준으로 가상서버에서 40초를 초과할 시 감점이 있습니다. testset은 채점 시 새로 생성하므로 주어진 testset 실행시간과 다를 수 있습니다. 따라서 여유있게 완료하는 것을 권합니다.

**6. 자주 묻는 질문(필독!!!)**

1. 내부 자료 저장 형식에 관하여

문제에 제시된 조건은 '각 자리의 숫자로 저장하기 위한 자료구조로는 primitive type의 배열만 사용합니다'입니다.

한 자리의 정수를 저장하는 방식으로는 byte 배열을 사용하는 것을 추천하나, int 배열을 사용해도 별다른 불이익은 없도록 하겠습니다.

1. 입력하는 수식의 형식

테스트 및 채점에 사용되는 수식은 아래의 형식을 따릅니다. 이외의 입력은 채점의 대상이 되지 않습니다.

(0개 이상의 공백) (부호 0~1개) (0개 이상의 공백) (숫자) (0개 이상의 공백) (+/-/\*) (0개 이상의 공백) (부호 0~1개) (0개 이상의 공백) (숫자) (0개 이상의 공백)

숫자의 시작은 1~9의 숫자입니다. 0001 같은 입력은 없다고 가정하시면 됩니다.

1. 채점 방식

입력 파일과 출력 파일이 정의되어 있으며, 입력 파일대로 프로그램에 입력했을 때 출력 파일과 프로그램의 출력 결과가 완전히 일치하는 경우에만 올바른 결과로 인정됩니다.

아래와 같은 경우, 올바른 결과가 아니니 주의하시기 바랍니다.

* 부가적인 출력을 하는 경우

(예: '수식을 입력하세요.'를 출력하는 경우)

* 디버깅용 출력을 지우지 않은 경우
* 눈에 보이지 않는 문자를 출력하는 경우 (char 배열의 데이터를 그대로 출력하는 경우 이런 문제가 발생할 수 있습니다.)
* 결과값이 양수일 때 '+'를 출력하는 경우

**디버깅용 print들 지우기!**

**Package 지우기!**

**Test with 0!**

**100자리 x 100자리 해서 분 단위 안넘어가는지!**