# 第一章

## 神族文字

【题目描述】神族文字 (dictionary.cpp/c/pas) POJ 2503

楚继光发现图书馆里收藏有许多上古时代的魔法书，这些上古时代的魔法书使用一种传说中的“神族文字”来书写，幸运的是，楚继光手边恰巧有一本词典可以帮助他。

【输入格式】

输入的词典内容最多包含有100,000个词条，每一个词条包含一个英文单词，其次是一个空格和一个对应的“神族文字”。没有一个“神族文字”在词典中出现一次以上。词典词条全部输入完毕后是一个空行，之后是需要翻译的“神族文字”，每一个词一行，每个单词是一个最多为10个小写字母的字符串。

【输出格式】

输出翻译好的英文，每行一个字。若词典中查找不到，输出“eh”。

【输入样例】

dog ogday

cat atcay

pig igpay

froot ootfray

loops oopslay

atcay

ittenkay

oopslay

【输出样例】

cat

eh

loops

【算法分析】

由于数据量很大，需要用scanf 和 printf读写数据。标准库函数qsort+二分查找。即先对字典根据外语来进行qsort，然后通过二分查找即可找到匹配的项。

更进一步地，可以考虑哈希表。

### STL版

下面的参考程序使用stl模板，但训练时不建议使用stl模板。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51 | //神族文字－ＳＴＬ版  #include<iostream>  #include<string>  #include <cstdlib>  #include<map>  using namespace std;  int main(void)  {  freopen("dictionary.in","r",stdin);  freopen("dictionary.out","w",stdout);  char english[11],foreign[11];  map<string,string>translate;//记录foreign到engliash的映射  while(true)//输入字典  {  char t; //临时变量  if((t=getchar())=='\n') //判定是否输入了空行  break;  else //输入english  {  english[0]=t;  int i=1;  while(true)  {  t=getchar();  if(t==' ')  {  english[i]='\0';  break;  }  else  english[i++]=t;  }  }  cin>>foreign;  getchar(); //处理 输入foreign后的 回车符  translate[foreign]=english;  }  char word[11];  while(cin>>word)//开始翻译  {  if(translate[word]!="")  cout<<translate[word]<<endl;  else  cout<<"eh"<<endl;  }  return 0;  } |

### 非STL版

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66 | //神族文字－非STL版  #include <iostream>  #include <stdio.h>  #include <stdlib.h>  #include <math.h>  #include <string.h>  #include <algorithm>  using namespace std;  #pragma warning(disable:4996)  struct word  {  char get[11];  char have[11];  }dic[100001];  char str[25];  int n;  int cmp(const void \* x, const void \* y)  {  return strcmp((\*(word \*)x).have, (\*(word \*)y).have);  }  int judge()  {  int l = 1, r = n;  int ans;  int mid;  while (l <= r)  {  mid = (l + r) >> 1;  ans = strcmp(str, dic[mid].have);  if (ans == 0)  return mid;  else if (ans == 1)  l = mid + 1;  else  r = mid - 1;  }  return -1;  }  int main()  {  freopen("dictionary.in", "r", stdin);  freopen("dictionary.out", "w", stdout);  int a;  while (gets(str))  {  if (str[0] == '\0')  break;  n++;  sscanf(str, "%s%s", dic[n].get, dic[n].have);  }  qsort(dic + 1, n, sizeof(dic[0]), cmp);  int l;  while (scanf("%s", &str) != EOF)  {  a=judge();  if (a == -1)  printf("eh\n");  else  printf("%s\n", dic[a].get);  }  } |

## 近似整数

【题目描述】近似整数(Approximation.cpp/c/pas) POJ 1650

给定一个浮点数Ａ和一个整数L，求在范围[1，L]内的两个整数n和d，使得n/d能近似等于Ａ，且使误差|Ａ-n/d|最小。

【输入格式】

第一行为一个浮点数Ａ，第二行为一个整数Ｌ。

【输出格式】

两个整数n和d。

【输入样例】

3.14159265358979

10000

【输出样例】

355 113

【算法分析】

　　除了二分法外，还可尝试其他解法，例如：

解法一：不断比较得出min（A-n/d），在n/d>A时d++,相反则n++，即基本的追赶问题。

解法二：暴力枚举。

### 暴力枚举法

下面的程序采用暴力枚举，但训练时不建议使用暴力枚举。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 | //近似整数－暴力枚举  #include<iostream>  #include<cmath>  #include<cstdlib>  using namespace std;  int main()  {  double min,a,temp;  int i,j,n,d,l;  while(scanf("%lf%d",&a,&l)!=EOF)  {  min=10.0;  for(i=1;i<=l;i++)  {  j=(int)(i/a);  if(j>l)  continue;  temp=fabs(a-(double)i/(double)j);  if(temp<min)  {  min=temp;  n=i;  d=j;  }  j++;  temp=fabs(a-(double)i/(double)j);  if(temp<min)  {  min=temp;  n=i;  d=j;  }  }  printf("%d %d\n",n,d);  }  system("pause");  return 0;  } |

### 追赶法

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | //近似整数－追赶法  #include <iostream>  #include <stdlib.h>  #include <math.h>  #include <string.h>  #include <algorithm>  using namespace std;  int L;  double f;  int main()  {  freopen("Approximation.in", "r", stdin);  freopen("Approximation.out", "w", stdout);  scanf("%lf%d", &f, &L);  int ansn, ansd;  int n = 1, d = 1;  double min = 99999999, cha;  while(n <= L && d <= L)  {  cha = f - (double)n / d;  if (min > fabs(cha))  {  min = fabs(cha);  ansn = n;  ansd = d;  }  if (cha > 0)  n++;  else  d++;  }  printf("%d %d\n", ansn, ansd);  } |

## 花费

【题目描述】花费（Expense.cpp/c/pas）POJ 3273

修罗王和邪狼的逃亡天数为N(1 ≤ N ≤ 100,000)，每天需要花的钱已经分配好，请把这些天分成M(1 ≤ M ≤ N)份（每份都是连续的天），则第i段的和为sum[i]（i=1,2...M），求max{sum[i]}最小为多少？

【输入格式】

【输出格式】

【输入样例】

7 5（表示N=7，M=5）

200 300 300 200 500 221 420 (表示每天的花费)

　　【输出样例】

500

【算法分析】

二分法，容易证明，分成组越少，花费越高，分成组越多，花费越少，呈线性关系，故可以采用二分法求解单调函数极值（最值）。一开始二分的上界为n天花费的总和（相当于分成1份），下界为每天花费的最大值（相当于分成n份），然后二分，每次的mid值为（上界 + 下界）/ 2，然后根据mid值遍历n天花费，对n天的花费进行累加，每当超过mid值 份数++，看看这个mid值能把n天分成几份，如果份数大于m，表示mid偏小，下界 = mid + 1，反之小于等于mid，上界 = mid - 1，然后输出最后的mid值即可，复杂度为 O(nlogM)。

除了二分法外，还可以尝试使用动态规划算法解决。

设best[i][j] 表示把j个单位分成i份使其中最大的一份最小的最优解的最大值，又假设第i份（最后１份）为第k+1个单位到第j个单位的和，显然前面的i-1份包括k个单位。

则best[i][j] = min{max(best[i - 1][k], sum(k + 1, j))}

其中k<j，sum(l, r)为l到r之间所有单位的和。

### 动规算法

下面的程序采用动态规划算法，但由于数据规模很大，动态规划算法显然会超时。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61 | //花费－动规算法  #include <iostream>  #include <stdio.h>  #include <string.h>  using namespace std;  int f[1000][1000];  int n,m;  int sum[10000],money[10000];  // f[i][j]=min(f[i-1][k],sum[j]-sum[k])  void print()  {  int i,j;  for(i=1;i<=m;i++)  {  for(j=1;j<=n;j++)  cout<<f[i][j]<<' ';  cout<<endl;  }  }  int main()  {  freopen("Expense.in","r",stdin);  freopen("Expense.out","w",stdout);  int i,j,k,minx,t,maxn;  while(~scanf("%d%d",&n,&m) && n)  {  memset(f,0,sizeof(f));  memset(sum,0,sizeof(sum));  memset(money,0,sizeof(money));  for(i=1;i<=n;i++)  {  scanf("%d",&money[i]);  f[1][i]=f[1][i-1]+money[i];  sum[i]=sum[i-1]+money[i];  }  for(i=2;i<=m;i++)  {  maxn=-1;  for(j=1;j<=i;j++)  maxn=max(money[j],maxn);  for(j=1;j<=i;j++)  f[i][j]=maxn;  for(j=i+1;j<=n;j++)  {  minx=9999999;  for(k=i-1;k<j;k++)  {  t=max(f[i-1][k],sum[j]-sum[k]);  minx=min(t,minx);  }  f[i][j]=minx;  }  }  printf("%d\n",f[m][n]);  }  return 0;  } |

### 二分法

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57 | //二分法  #include <iostream>  #include <stdio.h>  #include <stdlib.h>  #include <math.h>  #include <string.h>  #include <algorithm>  using namespace std;  int n, m;  int data[100001];  int high, low, mid;  bool judge()  {  int i;  int temp = 0;  int plan = 1;  for (i = 1; i <= n; i++)  {  temp += data[i];  if (temp > mid)  {  plan++;  temp = data[i];  }  }  if (plan > m)  return 0;  else  return 1;  }  int main()  {  freopen("Expense.in","r",stdin);  freopen("Expense.out","w",stdout);  scanf("%d%d", &n, &m);  int i;  for (i = 1; i <= n; i++)  {  scanf("%d", &data[i]);  high += data[i];  if (low < data[i])  low = data[i];  }  while (low <= high)//==  {  mid = (low + high) >> 1;  if (!judge())  low = mid + 1;  else  high = mid - 1;  }  printf("%d\n", low);  return 0;  } |

## 预算

【题目描述】预算（budget.cpp/c/pas）NOIP 1999　旅行家的预算

邪狼：“天哪！这么多魔法石都不够用！”

修罗王：“没办法，通货膨胀，物价太高了。”

修罗王两人为了节省花费，决定驾驶最老式的燃油汽车以最少的费用从一个城市到另一个城市(假设出发时油箱是空的)。给定两个城市之间的距离D1、汽车油箱的容量C(以升为单位)、每升汽油能行驶的距离D2、出发点每升汽油价格P和沿途油站数N(N可以为零)，油站i离出发点的距离Di、每升汽油价格Pi(i＝1，2，…，N)。计算结果四舍五入至小数点后两位。如果无法到达目的地，则输出“No Solution”。

【输入格式】

输入五个数，即D1，C，D2，P，N。

【输出格式】

输出最小费用，如无法到达目的地，则输出“No Solution”。

【输入样例】

275.6 11.9 27.4 2.8 2 (分别表示D1，C，D2，P，N)

102.0 2.9 (以下共N行，分别表示油站i离出发点的距离Di和每升汽油价格Pi)

220.0 2.2

【输出样例】

26.95(该数据表示最小费用)

【算法分析】

枚举显然是不行的。

从后向前找到油价最低的加油站，显然车至该站油箱应为空，则以该加油站为界将路程划分为两段分别求其最小费用，二者之和即为总费用。

依此法划分，分以下几种情况：

（１）若某段只有起点与终点两个加油站时无需再分;

（２）若某一段油价最低的加油站为起点，如能一次加油到达该段终点最好，否则，则加满油再考虑油箱有油情况下的二分法。即考虑起点之外所有的加油站中从后往前油价最低的加油站。分两种情况：

若该加油站位于起点加满油后不能到达之处，则到达该站时油箱应该为空，以该加油站为界将全程分为两个独立段考虑，前半段为有油情况，后半段为无油情况。

若该加油站处于起点加满油后能到达之处，则将该段总路程缩短为该加油站至终点的情况，该加油站在该段路程中最便宜，若从该站加满油仍不能到达终点，则继续分治即可。

下面的程序用贪心算法解决，算法伪代码为：

寻找距离当前站最近的比当前站便宜的站点

　　如果找到了，油量够就直接开过去，油量不够就加油到刚好可以开过去；

　　如果找不到，就到前面找一个充满油量能到得了的最便宜的站点，充满油开过去；

　　如果加满油找不到任何站点，那就输出No Solution。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98 | //预算－贪心法  #include <stdio.h>  #include <stdlib.h>  struct dot  {  double dis, p;  }dots[100001];  double have = 0, used = 0;  double d1, c, d2, p;  int place = 0;    int com(const void \*a, const void \*b)  {  struct dot i = \*(struct dot \*)a, j = \*(struct dot \*)b;  return i.dis - j.dis;  }    void driveto(int id)  {  place = id;  }    int main()  {  freopen("budget.in","r",stdin);  freopen("budget.out","w",stdout);  int i;  int n, id;  double small;  scanf("%lf%lf%lf%lf%d", &d1, &c, &d2, &p, &n);  dots[0].p = p;  dots[n + 1].dis = d1;  for(i = 1; i <= n; i++)  {  scanf("%lf%lf", &dots[i].dis, &dots[i].p);  }  qsort(dots, n + 2, sizeof(struct dot), com);  while(dots[place].dis < d1)  {  id = -1;  for(i = place + 1; i <= n + 1; i++)  {  if(dots[place].dis + c \* d2 >= dots[i].dis)  {  if(dots[i].p <= dots[place].p)  {  id = i;  break;  }  }  else  break;  }  if(i == place + 1 && id == -1)  {  printf("No Solution\n");  return 0;  }  if(id != -1)  {  if(dots[place].dis + have \* d2 >= dots[id].dis)  {  have -= (dots[id].dis - dots[place].dis) / d2;  }  else  {  used += ((dots[id].dis - dots[place].dis) / d2 - have) \* dots[place].p;  have = 0;  }  }  else  {  small = 100000000;  id = -1;  for(i = place + 1; i <= n + 1; i++)  {  if(dots[place].dis + c \* d2 >= dots[i].dis)  {  if(small >= dots[i].p)  {  small = dots[i].p;  id = i;  }  }  else  break;  }  used += (c - have) \* dots[place].p;  have = c;  have -= (dots[id].dis - dots[place].dis) / d2;  }  place = id;  }  printf("%.2lf\n", used);  return 0;  } |

## 快速模幂

【题目描述】快速模幂（Modulo.cpp/c/pas）

试求ab%n的值，其中a，b，n均为整数范围内的数。

【输入格式】

三个整数即a，b，n。

【输出格式】

输出结果。

【输入样例】

1 1 1

【输出样例】

0

【算法分析】

如果先计算ab再求模，两次运算都需要高精度运算，但运算结果却在整型数范围内。故通常是将幂模运算转换为乘模运算（蒙哥玛利模幂算法）。有以下两个公式：

（1）a×b%n=（a%n×b%n)%n

（2）（a+b）%n=（a%n+b%n)%n

例如求C15 %n，可分解为6 个乘模运算：

（1）C1 =C×C % n =C2 % n

（2）C2 =C1×C % n=C3 % n

（3）C3 =C2×C2 % n =C6 % n

（4）C4 =C3×C % n =C7 % n

（5）C5=C4×C4 % n =C14 % n

（6）C6 =C5×C % n =C15 % n

故可以用递归或递推方法来实现。

### 递推算法

递推算法的参考代码如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | //快速模幂  #include<iostream>  using namespace std;  int a,b,n;  int a\_b\_mod\_n(int a,int b,int n)  {  int digit[32]={};  int i,k,result=1;  i=0;  //把b化成2进制,这是因为要知道b何时能整除2，并不需要反复进行  //减一或除二的操作，只需验证b的二进制各位是0 还是1 就可以了，  //从左至右或从右至左验证都可以，从左至右会更简洁  while(b)//例如b=103,二进制为1100111,则digit[]存为11100110000......  {  digit[i++]=b%2;  b>>=1;  }    for(k=i-1;k>=0;k--) //计算a^b mod n  {  result=(result\*result)%n;  if(digit[k]==1)  result=(result\*a)%n;  }  return result;  }  int main()  {  cin>>a>>b>>n;  cout<<a\_b\_mod\_n(a,b,n);  system("pause");  return 0;  } |

### 递归算法

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | //快速模幂 －递归  #include <iostream>  #include <stdio.h>  #include <stdlib.h>  #include <math.h>  #include <string.h>  #include <algorithm>  using namespace std;  #pragma warning(disable:4996)  int a, b, c;  long long mi(long long a, int b)  {  if (b == 1)  return a % c;  long long t = mi(a, b / 2);  return (b & 1) ? (t\*t\*a) % c : (t\*t) % c;  }  int main()  {  freopen("Modulo.in", "r", stdin);  freopen("Modulo.out","w",stdout);  scanf("%d%d%d", &a, &b, &c);  int ans = mi(a, b);  printf("%d\n", ans%c);  return 0;  } |

## 交叉的梯子

【问题描述】交叉的梯子(ladders.cpp/c/pas) PKU 2507

如图所示，魔法学院有一个狭窄的街道上矗立着两栋楼，右楼有一个长为x的梯子搭在左楼，左楼有一个长为y的梯子搭在右楼，两梯子的交叉点的高度在c处。问这个街道的宽度。
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【输入格式】

每行一组数据，表示x，y，c。

【输出格式】

输出街道的宽度。

【输入样例】

30 40 10

12.619429 8.163332 3

10 10 3

10 10 1

【输出样例】

26.033

7.000

8.000

9.798

【算法分析】

计算几何题+二分。试作图如下：
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故有![](data:image/x-wmf;base64,183GmgAAAAAAAOAIAAQBCQAAAADwUgEACQAAAxEBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAATgCBIAAAAmBg8AGgD/////AAAQAAAAwP///7j///+gCAAAuAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAkAABQAAABMCIALuAQUAAAAUAiACBwQFAAAAEwIgArUFHAAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QABAXfgGQpeYDxiABjxGADYlP12gAEBdwwCZpIEAAAALQEBAAgAAAAyCoACBQgBAAAAMXkIAAAAMgqpAxsEAgAAAEVBCAAAADIKkgF+BAEAAABjQQgAAAAyCqkDWgACAAAAREMIAAAAMgqSAbcAAQAAAGNDHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHf2DwrcQDxiABjxGADYlP12gAEBdwwCZpIEAAAALQECAAQAAADwAQEACAAAADIKgAKMBgEAAAA9QwgAAAAyCoACkgIBAAAAK0MKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCSDAJmkgAACgA4AIoBAAAAAAEAAAAw8xgABAAAAC0BAQAEAAAA8AECAAMAAAAAAA==)

即![](data:image/x-wmf;base64,183GmgAAAAAAAAAToAQACQAAAACxSQEACQAAA90BAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAQAExIAAAAmBg8AGgD/////AAAQAAAAwP///7j////AEgAAWAQAAAsAAAAmBg8ADABNYXRoVHlwZQAAEAEIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKtA2gABQAAABMCkQOZAAgAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUApkDmQAFAAAAEwJHBOAABAAAAC0BAAAFAAAAFAJHBOgABQAAABMCUwJGAQUAAAAUAlMCRgEFAAAAEwJTAuAGBQAAABQCIAJAAAUAAAATAiACAAcFAAAAFAKPA0IJBQAAABMCcwNzCQQAAAAtAQEABQAAABQCewNzCQUAAAATAhcEugkEAAAALQEAAAUAAAAUAhcEwgkFAAAAEwJTAiAKBQAAABQCUwIgCgUAAAATAlMCug8FAAAAFAIgAhoJBQAAABMCIALaDxwAAAD7AoD+AAAAAAAAkAEAAACGBAIAAMvOzOUAAQF38hAKFYA8YgAY8RgA2JT9doABAXcLGWaIBAAAAC0BAgAIAAAAMgqAAioSAQAAADF5CAAAADIKBwSKDQIAAABBQwgAAAAyCgcEMgoBAAAAeEMIAAAAMgqSARoMAQAAAGNDCAAAADIKBwSwBAIAAABBQwgAAAAyCgcEUgEBAAAAeUMIAAAAMgqSAUADAQAAAGNDHAAAAPsCIP8AAAAAAACQAQAAAIYEAgAAy87M5QABAXfoGApwoDxiABjxGADYlP12gAEBdwsZZogEAAAALQEDAAQAAADwAQIACAAAADIKWwMWDwEAAAAyQwgAAAAyClsD+AoBAAAAMkMIAAAAMgpbAzwGAQAAADJDCAAAADIKWwMeAgEAAAAyQxwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB38hAKFoA8YgAY8RgA2JT9doABAXcLGWaIBAAAAC0BAgAEAAAA8AEDAAgAAAAyCoACsRABAAAAPUMIAAAAMgoHBCAMAQAAAC1DCAAAADIKgAKkBwEAAAArQwgAAAAyCgcERgMBAAAALUMKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCICxlmiAAACgA4AIoBAAAAAAMAAAAw8xgABAAAAC0BAwAEAAAA8AECAAMAAAAAAA==)

通分得：![](data:image/x-wmf;base64,183GmgAAAAAAACAmoAIACQAAAACRegEACQAAA4kCAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAIgJhIAAAAmBg8AGgD/////AAAQAAAAwP///7z////gJQAAXAIAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKmAcgCBQAAABMCigH5AggAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUApIB+QIFAAAAEwJAAkADBAAAAC0BAAAFAAAAFAJAAkgDBQAAABMCTACmAwUAAAAUAkwApgMFAAAAEwJMAEAJBQAAABQCiAHiDQUAAAATAmwBEw4EAAAALQEBAAUAAAAUAnQBEw4FAAAAEwIQAloOBAAAAC0BAAAFAAAAFAIQAmIOBQAAABMCTADADgUAAAAUAkwAwA4FAAAAEwJMAFoUBQAAABQCpgHcFgUAAAATAooBDRcEAAAALQEBAAUAAAAUApIBDRcFAAAAEwJAAlQXBAAAAC0BAAAFAAAAFAJAAlwXBQAAABMCTAC6FwUAAAAUAkwAuhcFAAAAEwJMAFQdBQAAABQCiAFMHwUAAAATAmwBfR8EAAAALQEBAAUAAAAUAnQBfR8FAAAAEwIQAsQfBAAAAC0BAAAFAAAAFAIQAswfBQAAABMCTAAqIAUAAAAUAkwAKiAFAAAAEwJMAMQlHAAAAPsCIP8AAAAAAACQAQAAAIYEAgAAy87M5QABAXdyEAojwDxiAAjgGADYlP12gAEBd44eZnYEAAAALQECAAgAAAAyClQBICUBAAAAMnkIAAAAMgpUAQIhAQAAADJ5CAAAADIKVAGwHAEAAAAyeQgAAAAyClQBkhgBAAAAMnkIAAAAMgpUAbYTAQAAADJ5CAAAADIKVAGYDwEAAAAyeQgAAAAyClQBnAgBAAAAMnkIAAAAMgpUAX4EAQAAADJ5HAAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QABAXfQGAql4DxiAAjgGADYlP12gAEBd44eZnYEAAAALQEDAAQAAADwAQIACAAAADIKAAKUIwIAAABBQwgAAAAyCgACPCABAAAAeEMIAAAAMgoAAiQbAgAAAEFDCAAAADIKAALGFwEAAAB5QwgAAAAyCgACKhICAAAAQUMIAAAAMgoAAtIOAQAAAHhDCAAAADIKAAJCCwEAAABjQwgAAAAyCgACEAcCAAAAQUMIAAAAMgoAArIDAQAAAHlDCAAAADIKAAIoAAEAAABjQxwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB3chAKJMA8YgAI4BgA2JT9doABAXeOHmZ2BAAAAC0BAgAEAAAA8AEDAAgAAAAyCgACKiIBAAAALUMIAAAAMgoAAuAdAQAAALRDCAAAADIKAAK6GQEAAAAtQwgAAAAyCgACMRUBAAAAPUMIAAAAMgoAAsAQAQAAAC1DCAAAADIKAAJ2DAEAAAC0QwgAAAAyCgAC5AkBAAAAK0MIAAAAMgoAAqYFAQAAAC1DCAAAADIKAAJcAQEAAAC0QwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHaOHmZ2AAAKADgAigEAAAAAAwAAACDiGAAEAAAALQEDAAQAAADwAQIAAwAAAAAA)

令f(AC)= ![](data:image/x-wmf;base64,183GmgAAAAAAAKAloAIACQAAAAAReQEACQAAA4kCAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAKgJRIAAAAmBg8AGgD/////AAAQAAAAwP///7z///9gJQAAXAIAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKmAcgCBQAAABMCigH5AggAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUApIB+QIFAAAAEwJAAkADBAAAAC0BAAAFAAAAFAJAAkgDBQAAABMCTACmAwUAAAAUAkwApgMFAAAAEwJMAEAJBQAAABQCiAHiDQUAAAATAmwBEw4EAAAALQEBAAUAAAAUAnQBEw4FAAAAEwIQAloOBAAAAC0BAAAFAAAAFAIQAmIOBQAAABMCTADADgUAAAAUAkwAwA4FAAAAEwJMAFoUBQAAABQCpgF2FgUAAAATAooBpxYEAAAALQEBAAUAAAAUApIBpxYFAAAAEwJAAu4WBAAAAC0BAAAFAAAAFAJAAvYWBQAAABMCTABUFwUAAAAUAkwAVBcFAAAAEwJMAO4cBQAAABQCiAHmHgUAAAATAmwBFx8EAAAALQEBAAUAAAAUAnQBFx8FAAAAEwIQAl4fBAAAAC0BAAAFAAAAFAIQAmYfBQAAABMCTADEHwUAAAAUAkwAxB8FAAAAEwJMAF4lHAAAAPsCIP8AAAAAAACQAQAAAIYEAgAAy87M5QABAXc+DQqGwDxiAAjgGADYlP12gAEBdwsZZk4EAAAALQECAAgAAAAyClQBuiQBAAAAMnkIAAAAMgpUAZwgAQAAADJ5CAAAADIKVAFKHAEAAAAyeQgAAAAyClQBLBgBAAAAMnkIAAAAMgpUAbYTAQAAADJ5CAAAADIKVAGYDwEAAAAyeQgAAAAyClQBnAgBAAAAMnkIAAAAMgpUAX4EAQAAADJ5HAAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QABAXceLQps4DxiAAjgGADYlP12gAEBdwsZZk4EAAAALQEDAAQAAADwAQIACAAAADIKAAIuIwIAAABBQwgAAAAyCgAC1h8BAAAAeEMIAAAAMgoAAr4aAgAAAEFDCAAAADIKAAJgFwEAAAB5QwgAAAAyCgACKhICAAAAQUMIAAAAMgoAAtIOAQAAAHhDCAAAADIKAAJCCwEAAABjQwgAAAAyCgACEAcCAAAAQUMIAAAAMgoAArIDAQAAAHlDCAAAADIKAAIoAAEAAABjQxwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB3Pg0Kh8A8YgAI4BgA2JT9doABAXcLGWZOBAAAAC0BAgAEAAAA8AEDAAgAAAAyCgACxCEBAAAALUMIAAAAMgoAAnodAQAAALRDCAAAADIKAAJUGQEAAAAtQwgAAAAyCgAC/hQBAAAALUMIAAAAMgoAAsAQAQAAAC1DCAAAADIKAAJ2DAEAAAC0QwgAAAAyCgAC5AkBAAAAK0MIAAAAMgoAAqYFAQAAAC1DCAAAADIKAAJcAQEAAAC0QwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAE4LGWZOAAAKADgAigEAAAAAAwAAACDiGAAEAAAALQEDAAQAAADwAQIAAwAAAAAA)

则下界是0，上界是x，y中的较小值，二分枚举ＡＣ，令f(AC)=0即为答案。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42 | //交叉的梯子  #include <iostream>  #include <stdio.h>  #include <stdlib.h>  #include <math.h>  using namespace std;  double x,y,c;  bool judge(double t)  {  double a,b;  a=sqrt(x\*x-t\*t);  b=sqrt(y\*y-t\*t);  if(a\*c+b\*c-a\*b>0)  return true;  else  return false;  }  int main()  {  freopen("ladders.in","r",stdin);  freopen("ladders.out","w",stdout);  while(~scanf("%lf%lf%lf",&x,&y,&c))  {  int t;  double low,high,mid;  low=0;  high=(x>y?y:x);  while(low<=high)  {  mid=(low+high)/2;  if(judge(mid))  high=mid-0.0001;  else  low=mid+0.0001;  }  printf("%.3lf\n",low);  }  return 0;  } |

## 老板的又一道题

【问题描述】老板的又一道题（k4.cpp/c/pas）

有两个长度都为n的正整数序列A和B，从A和B中各取其中的一个数相加一共可以得到n2个和。要求输出这n2个和中最小的n个。

【输入格式】

第一行，一个正整数n。

第二行，n个用空格隔开的正整数，代表A序列。

第三行，n个用空格隔开的正整数，代表B序列。

【输出格式】

一行，依次是从小到大输出n个最小的和，每两个数之间用一个空格隔开。

【输入样例】

3

2 6 6

1 4 8

【输出样例】

3 6 7

【数据范围】

50%的数据：n<=500，0<Ai，Bi<=1000000000;

100%的数据：n<=100000。

类似于第K小数3（k3），参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67 | //老板的又一道题  #include <fstream>  std::fstream fin("k4.in", std::ios::in);  std::fstream fout("k4.out", std::ios::out);  int A[100000], B[100000], C[1000000], Cptr, n;  int dec(const void\* a, const void\* b)  {  return \*static\_cast<const int\*>(a) - \*static\_cast<const int\*>(b);  }  bool enough(int limit)//k3的原理,O(N)  {  int Aptr, Bptr, sum = 0;  for (Aptr = 0, Bptr = n - 1; Aptr < n; ++Aptr)  {  while (Bptr >=0 && A[Aptr] + B[Bptr] > limit)  --Bptr;  sum += Bptr + 1;  }  return sum >= n;  }  //找到第n大的数后，把所有比它小的数加入新数组，参见k3，O(N)  void push(int limit)  {  int Aptr, Bptr, i, sum = 0, ptr1, ptr2;  for (Aptr = 0, Cptr = 0; Aptr < n; ++Aptr)  for (Bptr=0;A[Aptr]+B[Bptr]<=limit && Bptr<n;++Bptr)  C[Cptr++] = A[Aptr] + B[Bptr];  for (ptr1 = 0, ptr2 = 0; ptr1 < Cptr; ++ptr1)  if (C[ptr1] != limit) C[ptr2++] = C[ptr1];  while (ptr2 < n)  C[ptr2++] = limit;  }  //参见k3, O(logN)  int find(int left, int right, bool (\*law)(int arg))  {  int mid;  while (left < right)  {  mid = int((unsigned(left)+unsigned(right))/2);  if (law(mid))  right = mid;  else  left = mid + 1;  }  return left;  }  int main()  {  fin >> n;  for (int i = 0; i < n; ++i)  fin >> A[i];  for (int i = 0; i < n; ++i)  fin >> B[i];  qsort(A, n, sizeof(A[0]), dec);//排序O(NlogN)  qsort(B, n, sizeof(B[0]), dec);//排序O(NlogN)  push(find(A[0]+B[0],A[n-1]+B[n-1],enough));  qsort(C, Cptr, sizeof(C[0]), dec);//最后排序输出  for (int i = 0; i < n; ++i)  fout << C[i] <<' ';  fout << std::endl;  } |

## 电脑组装

【问题描述】电脑组装(Assemble.cpp/c/pas)　POJ 3497

魔法世界的魔法师们近来讨论话题最多的无疑是最新型量子计算机的上市，量子计算机运算速度惊人，例如求解一个亿亿亿级变量的方程组，即便是用世界上最快的超级计算机也至少需要几百年。而量子计算机十秒钟就可解决。所以对于一直信奉“工欲善其事,必先利其器。”的张琪曼来说，购买一台最新型量子计算机是她的近期目标。但是由于量子计算机价格昂贵，她只能用一定的预算去买各种量子计算机的组件，组件每种买一个，其中电脑组件都有品质和价格两个参数。

求在不超过预算的情况下，能买到的所有组件的最差品质的最大值是多少。

【输入格式】

第一行为一个整数Ｎ，表示测试组数，Ｎ不超过100。

每组数据第一行有两个数，即组件数和预算，其中1≤组件数≤1 000, 1≤预算≤1 000 000 000。

以下各行为组件的类型、名称、价格、质量。

【输出格式】

能买到的所有组件的最差品质的最大值。每组测试数据为一行。

【输入样例】

1　　（表示测试组数，不超过100组）

18 800 (表示1≤组件数≤1 000, 1≤预算≤1 000 000 000)

processor 3500\_MHz 66 5 （类型，名称，价格，质量）

processor 4200\_MHz 103 7

processor 5000\_MHz 156 9

processor 6000\_MHz 219 12

memory 1\_GB 35 3

memory 2\_GB 88 6

memory 4\_GB 170 12

mainbord all\_onboard 52 10

harddisk 250\_GB 54 10

harddisk 500\_FB 99 12

casing midi 36 10

monitor 17\_inch 157 5

monitor 19\_inch 175 7

monitor 20\_inch 210 9

monitor 22\_inch 293 12

mouse cordless\_optical 18 12

mouse microsoft 30 9

keyboard office 4 10

【输出样例】

９

【算法分析】

一道排序+二分题，时间卡的比较紧所以输入不要一个字符一个字符处理，排序的时候尽量避免字符串比较，可以用STL中的map<string，int>把“种类”的字符串映射成整数或者把组件直接归类均可。

对每一类组件按照品质从小到大排序，然后二分答案quality，每一种组件中选一个品质不低于quality的最便宜的，跟预算比较即可。

参考程序略。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84 | //电脑组装  #include <iostream>  #include <cstdio>  #include <map>  #include <string>  #include <cstring>  #include <algorithm>  using namespace std;  struct compute  {  int type,price,quality;  }d[1005];  int init[1005],n,w,Count;  map<string,int> MAP;//将string映射为数字  int cmp(compute a,compute b)  {  return a.quality<b.quality;  }  int weight(int middle)  {  int i,j,s;  memset(init,-1,sizeof(init));  for(i=middle;i<n;i++)  {  if(init[d[i].type]==-1)//如果该类型还没有统计  init[d[i].type]=d[i].price;//则添加该类型的一个组件的价值  else if(init[d[i].type]>d[i].price)  init[d[i].type]=d[i].price;//选取部件选给定quality的最便宜的部件  }  for(s=i=0;i<Count;i++)//看是否所有类型都选上  if(init[i]==-1)//若有没选的，则失败  return 0;  else  s+=init[i];//否则累加  if(s>w) //若超过预算，失败  return 0;  else //否则成功  return 1;  }  int binary()//二分  {  int left=0,right=n-1,middle;  while(left<right)  {  middle=(left+right+1)/2;//要加1，否则遇到8,9就成死循环  if(weight(middle))  left=middle;  else  right=middle-1;  }  return d[left].quality;  }  int main()  {  freopen("Assemble.in","r",stdin);  freopen("Assemble.out","w",stdout);  int t,i,j;  string s; char a[25];  cin>>t;  while(t--)  {  Count=0;  scanf("%d%d",&n,&w);//组件数，预算  for(i=0;i<n;i++)  {  scanf("%s",a);//类型  s=a;  scanf("%s%d%d",a,&d[i].price,&d[i].quality);  if(MAP.find(s)==MAP.end())//如果该类型还没有  MAP[s]=Count++;//该类别映射为某个数字  d[i].type=MAP[s];//标记归类  }  MAP.clear();//映射任务完成  sort(d,d+n,cmp);//按质量排序  printf("%d\n",binary());  }  return 0;  } |

# 第二章　递归算法

## 棋子移动２

【题目描述】棋子移动２（piece2.cpp/c/pas）

现在，修罗王和邪狼已经陷入了魔法棋阵中，魔法棋阵有2N个棋子(N>=4)排成一行，开始位置为白子全部在左边，黑子全部在右边，例如当N=4时，棋子排列情况为〇〇〇〇●●●●。允许每一步将相邻两个棋子交换位置，最后形成黑白相间的排列。只要求出移动步骤即可将修罗王和邪狼抓捕归案。

【输入格式】

一个整数Ｎ。

【输出格式】

输出移动步骤。

【算法分析】

非常简单的移动策略，自制测试数据验证即可。

## 分形图３

【题目描述】分形图３（Fractal3.cpp/c/pas）

图是一种简单的用字符打印出的分形图的几个例子。

![](data:image/png;base64,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)

图

可以看出，对于给定的Ｎ，图中有3N个字母，Ｌ，Ｍ，Ｒ各有３Ｎ-1个，现要求把数字１，２，３，...３Ｎ代表字母，并要求代替Ｌ的字母的数字和、代替Ｍ的字母的数字和及代替Ｌ的字母的数字和相等，你能做到吗？

如果有方案，把代替Ｌ的字母的数字输出到文件第一行，把代替Ｍ的字母的数字输出到文件第二行，把代替Ｒ的字母的数字输出到文件第三行。

【输入格式】

输入Ｎ的值，Ｎ>=2。

【输出格式】

输出三行答案，每个数字之间以一个空格间隔。

【输入样例】

２

【输出样例】

1 6 8

5 7 3

9 2 4

首先，生成图中分形图的程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60 | //生成分形图  #include <iostream>  #include <cstdlib>  using namespace std;  const int d[4][2]={{-1,0},{0,1},{1,0},{0,-1}};//4个方向变化量  const char ch[4]={'|','-','|','-'};//４个方向线型  const char cha[4]={'M','R','x','L'};//４种结点打印符号  int n;  char g[1500][1500];//保存图形数组  int len[10];//各分支大小  void draw(int x,int y,int dir1,int dir,int level)//x,y为中心坐标，  {//dir为子树“正”方向，dir1为结点字符编号，level为子树“层数”  int i,j,x1,y1;  if(level==0)  {  g[x][y]=cha[dir1];  return;  }  g[x][y]='+';  for(i=-1;i<2;i++)//分别递归处理３个方向  {  x1=x;  y1=y;  for(j=0;j<=len[level];j++)  {  x1+=d[(i+dir+4)%4][0];  y1+=d[(i+dir+4)%4][1];  if(j==len[level])  break;  g[x1][y1]=ch[(i+dir+4)%4];  }  draw(x1,y1,(i+4)%4,(i+dir+4)%4,level-1);  }  }  void out(int s,int m)  {  for(int i=s;i<m;i++)  {  for(int j=s;j<m;j++)  if(g[i][j])  cout<<g[i][j];  else cout<<" ";  cout<<endl;  }  }  int main()  {  cin>>n;  len[1]=1;  for(int i=2;i<=n;i++)  len[i]=2\*len[i-1]+1;  draw(len[n]\*2+1,len[n]\*2+1,0,0,n);  out(0,len[n]\*4+2);  system("pause");  return 0;  } |

我们会发现，把数学１，２，３，...,3N分成３行,使各行各列的数字和相等。如Ｎ＝２时，一种答案为：

1 6 8

5 7 3

9 2 4

同样类似分形思想，对于Ｎ>２的图形，可以这样分析：

如果Ｎ－１的方案已知，为Ａ，Ｂ，Ｃ三行，

第一步：把每个数加3N-1，得到新的三行，记为Ａ+3N-1，Ｂ+3N-1，Ｃ+3N-1，；

第二步：把每个数加２\*3N-1，得到另外三行，为Ａ+２\*3N-1，Ｂ+２\*3N-1，Ｃ+２\*3N-1。

第三步：调整如下图所示：
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图

此时，每行和相等，每行列相等，并且每块（“叶子”或“分支”）中的数字和都相等。

本题的参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51 | //分形图３  #include <iostream>  #include <cstdlib>  using namespace std;  const int maxn=1000;  int A[maxn],B[maxn],C[maxn],n;  void move(int D[],int len,int p1,int p2)  {  for(int i=0;i<len;i++)  swap(D[i+p1],D[i+p2]);  }  void out(int D[],int len)  {  for(int i=0;i<len;++i)  cout<<D[i]<<" ";  cout<<endl;  }  int main()  {  A[0]=1,A[1]=6,A[2]=8;  B[0]=5,B[1]=7,B[2]=3;  C[0]=9,C[1]=2,C[2]=4;  cin>>n;  int len=3,len2=3\*3;  for(int i=3;i<=n;i++)  {  for(int j=1;j<3;j++)  {  for(int k=0;k<len;k++)  {  A[k+len\*j]=A[k]+len2\*j;  B[k+len\*j]=B[k]+len2\*j;  C[k+len\*j]=C[k]+len2\*j;  }  }  move(A,len,0,len\*2);  move(B,len,0,len);  move(C,len,len,len\*2);  len=len2;  len2=3\*len2;  }  out(A,len);  out(B,len);  out(C,len);  system("pause");  return 0;  } |

## 冲突

【题目描述】冲突(Conflict.cpp/c/pas) POJ 1315

监狱的每间牢房是一个不超过4×4的正方形，里面设有一些障碍，牢房里住着的犯人脾气都很大，只要两个犯人位于同一行或同一列即会发生冲突，但障碍物可以阻挡同行同列犯人的冲突。问最多可放几个犯人而不会发生冲突。如图所示，左边表示初始牢房样，右边四个显示了摆放方案，当然，最后两个方案是错误的。

![http://poj.org/images/1315_1.jpg](data:image/gif;base64,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)

图

【输入格式】

有多组测试数据，每组数据第一行为一个整数Ｎ表示牢房大小。随后Ｎ行描述牢房，其中X表示障碍。

所有测试数据结束的标志为０。

【输出格式】

输出最多可放的犯人数。

【输入样例】

4　　（表示牢房大小）

.X..　（描述牢房，Ｘ表示障碍）

....

XX..

....

3

.X.

X.X

.X.

3

...

.XX

.XX

0　　（表示结束）

【输出样例】

5

5

2

【算法分析】

其实数据规模暗示了算法。

方法一：递归算法。

方法二：非递归算法－DFS。

方法三：二分图（需掌握二分图的相关知识，请查阅相关资料）。

此处仅提供DFS算法以做参考，请尝试完成递归算法：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  54  65 | //冲突 －ＤＦＳ  #include <iostream>  #include <cstdlib>  #include <cstring>  using namespace std;  #define maxn 10  int n,ans;  char map[maxn][maxn];  bool rook[maxn][maxn];  int dir[4][2] ={{ 0, 1 },{ 1, 0 },{ 0, -1 },{ -1, 0 } };  bool in(int x, int y)  {  return x < n && y < n && x >= 0 && y >= 0;  }  bool ok(int sx, int sy)  {  if (map[sx][sy] == 'X')  return false;  for (int i = 0; i < 4; i++)  {  int x = sx;  int y = sy;  while (in(x, y) && map[x][y] == '.')  {  if (rook[x][y])  return false;  x += dir[i][0];  y += dir[i][1];  }  }  return true;  }  void dfs(int a, int cnt)  {  ans = max(ans, cnt);  for (int i = a; i < n \* n; i++)  {  int x = i / n;  int y = i % n;  if (ok(x, y))  {  rook[x][y] = true;  dfs(i + 1, cnt + 1);  rook[x][y] = false;  }  }  }  int main()  {  while (scanf("%d", &n), n)  {  for (int i = 0; i < n; i++)  scanf("%s", map[i]);  memset(rook, 0, sizeof(rook));  ans = 0;  dfs(0, 0);  printf("%d\n", ans);  }  return 0;  } |

## 放苹果

【题目描述】放苹果（apple.cpp/c/pas）POJ 1664

把M个同样的苹果放在N个同样的盘子里，允许有的盘子空着不放，问共有多少种不同的分法？（用K表示）5，1，1和1，5，1 是同一种分法。

【输入格式】

第一行为一个整数，表示测试数据的数目，第二行为Ｍ和Ｎ。

【输出格式】

输出有多少种不同分法。

【输入样例】

1　　（测试数据的数目t（0 <= t <= 20））

7 3　　(M和N，以空格分开。1<=M，N<=10)

【输出样例】

8

【算法分析】

　　令f(m,n)表示m个苹果放到n个盘子里有多少种放法，下面对不同的情况给予讨论：

　　(1)当盘子数为1的时候，只有一种放法就是把所有苹果放到一个盘子里。

　　(2)当苹果数为1的时候，也只有一种放法，注意题目中说明，盘子之间并无顺序,所以不管这个苹果放在哪个盘子里，结果都算一个。

　　(3)当m<n时，因为此时最多只能放到m个盘子中去（一个盘里放一个），实际上就相当于把m个苹果放到m个盘子里一样，也就是f(m，m)。

　　(4)当m>=n时，也分两种情况讨论，一种是至少有一个盘子里不放苹果，这样子就相当于f(m，n-1),第二种是，先取出n个苹果一个盘子里放一个，再将剩下的m-n个苹果放到n个盘子里去，即f(m-n，n)。

　　则递归表达式：

　　f(m，n)=1 当 m=1或n=1

　　f(m，n)=f(m，m) 当m<n

　　f(m，n)=f(m-n，n)+f(m，n-1)

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | //放苹果  #include <iostream>  #include <cstdlib>  using namespace std;  int f( int m, int n)  {  if( m == 1 || n ==1 || m== 0)  return 1;  else if( m < n )  return f( m, m);  else  return f( m - n, n) + f( m, n - 1);  }  int main()  {  freopen("apple.in","r",stdin);  freopen("apple.ans","w",stdout);  int t, m, n;  cin>>t;  while( t-- )  {  cin>>m>>n;  cout<<f( m, n)<<endl;  }  return 0;  } |

也可以抽象为数学问题。

# 第三章　排列组合问题

## 巡视

【题目描述】巡视（Patrol.cpp/c/pas）POJ 2907

　　典狱长每天要到监狱的n个地方巡视一般，监狱可以看作是一个row×col的矩阵（均不超过20），典狱长起点的位置(x，y)，还有其他n个目标点，问从起点出发，走过每个目标点之后返回到起点，典狱长只能沿x，y轴移动，不能走对角线，请问最短的路径是多少？

【输入格式】

第一行为一个整数，表示测试数据的组数。以后每组数据的第一行为两个整数，表示矩阵大小，第二行为起始位置坐标，第三行为一个整数即目标点数n，随后n行为各点坐标。

【输出格式】

输出最短路径，每组测试数据一行。

【输入样例】

　　1（表示测试数据组数）

　　10 10（表示矩阵大小）

　　1 1（起始位置）

　　4　　（目标点数）

　　2 3　　（各目标点坐标）

　　5 5

　　9 4

　　6 5

【输出样例】

The shortest path has length 24

【算法分析】

由于点不多，可以直接全排列+dfs解决。参考代码如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69 | //巡视  #include <iostream>  #include <stdlib.h>  #include <math.h>  using namespace std;  #define INF 0x3fffffff  struct node  {  int x,y;  }g[11],save[11];  int n,m,k;  int sx,sy;  int mark[11];  int mi;  void cmp()  {  int sum=0;  sum=fabs(save[0].x-sx)+fabs(save[0].y-sy);  int tx,ty;  tx=save[0].x;  ty=save[0].y;  for(int i=1;i<k;i++)  {  sum+=fabs(save[i].x-tx)+fabs(save[i].y-ty);  tx=save[i].x;  ty=save[i].y;  }  sum+=(fabs(tx-sx)+fabs(ty-sy));  if(sum<mi)  mi=sum;  }  void dfs(int s)  {  if(s==k)  cmp();  for(int i=1;i<=k;i++)  {  if(mark[i]==0)  {  mark[i]=1;  save[s].x=g[i].x;  save[s].y=g[i].y;  dfs(s+1);  mark[i]=0;  }  }  }  int main()  {  int t;  scanf("%d",&t);  while(t--)  {  mi=INF;  scanf("%d%d",&n,&m);  scanf("%d%d",&sx,&sy);  scanf("%d",&k);  for(int i=1;i<=k;i++)  scanf("%d%d",&g[i].x,&g[i].y);  dfs(0);  printf("The shortest path has length %d\n",mi);  }  return 0;  } |

## 因子数

　　【题目描述】因子数（FactorNumber.cpp/c/pas）POJ 2992

试计算C(n，k)的因子个数。

【输入格式】

有多组数据，每行两数即n，k，其中0 ≤ k ≤ n ≤ 431)

【输出格式】

【输入样例】

5 1

6 3

10 4

【输出样例】

2

6

16

【算法分析】

一个数学问题。由于k，n比较大，所以不可能直接求组合数。

n的因子个数求法：由n=p1a×p2b......pnc; 即质因数乘积的形式，其中p1，p2……pn为质数，那么n的因子的个数就是sum=(a+1)×(b+1)×...×(c+1)。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 | //因子数  #include<stdio.h>  #include<string.h>  int p[90];  int v[432];  int pn;  int e[432][90];  void pri()  {  int i,j;  pn=0;  memset(v,0,sizeof(v));  for(i=2;i<=431;i++)  {  if(v[i]==0)  {  p[pn++]=i;  for(j=i;j<=431;j+=i)  v[j]=1;  }  }  }  void fac()  {  int i,j,k;  for(i=2;i<=431;i++)  {  k=i;  for(j=0;j<pn;j++)  while(k>1&&k%p[j]==0)  {  e[i][j]++;  k/=p[j];  }  }  for(i=3;i<=431;i++)  for(j=0;j<pn;j++)  e[i][j]+=e[i-1][j];  }  int main()  {  freopen("FactorNumber.in","r",stdin);  freopen("FactorNumber.out","w",stdout);  int i,n,k;  long long sum;  pri();  fac();  while(scanf("%d%d",&n,&k)!=EOF)  {  sum=1;  for(i=0;i<pn;i++)  sum\*=(1+e[n][i]-e[n-k][i]-e[k][i]);  printf("%lld\n",sum);  }  return 0;  } |

# 第五章　排序算法

## 绝境求生

【题目描述】绝境求生（mnPuzzle.cpp/c/pas）POJ 2893

“天道酬勤”是针对每一个人的，而不在于他是“好人”还是“坏人”。换句话说，如果“好人”不够努力，不够勤奋，他其实是很难战胜勤奋而“勇敢”的“坏人”的。

所以当修罗王和邪狼陷入了绝境时，他们仍在拼命地寻找一线生机。所谓绝境是由一个M × N的矩形，其中M和N至少有一个数是奇数。矩形中有1到MN－1个可以滑动的方块，0代表空地，例如当M＝4和N＝3时，绝境可能如图所示。
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通过移动空地周围的方块，移成如图所示的状态才可逃脱。
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例如M＝4和N＝3时的绝境移动顺序如图所示。

![](data:image/png;base64,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)

现在给一个M× N的矩形绝境，试计算能否逃脱。

【输入格式】

包含多组测试数据，每组数据第一行为两个整数M和N (2 ≤ M, N ≤ 999)，随后M行为各组数据。全部测试数据结束后，以0 0结尾。

【输出格式】

每组测试数据给出答案，即是否能逃脱。能则“YES”，否则“NO”。

【输入样例】

3 3

1 0 3

4 2 5

7 8 6

4 3

1 2 5

4 6 9

11 8 10

3 7 0

0 0

【输出样例】

YES

　　NO

【算法分析】

　　本题实质是逆序对（不包括０）的奇偶性判断，有关详细的逆序对的奇偶性判断，请参见本书搜索算法中八数码问题的ＩＤＡ\*算法讲解部分。此题的目标状态为偶数。

　　首先，0的左右移动不改变奇偶性。

　　当N为奇数时，上下移动不改变奇偶性，故逆序数为偶的为YES；

　　当N为偶数时，上下移动逆序数变化为±1，此时还要考虑0的竖直距离，逆序数%2 == 距离%2 时为YES。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55 | //绝境求生  #include <stdio.h>  #include <string.h>  #define lowbit(i) (i) & (-i)  #define N 1000007  int a[N],b[N],k;  void update(int i)  {  for(; i <=k; i += lowbit(i))  b[i] ++;  }  int sum(int i)  {  int ans = 0;  for(; i > 0; i -= lowbit(i))  ans += b[i];  return ans;  }  int cal()  {  int i,res = 0;  for(i = 0; i < k; ++i)  {  update(a[i]);  res += i + 1 - sum(a[i]);  }  return res;  }  int main()  {  int n,m,cnt,step,i,j,s;  while(scanf("%d%d",&m,&n) && m)  {  memset(b,0,sizeof(b));  k = 0;  for(i = 0; i < m; ++i)  for(j = 0; j < n; ++j)  {  scanf("%d",&s);  if(s == 0)  step = m - i - 1;  else  a[k++] = s;  }  cnt = cal();  if(n & 1)  step = 0;  printf(step % 2 == cnt % 2? "YES\n" : "NO\n");  }  return 0;  } |

# 第六章　穷举算法

## 纵横火柴棒

【题目描述】纵横火柴棒（matches2.cpp/c/pas）2012蓝桥杯软件大赛决赛

这是一个纵横火柴棒游戏。在3×4的格子中，游戏的双方轮流放置火柴棒。

![http://img.blog.csdn.net/20131107103113703?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQvc3lrcG91cg==/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/SouthEast](data:image/png;base64,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)

图

其规则是：

1.不能放置在已经放置火柴棒的地方（即只能在空格中放置）。

2.火柴棒的方向只能是竖直或水平放置。

3.火柴棒不能与其它格子中的火柴“连通”。所谓连通是指两根火柴棒可以连成一条直线，且中间没有其它不同方向的火柴“阻拦”。

例如：上图所示的局面下，可以在C2位置竖直放置（为了方便描述格子位置，图中左、下都添加了标记），但不能水平放置，因为会与A2连通。同样道理，B2，B3，D2此时两种方向都不可以放置。但如果C2竖直放置后，D2就可以水平放置了，因为不再会与A2连通（受到了C2的阻挡）。

4.游戏双方轮流放置火柴，不可以弃权，也不可以放多根。直到某一方无法继续放置，则该方为负（输的一方）。

游戏开始时可能已经放置了多根火柴。

你的任务是：编写程序，读入初始状态，计算出对自己最有利的放置方法并输出。

【输入格式】

第一行一个整数，表示有多数数据，以下各行描述初始状态。

【输出格式】

输出答案。

【输入样例】

2 (表示有两组数据)

0111（“0”表示空，“1”表示竖直放置，用“-”表示水平放置。）

-000

-000

1111(这是第二组数据)

----

0010

【输出样例】

00-　（对第一个局面，在第0行第0列水平放置,答案非唯一，输出一种即可）

211 （对第二个局面，在第2行第1列垂直放置）

【算法分析】

暴力递归出解的深度，即判断每一个可能的位置，直到找不到位置放置。此时若深度为0，说明一开始就不能放置，输掉比赛。若深度为偶数（>0），说明这样走也会输掉比赛，将初始位置走法记入到输的队列。若深度为奇数，则说明这样走会赢取比赛，将初始位置走法记入到赢的队列。

选取最佳位置，判断赢的队列的每一个初始位置是否存在于输的队列中，若不存在，该初始位置为最佳位置（可以找多个），若存在，该初始位置为次最佳位置（当没有最佳位置时，它就为最佳）。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106  107  108  109  110  111  112  113  114  115  116  117  118  119  120  121  122  123  124  125  126  127  128  129  130  131  132  133  134  135  136  137  138  139  140  141  142  143  144  145  146  147  148  149  150  151  152 | //纵横火柴棒算法2  #include<iostream>  using namespace std;  int map[4][5],i,j,k,x,y,z;  int num,mx,my,mk,m,Min=10000,Max=0,N,u,v=1;  char temp[4][5];//临时存输入的值  int win[4][5],lose[4][5];//赢队列，输队列，用数组仿真  int zui[4][5],ci[4][5];//存最优解，存次优解  int place(int x, int y,int t) //判断某一位置是否能否安置火柴棒，x,y坐标，t为横竖状态  {  int m,b=1;  if (map[x][y]!=0)  return 0;  else  if (t==2) //如果竖直状态  {  for (m=x;m<=3;m++)  {  if (map[m][y]==1)  break;  if (map[m][y]==2)  b=0;  }  for (m=x;m>=1;m--)  {  if (map[m][y]==1)  break;  if (map[m][y]==2)  b=0;  }  }  if (t==1) //如果水平状态  {  for (m=y;m<=4;m++)  {  if (map[x][m]==2)  break;  if (map[x][m]==1)  b=0;  }  for (m=y;m>=1;m--)  {  if (map[x][m]==2)  break;  if (map[x][m]==1)  b=0;  }  }  return b;  }  void Try(int x,int y,int k,int d)//求出解的深度 ，x,y,k为初始状态，d为深度  {  int a,b,c,e=0,temp; //temp恢复map数组  if (d>Max)  Max=d;  for (b=1;b<=4;b++)  for (a=1;a<=3;a++)  for (c=1;c<=2;c++)  {  if (place(a,b,c)==1) //如果可以放置  {  e++;  temp=map[a][b];  map[a][b]=c;  Try(x,y,k,d+1);  map[a][b]=temp;  }  if (e==0) //如果不能放置任何火柴  {  if ((d%2)==1)  win[x][y]=k; //如果奇数入赢队列  if ((d%2)==0)  lose[x][y]=k; //如果偶数入输队列  }  }  }  int main()  {  int t;  freopen("matches2.in","r",stdin);  freopen("matches2.out","w",stdout);  cin>>N;  while (N>0)  {  for (i=1;i<=3;i++)  for (j=1;j<=4;j++)  cin>>temp[i][j];  for (j=1;j<=4;j++)  for (i=1;i<=3;i++)  {  if (temp[i][j]=='1') //1代表横，2代表竖  map[i][j]=2;  if (temp[i][j]=='-')  map[i][j]=1;  }  for (i=1;i<=3;i++) //穷举  for (j=1;j<=4;j++)  for (k=1;k<=2;k++)  {  if (place(i,j,k)==1)  {  t=map[i][j];  map[i][j]=k;  Try(i,j,k,1);  map[i][j]=t; //恢复  }  }  for (i=1;i<=3;i++)  for (j=1;j<=4;j++)  {  if ((win[i][j]!=0) && (lose[i][j]==0)) //如果赢队列里面答案元素不在输队列中为最优解  zui[i][j]=win[i][j];  if ((win[i][j]!=0) && (lose[i][j]==win[i][j])) //如果在，就是次优解  ci[i][j]=win[i][j];  }  for (i=1;i<=3;i++)  for (j=1;j<=4;j++)  if (zui[i][j]!=0) //如果有最优解，则输出  {  v=0;  cout<<i-1<<j-1;  if (zui[i][j]==2)  cout<<1;  if (zui[i][j]==1)  cout<<"-";  return 0;  }  if (v==1); //如果没有最优解，输出次优解  {  for (i=1;i<=3;i++)  for (j=1;j<=4;j++)  if (ci[i][j]!=0)  {  cout<<i-1<<j-1;  if (ci[i][j]==2)  cout<<1;  if (ci[i][j]==1)  cout<<"-";  return 0;  }  }  /\*for (i=1;i<=3;i++)  for (j=1;j<=4;j++)  cout<<i<<' '<<j<<' '<<win[i][j]<<' '<<lose[i][j]<<' '<<endl;\*/  N--;  }  return 0;  } |

## 推理游戏

【问题描述】推理游戏（BlackVienna.cpp/c/pas）POJ 3915

让李旭琳大跌眼镜的是，小墨老师对学习魔法知识并不是很上心，他天天沉迷于各种游戏之中，例如，他现在又和同学们玩起了Black Vienna游戏，该游戏的规则是这样的：有18张牌，分别标着A-R，游戏有三个人。游戏开始的时候每个人拿5张牌，剩下三张牌隐藏起来，大家都只能看见自己手中的牌。之后，从第一个人到第三个人轮流拿一张“审问牌”去问另外的一个人，“审问牌”上有三个字母，那个人必须诚实地回答自己手中有多少“审问牌”中的字母。哪个人能够最先推断出隐藏起来的牌是什么，那个人就取得胜利。现在你的任务是，给出三个人手上的牌和询问情况，你需要计算出最早在哪一次询问之后，有人能够推断出隐藏的牌。

例如三个玩家的初始状态为：

玩家1: DGJLP; 玩家2: EFOQR; 玩家3: ACHMN; 隐藏牌: BIK

第1回合:玩家１审问玩家２有无BJK; 回答为0

第2回合:玩家2审问玩家３有无ABK; 回答为1

第３回合:玩家３审问玩家２有无 DEF;回答为2

第4回合:玩家 1审问玩家2有无 EIL; 回答为1

第5回合:玩家2审问玩家3有无 FIP; 回答为0

第6回合:玩家3审问玩家１有无GMO; 回答为1

第7回合:玩家 1审问玩家２有无OQR;回答为 3

第8回合:玩家 2 审问玩家３有无ADQ; 回答为1

第9回合:玩家 3审问玩家1有无EGJ;回答为2

事实上，玩家１能在第８回合判断出隐藏牌是BIK。

【输入格式】

输入最多有12组测试数据，所有测试数据结束以０表示。每组测试数据第一行为一整数t，表示审问次数。且2 ≤ t ≤ 15。

下一行包含四个以空格分隔的字符串，表示三个玩家的牌和隐藏牌。

接下来的t行数据为每回合的数据，即审问者和被审问者，审问字母的字符串及被审问者提供的答案。

所有的字符串为从A到R的唯一字母，按严格递增的顺序排列。同样的查询字符串可能出现在多个回合的游戏。

【输出格式】

输出最早第几回合，即有玩家判断出隐藏牌。若无玩家能判断出，则输出字符串“?”。

【输入样例】

9

DGJLP EFOQR ACHMN BIK

2 BJK 0

3 ABK 1

2 DEF 2

2 EIL 1

3 FIP 0

1 GMO 1

2 OQR 3

3 ADQ 1

1 EGJ 2

3

ABCDE FGHIJ KLMNO PQR

3 BKQ 1

1 ADE 3

2 CHJ 2

0

【输出样例】

8

?

【算法分析】

如果我们能让计算机记下所有状态再排除，等到某人心中的状态少到足以推断出隐藏牌来，那就可以算出答案。

现在的问题在于怎样表示一个状态……如果只表示隐藏牌的话，那么这个逻辑推理是很无力的。举个例子说，如果某人对于ABC回答了2，对于ABF回答了1，然后另外一个人手中有F。那么对于此人来说，隐藏牌CDE这个状态与ABC为2不矛盾，与ABF为1也不矛盾，但是CDE就是不能成立。原因在于此人手中有F，那人手中一定没有F，但是他对ABF回答了1，那么A与B这两张牌他一定有且仅有一张。然而他又对ABC回答了2，那么此人手中一定有C，所以说隐藏牌中一定没有C，所以说CDE是可以排除的。这也就是说，状态里面一定要包含对另外两个人的牌的推断，这样才能处理这样的状况。

这样的话状态有C(13, 5) × C(8, 5) = 72072种，还是不多的。搜状态的时候加上一些可行性剪枝就可以很快搜出状态，然后按照顺序模拟一遍就行了。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106 | //推理游戏  #include<iostream>  using namespace std;    const int o = 3,h = 15, q = 5, m=13;//通过定义常数防止栈溢出  char c[h][3+1],d[o + 1][5+1];//审问内容,实际手牌  char card[o + 1][q+1],eson[m];//可能手牌  int a[h],b[h];//被审问的人,审问答案  int mas[o+1];  int v,w;//审问次数  int i,j,p;    int Max(int a,int b)//返回最大值  {  if(a>b)  return a;  else  return b;  }    int msn(char a1[],char a2[])  {  int n=0;  for(i=0;i<5;i++)  {  for(j=0;j<3;j++)  {  if(a1[i]==a2[j])  n++;  }  }  return n;  }  int mqn(char jook[][q+1])  {  int t=0;  while(t<w &&msn(jook[a[t]],c[t])==b[t])  t++;  return t;  }  void men(int r,char l[])  {  if(r==(18-5))  {  if (card[o][0] == l[r-o])  return;  v = Max(v, mqn(card));  }  else  {  int j;  for(j=0;j<=o;j++)  {  if((j<o && mas[j]<5) || (j==o && mas[j]<3))  {  card[j][mas[j]]=l[r];  mas[j]++;  men(r+1,l);  mas[j]--;  }  }  }  }  int main()  {  int k,t;  while(scanf("%d",&w)!=EOF && w>0)  {  for(i=0;i<=o;i++)  scanf("%s",&d[i]);  for(t=0;t<w;t++)  {  scanf("%d",&a[t]);  a[t]--;  scanf("%s",&c[t]);  scanf("%d",&b[t]);  }//输入  k=h;  for(p=0;p<o;p++)  {  for(int z=0;z<13;z++)  eson[z]=0;//将数组中元素初始为0  for(j=0;j<=o;j++)  {  if(j!=p)  strcat(eson,d[j]);//连接两数组  }  strcpy(card[p],d[p]);  mas[p] = q;  v = 0;  men(0,eson);  memset(card[p],'\0',sizeof(card[p]));//如上方的清0方法  mas[p]=0;  if(v<k)  k=v;  }  if(k<w)  printf("%d\n",k+1);  else  printf("?\n");  }  return 0;  } |

# 第七章　贪心问题

## 闭区间问题

【题目描述】闭区间问题（ClosedInterval.cpp/c/pas）FOJ 1230

通过魔法钟回来的张琪曼和魔法学院的其他学员一起研究营救李旭琳脱离“时空陷”的方法。他们建立了n个对历史时间线的监控点，每个监控点可监控历史上的一个时间段，我们可以简单的看作是 x 轴上 n 个闭区间。但有些监控点监控的时间段是重叠的，这会干扰监控的准确性。请尝试去掉尽可能少的闭区间，使剩下的闭区间都不相交。

【输入格式】

第一行为闭区间的个数n，随后n行为闭区间的２个端点。

【输出格式】

输出去掉尽可能少的闭区间的个数。

【输入样例】

　　3 　　(区间个数n,1<=n<=40,000)

　　10 20 (以下为闭区间的 2 个端点)

　　15 10

　　20 15

　　【输出样例】

２

【算法分析】

可用结构体来保存各个区间的始点和终点，Reg[i].left 和 Reg[i].right 。对每个区间的终点进行排序。统计时如果第一个区间的终点小于第二个区间的始点，即说明它是独立的,依此类推则可解决。

最后用总的区间数-独立的区间数=要求的删除最少的区间数

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45 | //闭区间问题  #include <iostream>  #include <cstdio>  #include <algorithm>  using namespace std;  const int maxn=40002;  struct segment  {  int begin, end;  segment(int \_b=0, int \_e=0):begin(\_b),end(\_e){};  inline bool operator<( const segment& ss ) const  {//按照区间的右端点排序  return end<ss.end || (end==ss.end)&&(begin<ss.begin);  }  inline void input()  {  scanf("%d %d",&begin, &end);  if(begin>end)//交换，保证左端点值不比右端点大  begin^=end, end^=begin, begin^=end;  }  }seg[maxn];  int main()  {  freopen("ClosedInterval.in","r",stdin);  freopen("ClosedInterval.out","w",stdout);  int n;  while(scanf("%d",&n)!=EOF)  {  int i, res=1, limit;  for(i=0; i<n; i++)  seg[i].input();  sort(seg,seg+n);  limit=seg[0].end;  for(i=1; i<n; i++)  {//seg[i].begin<=limit的所有区间都是相互相交的，  //因为这些区间必然有公共点limit，即某一个区间的右端点  if(seg[i].begin>limit)  res++, limit=seg[i].end;  }  printf("%d\n",n-res);  }  return 0;  } |

## 穿越时空

【问题描述】穿越时空（Siworae.cpp/c/pas）POJ 1230

李旭琳要回到原来的时空，如图所示，在时空中有一些时空乱流（灰色区域）。时空乱流平行于X轴，宽度为一个单位，但长度各不相同，并且同一区域上不会有两个时空障碍。现在她要从上方沿Y轴方向，走到下方。途中可以穿越部分时空乱流，但会消耗一部分魔法力，所以穿越数有限制，不能超过一个值k。所以，要保证李旭琳无论从X轴哪点出发，都能走到下方，必须湮灭某些时空乱流，使得每条路上的时空乱流数都不超过穿越的限定值。现给定时空乱流的分布与穿越限定值，问至少湮灭多少时空乱流，可保证每条路上的时空乱流数不超过该限定值。例如此图中，当穿越限定值k=3时，李旭琳除了Ｘ轴为６的点外，可以从Ｘ轴的任何一点出发。
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图

【输入格式】

输入有多组测试数据，第一行为组数t(1 <= t <= 10)，随后是每组测试数据，第一行为两个整数n (1 <= n <= 100)， 表示时空乱流数，和穿越限定值k (0 <= k <= 100)，以下n行表示时空乱流的起始坐标和结束坐标。

【输出格式】

每组一行数据，表示最少湮灭的时空乱流数。

【输入样例】

2

3 1

2 0 4 0

0 1 1 1

1 2 2 2

7 3　　（此例即为图中所示）

0 0 3 0

6 1 8 1

2 3 6 3

4 4 6 4

0 5 1 5

5 6 7 6

1 7 3 7

【输出样例】

１

１

【算法分析】

每次湮灭一个时空乱流，需选取对超过限定值的列影响尽量大的时空乱流。即移走后能使尽量多的列符合穿越限定值。由于数据范围比较小，所以可以从左向右扫描场地的每一列是否合法。若不合法，贪心的找出从该列起向右延伸最长的m道时空乱流，移除这m道时空乱流使得该列合法。时间复杂度为O(n2)。

注意输入的时空乱流的两个坐标未必是从左到右，也有从右到左的，此外，时空乱流有可能相邻，故不能直接以01标记有无时空乱流。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81 | //穿越时空  #include <iostream>  #include <cstdlib>  #include <algorithm>  using namespace std;  #define M 113  int k,n;  int s[M][M],v[M];  int main()  {  freopen("Siworae.in","r",stdin);  freopen("Siworae.out","w",stdout);  int i,j,t;  int x1,y1,x2,y2,mx,my;  int ans,tx;  scanf("%d",&t);  while(t--)  {  scanf("%d%d",&n,&k);  memset(v,0,sizeof(v));//记录每列时空乱流数  memset(s,0,sizeof(s));//记录时空乱流分布  mx=0;my=0;//统计当前图区域  for(i=0;i<n;i++)  {  scanf("%d%d%d%d",&x1,&y1,&x2,&y2);  if(x1<=x2)  for(j=x1;j<=x2;j++)  {  s[j][y1]=i+1;  v[j]++;  }  else  for(j=x2;j<=x1;j++)  {  s[j][y1]=i+1;  v[j]++;  }  if(x1>mx)  mx=x1;  if(x2>mx)  mx=x2;  if(y1>my)  my=y1;  if(y2>my)  my=y2;  }  ans=0;  for(i=0;i<=mx;i++)  {  if(v[i]<=k)  continue;  for(j=0;j<v[i]-k;j++)//该行需移走的时空乱流数  {  y1=0,y2=-1;  for(x1=0;x1<=my;x1++)  {  if(s[i][x1]==0)  continue;  for(x2=i,tx=0;s[x2][x1]==s[i][x1];x2++)  if(v[x2]>k)  tx++;  if(tx>y1)  {  y1=tx;  y2=x1;  }  }  for(x2=i+1,x1=y2;s[x2][x1]==s[i][x1];x2++)  {  s[x2][x1]=0;  v[x2]--;  }  ans++;  }  }  printf("%d\n",ans);  }  return 0;  } |

# 第八章　递推

## 曲线分割

【问题描述】曲线分割（curve.cpp/c/pas）

设有n条封闭曲线画在平面上，而任何两条封闭曲线恰好相交于两点，且任何三条封闭曲线不相交于同一点，问这些封闭曲线把平面分割成的区域个数。

【输入格式】

输入整数n。

【输出格式】

输出分割的区域个数。

【输入样例】

2

【输出样例】

4

【算法分析】

下图为n=1，n=2，n=3的情形：

![](data:image/png;base64,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)

设满足条件的n条封闭曲线所分割成的域的数目为 an ，其中 n-1 条封闭曲线所分割成的域的数目为 an-1 第 n 条封闭曲线和这些曲线相交于 2(n-1) 个点，这 2(n-1) 个点把第 n 条封闭曲线截成 2(n-1) 条弧，每条弧把 2(n-1) 个域中的每个域一分为二。故新增加的域数为 2(n-1)

an = an-1 + 2(n-1)

a1 = 2

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | #include <iostream>  using namespace std;  int f(int n)  {  if(n==1)  return 2;  else  return f(n-1)+2\*(n-1);  }  int main()  {  int n;  while(1)  {  cin>>n;  cout<<f(n)<<endl;  }  return 0;  } |

继续化简后得到：an=n×n-n+2，参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | //曲线分割  #include <iostream>  #include <cstdlib>  using namespace std;  int main()  {  freopen("curve.in","r",stdin);  freopen("curve.out","w",stdout);  int n;  cin>>n;  cout<<n\*n-n+2<<endl;  return 0;  } |

# 第九章　搜索算法

## 骑士遍历超级版

【题目描述】骑士遍历超级版（knight3.cpp/c.pas)

楚继光判断邪狼可能藏在一个n×n的（n≦1000）正方形区域，楚继光骑着战马从任一点A（x，y）开始，试图找出一条路径，使马不重复地走遍区域的每一个点。马走的规则是走日字，可向任意方向走。

【输入格式】

三个整数n，x， y。 n代表棋盘大小，x，y代表A点坐标，棋盘下标从（0，0开始）。

【输出格式】

任一种棋盘路径。

【输入样例】

5 2 1

【输出样例】

23 4 13 8 21

12 7 22 3 14

17 24 5 20 9

6 11 18 15 2

25 16 1 10 19

【算法分析】

对于本问题，用深度优先搜索法求解由于算法复杂度是指数级的，当棋盘较大时就会超时，如果只要求骑士遍历问题的一个解，这里采用Warnsdoff策略求解，这也是一种贪婪法，其选择下一出口的贪婪标准是在那些允许走的位置中，选择出口最少的那个位置。如马的当前位置（i，j）只有三个出口，他们是位置（i+2，j+1）、（i-2，j+1）和（i-1，j-2），如分别走到这些位置，这三个位置又分别会有不同的出口，假定这三个位置的出口个数分别为4、2、3，则程序就选择让马走向（i-2，j+1）位置。

由于程序采用的是一种贪婪法，整个找解过程是一直向前，没有回溯，所以能非常快地找到解。但是，对于某些开始位置，实际上有解，而该算法不能找到解。对于找不到解的情况，程序只要改变8种可能出口的选择顺序，就能找到解。改变出口选择顺序，就是改变有相同出口时的选择标准。

另外，如图所示，当棋盘大小为奇数时，马从黑格出发是不能走遍棋盘的。

![](data:image/png;base64,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)

图

因为从图中可以看出，在国际象棋中黑格里的马跳一步必定到达一个白格，同样白格里的马跳一步必定到达黑格，而当棋盘边长n为奇数格时，棋盘上所有的格子的总和也是奇数，此时白格比黑格多出一格，马从某一黑格出发连跳n×n-2步后，到达一个白格，此时盘上还剩下最后一个白格，无论这个白格位于何处，都不可能一步到达。

演示代码如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106  107  108  109  110  111 | //骑士遍历超级版  #include <stdio.h>  #define INF 100  int board[8][8],n;  int start;  int mover[]={-2,-1,1,2, 2, 1,-1,-2};  int movec[]={ 1, 2,2,1,-1,-2,-2,-1};  int numable(int r, int c, int nexta[])//返回下次可以找到的增量  {  int i, k, a, b;  int num = 0;  for(i = 0;i <= 7;i++)  {  k = (i + start) % 8;//1-8的循环滚动  a = r + mover[k];  b = c + movec[k];  if(a<=7 && a>=0 && b>=0 && b<=7 && board[a][b]==0)  {  nexta[num] = k;  num++;  }  }  return num;  }  int number(int r, int c)/\*返回下次可以找到的增量的个数\*/  {  int i, k, a, b;  int num = 0;  for(i = 0;i <= 7;i++)  {  k = (i + start) % 8;  a = r + mover[k];  b = c + movec[k];  if(a<=7 && a>=0 && b>=0 && b<=7 && board[a][b]==0)  num++;  }  return num;  }  int next(int r, int c)//找到最少的增量步，若是-1则无路  {  int nexta[8], num, num1 = 0, minNum, i, k;  minNum = INF;  num = numable(r, c, nexta);//计算（r,c)有多少出路  if(num == 0)  return -1; //没有出口    for(i = 0;i <= num - 1;i++)//找到最少出口  {  num1 =number(r+mover[nexta[i]],c+movec[nexta[i]]);  if(num1 <= minNum)  {  minNum = num1;  k = nexta[i];  }  }  return k;  }  int main()  {  int x, y;  int step, caseCounter;  int r, c;  int i, j, k;  scanf("%d%d", &x, &y);//接收起点  start = 0;  caseCounter = 1;  while(start <= 7)  {  for(i = 0;i <= 7;i++)//初始化  for(j = 0;j <= 7;j++)  board[i][j] = 0;  r = x;  c = y;  board[r][c] = 1;//起点  step = 2;//下一个位置  while(1)  {  if(step > 64)//走满64步，则打印结果  {  printf("Case %d:\n", caseCounter++);  for(i = 0;i <= 7;i++)  {  for(j = 0;j <= 7;j++)  printf("%2d ", board[i][j]);  printf("\n");  }  start++;  break;  }    k = next(r, c);  if(k == -1)  {  start++;  break;  }  r = r + mover[k];  c = c + movec[k];  board[r][c] = step;  step++;  }  }  return 0;  } |

该程序只计算了棋盘大小为8时的走法，且未对棋盘格数为奇数的情况进行优化，请参照该演示代码写出完整的程序。

## 15数码问题

【题目描述】15数码问题（Puzzle15.cpp/c/pas）uva 10181

“呵呵，你真以为这世上有无所不能的神？实话告诉你，很久以前，宇宙中的几大黑暗势力就在你们星球上通过创立各种宗派收罗信众，并暗中挑动了不计其数的宗派战争以收割你们人类的生命力（命源）。所谓的创世神传说，也不过是我们在远古时代就布局抛给你们的诱饵而已。当然我们比他们要仁慈，象他们那种通过战争来收割生命力（命源）的低级手段就象杀鸡取卵一样愚蠢，但再愚蠢，也比不过你们彼此残杀数十万年而不醒悟的愚蠢。看到这道15谜问题了吗，当你解开它，你就会知道我们的来历了。”所谓的守护者在吸收了赢来的魔法石上足够的能量后，对修罗王说。

15数码问题是在一个4×4的方格棋盘上，将数字1，2，3，…，14，15以任意顺序置入棋盘的各个方格中，空出一格，通过有限次移动，把一个给定的初态变成目标状态，如下图。移动规则是：每次只能在空格周围的四个数字中任选一个移入空格。可以证明的是，一共16！的初态中，有一半是不可能移成目标状态的。
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【输入格式】

第一行为一个整数Ｎ，表示有Ｎ组数据，随后是Ｎ组4×4的棋盘初始状态描述。

【输出格式】

若在５０步内不能完成，输出“This puzzle is not solvable.”，否则输出步数如样例所示。其中'R'，'L'，'U'和'D'分别代表左，右，上和下。

【输入样例】

2

2 3 4 0

1 5 7 8

9 6 10 12

13 14 11 15

13 1 2 4

5 0 3 7

9 6 10 12

15 8 11 14

【输出样例】

LLLDRDRDR

This puzzle is not solvable.

【算法分析】

这道题如果搜索整个空间，工作量太大，我们可以采取分支定界的方法，找到某个判定函数，例如，建立判定函数C1（X）,意思是在节点X的状态下，没有达到目标状态下正确位置的数字个数。请看下图：
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我们还可以再设一个判定函数

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQ0AAAA0CAIAAAAfcvqOAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAABPBJREFUeF7tXNGS2zAIbPr//5w6pxvKAIK1I9tCJg+djA8jWHYFcpK+3u/3n3oVAoWAi8Df1Pi8Xi8d/3axvVKnVsFPhUBinfREsnXIapJTkWyBYBLrRIthUw5dLKkswM55Ukiskx6INXTNQ69lIllNJ62lbK86nyzD0RkSWU0nNW7NwKr1YlhNJ+tVqDKaAYHSyQxVqBhmR+D/A6LZI1Xx0QmEz1rmxXSpVcCzIZBYJ7NBWfEsjEDNXQsXt1IbhkDpZBiU5WhhBEonCxe3UhuGQJrzyeHPDesTlWFkebCjNDrhNeLf4/Jrh1s+mAOVeoxAyrmrvpYSF7YshiKQUicbAiWVoTQoZwECWXVSUilqX4lAYp0gMO06xPuPCg4/SNBxXrYQAlHZIAjk1gk+fYU/BtYnfsFmcK0DC2114muBCyHVLZtRCOTWCT59tcayq73gxoLlexc6YD+q/OUHRGCMTvCZBLcEE8Cl4jgEHx9/v9NfthCOXlkiCPzqhKYFzuNwhGgLmBNL86M9fE81M6uxbsHEEXxDmyvXCoMpgx4CH53Qb2XFF9TbD2h9CpobpPjPHMQAM5bTPa1+U/KWdeiBU/ww3cG1wmAOGxzr8F8+ihDbsR88bkyWTni8Jej3XZ0IoiP8OFySxW6kfaTNfrczHodXjA+CLsKPSay2vfZW3LsVOrsMOKmKSPwAqFL6TS+jT6qhNpxY/T/1nPvJ6wL4EYJQ7s3CtEcu7l2oN7uGdcGFYS4xthWHfUlPKyIqjRv32W7XVwgEcXuvCn6cPcxjnYSc7rr+2W/Mv4LMRniAu+KWZklEqIiNSbW9C2kS40khEJk2Pbrg4uzx0kyfLop128ZP/+pWRvIQNr3q7MoLxznQSejI3zvn0UnYo0R1ecGIOiEa5jQSyu8WnfS2Yc1UX4phdt90YKEusyPRVgVORuHOYu/sjneQFn7HQGAKa+O0LHz/CwE63DlDz71t0iQrAvuuFWmP0KNLz88xwJ1RR1C8rdvrFRoW3XN01zL70qiaypbHFQxS0FcCPr3sqr058GgPwzl3IEjnFsHgsc5DcVIfC4suDJyKm2OP7jlNJM2Yt2uuH9Gcuah0B+ZXtIRMYoiLPts/z4VbxO0ldE/XnRJSwnwb4Ely7AYSd6CrUwnqQ7ehB+5Hw4PU5QYj0RUnurd0mh/+XrcI3k8azegWnul5+PAgQ2x/P2fUKdEVJFCBrwaL4gArEca9gEjCHE814JtX432vNOafTKkcC9iUU88Vwh+KLSQJnsWY760cA6juugUBPTjwKUiE5FANJ5noD7dkbY5ebbMwZ0Vhn1InlB6Nhb03k5RkqjDEgMBnHjFmh/vxkLz82Z7CE1O9vzTYdvBWlvL38UPK8zQnmvR0JOBQ+AMYHSrM7RnnLq3ClzMjbIxHjlLNptccyE9Yd1NjpZMQt9wGxBtki82d6pnRl07ORLd8r4JAyvMJePZqNUJOaatUs/I4C4GsOgGniBLJWcR5mN+sOgHLBMoJ9FZmj0Ug3/lEH0x10+DyuObh5mMJ9JDE8+mETh1gryidPITKp6a5+Nx1Knbl/DkIrKAT/WH8c+pXmV6DQM1d1+Bcq+RGIJ9OxKndP6XUp9G56TlN9Pl0Mg10FciDEFjhfPKgclWqNyFQOrkJ+Fo2FQKlk1TlqmBvQqB0chPwtWwqBP4Bqo/G5+VfDiIAAAAASUVORK5CYII=)

第二个估值函数如果当搜索过程出现下图的情形时，会更加符合实际情况，估值函数选得好坏，对算法效率有很大影响，很难肯定应怎样建立合理的估值函数，因为它涉及问题的固有特性和数学描述方式等。只有对问题实质了解得越透彻，数字描述越适当，建立的估值函数就可能更好些。对于某些类型的问题，常用问题的目标函灵敏本身做估值函数。
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实际上使用IDA\*的八数码程序即可完美解决该题，参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106  107  108  109  110  111  112  113  114  115  116  117  118  119  120  121  122  123  124  125  126  127  128  129  130  131  132  133  134  135  136  137  138  139  140  141  142  143  144  145  146  147  148  149  150  151  152  153  154  155 | //１５数码问题 -IDA\*算法  #include<iostream>  #include<cstdlib>  #include<cmath>  #define size 4  using namespace std;  int move[4][2]={{-1,0},{0,-1},{0,1},{1,0}};//上,左,右,下增量  char op[4]={'U','L','R','D'};  int map[size][size],map2[size\*size],limit,path[100];  int flag,length;  //int goal\_st[3][3]={{1,2,3},{4,5,6},{7,8,0}};//目标状态  //goal存储目标位置，即０存在（３,３）,1存在（0,0）...  int goal[16][2]= {{3,3},{0,0},{0,1}, {0,2},  {0,3},{1,0},{1,1}, {1,2},  {1,3},{2,0},{2,1}, {2,2},  {2,3},{3,0},{3,1}, {3,2}};    int h(int a[size\*size])//求逆序数  {  int i,j,num,w,x,y;  num=0;  for(i=0;i<size\*size;i++)  {  if(a[i]==0)  w=i;  for(j=i+1;j<size\*size;j++)  {  if(a[i]>a[j])  num++;  }  }  x=w/size;  y=w%size;  num+=abs(x-3)+abs(y-3);  if(num%2==1)  return 1;  else  return 0;  }  int manhattan(int a[][size])//计算曼哈顿距离，小等于实际总步数  {  int i,j,cost=0;  for(i=0;i<size;i++)  for(j=0;j<size;j++)  {  int w=map[i][j];  cost+=abs(i-goal[w][0])+abs(j-goal[w][1]);  }  return cost;  }  void swap(int\*a,int\*b)  {  int tmp;  tmp=\*a;  \*a=\*b;  \*b=tmp;  }  void dfs(int sx,int sy,int dep,int pre\_move)//sx,sy是空格的位置  {  int i,j,nx,ny;  if(flag)  return;  int dv=manhattan(map);  if(dep==limit)  {  if(dv==0)  {  flag=1;  length=dep;  return;  }  else  return;  }  else if(dep<limit)  {  if(dv==0)  {  flag=1;  length=dep;  return;  }  }  for(i=0;i<4;i++)//４个方向尝试  {  if(i+pre\_move==3&&dep>0)//不和上一次移动方向相反，对第二步以后而言  continue;  nx=sx+move[i][0];  ny=sy+move[i][1];  if(0<=nx && nx<size && 0<=ny&&ny<size)//如果可以移动  {  swap(&map[sx][sy],&map[nx][ny]);//交换两位置  int p=manhattan(map);  if(p+dep<=limit&&!flag)  {  path[dep]=i;  dfs(nx,ny,dep+1,i);  if(flag)  return;  }  swap(&map[sx][sy],&map[nx][ny]);  }  }  }  int main()  {  freopen("Puzzle15.in","r",stdin);  freopen("Puzzle15.out","w",stdout);  int i,j,k,l,m,n,sx,sy;  char c,g;  i=0;  scanf("%d",&n);  while(n--)  {  flag=0;length=0;  memset(path,-1,sizeof(path));  for(i=0;i<16;i++)  {  scanf("%d",&map2[i]);  if(map2[i]==0)  {  map[i/size][i%size]=0;  sx=i/size;sy=i%size;  }  else  {  map[i/size][i%size]=map2[i];  }  }  if(h(map2)==1)//该状态可达  {  limit=manhattan(map);  while(!flag&&length<=50)//题中要求50步之内到达  {  dfs(sx,sy,0,0);  if(!flag)  limit++; //得到的是最小步数  }  if(flag)  {  for(i=0;i<length;i++)  printf("%c",op[path[i]]);  printf("\n");  }  }  else if(!h(map2)||!flag)  printf("This puzzle is not solvable.\n");  }  return 0;  } |

# 第十一章　动态规划

## 友好城市

【题目描述】友好城市（Ship.cpp/c/pas）

一条河从东向西流过，并把魔法世界分为南北两个部分。河的两岸各有n个城市，且北岸的每一个城市都与南岸的某个城市是友好城市，而且对应的关系是一一对应的。如图所示。

![](data:image/png;base64,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)

现在要求在两个友好城市之间建立一条航线，但为了安全起见，所有航线都不能相交，因此，不是所有的友好城市都能建立航线。请问，最多能建多少航线？

【输入格式】

第一行两个由空格分隔的整数x,y，10<=x<=6000,10<=y<=100。X表示河的长度而y表示宽，第二行是一个整数n(1<=n<=5000),表示分布在河两岸的城市对数。接下来的n行每行有两个由空格分隔的正数c,d(c,d<=x),描述每一对友好城市与河起点的距离， c表示北岸城市的距离，而d表示南岸城市的距离。在河的同一边，任何两个城市的位置都是不同的。

【输出格式】

在安全条件下能够开通的最大航线数目。

【输入样例】

30 4

5

4 5

2 4

5 2

1 3

3 1

【输出样例】

3

【算法分析】

只需对南岸的编号中找出最长不下降序列即可。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77 | //友好城市  #include<iostream>  #include<fstream>  #define M 10000  using namespace std;  ifstream fin("city.in");  ofstream fout("city.out");  int a[M+1];  int L[M+1];  int m,n;  struct pp  {  int n,s;  }s[M+1];  int cmp(const void \*p,const void \*q)  {  pp \*a=(pp \*)p,\*b=(pp \*)q;  if(a->n > b->n) return 1;  if(a->n < b->n) return -1;  return 0;  }  int half(int k)  {  int begin,end,mid;  begin=0;end=m;  while(begin<=end)  {  mid=begin+end>>1;  if(s[L[mid]].s>=k) end=mid-1;  else begin=mid+1;  }  if(s[L[mid]].s>=k) return mid-1;  else return mid;  }  void init()  {  fin>>m>>m;  fin>>n;  for(int i=1;i<=n;++i)  fin>>s[i].n>>s[i].s;  }  void dp()  {  int i,j,k=0;  m=1;  L[1]=1;  a[1]=1;  for(i=2;i<=n;++i)  {  j=half(s[i].s);  a[i]=a[L[j]]+1;  L[a[i]]=i;  if(a[i]>m) m=a[i];  }  for(i=1;i<=n;++i)  if(a[i]>k)  k=a[i];  fout<<k<<endl;  }  int main()  {  init();  s[0].n=-1;  qsort(s,n+1,sizeof(s[1]),cmp);  dp();    fin.close();  fout.close();  return 0;  } |

## 合唱团

【问题描述】合唱团（chorus.cpp/c/pas）NOIP 2004

N位同学站成一排，墨老师要请其中的(N-K)位同学出列，使得剩下的K位同学排成合唱队形。合唱队形是指这样的一种队形：设K位同学从左到右依次编号为1，2…，K，他们的身高分别为T1，T2，…，TK， 则他们的身高满足T1<...<Ti>Ti+1>…>TK(1<=i<=K)。

你的任务是，已知所有N位同学的身高，计算最少需要几位同学出列，可以使得剩下的同学排成合唱队形。

【输入文件】

输入文件chorus.in的第一行是一个整数N(2<=N<=100)，表示同学的总数。第一行有n个整数，用空格分隔，第i个整数Ti(130<=Ti<=230)是第i位同学的身高(厘米)。

【输出文件】

输出文件chorus.out包括一行，这一行只包含一个整数，就是最少需要几位同学出列。

【样例输入】

8

186 186 150 200 160 130 197 220

【样例输出】

4

【数据规模】

对于50％的数据，保证有n<=20；

对于全部的数据，保证有n<=100。

【算法分析】

动态规划。最基本的想法是：枚举中间最高的一个人，接着对它的左边求最长上升序列（注意序列中最高的同学不应高过基准），对右边求最长下降序列（同样的，序列中最高的同学不应高过基准）。时间复杂度为O(n3)，算法实现起来也很简单。

接着对这个算法进行分析，我们不难发现，假如还是基于枚举一个同学的话，设Incsq[i]表示了1 - i的最长上升序列，Decsq[i]表示了i - n的最长下降序列，那么，

Current[i] = Incsq[i] + Decsq[i] - 1（两个数组中i被重复计算了）

那么，我们只需要先求好最长上升和下降序列，然后枚举中间最高的同学就可以了。

算法还可进一步优化：

求最长上升序列的经典状态转移方程为：

opt[i] = max{opt[j]+1, 其中i<j<=n, 且list[j]>list[i]}

我们对状态转移方程稍微做一些修改：

opt[i] = max{opt[i+1], min{j, rec[j]>=list[i]}}

rec[j] = list[i]

很明显可以看出，在opt[i]的寻找j的过程当中，查询序列是单调的，于是可以用二分法，就十分巧妙地在logn的时间内找到指定的j，而问题的总体复杂度为O(nlogn)。这样，这个问题的算法效率就得到了大幅度的提升，即便n是106，也可以轻松应对。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37 | //合唱团  #include<stdio.h>  #include<stdlib.h>  int T[201];  int f[201],g[201];  int main()  {  freopen("chorus.in","r",stdin);  freopen("chorus.out","w",stdout);  int n,i,j,min,k,R,L;  scanf("%d",&n);  for(i=1;i<=n;i++)  scanf("%d",&T[i]);  for(i=1;i<=n;i++)  {  f[i]=1;  for(j=1;j<=i-1;j++)  if(T[j]<T[i]&&f[j]+1>f[i])  f[i]=f[j]+1;  }  for(i=n;i>=1;i--)  {  g[i]=1;  for(j=i+1;j<=n;j++)  if(T[j]<T[i]&&g[j]+1>g[i])  g[i]=g[j]+1;  }  min=n;  for(k=1;k<=n;k++)  {  L=f[k],R=g[k];  if(n-L-R+1<min)  min=n-L-R+1;  }  printf("%d\n",min);  } |

## 采药

　　【题目描述】采药（medicine.cpp/c/pas)　noip 2005普及组

山洞里有一些不同的草药，采每一株都需要一些时间，每一株也有它自身的价值，在一段时间内如何让采到的草药价值最大。

【输入格式】

第一行有两个用空格隔开的整数T和M（1<=T,M<=100），T代表总共采药时间，M代表草药数目。接下来的M行每行包括两个在1到100之间（包括1和100）的整数，分别表示采摘某种草药的时间和这株草药的价值。

【输出格式】

只包含一个整数，表示在规定的时间内可以采到的草药的最大总价值。

【输入样例】

70 3

71 100

69 1

1 2

【输出样例】

3

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | //采药  #include <stdio.h>  #include <stdlib.h>  main()  {  freopen("medic.in","r",stdin);  freopen("medic.out","w",stdout);  int t,m,i,j,a[101],b[101],f[101][1001];  scanf("%d%d",&t,&m);  for (i=1;i<=m;i++)  scanf("%d%d",&a[i],&b[i]);  for (i=0;i<=t;i++)  f[0][i]=0;  for (i=1;i<=m;i++)  for (j=0;j<=t;j++)  {  f[i][j]=f[i-1][j];  if ((j>=a[i])&&(f[i][j]<f[i-1][j-a[i]]+b[i]))  f[i][j]=f[i-1][j-a[i]]+b[i];  }  printf("%d",f[m][t]);  return(0);  } |

## 简单背包问题２

【题目描述】(pack2.cpp/c/pas) NOIP 2001

张琪曼和李旭琳有一个背包容量为v(正整数，o≤v≤20000)，同时有n个魔法石(o≤n≤30)，每个魔法石有一个体积 (正整数)。要求从m个魔法石中，任取若干个装入包内，使背包的剩余空间为最小。

【输入格式】

第一行为一个整数，表示背包容量，第二行为一个整数，表示有n个魔法石，接下来n行，分别表示这n个魔法石的各自体积。

【输出格式】

只有一个整数，表示背包剩余空间。

【输入样例】

24

6

8

3

12

7

9

7

【输出样例】

0

### 穷举法★

最朴素的算法是穷举法，但不能通过全部数据。

因为n个魔法石中的每个都有装和不装两种选择，故可以1和0表示。穷举所有的n位二进制数进行统计即可。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | //简单背包问题２  #include <stdio.h>  int a[30+1];//状态为0-1，装入为1，不装入为0  long v,n,i,j,s,f;  long t[30+1];//保存每物品的体积  int main()  {  scanf("%ld%ld",&v,&n);  for(i=1;i<=n;i++)  scanf("%ld",&t[i]);  memset(a,0,sizeof(a));  s=0;  while(a[0]==0)//穷举  {  f=0;  for(i=1;i<=n;i++)  f=f+a[i]\*t[i];//计算不同状态的总重量  if((f>s)&&(f<=v))  s=f;  j=n;  while(a[j]==1)//进位  j=j-1;  a[j]=1;  for(i=j+1;i<=n;i++)  a[i]=0;  }  printf("%ld\n",v-s);  return 0;  } |

### 动态规划１★

使用二维数组f[i][j]，表示前i个物品装入容量为j的背包能获得的最大体积，则动态转移方程为： f[i][j]=max{f[i-1][j]，f[i-1][j-a[i]]+a[i]}。该方程的意思是，要么第i件物品不放，即f[i-1][j]；要么放第i件物品，这样就必须从j容量的背包里腾出第i件物品的空间才行，即f[i-1][j-a[i]]，然后加上a[j]的重量，即f[i-1][j-a[i]]+a[i]。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | //简单背包问题２－动规１  #include <iostream>  using namespace std;  int f[31][20001];  int main()  {  freopen("pack2.in","r",stdin);  freopen("pack2.out","w",stdout);  int V,n,i,j;  cin>>V>>n;  int a[n+1];  for(i=1;i<=n;i++)  cin>>a[i];  for(i=1;i<=n;i++)  for(j=1;j<=V;j++)  if(j<a[i])  f[i][j]=f[i-1][j];  else  f[i][j]=max(f[i-1][j],f[i-1][j-a[i]]+a[i]);  cout<<V-f[n][V]<<'\n';  return 0;  } |

### 动态规划２★

前一种方法占用内存空间较大，可以改用一维数组f[j]，仍表示前i个物品装包能获得的最大体积。

　　参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | //简单背包问题２-动规２  #include <iostream>  #include <cstdlib>  using namespace std;  int f[20001];//f[j]表示前i个物品装入获得的最大体积  int main()  {  freopen("pack2.in","r",stdin);  freopen("pack2.out","w",stdout);  int V,n,i,j;  cin>>V>>n;  int a[n+1];  for(i=1;i<=n;i++)  cin>>a[i];  for(i=1;i<=n;i++)  for(j=V;j>=1;j--)  if(j<a[i])  f[j]=max(f[j-1],f[j]);//虽然f[j]总是大于f[j-1],但这句不能少  else  f[j]=max(f[j],f[j-a[i]]+a[i]);  cout<<V-f[V];  return 0;  } |

### 动态规划３★

　继续压缩空间，设布尔数组f[20001]，f[i]=1表示容量为i的背包空间可被装满，f[i]=0即表示容量为i的背包空间无法装满。若f[j]=1，下一个物品为a[i]，若该物品可装，显然f[j+a[i]]也为1。

　　参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | //简单背包问题２－动规３  #include <iostream>  #include <fstream>  using namespace std;  ifstream fin("pack2.in");  ofstream fout("pack2.out");  bool f[20001];  int main()  {  int v,n,a[31],i,j,d;  fin>>v>>n;    for(i=1;i<=n;i++)  fin>>a[i];    for(i=1;i<=n;i++)//对n种物品  {  for(j=v;j>0;j--)//j为剩余空间  if(f[j]==1 && j+a[i]<=v)  f[j+a[i]]=1;  f[a[i]]=1;  }  d=v;  while(d>0 && f[d]!=1)//找出最大装载空间  d--;    fout<<v-d<<endl;  fin.close();  fout.close();  return 0;  } |

## 预算

【问题描述】预算（budget.cpp/c/pas)　NOIP 2006

张琪曼等人要为太空战指挥中心购置设备，魔法学院的院长昨天说：“指挥中心需要购买哪些设备，你们研究了算，只要不超过N元钱就行”。所以今天一早，张琪曼就开始做预算了，她把想买的物品分为两类：主件与附件，附件是从属于某个主件的，下表就是一些主件与附件的例子：

|  |  |
| --- | --- |
| 主件 | 附件 |
| 电脑 | 打印机，扫描仪 |
| 书柜 | 图书 |
| 书桌 | 台灯，文具 |
| 工作椅 | 无 |

如果要买归类为附件的物品，必须先买该附件所属的主件。每个主件可以有0个、1个或2个附件。附件不再有从属于自己的附件。指挥中心想配备的东西很多，肯定会超过院长限定的N元。于是，她把每件物品规定了一个重要度，分为5等：用整数1~5表示，第5等最重要。她还从因特网上查到了每件物品的价格（都是10元的整数倍）。她希望在不超过N元（可以等于N元）的前提下，使每件物品的价格与重要度的乘积的总和最大。

设第j件物品的价格为v[j]，重要度为w[j]，共选中了k件物品，编号依次为j1，j2，……，jk，则所求的总和为：

v[j1]\*w[j1]+v[j2]\*w[j2]+ …+v[jk]\*w[jk]。（其中\*为乘号）

请你帮助张琪曼设计一个满足要求的购物单。

　　【输入格式】

第1行为两个正整数，用一个空格隔开：N m（其中N（<32000）表示总钱数，m（<60）为希望购买物品的个数。）

从第2行到第m+1行，第j行给出了编号为j-1的物品的基本数据，每行有3个非负整数v p q（其中v表示该物品的价格（v<10000），p表示该物品的重要度（1~5），q表示该物品是主件还是附件。如果q=0，表示该物品为主件，如果q>0，表示该物品为附件，q是所属主件的编号）

　　【输出格式】

输出只有一个正整数，为不超过总钱数的物品的价格与重要度乘积的总和的最大值（<200000）。

【输入样例】

1000 5

800 2 0

400 5 1

300 5 1

400 3 0

500 2 0

【输出样例】

2200

【算法分析】

本题可以看作是01背包的变形，并且在掌握了树型动态规划算法后，还可以尝试使用树型动态规划算法解决该题。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41 | //预算  #include <fstream>  using namespace std;  int main()  {  ifstream fin ("budget.in");  ofstream fout ("budget.out");  int n,m\_sum,m[60],v[60],p[60],v\_max[3200],link[60][3];  fin >> m\_sum >> n;  m\_sum/=10;  for (int i=1;i<=n;i++)  {  fin >> m[i] >> v[i] >> p[i];  m[i]/=10;  if (p[i]!=0)  link[p[i]][++link[p[i]][0]]=i;  }  memset(v\_max,0,sizeof(v\_max));  for (int i=1;i<=n;i++)  for (int j=m\_sum;j>=1;j--)  if (p[i]==0 && j>=m[i])  {  v\_max[j]=max(v\_max[j],v\_max[j-m[i]]+m[i]\*v[i]);  int a=link[i][1],b=link[i][2];  if (link[i][0]>=1 && j-m[i]>=m[a])  v\_max[j]=max(v\_max[j],v\_max[j-m[i]-m[a]]+m[i]\*v[i]+m[a]\*v[a]);  if (link[i][0]==2)  {  if (j-m[i]>=m[b])  v\_max[j]=max(v\_max[j],v\_max[j-m[i]-m[b]]+m[i]\*v[i]+m[b]\*v[b]);  if (j-m[i]>=m[a]+m[b])  v\_max[j]=max(v\_max[j],v\_max[j-m[i]-m[a]-m[b]]+m[i]\*v[i]+m[a]\*v[a]+m[b]\*v[b]);  }  }  fout << v\_max[m\_sum]\*10 << endl;  fin.close();  fout.close();  return 0;  } |

## 货币面值

　　【题目描述】货币面值（Currency.cpp/c/pas）九度OJ 1531

魔法世界发行了很多不同面额的纸币，试求出用这些纸币进行任意的组合不能表示的最小面额是多少。

【输入格式】

输入包含多个测试用例，每组测试用例的第一行输入一个整数N（N<=100）表示流通的纸币面额数量，第二行是N个纸币的具体表示面额，取值[1，100]。

【输出格式】

对于每组测试用例，输出一个整数，表示已经发行的所有纸币都不能表示的最小面额（已经发行的每个纸币面额最多只能使用一次 ，但面值可能有重复）。

【输入样例】

5

1 2 3 9 100

5

1 2 4 9 100

5

1 2 4 7 100

【输出样例】

7

8

15

一种方法是０１背包，参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48 | //货币面值 -01背包  #include <iostream>  #include <cstdlib>  using namespace std;    int N,MAX;  int value[101],dp[10001];    int Compare(const void \* p, const void \* q)  {  return \*(int \*)p - \*(int \*)q;  }    int Max(int a, int b)  {  return (a > b) ? a : b;  }    int ZeroOnePack()  {  int i, j;  memset(dp, 0, sizeof(dp));  for (i = 1; i <= N; ++i)  for (j = MAX; j >= value[i]; --j)  dp[j] = Max(dp[j], dp[j-value[i]] + value[i]);  for (i = 1; i <= MAX; ++i)  if (dp[i] != i)  return i;  }    int main()  {  freopen("Currency.in","r",stdin);  freopen("Currency.out","w",stdout);  int i;  while (scanf("%d", &N) != EOF)  {  MAX = 0;  for (i = 1; i <= N; ++i)  {  scanf("%d", &value[i]);  MAX += value[i];  }  qsort(value, N, sizeof(int), Compare);  cout<<ZeroOnePack()<<endl;  }  return 0;  } |

使用动态规划的思想, 对于从第1个到第i个数的和total，如果第i+1个数大于total+1则不会组成total+1。

具体来讲，就是计算已排好序的数据，计算到第i个的时候，total记录的是前面i – 1个数的和。那么第i个数如果大于total + 1，而第i个数后面的数已知都比第i个数大，都不可能构成total + 1，那么对于读到的这个i，显然total + 1是最小的无法构成的数。

再来看更普遍的：其实对于一个范围内的数，如果要用最少的数构成所有这个范围内的数，只要满足得到的数都是关于2的幂次,比如要构成16以内所有的数，只用1，2，4，8便足够了，这是很容易证明的，因为所有的数都可以表示成若干个2次幂数的和，其中构成数的最大2次幂数一定小于这个数，所以得证。

知道了以上这个规律，再观察2次幂数的特点， 对于1，2，4，8，16 这样的数列，会发现前i – 1项的和都恰好比第i项小1，那么，对于一个有序数列，如果满足上述这个规律，或者更普遍点，不用正好小1，小更多，只要是前提已经是有序，那么都会有这个数列的特性，即构成value[i]范围内所有的数，最小不能构成的数就是total + 1。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | //货币面值－动规２  #include <stdio.h>  #include <stdlib.h>  int Compare(const void \* p, const void \* q)  {  return \*(int \*)p - \*(int \*)q;  }  int main()  {  freopen("Currency.in","r",stdin);  freopen("Currency.out","w",stdout);  int N,i,ans,value[100];  while (scanf("%d", &N) != EOF)  {  for (i = 0; i < N; ++i)  scanf("%d", &value[i]);  qsort(value, N, sizeof(int), Compare);  ans = 0;  for (i = 0; i < N; ++i)  if (value[i] > ans + 1)  break;  else  ans += value[i];  printf("%d\n", ans + 1);  }  return 0;  } |

## 收益

【问题描述】收益（Profit.cpp/c/pas) POJ 2036

“建太空梯进入太空要1兆亿？”魔法学院的院长瞪大了眼睛。

“这只是基础设施的费用，后期还要......”墨老师掰着手指算。

“哎呀，现在地主也很穷啊，学院的钱批下来就这么多，你想办法用这笔钱在债券市场上获得最大收益吧。”院长皱着眉头。

简单来说，就是你有一笔钱，你要将这笔钱去投资债券，现在有d种债券，每种债券都有一个价值和年收益，债券的价值是1000的倍数，问你如何投资在n年后的获得最大收益。

【输入格式】

第一个为一个整数M，表示有M组数据。

每组数据第一行有两个整数，表示初始资金(不超过50000)和年数n。

每组数据第二行为一个整数d(1 <= d <= 10)，表示债券种类。

随后d行每行有两个整数，表示该债券的价值和年收益。年收益不会超过债券价值的10%。

所有数据不超过整型取值范围。

【输出格式】

每组数据，输出n年后获得的最大收益。

【输入样例】

1

10000 4

2

4000 400

3000 250

【输出样例】

14050

【算法分析】

完全背包问题，因为每种股票可以无限投资，而问n年之后的最大收益，我们将每一年的最大收益计算，将前i-1年的现有收益作为现在投资金额再次对第i年进行一次投资。

此外，由于债券的价值是1000的倍数，所以在算完全背包的时候，可以把总的钱除于1000，把每种债券的价格也除于1000，这样可以减少运算时间。但要注意原来的钱不一定是1000的整数倍的。

参考代码如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 | //收益  #include <iostream>  using namespace std;  #define MAXV 50000  #define max(a,b) a>b?a:b  int main()  {  freopen("Profit.in","r",stdin);  freopen("Profit.out","w",stdout);  int dp[MAXV];  int v[11],c[11];  int n,m,year,t,i,j,sum,k;  scanf("%d",&n);  while(n--)  {  scanf("%d%d%d",&m,&year,&t);  for(i=1;i<=t;i++)  {  scanf("%d%d",&v[i],&c[i]);  v[i]=v[i]/1000;//因为价值是1000的倍数，所以除以1000  }  sum=0;  for(i=0;i<year;i++)//因为每年都要投资，所以每年都要计算  {  memset(dp,0,sizeof(dp)); //对数组进行初始化  sum=m/1000; //对现在第i年投资前，拥有多少钱  for(j=1;j<=t;j++) //完全背包DP，当今年投资在前j个股票的价值最大DP[k]  {  for(k=0;k<=sum;k++)  if(k>=v[j])  dp[k]=max(dp[k],dp[k-v[j]]+c[j]);  }  m+=dp[sum];//将今年赚到的作为下一年的初始资金  }  printf("%d\n",m);  }  return 0;  } |

## 均分魔法石

【问题描述】均分魔法石（dividing.cpp/c/pas）HDU 1059

张琪曼和李旭琳收集了很多魔法石，现在她们想把这些魔法石分开以装入太空防御系统的两个能量槽，要求是两个能量槽的魔法石能量必须要相等而且数量也必须相等。显然如果所有的魔法石都有相同的价值，那么分成均等的两份将很容易，但是不幸的是，魔法石的能量各不相同，其价值评估分别为1、2、3、4、5、6，另外如果魔法石数是奇数将分不开，即便是偶数，也不一定能分开，例如，有一个价值为1的，一个价值为3的，两个价值为4的，就不能分成相等的两部分，因此需要你写一个程序判断能不能将这些魔法石分成价值相等的两部分。

【输入格式】

有多组数据，每组数据每行包括6个非负数的整数，n1, n2, ..., n6，ni代表价值为i的魔法石有ni个，个数可能最大达到20000。

【输出格式】

每组数据输出“Collection #k:”，k是第几个样例数，然后输出“Can be divided.”或“Can't be divided.”。

【输入样例】

1 0 1 2 0 0

1 0 0 0 1 1

0 0 0 0 0 0

【输出样例】

Collection #1:

Can't be divided.

Collection #2:

Can be divided.

【算法分析】

可以转成01背包问题，也可以多重背包+二进制优化。

所谓二进制优化，简单的说一个数可以由一系列全是2的倍数或者 2的倍数加上一个非2的倍数组成。即有价值为i的物品有n个，可以把n拆成几个物品，分别是1，2，4，…，2(k-1)，num[i]-2k+1，且k是满足num[i]-2k+1>0的最大整数。例如num[13]可以拆成13=1+2+4+6, num[14]可以拆成1，2，4，7四件物品。

假设3本来是1+1+1，但是3还可以拆成1+2，这样时间复杂度由O(V×Σn[i])降到O(V×Σlog n[i])。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60 | //均分魔法石  #include <stdio.h>  #include <string.h>  #include <iostream>  using namespace std;  #define CLR(a,v) memset(a,v,sizeof(a))  int num[7],dp[60010];  int dig[]={1,2,4,8,16,32,64,128,256,512,1024,2048,4096,8192,16384,32768};  int main()  {  freopen("dividing.in","r",stdin);  freopen("dividing.out","w",stdout);  int v,ncase = 0;  while(1)  {  int sum = 0;  for(int i=1;i<=6;i++)  {  scanf("%d",&num[i]);  sum += i\*num[i];  }  if(sum == 0)  break;  printf("Collection #%d:\n",++ncase);  if(sum&1)  {  printf("Can't be divided.\n\n");  continue;  }  CLR(dp,0);  sum /= 2;  for(int i=1;i<=6;i++)  {  for(int d=0;num[i];d++)  {  if(num[i] >= dig[d])  {  v = i\*dig[d];  num[i] -= dig[d];  }  else  {  v = i\*num[i];  num[i] = 0;  }  for(int j=sum;j>=v;j--)  dp[j] = max(dp[j],dp[j-v]+v);  }  }  if(dp[sum] == sum)  printf("Can be divided.\n\n");  else  printf("Can't be divided.\n\n");  }  return 0;  } |

## 硬币问题

【问题描述】硬币问题(coin.cpp/c/pas)

给你n种硬币，知道每种的面值Ai和每种的数量Ci。问能凑出多少种不大于m的面值。

【输入格式】

有多组数据，每一组第一行有两个整数 n(1<=n<=100)和m(m<=100000)，第二行有2n个整数，即面值A1，A2，A3...An和数量C1，C2，C3，…，Cn (1<=Ai<=100000，1<=Ci<=1000)。所有数据结束以2个0表示。

【输出格式】

每组数据输出一行答案。

【输入样例】

3 10

1 2 4 2 1 1

2 5

1 4 2 1

0 0

【输出样例】

8

4

【算法分析】

把m当做背包，dp[i]代表要买价值为i的物品是否能恰好用硬币买到。

如果Ａ[i]×Ｃ[i]>=m，则在背包容量m内，第i个硬币可以取任意n个(n×a[i]<=m)都不会超过Ｃ[i]个，所以可以看成完全背包。

如果Ａ[i] ×Ｃ[i]<m，则在背包容量m内，第i个硬币最多可以取Ｃ[i]个,所以可以看成是多重背包。这样可以二进制优化，转为０１背包问题。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 | //硬币问题－混合背包  #include<iostream>  #include<cstdlib>  #include<cstring>  #define INF 99999999  using namespace std;  const int MAX=100002;  bool dp[MAX];  int a[102],c[102];//a代表第i个硬币的价值,c代表个数.  int main()  {  freopen("coin.in","r",stdin);  freopen("coin.out","w",stdout);  int n,m;  while(cin>>n>>m,n||m)  {  for(int i=0;i<n;++i)  cin>>a[i];  for(int i=0;i<n;++i)  cin>>c[i];  if(m<=0)//会出现m为负数  {  cout<<"0\n";  continue;  }  memset(dp,false,sizeof(bool)\*(m+1));  dp[0]=true;  for(int i=0;i<n;++i)  {  if(a[i]\*c[i]>=m)//完全背包  {  for(int j=a[i];j<=m;++j)  {  if(dp[j-a[i]])  dp[j]=true;  }  }  else//多重背包  {  int k=0;  for(k=1;k\*2-1<=c[i];k=k\*2)//二进制优化，以01背包来做.  {  for(int j=m;j>=k\*a[i];--j)  {  if(dp[j-k\*a[i]])  dp[j]=true;  }  }  for(int j=m;j>=(c[i]-k+1)\*a[i];--j)  {  if(dp[j-(c[i]-k+1)\*a[i]])  dp[j]=true;  }  }  }  int sum=0;  for(int i=1;i<=m;++i)  if(dp[i])  sum++;  cout<<sum<<endl;  }  return 0;  } |

使用多重背包的参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51 | //硬币问题－多重背包  #include<iostream>  #include<cstdlib>  #include<cstring>  #define INF 99999999  using namespace std;  const int MAX=100002;  bool dp[MAX];  int a[102],c[102];//a代表第i个硬币的价值,c代表个数  int main()  {  int n,m,k;  while(cin>>n>>m,n||m)  {  for(int i=0;i<n;++i)  cin>>a[i];  for(int i=0;i<n;++i)  cin>>c[i];  if(m<=0)  {  cout<<"0\n";  continue;  }  memset(dp,false,sizeof(bool)\*(m+1));  dp[0]=true;  for(int i=0;i<n;++i)  {  for(k=1;k\*2-1<=c[i];k=k\*2)//二进制优化，以０１背包来做  {  for(int j=m;j>=k\*a[i];--j)  {  if(dp[j-k\*a[i]])  dp[j]=true;  }  }  for(int j=m;j>=(c[i]-k+1)\*a[i];--j)  {  if(dp[j-(c[i]-k+1)\*a[i]])  dp[j]=true;  }  }  int sum=0;  for(int i=1;i<=m;++i)  if(dp[i])  sum++;  cout<<sum<<endl;  }  return 0;  } |

## 积木游戏

【题目描述】积木游戏(juggle.cpp/c/pas)

太空梯的建造计划从一开始就引来了魔法界各派人物喋喋不休的争吵。各派从学术观点、历史观点、美学观点等各方面引经据典，争论的面红耳赤。后来，为了检验各派理论的正确性，项目主持者设计了一种积木游戏。每个游戏者有N块编号依次为1 ，2，…，N的长方体积木。对于每块积木，它的三条不同的边分别称为”a边”、“b边”和”c边”，如图所示。

![](data:image/png;base64,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)

图

游戏规则如下：

1、从N块积木中选出若干块，并将它们分成M（l<=M<=N） 堆，称为第1堆，第2 堆…，第M堆。每堆至少有1块积木，并且第K堆中任意一块积木的编号要大于第K+1堆中任意一块积木的编号(2<=K<=M)。

2、对于每一堆积木，游戏者要将它们垂直摞成一根柱子，并要求满足下面两个条件：

(1)除最顶上的一块积木外，任意一块积木的上表面同且仅同另一块积木的下表面接触，并且要求下面的积木的上表面能包含上面的积木的下表面，也就是说，要求下面的积木的上表面的两对边的长度分别大于等于上面的积木的两对边的长度。

(2)对于任意两块上下表面相接触的积木，下面的积木的编号要小于上面的积木的编号。

最后，根据每人所摞成的M根柱子的高度之和来决出胜负。

请你编一程序，寻找一种摞积木的方案，使得你所摞成的M根柱子的高度之和最大。

【输入格式】

文件的第一行有两个正整数N和M（1<=M<=N<=100），分别表示积木总数和要求摞成的柱子数。这两个数之间用一个空格符隔开。接下来N行依次是编号从1到N的N个积木的尺寸，每行有三个；至1000之间的整数，分别表示该积木a边，b边和c边的长度。同一行相邻两个数之间用一个空格符隔开。

【输出格式】

只有一行，为一个整数，表示M根柱子的高度之和。

【输入样例】

4 2

10 5 5

8 7 7

2 2 2

6 6 6

【输出样例】

24

【算法分析】

设dp[k][i][j][s] 表示在前 i 个积木分成 k 堆，并且第 k 堆最上面的积木编号为 j，j 的 s 面朝上（s = 0, 1, 2）;

则第 i 个积木有 3 种决策：

（１） dp[k][i][i][t] = min(dp[k][i-1][j][s]); 放在第 k 堆；

（２） dp[k][i][i][t] = min(dp[k-1][i-1][j][s]); 另起一堆；

（３） dp[k][i][j][s] = dp[k][i-1][j][s]; 不用；

由于摆在上面的边要小于等于摆在下面积木的边，所以事先可以对 a, b, c 边从小到大排序下，判断的时候更加方便。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62 | //积木游戏  #include <iostream>  #include <cstdlib>  using namespace std;  const int MAXN = 110;  int dp[MAXN][MAXN][MAXN][3];  int a[MAXN], b[MAXN], c[MAXN];// 0 bc, 1 ac, 2 ab  int main()  {  freopen("juggle.in","r",stdin);  freopen("juggle.out","w",stdout);  int n, m;  scanf("%d%d", &n, &m);  for (int i = 1; i <= n; i++)  {  cin>>a[i]>>b[i]>>c[i];  if (a[i] > b[i])  swap(a[i], b[i]);  if (b[i] > c[i])  swap(b[i], c[i]);  if (a[i] > b[i])  swap(a[i], b[i]);  }  //t, s 控制上、下积木朝向。每次交换边的值，只让 b, c 比较即可  for (int k = 1; k <= m; k++)  for (int i = 1; i <= n; i++)  for (int j = 0; j < i; j++)  for (int t = 0; t <= 2; t++)  {  if (t == 1)  swap(b[i], a[i]);  if (t == 2)  swap(c[i], b[i]), swap(a[i], b[i]);  for (int s = 0; s <= 2; s++)  {  if (s == 1)  swap(b[j], a[j]);  if (s == 2)  swap(c[j], b[j]), swap(a[j], b[j]);  if (b[i] <= b[j] && c[i] <= c[j])  dp[k][i][i][t] = max(dp[k][i][i][t], dp[k][i-1][j][s] + a[i]);  if (s == 2)  swap(a[j], b[j]), swap(b[j], c[j]);  if (s == 1)  swap(b[j], a[j]);  dp[k][i][i][t] = max(dp[k][i][i][t], dp[k-1][i-1][j][s] + a[i]);  dp[k][i][j][s] = dp[k][i-1][j][s];  }  if (t == 2)  swap(a[i], b[i]), swap(c[i], b[i]);  if (t == 1)  swap(b[i], a[i]);  }  int ans = 0;  for (int j = 1; j <= n; j++)  for (int s = 0; s <= 2; s++)  ans = max(ans, dp[m][n][j][s]);  cout<<ans<<endl;  return 0;  } |

## 花店橱窗设计

【题目描述】花店橱窗设计（shopwindow.cpp/c/pas）　ioi 99

魔法世界的人们对艺术的追求是无止境的，我们可以从路边花店的橱窗设计就可以看出来。假设以最美观的方式布置花店的橱窗，有F束花，每束花的品种都不一样，同时，至少有同样数量的花瓶，被按顺序摆成一行，花瓶的位置是固定的，并从左到右，从1到V顺序编号，V是花瓶的数目，编号为1的花瓶在最左边，编号为V的花瓶在最右边，花束可以移动，并且每束花用1到F的整数惟一标识，标识花束的整数决定了花束在花瓶中列的顺序，即如果I〈J，则花束I必须放在花束J左边的花瓶中。例如，假设杜鹃花的标识数为1，秋海棠的标识数为2，康乃馨的标识数为3，所有的花束在放入花瓶时必须保持其标识数的顺序，即：杜鹃花必须放在秋海棠左边的花瓶中，秋海棠必须放在康乃馨左边的花瓶中。如果花瓶的数目大于花的数目，则多余的花瓶必须空，即每个花瓶中只能放一束花。 每一个花瓶的形状和颜色也不相同，因此，当各个花瓶中放入不同的花束时，会产生不同的美学效果，并以美学值（一个整数）来表示，空置花瓶的美学值为0。在上述例子中，花瓶与花束的不同搭配所具有的美学值，可以用如下表格表示：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | 花瓶1 | 花瓶2 | 花瓶3 | 花瓶4 | 花瓶5 |
| 杜鹃花 | 7 | 23 | -5 | -24 | 16 |
| 秋海棠 | 5 | 21 | -4 | 10 | 23 |
| 康乃馨 | -21 | 5 | -4 | -20 | 20 |

根据表格，杜鹃花放在花瓶2中，会显得非常好看，但若放在花瓶4中则显得很难看。 为取得最佳美学效果，必须在保持花束顺序的前提下，使花的摆放取得最大的美学值，如果具有最大美学值的摆放不止一种，则输出任何一种方案即可。题中数据满足下面条件：1〈=F〈=100，F〈=V〈=100，-50〈=Vij〈=50，其中Vij是花束I摆放在花瓶J中的美学值。输入整数F，V和矩阵（Vij），输出最大美学值和每束花摆放在各个花瓶中的花瓶编号。

【输入格式】　 第一行包含两个数：F，V。 随后的F 行中，每行包含V 个整数，Aij 即为输入文件中第（i+1 ）行中的第j 个数　　【输出格式】　　包含两行:第一行是程序所产生摆放方式的美学值。第二行必须用F 个数表示摆放方式，即该行的第K个数表示花束K所在的花瓶的编号。　　【输入样例】

　　3 5

　　7 23 –5 –24 16

　　5 21 -4 10 23

　　-21 5 -4 -20 20

　　【输出样例】

　　53

2 4 5

【算法分析】

设f[i][j]为将第i束花插进第j个花瓶所能获得的最大的分，则动态转移方程是:

f[i][j] = max(f[i - 1][k] + map[i][j]) (i -1=<k<j)

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60 | //花店橱窗设计  #include <stdio.h>  #include <stdlib.h>  int f[101][101];  int map[101][101];  int p[101][101];  void output(int a, int b)  {  if(a == 1)  {  printf("%d", b);  return;  }  output(a - 1, p[a][b]);  printf(" %d", b);  }  int main(int argc, char \*\*argv)  {  freopen("flower.in","r",stdin);  freopen("flower.out","w",stdout);  int i, j, k;  int m, n;  scanf("%d%d", &n, &m);  for(i = 1; i <= n; i++)  {  for(j = 1; j <= m; j++)  {  scanf("%d", &map[i][j]);  }  }  for(i = 1; i <= n; i++)  {  for(j = i; j <= m - n + i; j++)  {  f[i][j] = -100000000;  for(k = i - 1; k < j; k++)  {  if(f[i - 1][k] + map[i][j] > f[i][j])  {  f[i][j] = f[i - 1][k] + map[i][j];  p[i][j] = k;  }  }  }  }  for(i = n, k = 0; i <= m; i++)  {  if(k < f[n][i])  {  k = f[n][i];  j = i;  }  }  printf("%d\n", f[n][j]);  output(n, j);  printf("\n");  return 0;  } |

## 选数统计

　　【题目描述】选数统计（ChoiceNum.cpp/c/pas）

现在从1 ~ M里可以让你从小到大选出n个数，设这些数为A1到An，要求每个数至少为它前一项的两倍，比如说当M = 10，n = 4时，下面是几种可能的选法：

1 2 4 8

1 2 4 9

1 2 4 10

1 2 5 10

求一共可以选出多少不同的数列？

【输入格式】

仅有一行，表示n (n <= 8)和M (M <= 500)

【输出格式】

一个数表示方案数。

【输入样例】

4 10

【输出样例】

4

【算法分析】

设a [ k ] [ i ] 代表长度为k时第k位是 i 的序列种数，那么 a [ k ] [ i ] = ∑ a [ k-1 ] [ j -1 ] ( j <= i )

边界条件：a[ 1 ] [ i ]＝１

最后将所有的 a[ N ] [ i ] 相加则是总和。时间复杂度是 O ( N × M2 )

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | //选数统计  #include<iostream>  #include <stdlib.h>  using namespace std;  int T,k,i,j,t,N,M,p;  long long a[11][2001],ans;  int main()  {  freopen("ChoiceNum.in","r",stdin);  freopen("ChoiceNum.out","w",stdout);  scanf("%d%d",&N,&M);  memset(a,0,sizeof(a));  for (i=1;i<=M;i++)  a[1][i]=1;  p=1;  for (k=2;k<=N;k++)  {  for (i=p\*2;i<=M;i++)  for (j=p;j<=i/2;j++)  a[k][i]+=a[k-1][j];  p\*=2;  }  ans=0;  for (i=p;i<=M;i++)  ans+=a[N][i];  printf("%I64d\n",ans);  return 0;  } |

## 胜利大逃亡

【题目描述】胜利大逃亡（escape.cpp/c/pas）

天顶星人设下了无数的陷阱，魔法世界的一支侦察小分队就落到了一个迷宫陷阱之中，现在，小分队要从一个m列n行的迷宫中逃走，有p个石柱，另有b只吸血蝙蝠。

　　蝙蝠分三种类型：

　　１.当蝙蝠前方遇到石柱或墙，向左转。

２.当蝙蝠前方遇到石柱或墙，向后转。

３.当蝙蝠前方遇到石柱或墙，向右转。

　　人可以向上、下、左、右四个方向移动或在原位置等待，人运动一格或等待，都花费一个单位时间，在一个单位时间内，蝙蝠和人可以同时移动，蝙蝠也可以向上、下、左、右四个方向移动或旋转，注意旋转不花时间，也就是说蝙蝠和人都可以先旋转再移动。同一时刻，人和蝙蝠在同一地点时，人死亡。人和蝙蝠可以互相穿过，且蝙蝠可以重叠。

　　现在从（1，1）逃到（m，n）,仅有（m+n-1）单位时间，问在该时间内共有几种逃亡路线。

　　注：在第1个时刻，人进入（1，1），蝙蝠赋初始状态，在第（m+n-1）时刻，人要到达（m，n）。

　　若初始状态中蝙蝠与石柱重合，则认为蝙蝠在石柱上休息，不会动。

【输入格式】

输入文件第1行为m，n，第2行为石柱个数p，以下p行，每行两个整数，分别为石柱的横、纵坐标，第p+3行，为蝙蝠数b，以下b行，每行四个整数，分别为蝙蝠的横、纵坐标，蝙蝠方向d(上为1，左为2，下为3，右为4)，以及蝙蝠类型t用1，2，3表示。

2<=m<=100;2<=n<=100;0<=p<=100;0<=b<=100

【输出格式】

仅一行，为逃脱的方法数，若无解则输出0。

【输入样例】

3 3

1

1 2

1

2 3 1 1

【输出样例】

3

【算法分析】

这是一道比较特殊的动态规划问题，也是过河卒问题的加深，由于时间限制，人必须保证每一时刻都向右或向下街，因此在每一时刻，人所能到的点是固定的。但由于有了石柱和蝙蝠，这些位置人是无法到达的。

由于蝙蝠是不断运动，因此我们在划分阶段的时候应采用时刻作为阶段，按斜线划分。因此，对于迷宫中的每一个点，如果这个点没有柱子且在人到达这个点的时刻这个点上没有蝙蝠，可以到达这点的方法数就应为可到达它上方的方法数加上可到达它左方的方法数之和，否则为0。

本题还由于蝙蝠旋转时不花时间且蝙蝠一开始还可能在石柱上，因此还需考虑许多特殊情况。

设g[i，j]表示石柱位置；然后对每个蝙蝠进行动作模拟，算出每一时间蝙蝠的位置用c[j，x，y]=true来表示第j时刻在（x，y）处是否有蝙蝠，这个过程比较麻烦，O（B（m+n））时间可以完成，然后开始O(mn)的DP。

设f[I,j]表示到第i行j列得到的路线数目，则状态转移方程为：

f[i，j]=0 当c[(i+j-2)，i，j] or not g[i，j]

否则 f[i，j]=f[i-1，j]+f[i，j-1]

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87 | //胜利大逃亡  #include <cstdio>  #include <string>  #include <cstdlib>  const long dx[] = {-1,0,1,0};  const long dy[] = {0,-1,0,1};  bool bat[120][120][300];  char map[120][120];  long f[120][120];  void swtch(long &d,long t)  {  if (t == 3)  d = (d+3)%4;  else if (t == 2)  d = (d+2)%4;  else if (t == 1)  d = (d+1)%4;  }  long getint()  {  long rs=0;bool sgn=1;char tmp;  do tmp = getchar();  while (!isdigit(tmp)&&tmp-'-');  if (tmp == '-')  {  tmp=getchar();  sgn=0;  }  do rs=(rs<<3)+(rs<<1)+tmp-'0';  while (isdigit(tmp=getchar()));  return sgn?rs:-rs;  }  int main()  {  freopen("escape.in","r",stdin);  freopen("escape.out","w",stdout);  long m = getint();  long n = getint();  long T = m+n-1;  for (long i=0;i<n+2;i++)  map[i][0] = map[i][m+1] = 2;  for (long i=0;i<m+2;i++)  map[0][i] = map[n+1][i] = 2;  long p = getint();  for (long i=1;i<p+1;i++)  {  long y = getint();  long x = getint();  map[x][y] = 1;  }  long b = getint();  for (long j=1;j<b+1;j++)  {  long y0 = getint();  long x0 = getint();  long d = getint()-1;  long t = getint();  long x = x0;  long y = y0;  if (x<1||y<1||x>n||y>m||map[x][y]>0)  continue;  bat[x][y][1] = true;  for (long i=1;i<T;i++)  {  long tt;  for (tt=0;tt<4&&map[x+dx[d]][y+dy[d]]>0;++tt)  swtch(d,t);  if (tt < 4)  x += dx[d];y += dy[d];  bat[x][y][i+1] = true;  }  }  f[1][1] = 1;  for (long i=1;i<n+1;i++)  for (long j=1;j<m+1;j++)  if (!bat[i][j][i+j-1]&&map[i][j]==0&&f[i][j]==0)  f[i][j] = f[i-1][j]+f[i][j-1];  printf("%ld",f[n][m]);  return 0;  } |

## 天上掉馅饼

【题目描述】天上掉馅饼（pie.cpp/c/pas）HDOJ 1176

墨老师：“大家真的很辛苦，我会送给大家一个奖励的......”

众学生一脸不信：“老师你不是又在骗我吧，天上怎么会掉馅饼呢？”

墨老师满头大汗：“我这次说的绝对是真的，其实只要你们信，天上也是会掉馅饼的。”

如图所示，假设在接下来的一段时间里，所有的馅饼都掉落在0-10这11个位置。玩家每秒种只能在移动不超过一米的范围内接住坠落的馅饼（知道天天宅在家里玩游戏不运动的严重后果了吧）。
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图

开始时游戏者站在5这个位置，因此在第一秒，他只能接到4，5，6这三个位置中其中一个位置上的馅饼。问最多可能接到多少个馅饼？

【输入格式】

输入数据有多组。每组数据的第一行为以正整数n(0<n<100000)，表示有n个馅饼掉下来。在结下来的n行中，每行有两个整数x，T(0<T<100000),表示在第T秒有一个馅饼掉在x点上。同一秒钟在同一点上可能掉下多个馅饼。n=0时输入结束。

【输出格式】

每一组输入数据对应一行输出。输出一个整数m，表示最多可能接到m个馅饼。

【输入样例】

6

5 1

4 1

6 1

7 2

7 2

8 3

0

【输出样例】

４

【算法分析】

设dp[i][j]表示i时刻在坐标j出最多能接到的馅饼数。则状态转移方程为：

dp[i][j] = Max(dp[i+1][j-1], dp[i+1][j], dp[i+1][j+1]) + dp[i][j]

dp[0][5]即为所求结果。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55 | //天上掉馅饼  #include <iostream>  #include <stdlib.h>  #include <math.h>  using namespace std;  #define MAX 100001  int dp[MAX][12];//dp[i][j]表示在i时刻落在j点的馅饼数量  int Max2(int a, int b)  {  return (a > b) ? a : b;  }  int Max3(int a, int b, int c)  {  int max = (a > b) ? a : b;  return (max > c) ? max : c;  }  int work(int max\_time)  {  int i, j, max;  for (i = max\_time - 1; i >= 0; --i)  {  dp[i][0] = Max2(dp[i+1][0], dp[i+1][1]) + dp[i][0];  for (j = 1; j < 10; ++j)  {  dp[i][j] = Max3(dp[i+1][j-1],dp[i+1][j],dp[i+1][j+1])+dp[i][j];  }  dp[i][10] = Max2(dp[i+1][10], dp[i+1][9]) + dp[i][10];  }  return dp[0][5];  }  int main()  {  freopen("pie.in","r",stdin);  freopen("pie.out","w",stdout);  int n,i,time,location,max\_time;  while (scanf("%d", &n) != EOF && n != 0)  {  memset(dp, 0, sizeof(dp));  max\_time = -1;  for (i=1; i<=n; ++i)  {  scanf ("%d%d", &location, &time);  ++dp[time][location];  if (max\_time < time)  max\_time = time;  }  printf ("%d\n", work(max\_time));  }  return 0;  } |

## 擦除游戏

【题目描述】擦除游戏

张琪曼喜欢和李旭琳玩这样一个游戏，首先她们在地上写出两个字符串，然后张琪曼指出两个字符串中的同一个字符，然后她得到这个字符所代表的一个奖励分数，这时李旭琳会擦除两个字符以及它们前面的所有字符，直到最后张琪曼找不出了为止。比如首先两个字符串分别为”abc”和”cab”，然后假设擦除任意一个字符的奖励分都为1，首先张琪曼会指出第一个串的第1个字符和第二个串的第2个字符a，然后擦除后两个串变成”bc”和”b”，然后她会指出b，然后游戏结束，她得两分。现在张琪曼想知道她能得到最多的奖励分是多少？

【输入格式】

第一行一个数字n(n <= 26)，表示串一共可能出现的字母数。

接下来n行，每行一个字母和一个数字，表示擦除该字母得到的奖励分。

接下来两行，表示游戏开始的字符串，字符串只会包含给出的字母。(长度 <= 100)

【输出格式】

一个数表示最大奖励分。

【输入样例】

3

a 1

b 10

c 100

abc

cab

【输出样例】

100

【算法分析】

一道求最长公共子串的问题，只不过字串的各个字符带上了权值。我们可以将一个字符的长度等于其权值，将其存储在一个辅助数组上。经过这样的转化，就是一道求最长字串的问题。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41 | //擦除游戏  #include <iostream>  #include <string>  #include <cstdlib>  using namespace std;  const int MAXN=110;  char A[MAXN], B[MAXN], ch;  int F[MAXN][MAXN], s[256];  int N;  int max (int a, int b)  {  return a > b ? a : b;  }  int main()  {  freopen ("erase.in", "r", stdin);  freopen ("erase.out", "w", stdout);  scanf ("%d\n", &N);  for (int i = 0; i < N; ++i)  {  scanf ("%c", &ch);  scanf ("%d\n", &s[ch]);  }  scanf ("%s\n", A);  scanf ("%s\n", B);  memset (F, 0, sizeof (F));  for (int i = 1; i <= strlen (A); ++i)  for (int j = 1; j <= strlen (B); ++j)  {  F[i][j] = max (F[i - 1][j], F[i][j - 1]);  if (A[i - 1] == B[j - 1])  F[i][j] = max (F[i][j], F[i - 1][j - 1] + s[A[i - 1]]);  }  printf ("%d\n", F[strlen (A)][strlen (B)]);  return 0;  } |

## 棋盘分割

【题目描述】棋盘分割（chessboard.cpp/c/pas）NOI 99

楚继光将一个８×８的棋盘进行如下分割：将原棋盘割下一块矩形棋盘并使剩下部分也是矩形，再将剩下的部分继续如此分割，这样割了(n-1)次后，连同最后剩下的矩形棋盘共有n块矩形棋盘。(每次切割都只能沿着棋盘格子的边进行)
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图

原棋盘上每一格有一个分值，一块矩形棋盘的总分为其所含各格分值之和。现在需要把棋盘按上述规则分割成n块矩形棋盘，并使各矩形棋盘总分的均方差σ最小。
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请编程对给出的棋盘及n，求出σ的最小值。

【输入格式】

第1行为一个整数n(1<n<15)。

第2行至第9行每行为8个小于100的非负整数，表示棋盘上相应格子的分值。每行相邻两数之间用一个空格分隔。

【输出格式】

仅一个数，为σ（四舍五入精确到小数点后三位

【输入样例】

3

1 1 1 1 1 1 1 3

1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 0

1 1 1 1 1 1 0 3

【输出样例】

1.633

【样例说明】
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【算法分析】

将均方差公式变形，设x'表示最后矩形棋盘分值的平均值，可知平均值是一定的（它等于方格里的数和除以n）。
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可知只需要让每个矩形的总分的平方和尽量小即可以了。

可知若第i次分割为最佳分割，则第i－1次分割为且必为最佳，用f[k][x1][y1][x2][y2]作为状态，表示左上角坐标为(x1，y1)，右下角坐标为(x2，y2)的还要被切成k块的矩形中，总分和的平方的最小值。注意每次切割都会得到一块最终需要的矩形，每次都有横竖两个方向选择，则动态转移方程为：

水平切时，

dp[k][x1][y1][x2][y2]

=min(dp[k][x1][y1][x2][y2],dp[1][x1][y1][t][y2]+dp[k-1][t+1][y1][x2][y2])，

dp[k][x1][y1][x2][y2]

=min(dp[k][x1][y1][x2][y2],dp[k-1][x1][y1][t][y2]+dp[1][t+1][y1][x2][y2])。

纵向切时，

dp[k][x1][y1][x2][y2]

=min(dp[k][x1][y1][x2][y2],dp[1][x1][y1][x2][t]+dp[k-1][x1][t+1][x2][y2])，

dp[k][x1][y1][x2][y2]

=min(dp[k][x1][y1][x2][y2],dp[k-1][x1][y1][x2][t]+dp[1][x1][t+1][x2][y2])。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75 | //棋盘分割  #include <iostream>  #include <cstdlib>  #include <cmath>  #define N 20  #define INF 0x7ffffff  #define M 8  using namespace std;    int sum[N][N][N][N],dp[N][N][N][N][N];  int a[N][N];  int main()  {  freopen("chessboard.in","r",stdin);  freopen("chessboard.out","w",stdout);  int n;  while(scanf("%d",&n)!=EOF)  {  for(int i=0;i<=M-1;i++)  for(int j=0;j<=M-1;j++)  scanf("%d",&a[i][j]);    for(int x1=0;x1<=M-1;x1++)  for(int y1=0;y1<=M-1;y1++)  for(int x2=x1;x2<=M-1;x2++)  for(int y2=y1;y2<=M-1;y2++)  {  if(y2==y1&&x2==x1)  sum[x1][y1][x2][y2] = a[x1][y1];  else if(x2==x1)  sum[x1][y1][x2][y2]  = sum[x1][y1][x2][y2-1]+a[x2][y2];  else if(y2==y1)  sum[x1][y1][x2][y2]  = sum[x1][y1][x2-1][y2] + a[x2][y2];  else  sum[x1][y1][x2][y2]=sum[x1][y1][x2][y2-1]  +sum[x1][y1][x2-1][y2]-sum[x1][y1][x2-1][y2-1]+a[x2][y2];  dp[1][x1][y1][x2][y2]  = sum[x1][y1][x2][y2]\*sum[x1][y1][x2][y2];  }  for(int k=2;k<=n;k++)  for(int x1=0;x1<=M-1;x1++)  for(int y1=0;y1<=M-1;y1++)  for(int x2=x1;x2<=M-1;x2++)  for(int y2=y1;y2<=M-1;y2++)  {  dp[k][x1][y1][x2][y2]=INF;  for(int t = x1;t<=x2-1;t++) //hor  {  dp[k][x1][y1][x2][y2]=min(dp[k][x1][y1][x2][y2],  dp[1][x1][y1][t][y2]+dp[k-1][t+1][y1][x2][y2]);  dp[k][x1][y1][x2][y2]=min(dp[k][x1][y1][x2][y2],  dp[k-1][x1][y1][t][y2]+dp[1][t+1][y1][x2][y2]);  }  for(int t = y1;t<=y2-1;t++) //ver  {  dp[k][x1][y1][x2][y2]=min(dp[k][x1][y1][x2][y2],  dp[1][x1][y1][x2][t]+dp[k-1][x1][t+1][x2][y2]);  dp[k][x1][y1][x2][y2]=min(dp[k][x1][y1][x2][y2],  dp[k-1][x1][y1][x2][t]+dp[1][x1][t+1][x2][y2]);  }  }  double temp = (double)(sum[0][0][M-1][M-1])/(double)(n);  double res1 = temp\*temp;  double res = (double)(dp[n][0][0][M-1][M-1])/(double)n - res1;  res = sqrt(res);  res = res\*1000;  res+=0.5;  int R = (int)(res);  res = (double)(R)/1000;  printf("%.3lf\n",res);  }  return 0;  } |

## 三角形最大面积

【题目描述】三角形最大面积（TriangleArea.cpp/c/pas）

张琪曼：“圣诞节快到了，我们用这张三角形银纸来制作圣诞树上的大星星吧。”

李旭琳：“好啊，不过这纸上面怎么有许多洞？”

楚继光：“哈哈，不好意思，我已经事先剪下了一些小的三角形来制作小星星了。”

所以现在唯有寻找一个算法，计算出每张银纸上还能切出来的最大三角形面积。

如图所示，给定一张三角形银纸，黑色部分代表已被剪的部分，试求出白色区域中最大的三角形面积。
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图

【输入格式】

输入文件包含若干个三角形银纸描述。每个三角形描述的第1行是一个整数n(1<=n<=100)，表示该三角形的高。接下来的n行每行包含由空格、“#”和“-”组成的字符串表示三角形的状况。其中“#”代表黑色的区域，“-”代表白色的区域，空格是用来填充输入的左边，从而使得整个输入构成一个三角形的形状。

对每个三角形，每行字符“#”和“-”的数目之和都是奇数，由2n-1递减到1。

全部输入以n=0结束。

【输出格式】

对输出的每个三角形，输出白色的区域中最大三角形的面积。注意，最大三角形可以是顶角朝上的，如同第2个样例输入所示。

样例输入

5

#-##----#

-----#-

---#-

-#-

-

4

#-#-#--

#---#

##-

-

0

样例输出

9

4

【算法分析】

对于三角形有两种情况：

1.尖向下时如图所示：
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图

c[i,j]表示输入图形（i,j）这点的值；

s[i,j]表示以（i,j）这点为尖向下的顶点构成三角形的最大面积。

If(c[i-1,j-1]=’-’ and (c[i-1,j]=’-’) and (c[i-1,j+1]=’-’ then

s[i,j]=min(s[i-1,j-1],s[i-1,j+1])+1

2.尖向上时如图所示：
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图

c[i,j]表示输入图形（i,j）这点的值

s[i,j]表示以(i,j)这点为尖向上的顶点构成三角形的最大面积。

If (c[i+1,j-1]=’-’) and (c[i+1,j]=’-’) and (c[i+1,j+1]=’-‘) then

s[i,j]=min(s[i+1,j-1],s[i+1,j+1])+1

而且一定要仔细看题目给的三角形，它有可能是正面朝前或向后三角形。

注意几点：

尖向上的情况，只能是一行中的偶数个。

尖向下的情况，只能是一行中的奇数个。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69 | //三角形最大面积  #include<iostream>  #include<fstream>  #define M 1000  #define MAX 99999999  #define M 1000  using namespace std;  ifstream fin("TriangleArea.in");  ofstream fout("TriangleArea.out");  bool s[M+1][M+1];  int a[M+1][M+1];  int n;  void dp()  {  int i,j,k,maxn=0;  for(i=1;i<=n;++i)  for(j=i;j<=n+n-i;j+=2)  if(s[i][j])  {  if(s[i-1][j-1]&&s[i-1][j]&&s[i-1][j+1])  a[i][j]=min(a[i-1][j-1],a[i-1][j+1])+1;  else  a[i][j]=1;  }  for(i=n-1;i>=1;--i)  {  for(j=i+1;j<=n+n-i;j+=2)  if(s[i][j])  {  if(s[i+1][j-1]&&s[i+1][j]&&s[i+1][j+1])  a[i][j]=min(a[i+1][j-1],a[i+1][j+1])+1;  else  a[i][j]=1;  }  }  for(i=1;i<=n;++i)  for(j=i;j<=n+n-i;++j)  if(maxn<a[i][j])  maxn=a[i][j];  fout<<maxn\*maxn<<endl;  }  void init()  {  int i,j;  char c;  fin>>n;  for(i=1;i<=n;++i)  for(j=i;j<=n+n-i;++j)  {  fin>>c;  s[i][j]=(c=='-');  }  }  int main()  {  init();  dp();    fin.close();  fout.close();  return 0;  } |

## 基因序列

【题目描述】基因序列（GEN.cpp/c/pas）

在将要到来的星际战争中，基因武器的杀伤威力极其巨大，因此研究天顶星人的基因十分必要。魔法学院发现天顶星人的基因是一个有限的基因序列，它是由大写的英文字母A-Z组成，不同的字母表示不同种类的基因。一个基因可以分化成为一对新的基因。这种分化被一个定义的规则集合所控制。每个分化的规则可以用三个大写字母A1A2A3表示，含义为基因A1可以分化成A2A3。我们用S代表特种基因，繁殖天顶星人是从特种基因序列开始。根据给定的规则，它由被选择控制规则对基因不断进行繁殖而成。

你需要从文本文件GEN.IN 读入一个定义的规则集和一个想生成的天顶星人单词序列。对每一个给定的基因，根据给定的分化规则，检查是否它能从某一个确定特种基因序列生成，如果能，找到最小的序列长度，将结果写入文本文件GEN.OUT。

【输入格式】

在文件GEN.IN 的第一行有一个整数n, 1 <= n <= 10000，下面n 每一行为一个分化规则，这些规则都由包含A – Z的三个大写字母组成.

接下来有一个整数k, 1 <= k <= 10000，接下来的k 行有一个基因序列，基因序列由没有空格的单词组成，最多100 个英文大写字母。

【输出格式】

在文件GEN.OUT中有k行，在第I行应写入：一个正整数――需要生成第I个基因的最小长度；或者单词 NIE， 如果不能生成对应的基因。

【输入样例】

6

SAB

SBC

SAA

ACA

BCC

CBC

3

ABBCAAABCA

CCC

BA

【输出样例】

3

1

NIE

【算法分析】

读取时用一个map[A][B]数组表示 字母AB能变成的字母，由于只有26个字母，可以用一个26位的二进制数表示。进行两次动归：

f[i][j]表示从字符串 从 i 到 j 能变成的字母，同理也是个二进制数，

f[i][j]=f[i][j] |map[c1][c2] 存在 (f[i][k]&char[c1]&&f[k+1][j]&char[c2])

不难得到那几段字符串能变成 ‘S’

再进行一次动归：设g[i]表示前 i 个字符能变成几个 ‘S’

则g[i]=min(g[j]+1) 存在(f[i][j+1]&char['S'])

复杂度O(len3×262)+O(len2)

　　参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64 | //基因序列  #include<algorithm>  #include<iostream>  #include<cmath>  #define LL long long  #define INF 99999999  #define Min(num1,num2) if(num1>num2) num1=num2  #define Max(num1,num2) if(num1<num2) num1=num2  using namespace std;  int n,f[101][101],g[101],num[101],map[101][101];  string s;  void work()  {  memset(f,0,sizeof f);  cin>>s;  int l=s.size();  for(int k=1,i=0;i<l;k++,i++)  f[k][k]=num[s[i]-'A'];  for(int p=1;p<=l;p++)  for(int i=1;i<=l;i++)  {  int j=i+p;  if(j>l)  break;  for(int k=i;k<j;k++)  for(int ci=0;ci<26;ci++)  for(int cj=0;cj<26;cj++)  if((f[i][k]&num[ci])&&(f[k+1][j]&num[cj]))  f[i][j]|=map[ci][cj];  }  int key='S'-'A';  for(int i=1;i<=l;i++)  g[i]=INF;  g[0]=0;  for(int i=1;i<=l;i++)  for(int j=1;j<=i;j++)  if((f[j][i]&num[key])&&g[j-1]!=INF)  Min(g[i],g[j-1]+1);  g[l]==INF ? printf("NIE\n") : printf("%d\n",g[l]);  }  int main()  {  freopen("GEN.in","r",stdin);  freopen("GEN.out","w",stdout);  scanf("%d\n",&n);  num[0]=1;  for(int i=1;i<=26;i++)  num[i]=num[i-1]<<1;  for(int a,b,c,i=1;i<=n;i++)  {  a=getchar()-'A';  b=getchar()-'A';  c=getchar()-'A';  map[b][c]|=num[a];  getchar();  }  int T;  scanf("%d\n",&T);  while(T--)  work();  } |

## 传纸条

【题目描述】传纸条（message.cpp/c/pas）NOIP 2008

张琪曼和李旭琳是好朋友也是同班同学，她们在一起总有谈不完的话题。在一次活动中，班上同学安排成一个m行n列的矩阵，而张琪曼和李旭琳被安排在矩阵对角线的两端，因此，她们就无法直接交谈了。幸运的是，她们可以通过传纸条来进行交流。纸条要经由许多同学传到对方手里，张琪曼坐在矩阵的左上角，坐标(1，1)，李旭琳坐在矩阵的右下角，坐标(m，n)。从张琪曼传到李旭琳的纸条只可以向下或者向右传递，从李旭琳传给张琪曼的纸条只可以向上或者向左传递。

在活动进行中，张琪曼希望给李旭琳传递一张纸条，同时希望李旭琳给他回复。班里每个同学都可以帮他们传递，但只会帮他们一次，也就是说如果此人在张琪曼递给李旭琳纸条的时候帮忙，那么在李旭琳递给张琪曼的时候就不会再帮忙。反之亦然。

还有一件事情需要注意，全班每个同学愿意帮忙的好感度有高有低（注意：张琪曼和李旭琳的好心程度没有定义，输入时用0表示），可以用一个0-1000的自然数来表示，数越大表示越好心。张琪曼和李旭琳希望尽可能找好心程度高的同学来帮忙传纸条，即找到来回两条传递路径，使得这两条路径上同学的好心程度之和最大。现在，请你帮助张琪曼和李旭琳找到这样的两条路径。

【输入格式】

　　输入文件的第一行有2个用空格隔开的整数m和n，表示班里有m行n列（2<=m，n<=50）。

接下来的m行是一个m×n的矩阵，矩阵中第i行j列的整数表示坐在第i行j列的学生的好心程度（不大于1000）。每行的n个整数之间用空格隔开。

【输出格式】

　　输出共一行，包含一个整数，表示来回两条路上参与传递纸条的学生的好心程度之和的最大值。

【样例输入】

　　3 3

　　0 3 9

　　2 8 5

　　5 7 0

【样例输出】

34

### 三维算法1

问题可以转化为纸条同时从1,1出发的两条道路，并注意两条道路不能交叉，可设四维数组f[i][j][k][l]表示从 (0, 0) 位置由两条不交叉的线路走到 (i, j)，(k, l) 位置时的最大好感度和。其方程为：

F[i][j][k][l]=max{F[i-1][j][k-1][l],F[i-1][j][k][l-1],F[i][j+1][k-1][l],F[i][j+1][k][l-1]}+a[i][j]+a[k][l]。

仔细观察很容易得到一个这样的结论 纸条传的横坐标+纵坐标=走的步数; 通过这个结论便很简单的降一维，即l=i+j-k(l>0),因而时间复杂度可以从O（n4）降到O(n3)。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37 | //传纸条  #include<stdio.h>  #include<stdlib.h>  int f[52][52][52][52] = {0}, n, G[52][52];  int max(int a, int b, int c, int d)//返回4个值的最大值  {  if (a < b) a= b;  if (a < c) a= c;  if (a < d) a= d;  return a;  }  int main()  {  freopen("message.in","r",stdin);  freopen("message.out","w",stdout);  int m, n, i, j, k, l;  scanf("%d%d", &m, &n);  for (i = 1; i <= m; i++)  for (j = 1; j <= n; j++)  scanf("%d", &G[i][j]);  for (i = 1; i <= m; i++)  for (j = 1; j <= n; j++)  for (k = 1; k <= m; k++)  {  if (i+j-k > 0)  l = i+j-k;  else  continue;  f[i][j][k][l]=max(f[i-1][j][k-1][l],f[i-1][j][k][l-1],f[i][j-1][k-1][l],f[i][j-1][k][l-1])+G[i][j]+G[k][l];  if (i == k && j == l)  f[i][j][k][l] -= G[i][j];  }  printf("%d\n", f[m][n][m][n]);  } |

### 三维算法2

用状态 f [k][x1][x2] 来表示走第k步时第一条路所在位置的横坐标和第二条路所在位置的横坐标，由于步数和横坐标都确定，所以纵坐标也是确定的，如第一条路的纵坐标即为k-x1+1，第二条路的纵坐标为k-x2+1,方便起见我们用y1,y2来表示，这样每一个状态的前一个状态就有四种可能，分别是：

（1)f[k-1][x1][x2](两条路都向下走)；

（2）f[k-1][x1-1][x2](第一条路向右，第二条路向下)；

（3）f[k-1][x1][x2-1](第一条路向下，第二条路向右)；

（4）f[k-1][x1-1][x2-1](两条路都向右)。

取最大值并加上两条路的所在位置的值即可，动态转移方程为：

f(k,x1,x2)=max{f(k-1,x1,x2), f(k-1,x1-1,x2) ,f(k-1,x1,x2-1), f(k-1,x1-1,x2-1) }+v(x1,y1)+v(x2,y2) (注意两条路不能有重复点)

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 | //传纸条－三维算法2  #include <stdio.h>  #include <stdlib.h>  int data[101][52][52];  int main()  {  freopen("message.in","r",stdin);  freopen("message.out","w",stdout);  int m,n,i,j,a[100][100],k,x1,x2,t=0,mm;  scanf("%d%d",&m,&n);  for(i=1;i<=m;i++)  for(j=1;j<=n;j++)  scanf("%d",&a[i][j]);  mm=m<n?n:m;  data[2][2][1]=a[1][2]+a[2][1];  data[2][1][2]=data[2][2][1];  for(k=3;k<=m+n-1;k++)  for(x1=1;x1<=k;x1++)  for(x2=1;x2<=k;x2++)  {  if(x1==x2)  break;  if(k==n+m-1)  data[m+n-1][n][n]=data[m+n-1][n-1][n]<data[m+n-1][n][n-1]?data[m+n-1][n][n-1]:data[m+n-1][n-1][n];  t=data[k-1][x1][x2]+a[k-x1+1][x1]+a[k-x2+1][x2];  if(data[k-1][x1-1][x2]+a[k-x1+1][x1]+a[k-x2+1][x2]>t)  t=data[k-1][x1-1][x2]+a[k-x1+1][x1]+a[k-x2+1][x2];  if(data[k-1][x1][x2-1]+a[k-x1+1][x1]+a[k-x2+1][x2]>t)  t=data[k-1][x1][x2-1]+a[k-x1+1][x1]+a[k-x2+1][x2];  if(data[k-1][x1-1][x2-1]+a[k-x1+1][x1]+a[k-x2+1][x2]>t)  t=data[k-1][x1-1][x2-1]+a[k-x1+1][x1]+a[k-x2+1][x2];  data[k][x1][x2]=t;  }  printf("%d",data[m+n-1][n][n]);  return 0;  } |

### 费用流算法

该算法比动态规划效率高，内存空间占用少，但难度已远超NOIP，无网络流基础的读者请略过。

把问题抽象成图论问题，数学模型是求从S到T的两条不相交的路径，使得路径上点的权值之和最大。

费用流建模，首先拆点，把顶点i拆成i.a和i.b，i.a 与i.b之间连接一条费用为“好心值”，容量为1的有向边，特殊地，左上角和右下角两个节点拆分后点内边容量设为2，因为我们要找两条不相交路径。i右边和下边的节点j，连接一条(i.b,j.a)费用为0，容量为1的有向边。

求最大费用最大流即可，费用流值就是要求的结果。参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106  107  108  109  110  111  112  113  114  115  116  117  118  119  120  121  122  123  124  125  126  127  128  129  130  131  132  133  134  135  136  137  138  139  140  141  142  143  144  145  146  147  148  149  150  151  152  153  154 | //传纸条 －费用流，已超过NOIP难度  #include <iostream>  #include <cstdio>  #include <cstdlib>  #include <cmath>  #include <cstring>  using namespace std;  const int MAXL=51,MAXN=MAXL\*MAXL\*2,MAXM=MAXN\*3,INF=~0U>>1;  struct Queue  {  int Q[MAXN],head,tail,size;  bool inq[MAXN];  Queue()  {  memset(inq,0,sizeof(inq));  head=size =0;  tail=-1;  }  void ins(int p)  {  inq[p]=true;  if (++tail >= MAXN)  tail = 0;  Q[tail] = p;  size ++;  }  int pop()  {  int p=Q[head];  if (++head >= MAXN)  head = 0;  inq[p]=false;  size --;  return p;  }  }Q;  struct edge  {  edge \*next,\*op;  int t,c,v;  }ES[MAXM],\*V[MAXN],\*fe[MAXN];  int N,M,EC,S,T,CostFlow;  int dist[MAXN],ft[MAXN];  inline void addedge(int a,int b,int v)  {  ES[++EC].next = V[a];  V[a]=ES+EC;  V[a]->t = b;  V[a]->c=1;  V[a]->v = v;  ES[++EC].next = V[b];  V[b]=ES+EC;  V[b]->t = a;  V[b]->c=0;  V[b]->v = -v;  V[a]->op = V[b];  V[b]->op = V[a];  }  void init()  {  int i,j,a,b,c;  freopen("message.in","r",stdin);  freopen("message.out","w",stdout);  scanf("%d%d",&N,&M);  for (i=1;i<=N;i++)  {  for (j=1;j<=M;j++)  {  a=(i-1)\*M+j;b=a+a;a=b-1;  scanf("%d",&c);  addedge(a,b,c);  }  }  ES[EC-1].c=ES[1].c=2;  for (i=1;i<=N;i++)  {  for (j=1;j<=M;j++)  {  a=((i-1)\*M+j)\*2;  if (j+1<=M)  {  b = ((i-1)\*M+j+1)\*2 - 1;  addedge(a,b,0);  }  if (i+1<=N)  {  b = (i\*M+j)\*2 - 1;  addedge(a,b,0);  }  }  }  S=1; T = N \* M \* 2;  }  bool spfa()  {  int i,j;  for (i=S;i<=T;i++)  dist[i]=-INF;  dist[S]=0;  Q.ins(S);  while (Q.size)  {  i= Q.pop();  for (edge \*e=V[i];e;e=e->next)  {  j=e->t;  if (e->c && dist[i] + e->v > dist[j])  {  dist[j] = dist[i] + e->v;  ft[j] = i;  fe[j] = e;  if (!Q.inq[j])  Q.ins(j);  }  }  }  return dist[T]!=-INF;  }  void aug()  {  int i,delta=INF;  for (i=T;i!=S;i=ft[i])  if (fe[i]->c < delta)  delta = fe[i]->c;  for (i=T;i!=S;i=ft[i])  {  fe[i]->c -= delta;  fe[i]->op->c +=delta;  CostFlow += fe[i]->v \* delta;  }  }  void solve()  {  while(spfa())  aug();  }  int main()  {  freopen("message.in","r",stdin);  freopen("message.out","w",stdout);  init();  solve();  printf("%d\n",CostFlow);  return 0;  } |

## 猛兽动物园

【问题描述】猛兽动物园(zoo.cpp/c/pas)　APIO2007

张琪曼惊喜道：“哇，抓到这么多猛兽，把它们都关到动物园吧。不过这个牙齿锋利的狮子好可怕啊。”

楚继光：“我倒不觉得，看那头鬃毛多可爱啊，不过这大猩猩太难看了。”

　　现在这些猛兽都被关在魔法世界的圆形动物园，圆形动物园包含一大圈围栏，每个围栏里有一种动物，有K个小朋友站在大围栏圈的外面，可以看到连续的5个围栏。每个小朋友有喜欢和害怕的动物。当下面两处情况之一发生时，小朋友就会高兴：

至少有一个他害怕的动物被移走；

至少有一个他喜欢的动物没被移走。

你可以选择将一些动物从围栏中移走以使得小朋友不会害怕。但你不能移走所有的动物，否则小朋友们就没有动物可看了。

例如，考虑图中的小伙伴和动物：
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图

假如你将围栏4和12的动物移走。Alex和Ka-Shu将很高兴，因为至少有一个他们害怕的动物被移走了。这也会使Chaitanya高兴，因为他喜欢的围栏6和8中的动物都保留了。但是，Polly和Hwan将不高兴，因为他们看不到任何他们喜欢的动物，而他们害怕的动物都还在。这种安排方式使得三个小朋友高兴。

现在，换一种方法，如果你将围栏4和6中的动物移走，Alex和Polly将很高兴，因为他们害怕的动物被移走了。Chaitanya也会高兴，虽然他喜欢的动物6被移走了，他仍可以看到围栏8里面他喜欢的动物。同样的Hwan也会因可以看到自己喜欢的动物12而高兴。唯一不高兴的只有Ka-Shu。

如果你只移走围栏13中的动物，Ka-Shu将高兴，因为有一个他害怕的动物被移走了，Alex, Polly, Chaitanya和Hwan也会高兴，因为他们都可以看到至少一个他们喜欢的动物。所以有5个小朋友会高兴。这种方法使得了最多的小朋友高兴。

【输入格式】

输入的第一行包含两个整数N，C，用空格分隔。N是围栏数(1≤N≤10 000)，C是小朋友的个数(1≤C≤50 000)。围栏按照顺时针的方向编号为1，2，3，...，N。

接下来的C行，每行描述一个小朋友，描述下面的形式给出： E F L X1X2 ... XF Y1 Y2 ... YL其中：

E表示小朋友可以看到的第一个围栏的编号(1≤E≤N)，也就是说，小朋友可以看到的围栏为E，E+1，E+2，E+3，E+4。注意，如果编号超过N将继续从1开始算。如：当N=14，E=13时，小朋友可以看到的围栏为13，14，1，2和3。

F表示小朋友害怕的动物数。L表示小朋友喜欢的动物数。 围栏X1，X2，...， XF中包含小朋友害怕的动物。 围栏Y1，Y2，...， YL中包含该小朋友喜欢的动物。

X1， X2，...，XF， Y1， Y2，... YL是两两不同的数，而且所表示的围栏都是小朋友可以看到的。

小朋友已经按照他们可以看到的第一个围栏的编号从小到大的顺序排好了(这样最小的E对应的小朋友排在第一个，最大的E对应的小朋友排在最后一个)。注意可能有多于一个小朋友对应的E是相同的。

【输出格式】

仅输出一个数，表示最多可以让多少个小朋友高兴。

【输入样例1】

14 5

2 1 2 4 2 6

3 1 1 6 4

6 1 2 9 6 8

8 1 1 9 12

12 3 0 12 13 2

【输出样例1】

6

【输入样例2】

12 7

1 1 1 1 5

5 1 1 5 7

5 0 3 5 7 9

7 1 1 7 9

9 1 1 9 11

9 3 0 9 11 1

11 1 1 11 1

【输出样例2】

6

【样例说明】

第一个样例是题目描述中的例子，所有的C=5个小朋友都能高兴。第二个样例是一个不能使得所有C=7个小朋友都高兴的例子。

【算法分析】

动态规划，用二进制表示动物的取舍。

F[i][j]表示从1到i+4的动物，其中i到i+4的动物的取舍状态为j时，最多的高兴的小朋友的数目。

状态转移方程为:

F[i][j]=max{F[i-1][(j<<1)&31]，F[i-1][((j<<1)&31)|1]}+num[i][j];

j的二进制串中，最后一位表示i，倒数第二为表示i+1,以此类推。

num[i][j]为看到i到i+4的动物的小朋友在j的状态下高兴的数目；

边界条件：F[0][j]=0;

目标函数：max{F[N][j]}(0<=j<32);

考虑到动物园为环形，因此要枚举固定开头的4个动物。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106 | //猛兽动物园  #include<iostream>  #include<cstdio>  #include<cstring>  using namespace std;    const int MaxN=100010;  int Hate,Love,N,C,ans=0,E;  int F[MaxN][32]={0},num[MaxN][32];  void DFS(int x,int dep,int status)  {  if (dep>4)  {  if((Love&status)||(Hate&status)!=Hate)  num[E][status]++;  return;  }  DFS(x,dep+1,status);  DFS(x,dep+1,status|(1<<dep));  }  void Init()  {  int i,H,L,x;  scanf("%d%d",&N,&C);  for (i=1;i<=C;i++)  {  scanf("%d%d%d",&E,&H,&L);  Hate=Love=0;  while (H--)  {  scanf("%d",&x);  Hate=Hate|(1<<(x-E+N)%N);  }  while (L--)  {  scanf("%d",&x);  Love=Love|(1<<(x-E+N)%N);  }  DFS(i,0,0);  }  }  int Max(int a,int b)  {  return a>b?a:b;  }  void DP(int st)  {  int i,j,k,r,p,q,w1,w2;  for (j=0;j<32;j++)  F[0][j]=0;  for (i=1;i<=N;i++)  if (i<5)  for (j=0;j<32;j++)  {  q=st>>(i-1);  r=(1<<(5-i))-1;  if ((j&r)==q)  {  w1=(j<<1)&31;w2=w1+1;  F[i][j]=Max(F[i-1][w1],F[i-1][w2])+num[i][j];  }  else  F[i][j]=0;  }  else if(i+3<N)  for (j=0;j<32;j++)  {  w1=(j<<1)&31;w2=w1+1;  F[i][j]=Max(F[i-1][w1],F[i-1][w2])+num[i][j];  }  else  {  q=st&((1<<(i+4-N))-1);  for (j=0;j<32;j++)  if ((j>>(N-i+1))==q)  {  w1=(j<<1)&31;w2=w1+1;  F[i][j]=Max(F[i-1][w1],F[i-1][w2])+num[i][j];  }  else  F[i][j]=0;  }  for (j=0;j<32;j++)  if(ans<F[N][j])  ans=F[N][j];  }  void Solve()  {  for (int st=0;st<16;st++)  DP(st);  printf("%d\n",ans);  }  int main()  {  freopen("zoo.in","r",stdin);  freopen("zoo.out","w",stdout);  Init();  Solve();  return 0;  } |

## 技能树

【问题描述】技能树（skill）Tju1053浙江省2004组队赛第二试

修罗王挖到“神话时代”的宝藏后，发现宝藏里的科技源可以看成是一棵技能树，一颗技能树的每个结点都是一项技能，要学会这项技能则需要耗费一定的技能点数。

只有学会了某一项技能以后，才能继续学习它的后继技能。每项技能又有着不同的级别，级别越高效果越好，而技能的升级也是需要耗费技能点数的。

现在修罗王已有一定的技能点数，他想尽可能地利用这些技能点数来达到最好的效果。因此他给所有的级别都打上了分，他认为效果越好的分数也越高。现在他要你帮忙寻找一个分配技能点数的方案，使得分数总和最高。

【输入格式】

该题有多组测试数据。

每组测试数据第一行是一个整数n（1<=n<=20）,表示所有不同技能的总数。

接下来依次给出n个不同技能的详细情况。

每个技能描述包括5行。

第一行是该技能的名称。

第2行是该技能在技能树中父技能的名称，名称为None则表示该技能不需要任何的先修技能便能学习。

第3行是一个整数L（1<=L<=20），表示这项技能所能拥有的最高级别。

第4行共有L个整数，其中第I个整数表示从第I-1级升到第I级所需要的技能点数（0级表示没有学习过）。

第5行包括L个整数，其中第I个整数表示从第I-1级升级到第I级的效果评分，分数不超过20。

在技能描述之后，共有两行，第1行是一个整数P，表示目前所拥有的技能点数。

接下来1行是N个整数，依次表示角色当前习得的技能级别，0表示还未学习。这里不会出现非法情况。

【输出格式】

每组测试数据只需输出最佳分配方案所得的分数总和。

【输入样例】

3

Freezing Arrow

Ice Arrow

3

3 3 3

15 4 6

Ice Arrow

Cold Arrow

2

4 3

10 17

Cold Arrow

None

3

3 3 2

15 5 2

10

0 0 1

【输出样例】

42

【算法分析】

由题目可知，技能分为自身技能、兄弟技能和子技能，子技能要在学习了父技能的条件下学习，自身等级技能可以一步一步学习。故可开设三个数组brother[50]，child[50]，son[50]保存。

设dp(i，j)表示在第i个技能下，有j个技能点，最多能得到的价值。则有动态转移方程：

dp(i，j)=max{dp(child[i]，cost)+dp(brother[i]，j-cost)} (j>=cost，cost是花费给child的技能点)，其中dp(child[i]，cost)表示升级子技能得到的价值，dp(brother[i]，j-cost)表示兄弟技能得到的价值。

参考代码如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105 | //技能树  #include <iostream>  #include <stdio.h>  #include <stdlib.h>  #include <string.h>  using namespace std;  int n,p,i,l[50];  int brother[50],child[50],son[50];//兄弟技能，子技能，自身  long f[50][1000];  struct Node  {  char n[100], f[100];  int l, cost[50], value[50], learn;  }stree[50];  int find(char ch[100])//找到父技能，只有学了父技能，才能学子技能    {  for (int j = 1; j <= n; j++)  if (strcmp(stree[j].n, ch) == 0)  return j;  return 0;  }  void clear()  {  memset(son, 0, sizeof(son));  memset(brother, 0, sizeof(brother));  memset(child, 0, sizeof(child));  memset(f, -1, sizeof(f));  memset(stree, 0, sizeof(stree));  }  void set\_tree()  {  int father;  clear();  for (i = 1; i <= n; i++)  {  cin.getline(stree[i].n, 100);//extra '\n'  cin.getline(stree[i].n, 100);  cin.getline(stree[i].f, 100);  scanf("%d", &stree[i].l);  for (int j = 1; j <= stree[i].l; j++)  scanf("%d", &stree[i].cost[j]);  for (int j = 1; j <= stree[i].l; j++)  scanf("%d", &stree[i].value[j]);  }  scanf("%d", &p);  for (i = 1; i <= n; i++)  scanf("%d", &stree[i].learn);  for (i = 0; i <= p; i++)  f[0][i] = 0;  for (i = 1; i <= n; i++)//按要求把技能之间的关系建好树  {  father = find(stree[i].f);  if (son[father] == 0)  child[father] = i;  else  brother[son[father]] = i;  son[father] = i;  }  }  long dp(int root, int j)//动规  {  if (root == 0)  return f[root][j] = 0; // 此时直接继续  if (f[root][j] >= 0)  return f[root][j];  long max, co = 0, va = 0, s;  max = dp(brother[root], j);  if (stree[root].learn) //如果该技能已经学习过一些  for (int k = 1; k <= j; k++)  {  s=dp(child[root],k)+dp(brother[root],j-k);//子技能  if(s>max)  max = s;  }  for (int g=stree[root].learn+1;g<=stree[root].l;g++)//学习本身  {  co += stree[root].cost[g];  va += stree[root].value[g];  for (int k = 0; k <= j - co; k++)  {  s=dp(child[root],k)+dp(brother[root],j-co-k)+va;  if(s>max)  max = s;  }  }  return f[root][j] = max;  }  int main()  {  freopen("skill.out", "w", stdout);  freopen("skill.in", "r", stdin);  while (scanf("%d", &n) != EOF)  {  set\_tree();  printf("%ld\n", dp(child[0], p));  }  } |

## 逆转未来

【题目描述】逆转未来（reverse.cpp/c/pas）HDU 1561

后世的历史学家始终不明白为什么修罗王在人类文明存亡的生死攸关之际给了天顶星人最后的一击，他们从心理学、阴谋论、人性说等方面提出了种种猜想并为此争论不休。不过我们不必理会他们那些夸夸其谈的酸腐理论，因为全球著名无厘头导演张某某拍摄的搞笑纪录片《宇宙文明终极战－我和天顶星人不得不说的故事》里说的很靠谱：修罗王一定是看上天顶星人的宝物了。他是这样描述的：愚蠢而贪婪的修罗王率领他的铁血军团攻击由万恶的天顶星人占据的N座城堡，每座城堡都有一定的宝物，但由于地理位置原因，有些城堡不能直接攻克，要攻克这些城堡必须先攻克其它某一个特定的城堡。你能帮修罗王算出要获得尽量多的宝物应该攻克哪M个城堡吗？

【输入格式】

每个测试实例首先包括2个整数，N，M。(1 <= M <= N <= 200)；在接下来的N行里，每行包括2个整数a，b。在第 i 行，a 代表要攻克第 i 个城堡必须先攻克第 a 个城堡，如果 a = 0 则代表可以直接攻克第 i 个城堡。b 代表第 i 个城堡的宝物数量，b >= 0。当N = 0， M = 0输入结束。

【输出格式】

对于每个测试实例，输出一个整数，代表攻克M个城堡所获得的最多宝物的数量。

【输入样例】

3 2

0 1

0 2

0 3

7 4

2 2

0 1

0 4

2 1

7 1

7 6

2 2

0 0

【输出样例】

5
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【算法分析】

首先将多叉树转化为二叉树，然后定义dp[N][M]为节点号为N的子树上取M个节点的最大值，则动态转移方程为：

dp[N][M]=MAX{dp[N.right][M]，dp[N.left][K-1]+N.value+dp[N.right][N-M]}，即取MAX{直接去N的兄弟上M个点的最大值，去N的K-1个孩子+N的值（取它的孩子，则必须取它）+N的有兄弟M-K个点的最大值}。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94 | //逆转未来  #include<iostream>  #include <cstdlib>  using namespace std;  const int MAX\_N = 208;  struct Tree  { int lastSon;//最后一个孩子  int left;//儿子(左）  int right;//兄弟（右）  int value;//权重  }tree[MAX\_N];  int idx,N,M;  int dp[MAX\_N][MAX\_N];  inline int MAX(int a,int b)  {  return a>b?a:b;  }  void Init()  {  int i,j;  for(i=0;i<=N;i++) //初始化  {  tree[i].lastSon=-1;  tree[i].right=-1;  tree[i].left=-1;  tree[i].value=0;  for(j=0;j<=N;j++)  dp[i][j]=-1;  }  }  void BuildTree(int son,int parent)//建树  {  if(tree[parent].lastSon==-1)//左孩子  {  tree[parent].left=son;  }  else //右兄弟  {  tree[tree[parent].lastSon].right=son;  }  tree[parent].lastSon=son;  }  bool Read()//读入数据  {  int p,i;  if(scanf("%d%d",&N,&M)&&!N&&!M)  return false;    Init();  for(M++,i=1;i<=N;i++)  {  scanf("%d%d",&p,&tree[i].value);  BuildTree(i,p);  }  return true;  }  int DP(int node,int k)  {  if(node==-1||k==0) //如果node或者k==0  {  return 0;  }  if(dp[node][k]!=-1)//如果已经求出值了  {  return dp[node][k];//则直接返回  }  int i,tmp;  dp[node][k]=DP(tree[node].right,k);  for(i=1;i<=k;i++)  {  tmp=DP(tree[node].left,i-1)+tree[node].value+DP(tree[node].right,k-i);  dp[node][k]=MAX(dp[node][k],tmp);  }  return dp[node][k];  }  int main()  {  freopen("reverse.in","r",stdin);  freopen("reverse.out","w",stdout);  while(Read())  {  DP(0,M);  printf("%d\n",dp[0][M]);  }  return 0;  } |

## 最后一战

【题目描述】最后一战（lastwar.cpp/c/pas） tyvj 1513

受伤的天顶星人愤怒道：“你不是要做这世界之主吗？那为什么之前你不仅故意通风报信毁灭了我交给你的那些强大武装，现在还来攻击我？”

修罗王冷笑：“没错，我是不喜欢这个世界的许多规则，所以我想重新按我的规则来改正这个世界，但这是我和这个世界的事，与你异星人无关。再说了，你觉得我修罗王，什么时候会受别人控制？”

“好吧，我承认我低估了你们人类，但你要想抓到我也是不可能的。” 天顶星人在狂笑声中消失。

此时修罗王正在一个城堡中，城堡中的路形成一棵树，每条路的结点处因地形的险要程度不同，所需要的士兵数量也不相同，只有达到需要的士兵数量，该结点才可以构成强大的火力网以对抗天顶星人，注意，若有士兵在一个结点上时，与该结点相连的所有边都可以被防守。

请你帮修罗王计算出他至少需要放置多少士兵才可以防守住所有道路。

【输入格式】

输入文件中数据表示一棵树，描述如下：

第1行 n，表示树中结点的数目。

第2行至第n+1行，每行描述每个结点信息，依次为：该结点标号i（0<i<=n），在该结点安置士兵所需的数量k，该边的儿子数m，接下来m个数，分别是这个节点的m个儿子的标号r1，r2，...，rm。

对于一个n（0 < n <= 1500）个结点的树，结点标号在1到n之间，且标号不重复。

【输出格式】

输出文件仅包含一个数，为至少需要的士兵数。

【样例输入】

6

1 30 3 2 3 4

2 16 2 5 6

3 5 0

4 4 0

5 11 0

6 5 0

【样例输出】

25

【算法分析】

设F[i，0]表示i点不放，且以i为根节点的子树（包括i节点）全部被防守到；

F[i，1]表示i点不放，且以i为根节点的子树（可以不包括i节点）全部被防守到；

F[i，2]表示i点放，且以i为根节点的子树全部被防守到。

则可以推出：

1、由F[i,0]定义可知，设j为i的儿子节点，至少要有一个i的儿子节点是放置士兵的，其余的儿子节点可放可不放，但由于根节点i不放，所以其余的儿子节点如果不放的话，必须保证能被防守到，即F[j][0]；所以我们需要枚举必须放置的儿子节点，转移方程如下:

F[i，0] = min{ ∑(min(F[j][0]，F[j，2]))+F[k，2]}，其中k为枚举的必放的儿子节点，j为除了k之外的儿子节点。

2、由F[i,1]定义可知，i可以被防守到也可以不被防守到,但儿子节点必须都要被防守到，转移方程如下：

F[i，1] = ∑(min(F[j，0]，F[j，2]))，其中 j是i的儿子节点。

3、由F[i，2]定义可知，i点放置了士兵，所以对于每个儿子节点都能被防守到，取F[j，0]，F[j，1]，F[j，2]最小值即可，转移方程如下：

F[i，2] = min(F[j，0]，F[j，1]，F[j，2])，其中 j是i的儿子节点。

对于叶节点i，F[i，0] = F[i，2] = data[i]，F[i，1] = 0。

参考程序如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69 | //最后一战  #include <iostream>  #include <algorithm>  #include <cstdio>  #include <cstring>  #include <string>  using namespace std;    const int MAX = 1500+10;  int f[MAX][3],data[MAX],son[MAX][MAX],len[MAX],in[MAX];  int n,x,root;  void dp(int x)  {  if (len[x] == 0)  {  f[x][0] = f[x][2] = data[x];  f[x][1] = 0;  return;  }  for (int i = 1;i <= len[x];i++)  dp(son[x][i]);  f[x][0] = 1299999999;  for (int i = 1;i <= len[x];i++)  {  int tmp = 0;  for (int j = 1;j <= len[x];j++)  if (i!=j)  tmp += min(f[son[x][j]][0],f[son[x][j]][2]);  f[x][0] = min(f[x][0],tmp+f[son[x][i]][2]);  }  f[x][1] = 0;  for (int i = 1;i <= len[x];i++)  f[x][1] += min(f[son[x][i]][0],f[son[x][i]][2]);  f[x][2] = data[x];  for (int i = 1;i <= len[x];i++)  f[x][2]+=min(f[son[x][i]][0],min(f[son[x][i]][1],f[son[x][i]][2]));  }    int main()  {  freopen("lastwar.in","r",stdin);  freopen("lastwar.out","w",stdout);  scanf("%d",&n);  memset(data,0,sizeof(data)); //存每个点放置士兵数  memset(f,0,sizeof(f)); //dp数组，F[i,j]含义如上述分析  memset(in,0,sizeof(in));//存储每个点的入度，用于找出根节点  memset(son,0,sizeof(son));//存储每个点的儿子节点  memset(len,0,sizeof(len));//存储每个点儿子节点个数  for (int i = 1;i <= n;i++)  {  scanf("%d",&x);  scanf("%d%d",&data[x],&len[x]);  for (int j = 1;j <= len[x];j++)  {  scanf("%d",&son[x][j]);  in[son[x][j]]++;  }  }  for (int i = 1;i <= n;i++)//找到根结点  if (in[i] == 0)  {  root =i;  break;  }  dp(root);  cout<<min(f[root][0],f[root][2])<<endl;  return 0;  } |