# Java加密解密全解

原创 2016年08月05日 11:31:18

1 sha加密：

安全哈希算法（Secure Hash Algorithm）主要适用于数字签名标准（Digital Signature Standard DSS）里面定义的数字签名算法（Digital Signature Algorithm DSA）。对于长度小于2^64位的消息，SHA1会产生一个160位的消息摘要。该算法经过加密专家多年来的发展和改进已日益完善，并被广泛使用。该算法的思想是接收一段明文，然后以一种不可逆的方式将它转换成一段（通常更小）密文，也可以简单的理解为取一串输入码（称为预映射或信息），并把它们转化为长度较短、位数固定的输出序列即散列值（也称为信息摘要或信息认证代码）的过程。散列函数值可以说是对明文的一种“[指纹](http://baike.baidu.com/view/5628.htm)”或是“摘要”所以对散列值的[数字签名](http://baike.baidu.com/view/7626.htm)就可以视为对此明文的数字签名。

[安全散列算法](http://baike.baidu.com/view/1984487.htm)SHA

（Secure Hash Algorithm，SHA)

是美国国家标准技术研究所发布的国家标准FIPS PUB 180，最新的标准已经于2008年更新到FIPS PUB 180-3。其中规定了SHA-1，SHA-224，SHA-256，SHA-384，和SHA-512这几种[单向散列算法](http://baike.baidu.com/view/4481025.htm)。SHA-1，SHA-224和SHA-256适用于长度不超过2^64二进制位的消息。SHA-384和SHA-512适用于长度不超过2^128二进制位的消息。

### 散列算法

散列是信息的提炼，通常其长度要比信息小得多，且为一个固定长度。加密性强的散列一定是不可逆的，这就意味着通过散列结果，无法推出任何部分的原始信息。任何输入信息的变化，哪怕仅一位，都将导致散列结果的明显变化，这称之为雪崩效应。散列还应该是防冲突的，即找不出具有相同散列结果的两条信息。具有这些特性的散列结果就可以用于验证信息是否被修改。

[单向散列函数](http://baike.baidu.com/view/6321298.htm)一般用于产生[消息摘要](http://baike.baidu.com/view/2396437.htm)，密钥加密等，常见的有：

l MD5（Message Digest Algorithm 5）：是RSA数据安全公司开发的一种[单向散列算法](http://baike.baidu.com/view/4481025.htm)。

l SHA（Secure Hash Algorithm）：可以对任意长度的数据运算生成一个160位的数值；

SHA-1

在1993年，安全散列算法（SHA）由美国国家标准和技术协会（NIST)提出，并作为联邦信息处理标准（FIPS PUB 180）公布；1995年又发布了一个修订版FIPS PUB 180-1，通常称之为SHA-1。SHA-1是基于MD4算法的，并且它的设计在很大程度上是模仿MD4的。现在已成为公认的最安全的散列算法之一，并被广泛使用。

### 原理

SHA-1是一种[数据加密算法](http://baike.baidu.com/view/878529.htm)，该算法的思想是接收一段明文，然后以一种不可逆的方式将它转换成一段（通常更小）密文，也可以简单的理解为取一串输入码（称为预映射或信息），并把它们转化为长度较短、位数固定的输出序列即散列值（也称为信息摘要或信息认证代码）的过程。

[单向散列函数](http://baike.baidu.com/view/6321298.htm)的安全性在于其产生散列值的操作过程具有较强的单向性。如果在输入序列中嵌入密码，那么任何人在不知道密码的情况下都不能产生正确的散列值，从而保证了其安全性。SHA将输入流按照每块512位（64个字节）进行分块，并产生20个字节的被称为信息认证代码或信息摘要的输出。

该算法输入[报文](http://baike.baidu.com/view/175122.htm)的长度不限，产生的输出是一个160位的[报文摘要](http://baike.baidu.com/view/4971320.htm)。输入是按512 位的分组进行处理的。SHA-1是不可逆的、防冲突，并具有良好的雪崩效应。

通过散列算法可实现[数字签名](http://baike.baidu.com/view/7626.htm)实现，数字签名的原理是将要传送的明文通过一种函数运算（Hash）转换成报文摘要（不同的明文对应不同的报文摘要），报文摘要加密后与明文一起传送给接受方，接受方将接受的明文产生新的报文摘要与发送方的发来报文摘要解密比较，比较结果一致表示明文未被改动，如果不一致表示明文已被篡改。

MAC （信息认证代码）就是一个散列结果，其中部分输入信息是密码，只有知道这个密码的参与者才能再次计算和验证MAC码的合法性。

### SHA-1与MD5的比较

因为二者均由MD4导出，SHA-1和MD5彼此很相似。相应的，他们的强度和其他特性也是相似，但还有以下几点不同：

l 对强行攻击的安全性：最显著和最重要的区别是SHA-1摘要比MD5摘要长32 位。使用强行技术，产生任何一个[报文](http://baike.baidu.com/view/175122.htm)使其摘要等于给定报摘要的难度对MD5是2^128数量级的操作，而对SHA-1则是2^160数量级的操作。这样，SHA-1对强行攻击有更大的强度。

l 对密码分析的安全性：由于MD5的设计，易受密码分析的攻击，SHA-1显得不易受这样的攻击。

l 速度：在相同的硬件上，SHA-1的运行速度比MD5慢。

JAVA 已经实现了 SHA-256 和 SHA-512 两种 Hash 算法

利用 java.security.MessageDigest 调用已经集成的 Hash 算法

创建 Encrypt 对象，并调用 SHA256 或者 SHA512 并传入要加密的文本信息，分别得到 SHA-256 或 SHA-512 两种被加密的 hash 串。

若要改为 MD5 算法，修改传入参数 strType 为 "MD5" 即可得到 MD5 加密功能。

**[java]** [view plain](http://blog.csdn.net/sinat_29581293/article/details/52126519) [copy](http://blog.csdn.net/sinat_29581293/article/details/52126519)

1. /\*\*
2. \* @file Encrypt.java
3. \* @date 2016年8月5日
4. \* @version 3.4.1
5. \*
6. \* Copyright (c) 2013 Sihua Tech, Inc. All Rights Reserved.
7. \*/
8. package encrypt;
10. /\*\*
11. \*
12. \*
13. \* @author chengjian.he
14. \* @version  3.4, 2016年8月5日 上午10:05:37
15. \* @since
16. \*/
18. import java.security.MessageDigest;
19. import java.security.NoSuchAlgorithmException;
21. public class Encrypt
22. {
24. /\*\*
25. \* 传入文本内容，返回 SHA-256 串
26. \*
27. \* @param strText
28. \* @return
29. \*/
30. public String SHA256(final String strText)
31. {
32. return SHA(strText, "SHA-256");
33. }
35. /\*\*
36. \* 传入文本内容，返回 SHA-512 串
37. \*
38. \* @param strText
39. \* @return
40. \*/
41. public String SHA512(final String strText)
42. {
43. return SHA(strText, "SHA-512");
44. }
46. /\*\*
47. \* 字符串 SHA 加密
48. \*
49. \* @param strSourceText
50. \* @return
51. \*/
52. private String SHA(final String strText, final String strType)
53. {
54. // 返回值
55. String strResult = null;
57. // 是否是有效字符串
58. if (strText != null && strText.length() > 0)
59. {
60. try
61. {
62. // SHA 加密开始
63. // 创建加密对象 并傳入加密類型
64. MessageDigest messageDigest = MessageDigest.getInstance(strType);
65. // 传入要加密的字符串
66. messageDigest.update(strText.getBytes());
67. // 得到 byte 類型结果
68. byte byteBuffer[] = messageDigest.digest();
70. // 將 byte 轉換爲 string
71. StringBuffer strHexString = new StringBuffer();
72. // 遍歷 byte buffer
73. for (int i = 0; i < byteBuffer.length; i++)
74. {
75. String hex = Integer.toHexString(0xff & byteBuffer[i]);
76. if (hex.length() == 1)
77. {
78. strHexString.append('0');
79. }
80. strHexString.append(hex);
81. }
82. // 得到返回結果
83. strResult = strHexString.toString();
84. }
85. catch (NoSuchAlgorithmException e)
86. {
87. e.printStackTrace();
88. }
89. }
91. return strResult;
92. }
94. public static void main(String args[]){
95. Encrypt ey = new Encrypt();
96. System.out.println(ey.SHA("ILoveYou", "MD5"));//62accaf23ac9a73c0b28765b7dfaf75a
97. }
98. }

2 Base64

Base64是网络上最常见的用于传输8Bit[字节代码](http://baike.baidu.com/view/185293.htm)的编码方式之一，大家可以查看RFC2045～RFC2049，上面有MIME的详细规范。Base64编码可用于在[HTTP](http://baike.baidu.com/view/9472.htm)环境下传递较长的标识信息。例如，在Java Persistence系统Hibernate中，就采用了Base64来将一个较长的唯一[标识符](http://baike.baidu.com/view/390932.htm)（一般为128-bit的UUID）编码为一个字符串，用作HTTP[表单](http://baike.baidu.com/view/296684.htm)和HTTP GET URL中的参数。在其他应用程序中，也常常需要把二进制[数据编码](http://baike.baidu.com/view/575608.htm)为适合放在URL（包括隐藏[表单域](http://baike.baidu.com/view/8676899.htm)）中的形式。此时，采用Base64编码具有不可读性，即所编码的数据不会被人用肉眼所直接看到。

**然而，标准的Base64并不适合直接放在URL里传输，因为URL编码器会把标准Base64中的“/”和“+”字符变为形如“%XX”的形式，而这些“%”号在存入数据库时还需要再进行转换，因为ANSI SQL中已将“%”号用作通配符。**

**为解决此问题，可采用一种用于URL的改进Base64编码，它不仅在末尾填充'='号，并将标准Base64中的“+”和“/”分别改成了“-”和“\_”，这样就免去了在URL编解码和数据库存储时所要作的转换，避免了编码信息长度在此过程中的增加，并统一了数据库、表单等处对象**[**标识符**](http://baike.baidu.com/view/390932.htm)**的格式。**

**另有一种用于正则表达式的改进Base64变种，它将“+”和“/”改成了“!”和“-”，因为“+”,“\*”以及前面在IRCu中用到的“[”和“]”在正则表达式中都可能具有特殊含义。**

**此外还有一些变种，它们将“+/”改为“\_-”或“.\_”（用作编程语言中的标识符名称）或“.-”（用于XML中的Nmtoken）甚至“\_:”（用于XML中的Name）。**

**其他应用**

**Mozilla Thunderbird和Evolution用Base64来保密电子邮件密码**

**Base64 也会经常用作一个简单的“加密”来保护某些数据，而真正的加密通常都比较繁琐。**

**垃圾讯息传播者用Base64来避过反垃圾邮件工具，因为那些工具通常都不会翻译Base64的讯息。**

**在LDIF档案，Base64用作编码字串。**

**[java]** [view plain](http://blog.csdn.net/sinat_29581293/article/details/52126519) [copy](http://blog.csdn.net/sinat_29581293/article/details/52126519)

1. /\*\*
2. \* @file Base64.java
3. \* @date 2016年8月5日
4. \* @version 3.4.1
5. \*
6. \* Copyright (c) 2013 Sihua Tech, Inc. All Rights Reserved.
7. \*/
8. package encrypt;
10. import java.io.UnsupportedEncodingException;
12. import Decoder.BASE64Decoder;
13. import Decoder.BASE64Encoder;
15. /\*\*
16. \*
17. \*
18. \* @author chengjian.he
19. \* @version  3.4, 2016年8月5日 上午10:32:23
20. \* @since   Yeexun 3.4
21. \*/
23. public class Base64 {
24. // 加密
25. public String getBase64(String str) {
26. byte[] b = null;
27. String s = null;
28. try {
29. b = str.getBytes("utf-8");
30. } catch (UnsupportedEncodingException e) {
31. e.printStackTrace();
32. }
33. if (b != null) {
34. s = new BASE64Encoder().encode(b);
35. }
36. return s;
37. }
39. // 解密
40. public String getFromBase64(String s) {
41. byte[] b = null;
42. String result = null;
43. if (s != null) {
44. BASE64Decoder decoder = new BASE64Decoder();
45. try {
46. b = decoder.decodeBuffer(s);
47. result = new String(b, "utf-8");
48. } catch (Exception e) {
49. e.printStackTrace();
50. }
51. }
52. return result;
53. }
55. public static void main(String args[]){
56. Base64 b6 = new Base64();
57. System.out.println(b6.getBase64("ILoveYou"));
58. System.out.println(b6.getFromBase64(b6.getBase64("ILoveYou")));
59. }
60. }

**[java]** [view plain](http://blog.csdn.net/sinat_29581293/article/details/52126519) [copy](http://blog.csdn.net/sinat_29581293/article/details/52126519)

1. SUxvdmVZb3U=
2. ILoveYou

3 Base64Encoder

一直以来Base64的加密解密都是使用sun.misc包下的BASE64Encoder及BASE64Decoder的sun.misc.BASE64Encoder/BASE64Decoder类。这人个类是sun公司的内部方法，并没有在java api中公开过，不属于JDK标准库范畴，但在JDK中包含了该类，可以直接使用。

**[java]** [view plain](http://blog.csdn.net/sinat_29581293/article/details/52126519) [copy](http://blog.csdn.net/sinat_29581293/article/details/52126519)

1. /\*\*
2. \* @file Base64Encoder.java
3. \* @date 2016年8月5日
4. \* @version 3.4.1
5. \*
6. \* Copyright (c) 2013 Sihua Tech, Inc. All Rights Reserved.
7. \*/
8. package encrypt;
10. /\*\*
11. \*
12. \*
13. \* @author chengjian.he
14. \* @version  3.4, 2016年8月5日 上午10:44:22
15. \* @since   Yeexun 3.4
16. \*/
17. public class Base64Encoder {
18. public static String getBASE64(String s) {
19. if (s == null)
20. return null;
21. return (new sun.misc.BASE64Encoder()).encode(s.getBytes());
22. }
23. // 将 BASE64 编码的字符串 s 进行解码   解密
24. public static String getFromBASE64(String s) {
25. if (s == null)
26. return null;
27. sun.misc.BASE64Decoder decoder = new sun.misc.BASE64Decoder();
28. try {
29. byte[] b = decoder.decodeBuffer(s);
30. return new String(b);
31. } catch (Exception e) {
32. return null;
33. }
34. }
35. public static String mTOa(Object ming){
36. return Base64Encoder.getBASE64(Base64Encoder.getBASE64(Base64Encoder.getBASE64((String)ming)));
37. }
38. public static String aTOm(String an){
39. return Base64Encoder.getFromBASE64(Base64Encoder.getFromBASE64(Base64Encoder.getFromBASE64(an)));
40. }
41. public static void main(String[] args) {
42. String a = mTOa("100000.89".toString());
43. System.out.println(a);//加密
44. System.out.println(aTOm(a));//解密
45. }
46. }

4 RSA

RSA[公钥](http://baike.baidu.com/view/355291.htm)[加密算法](http://baike.baidu.com/view/155969.htm)是1977年由[罗纳德·李维斯特](http://baike.baidu.com/view/2838988.htm)（Ron Rivest）、[阿迪·萨莫尔](http://baike.baidu.com/view/10475292.htm)（Adi Shamir）和[伦纳德·阿德曼](http://baike.baidu.com/view/11580236.htm)（Leonard Adleman）一起提出的。1987年首次公布，当时他们三人都在麻省理工学院工作。RSA就是他们三人姓氏开头字母拼在一起组成的。

RSA是目前最有影响力的公钥加密算法，它能够抵抗到目前为止已知的绝大多数密码攻击，已被ISO推荐为公钥[数据加密标准](http://baike.baidu.com/view/1519129.htm)。

今天只有短的RSA钥匙才可能被强力方式解破。到2008年为止，世界上还没有任何可靠的攻击RSA算法的方式。只要其钥匙的长度足够长，用RSA加密的信息实际上是不能被解破的。但在[分布式计算](http://baike.baidu.com/view/30655.htm)和[量子计算机](http://baike.baidu.com/view/18645.htm)理论日趋成熟的今天，RSA加密安全性受到了挑战。

RSA算法基于一个十分简单的数论事实：将两个大质数相乘十分容易，但是想要对其乘积进行因式分解却极其困难，因此可以将乘积公开作为加密密钥。

## 缺点

编辑

1）产生密钥很麻烦，受到素数产生技术的限制，因而难以做到一次一密。

2）安全性，RSA的安全性依赖于大数的因子分解，但并没有从理论上证明破译RSA的难度与大数分解难度等价，而且密码学界多数人士倾向于因子分解不是NP问题。现今，人们已能分解140多个十进制位的大素数，这就要求使用更长的密钥，速度更慢；另外，人们正在积极寻找攻击RSA的方法，如选择密文攻击，一般攻击者是将某一信息作一下伪装（Blind），让拥有私钥的实体签署。然后，经过计算就可得到它所想要的信息。实际上，攻击利用的都是同一个弱点，即存在这样一个事实：乘幂保留了输入的乘法结构：

（XM)d = Xd \*Md mod n

前面已经提到，这个固有的问题来自于公钥密码系统的最有用的特征--每个人都能使用公钥。但从算法上无法解决这一问题，主要措施有两条：一条是采用好的公钥协议，保证工作过程中实体不对其他实体任意产生的信息解密，不对自己一无所知的信息签名；另一条是决不对陌生人送来的随机文档签名，签名时首先使用One-Way Hash Function对文档作HASH处理，或同时使用不同的签名算法。除了利用公共模数，人们还尝试一些利用解密指数或φ（n）等等攻击.

3）速度太慢，由于RSA 的分组长度太大，为保证安全性，n 至少也要 600 bits以上，使运算代价很高，尤其是速度较慢，较对称密码算法慢几个数量级；且随着大数分解技术的发展，这个长度还在增加，不利于数据格式的标准化。SET(Secure Electronic Transaction）协议中要求CA采用2048比特长的密钥，其他实体使用1024比特的密钥。为了速度问题，人们广泛使用单，[公钥](http://baike.baidu.com/view/355291.htm)密码结合使用的方法，优缺点互补：单钥密码加密速度快，人们用它来加密较长的文件，然后用RSA来给文件密钥加密，极好的解决了单钥密码的密钥分发问题。

**[java]** [view plain](http://blog.csdn.net/sinat_29581293/article/details/52126519) [copy](http://blog.csdn.net/sinat_29581293/article/details/52126519)

1. /\*\*
2. \* @file RSATool.java
3. \* @date 2016年8月5日
4. \* @version 3.4.1
5. \*
6. \* Copyright (c) 2013 Sihua Tech, Inc. All Rights Reserved.
7. \*/
8. package encrypt;
10. /\*\*
11. \*
12. \*
13. \* @author chengjian.he
14. \* @version  3.4, 2016年8月5日 上午10:51:35
15. \* @since   Yeexun 3.4
16. \*/
17. import java.io.FileInputStream;
18. import java.io.FileNotFoundException;
19. import java.io.FileOutputStream;
20. import java.io.IOException;
21. import java.io.ObjectInputStream;
22. import java.io.ObjectOutputStream;
23. import java.security.Key;
24. import java.security.KeyPair;
25. import java.security.KeyPairGenerator;
26. import java.security.NoSuchAlgorithmException;
27. import java.security.interfaces.RSAPrivateKey;
28. import java.security.interfaces.RSAPublicKey;
30. import javax.crypto.Cipher;
31. import javax.crypto.NoSuchPaddingException;
33. public class RSATool {
35. public static void makekeyfile(String pubkeyfile, String privatekeyfile)
36. throws NoSuchAlgorithmException, FileNotFoundException, IOException {
37. // KeyPairGenerator类用于生成公钥和私钥对，基于RSA算法生成对象
38. KeyPairGenerator keyPairGen = KeyPairGenerator.getInstance("RSA");
39. // 初始化密钥对生成器，密钥大小为1024位
40. keyPairGen.initialize(1024);
41. // 生成一个密钥对，保存在keyPair中
42. KeyPair keyPair = keyPairGen.generateKeyPair();
44. // 得到私钥
45. RSAPrivateKey privateKey = (RSAPrivateKey) keyPair.getPrivate();
47. // 得到公钥
48. RSAPublicKey publicKey = (RSAPublicKey) keyPair.getPublic();
50. // 生成私钥
51. ObjectOutputStream oos = new ObjectOutputStream(new FileOutputStream(
52. privatekeyfile));
53. oos.writeObject(privateKey);
54. oos.flush();
55. oos.close();
57. oos = new ObjectOutputStream(new FileOutputStream(pubkeyfile));
58. oos.writeObject(publicKey);
59. oos.flush();
60. oos.close();
62. System.out.println("make file ok!");
63. }
65. /\*\*
66. \*
67. \* @param k
68. \* @param data
69. \* @param encrypt
70. \*            1 加密 0解密
71. \* @return
72. \* @throws NoSuchPaddingException
73. \* @throws Exception
74. \*/
75. public static byte[] handleData(Key k, byte[] data, int encrypt)
76. throws Exception {
78. if (k != null) {
80. Cipher cipher = Cipher.getInstance("RSA");
82. if (encrypt == 1) {
83. cipher.init(Cipher.ENCRYPT\_MODE, k);
84. byte[] resultBytes = cipher.doFinal(data);
85. return resultBytes;
86. } else if (encrypt == 0) {
87. cipher.init(Cipher.DECRYPT\_MODE, k);
88. byte[] resultBytes = cipher.doFinal(data);
89. return resultBytes;
90. } else {
91. System.out.println("参数必须为: 1 加密 0解密");
92. }
93. }
94. return null;
95. }
97. public static void main(String[] args) throws Exception {
99. String pubfile = "d:/temp/pub.key";
100. String prifile = "d:/temp/pri.key";
102. makekeyfile(pubfile, prifile);
104. ObjectInputStream ois = new ObjectInputStream(new FileInputStream(pubfile));
105. RSAPublicKey pubkey = (RSAPublicKey) ois.readObject();
106. ois.close();
108. ois = new ObjectInputStream(new FileInputStream(prifile));
109. RSAPrivateKey prikey = (RSAPrivateKey) ois.readObject();
110. ois.close();
112. // 使用公钥加密
113. String msg = "~O(∩\_∩)O哈哈~";
114. String enc = "UTF-8";
116. // 使用公钥加密私钥解密
117. System.out.println("原文: " + msg);
118. byte[] result = handleData(pubkey, msg.getBytes(enc), 1);
119. System.out.println("加密: " + new String(result, enc));
120. byte[] deresult = handleData(prikey, result, 0);
121. System.out.println("解密: " + new String(deresult, enc));
123. msg = "嚯嚯";
124. // 使用私钥加密公钥解密
125. System.out.println("原文: " + msg);
126. byte[] result2 = handleData(prikey, msg.getBytes(enc), 1);
127. System.out.println("加密: " + new String(result2, enc));
128. byte[] deresult2 = handleData(pubkey, result2, 0);
129. System.out.println("解密: " + new String(deresult2, enc));
131. }
132. }

**[java]** [view plain](http://blog.csdn.net/sinat_29581293/article/details/52126519) [copy](http://blog.csdn.net/sinat_29581293/article/details/52126519)

1. make file ok!
2. 原文: ~O(∩\_∩)O哈哈~
3. 加密: �A N�ډB�����ym��r�C��ʇ�������U

5 AES对称加密

加密技术可以分为对称与非对称两种.

对称加密,解密,即加密与解密用的是同一把秘钥,常用的对称加密技术有DES,AES等

而非对称技术,加密与解密用的是不同的秘钥,常用的非对称加密技术有RSA等

为什么要有非对称加密,解密技术呢

假设这样一种场景A要发送一段消息给B,但是又不想以明文发送,所以就需要对消息进行加密.如果采用对称加密技术,那么加密与解密用的是同一把秘钥.除非B事先就知道A的秘钥,并且保存好.这样才可以解密A发来的消息.

由于对称技术只有一把秘钥,所以秘钥的管理是一个很麻烦的问题.而非对称技术的诞生就解决了这个问题.非对称加密与解密使用的是不同的秘钥,并且秘钥对是一一对应的,即用A的私钥加密的密文只有用A的公钥才能解密.

这样的话,每个人都有两把秘钥,私钥和公钥,私钥是只有自己才知道的,不能告诉别人,而公钥是公开的,大家都可以知道.这样,当A想要发送消息给B的时候,只需要用B的公钥对消息进行加密就可以了,由于B的私钥只有B才拥有,所以A用B的公钥加密的消息只有B才能解开.而B想更换自己的秘要时也很方便,只须把公钥告诉大家就可以了.

那么,既然非对称加密如此之好,对称加密就没有存在的必要了啊,其实不然,由于非对称加密算法的开销很大,所以如果直接以非对称技术来加密发送的消息效率会很差.那么怎么办呢?解决的办法也很简单,就是把对称加密技术与非对称加密技术结合起来使用.

还是这个例子:A要发送一个消息给B.

一,A先生成一个对称秘钥,这个秘钥可以是随机生成的,

二,A用B的公钥加密第一步生成的这个对称秘钥

三,A把加密过的对称秘钥发给B

四,A用第一步生成的这个对称秘钥加密实际要发的消息

五,A把用对称秘钥加密的消息发给B

对于B

他先收到A发来的对称秘钥,这个秘钥是用B的公钥加密过的,所以B需要用自己的私钥来解密这个秘钥

然后B又收到A发来的密文,这时候用刚才解密出来的秘钥来解密密文

这样子的整个过程既保证了安全,又保证了效率.

接下来是Java实现:

我这个Java实现使用的是AES的对称加密和RSA的非对称加密(DES的对称加密实现方法和AES的是一样的,但是由于DES算法本身有缺陷,容易被破解,所以现在多用其升级版AES对称加密)

**[java]** [view plain](http://blog.csdn.net/sinat_29581293/article/details/52126519) [copy](http://blog.csdn.net/sinat_29581293/article/details/52126519)

1. /\*\*
2. \* @file AES.java
3. \* @date 2016年8月5日
4. \* @version 3.4.1
5. \*
6. \* Copyright (c) 2013 Sihua Tech, Inc. All Rights Reserved.
7. \*/
8. package encrypt;
10. import java.io.File;
11. import java.io.FileInputStream;
12. import java.io.FileOutputStream;
13. /\*\*
14. \*
15. \*
16. \* @author chengjian.he
17. \* @version  3.4, 2016年8月5日 上午11:35:13
18. \* @since   Yeexun 3.4
19. \*/
20. import java.io.IOException;
21. import java.io.InputStream;
22. import java.io.ObjectInputStream;
23. import java.io.OutputStream;
24. import java.security.InvalidKeyException;
25. import java.security.Key;
26. import java.security.NoSuchAlgorithmException;
27. import java.security.SecureRandom;
28. import java.security.interfaces.RSAPrivateKey;
29. import java.security.interfaces.RSAPublicKey;
31. import javax.crypto.BadPaddingException;
32. import javax.crypto.Cipher;
33. import javax.crypto.IllegalBlockSizeException;
34. import javax.crypto.KeyGenerator;
35. import javax.crypto.NoSuchPaddingException;
36. import javax.crypto.ShortBufferException;
38. public class AES {
40. private Key key;
42. /\*\*
43. \* 生成AES对称秘钥
44. \* @throws NoSuchAlgorithmException
45. \*/
46. public void generateKey() throws NoSuchAlgorithmException {
47. KeyGenerator keygen = KeyGenerator.getInstance("AES");
48. SecureRandom random = new SecureRandom();
49. keygen.init(random);
50. this.key = keygen.generateKey();
51. }

54. /\*\*
55. \* 加密
56. \* @param in
57. \* @param out
58. \* @throws InvalidKeyException
59. \* @throws ShortBufferException
60. \* @throws IllegalBlockSizeException
61. \* @throws BadPaddingException
62. \* @throws NoSuchAlgorithmException
63. \* @throws NoSuchPaddingException
64. \* @throws IOException
65. \*/
66. public void encrypt(InputStream in, OutputStream out) throws InvalidKeyException, ShortBufferException, IllegalBlockSizeException, BadPaddingException, NoSuchAlgorithmException, NoSuchPaddingException, IOException {
67. this.crypt(in, out, Cipher.ENCRYPT\_MODE);
68. }
70. /\*\*
71. \* 解密
72. \* @param in
73. \* @param out
74. \* @throws InvalidKeyException
75. \* @throws ShortBufferException
76. \* @throws IllegalBlockSizeException
77. \* @throws BadPaddingException
78. \* @throws NoSuchAlgorithmException
79. \* @throws NoSuchPaddingException
80. \* @throws IOException
81. \*/
82. public void decrypt(InputStream in, OutputStream out) throws InvalidKeyException, ShortBufferException, IllegalBlockSizeException, BadPaddingException, NoSuchAlgorithmException, NoSuchPaddingException, IOException {
83. this.crypt(in, out, Cipher.DECRYPT\_MODE);
84. }
86. /\*\*
87. \* 实际的加密解密过程
88. \* @param in
89. \* @param out
90. \* @param mode
91. \* @throws IOException
92. \* @throws ShortBufferException
93. \* @throws IllegalBlockSizeException
94. \* @throws BadPaddingException
95. \* @throws NoSuchAlgorithmException
96. \* @throws NoSuchPaddingException
97. \* @throws InvalidKeyException
98. \*/
99. public void crypt(InputStream in, OutputStream out, int mode) throws IOException, ShortBufferException, IllegalBlockSizeException, BadPaddingException, NoSuchAlgorithmException, NoSuchPaddingException, InvalidKeyException {
100. Cipher cipher = Cipher.getInstance("AES");
101. cipher.init(mode, this.key);
103. int blockSize = cipher.getBlockSize();
104. int outputSize = cipher.getOutputSize(blockSize);
105. byte[] inBytes = new byte[blockSize];
106. byte[] outBytes = new byte[outputSize];
108. int inLength = 0;
109. boolean more = true;
110. while (more) {
111. inLength = in.read(inBytes);
112. if (inLength == blockSize) {
113. int outLength = cipher.update(inBytes, 0, blockSize, outBytes);
114. out.write(outBytes, 0, outLength);
115. } else {
116. more = false;
117. }
118. }
119. if (inLength > 0)
120. outBytes = cipher.doFinal(inBytes, 0, inLength);
121. else
122. outBytes = cipher.doFinal();
123. out.write(outBytes);
124. out.flush();
125. }
127. public void setKey(Key key) {
128. this.key = key;
129. }
131. public Key getKey() {
132. return key;
133. }
135. public static void main(String[] args) throws Exception {
136. AES aes = new AES();
137. aes.generateKey();
138. File file = new File("D:/aa.jpg");
139. FileInputStream in = new FileInputStream(file);
140. File file1 = new File("D:/temp/pub.key");
141. FileOutputStream out = new FileOutputStream(file1);
142. aes.encrypt(in, out);
143. aes.decrypt(in, out);
144. }
146. }

![](data:image/png;base64,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)

加密，是以某种特殊的算法改变原有的信息数据，使得未授权的用户即使获得了已加密的信息，但因不知解密的方法，仍然无法了解信息的内容。大体上分为双向加密和单向加密，而双向加密又分为对称加密和非对称加密(有些资料将加密直接分为对称加密和非对称加密)。   
  
双向加密大体意思就是明文加密后形成密文，可以通过算法还原成明文。而单向加密只是对信息进行了摘要计算，不能通过算法生成明文，单向加密从严格意思上说不能算是加密的一种，应该算是摘要算法吧。具体区分可以参考：   
(本人解释不清呢 …… )   
<http://security.group.iteye.com/group/wiki/1710-one-way-encryption-algorithm>   
一、双向加密   
(一)、对称加密   
采用单钥密码系统的加密方法，同一个密钥可以同时用作信息的加密和解密，这种加密方法称为对称加密，也称为单密钥加密。   
需要对加密和解密使用相同密钥的加密算法。由于其速度，对称性加密通常在消息发送方需要加密大量数据时使用。对称性加密也称为密钥加密。   
所谓对称，就是采用这种加密方法的双方使用方式用同样的密钥进行加密和解密。密钥是控制加密及解密过程的指令。   
  
算法是一组规则，规定如何进行加密和解密。因此对称式加密本身不是安全的。 　　   
常用的对称加密有：DES、IDEA、RC2、RC4、SKIPJACK、RC5、AES算法等   
  
对称加密一般java类中中定义成员

Java代码

1. //KeyGenerator 提供对称密钥生成器的功能，支持各种算法
2. private KeyGenerator keygen;
3. //SecretKey 负责保存对称密钥
4. private SecretKey deskey;
5. //Cipher负责完成加密或解密工作
6. private Cipher c;
7. //该字节数组负责保存加密的结果
8. private byte[] cipherByte;

在构造函数中初始化

Java代码  ![](data:image/png;base64,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)

1. Security.addProvider(new com.sun.crypto.provider.SunJCE());
2. //实例化支持DES算法的密钥生成器(算法名称命名需按规定，否则抛出异常)
3. keygen = KeyGenerator.getInstance("DES");//
4. //生成密钥
5. deskey = keygen.generateKey();
6. //生成Cipher对象,指定其支持的DES算法
7. c = Cipher.getInstance("DES");

1. DES算法为密码体制中的对称密码体制，又被成为美国数据加密标准，是1972年美国IBM公司研制的对称密码体制加密算法。 明文按64位进行分组, 密钥长64位，密钥事实上是56位参与DES运算（第8、16、24、32、40、48、56、64位是校验位， 使得每个密钥都有奇数个1）分组后的明文组和56位的密钥按位替代或交换的方法形成密文组的加密方法。
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1. import java.security.InvalidKeyException;
2. import java.security.NoSuchAlgorithmException;
3. import java.security.Security;
5. import javax.crypto.BadPaddingException;
6. import javax.crypto.Cipher;
7. import javax.crypto.IllegalBlockSizeException;
8. import javax.crypto.KeyGenerator;
9. import javax.crypto.NoSuchPaddingException;
10. import javax.crypto.SecretKey;
12. public class EncrypDES {
14. //KeyGenerator 提供对称密钥生成器的功能，支持各种算法
15. private KeyGenerator keygen;
16. //SecretKey 负责保存对称密钥
17. private SecretKey deskey;
18. //Cipher负责完成加密或解密工作
19. private Cipher c;
20. //该字节数组负责保存加密的结果
21. private byte[] cipherByte;
23. public EncrypDES() throws NoSuchAlgorithmException, NoSuchPaddingException{
24. Security.addProvider(new com.sun.crypto.provider.SunJCE());
25. //实例化支持DES算法的密钥生成器(算法名称命名需按规定，否则抛出异常)
26. keygen = KeyGenerator.getInstance("DES");
27. //生成密钥
28. deskey = keygen.generateKey();
29. //生成Cipher对象,指定其支持的DES算法
30. c = Cipher.getInstance("DES");
31. }
33. /\*\*
34. \* 对字符串加密
35. \*
36. \* @param str
37. \* @return
38. \* @throws InvalidKeyException
39. \* @throws IllegalBlockSizeException
40. \* @throws BadPaddingException
41. \*/
42. public byte[] Encrytor(String str) throws InvalidKeyException,
43. IllegalBlockSizeException, BadPaddingException {
44. // 根据密钥，对Cipher对象进行初始化，ENCRYPT\_MODE表示加密模式
45. c.init(Cipher.ENCRYPT\_MODE, deskey);
46. byte[] src = str.getBytes();
47. // 加密，结果保存进cipherByte
48. cipherByte = c.doFinal(src);
49. return cipherByte;
50. }
52. /\*\*
53. \* 对字符串解密
54. \*
55. \* @param buff
56. \* @return
57. \* @throws InvalidKeyException
58. \* @throws IllegalBlockSizeException
59. \* @throws BadPaddingException
60. \*/
61. public byte[] Decryptor(byte[] buff) throws InvalidKeyException,
62. IllegalBlockSizeException, BadPaddingException {
63. // 根据密钥，对Cipher对象进行初始化，DECRYPT\_MODE表示加密模式
64. c.init(Cipher.DECRYPT\_MODE, deskey);
65. cipherByte = c.doFinal(buff);
66. return cipherByte;
67. }
69. /\*\*
70. \* @param args
71. \* @throws NoSuchPaddingException
72. \* @throws NoSuchAlgorithmException
73. \* @throws BadPaddingException
74. \* @throws IllegalBlockSizeException
75. \* @throws InvalidKeyException
76. \*/
77. public static void main(String[] args) throws Exception {
78. EncrypDES de1 = new EncrypDES();
79. String msg ="郭XX-搞笑相声全集";
80. byte[] encontent = de1.Encrytor(msg);
81. byte[] decontent = de1.Decryptor(encontent);
82. System.out.println("明文是:" + msg);
83. System.out.println("加密后:" + new String(encontent));
84. System.out.println("解密后:" + new String(decontent));
85. }
87. }

2. 3DES又称Triple DES，是DES加密算法的一种模式，它使用3条56位的密钥对3DES   
数据进行三次加密。数据加密标准（DES）是美国的一种由来已久的加密标准，它使用对称密钥加密法，并于1981年被ANSI组织规范为ANSI X.3.92。DES使用56位密钥和密码块的方法，而在密码块的方法中，文本被分成64位大小的文本块然后再进行加密。比起最初的DES，3DES更为安全。 　　   
3DES（即Triple DES）是DES向AES过渡的加密算法（1999年，NIST将3-DES指定为过渡的加密标准），是DES的一个更安全的变形。它以DES为基本模块，通过组合分组方法设计出分组加密算法，其具体实现如下：   
设Ek()和Dk()代表DES算法的加密和解密过程，K代表DES算法使用的密钥，P代表明文，C代表密文，   
这样， 　　   
3DES加密过程为：C=Ek3(Dk2(Ek1(P)))   
3DES解密过程为：P=Dk1((EK2(Dk3(C)))
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1. import java.security.InvalidKeyException;
2. import java.security.NoSuchAlgorithmException;
3. import java.security.Security;
5. import javax.crypto.BadPaddingException;
6. import javax.crypto.Cipher;
7. import javax.crypto.IllegalBlockSizeException;
8. import javax.crypto.KeyGenerator;
9. import javax.crypto.NoSuchPaddingException;
10. import javax.crypto.SecretKey;
12. public class EncrypDES3 {
14. // KeyGenerator 提供对称密钥生成器的功能，支持各种算法
15. private KeyGenerator keygen;
16. // SecretKey 负责保存对称密钥
17. private SecretKey deskey;
18. // Cipher负责完成加密或解密工作
19. private Cipher c;
20. // 该字节数组负责保存加密的结果
21. private byte[] cipherByte;
23. public EncrypDES3() throws NoSuchAlgorithmException, NoSuchPaddingException {
24. Security.addProvider(new com.sun.crypto.provider.SunJCE());
25. // 实例化支持DES算法的密钥生成器(算法名称命名需按规定，否则抛出异常)
26. keygen = KeyGenerator.getInstance("DESede");
27. // 生成密钥
28. deskey = keygen.generateKey();
29. // 生成Cipher对象,指定其支持的DES算法
30. c = Cipher.getInstance("DESede");
31. }
33. /\*\*
34. \* 对字符串加密
35. \*
36. \* @param str
37. \* @return
38. \* @throws InvalidKeyException
39. \* @throws IllegalBlockSizeException
40. \* @throws BadPaddingException
41. \*/
42. public byte[] Encrytor(String str) throws InvalidKeyException,
43. IllegalBlockSizeException, BadPaddingException {
44. // 根据密钥，对Cipher对象进行初始化，ENCRYPT\_MODE表示加密模式
45. c.init(Cipher.ENCRYPT\_MODE, deskey);
46. byte[] src = str.getBytes();
47. // 加密，结果保存进cipherByte
48. cipherByte = c.doFinal(src);
49. return cipherByte;
50. }
52. /\*\*
53. \* 对字符串解密
54. \*
55. \* @param buff
56. \* @return
57. \* @throws InvalidKeyException
58. \* @throws IllegalBlockSizeException
59. \* @throws BadPaddingException
60. \*/
61. public byte[] Decryptor(byte[] buff) throws InvalidKeyException,
62. IllegalBlockSizeException, BadPaddingException {
63. // 根据密钥，对Cipher对象进行初始化，DECRYPT\_MODE表示加密模式
64. c.init(Cipher.DECRYPT\_MODE, deskey);
65. cipherByte = c.doFinal(buff);
66. return cipherByte;
67. }
69. /\*\*
70. \* @param args
71. \* @throws NoSuchPaddingException
72. \* @throws NoSuchAlgorithmException
73. \* @throws BadPaddingException
74. \* @throws IllegalBlockSizeException
75. \* @throws InvalidKeyException
76. \*/
77. public static void main(String[] args) throws Exception {
78. EncrypDES3 des = new EncrypDES3();
79. String msg ="郭XX-搞笑相声全集";
80. byte[] encontent = des.Encrytor(msg);
81. byte[] decontent = des.Decryptor(encontent);
82. System.out.println("明文是:" + msg);
83. System.out.println("加密后:" + new String(encontent));
84. System.out.println("解密后:" + new String(decontent));
86. }
88. }

3. AES密码学中的高级加密标准（Advanced Encryption Standard，AES），又称  高级加密标准   
Rijndael加密法，是美国联邦政府采用的一种区块加密标准。这个标准用来替代原先的DES，已经被多方分析且广为全世界所使用。经过五年的甄选流程，高级加密标准由美国国家标准与技术研究院（NIST）于2001年11月26日发布于FIPS PUB 197，并在2002年5月26日成为有效的标准。2006年，高级加密标准已然成为对称密钥加密中最流行的算法之一。 　　该算法为比利时密码学家Joan Daemen和Vincent Rijmen所设计，结合两位作者的名字，以Rijndael之命名之，投稿高级加密标准的甄选流程。（Rijdael的发音近于 "Rhinedoll"。）
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1. import java.security.InvalidKeyException;
2. import java.security.NoSuchAlgorithmException;
3. import java.security.Security;
5. import javax.crypto.BadPaddingException;
6. import javax.crypto.Cipher;
7. import javax.crypto.IllegalBlockSizeException;
8. import javax.crypto.KeyGenerator;
9. import javax.crypto.NoSuchPaddingException;
10. import javax.crypto.SecretKey;
12. public class EncrypAES {
14. //KeyGenerator 提供对称密钥生成器的功能，支持各种算法
15. private KeyGenerator keygen;
16. //SecretKey 负责保存对称密钥
17. private SecretKey deskey;
18. //Cipher负责完成加密或解密工作
19. private Cipher c;
20. //该字节数组负责保存加密的结果
21. private byte[] cipherByte;
23. public EncrypAES() throws NoSuchAlgorithmException, NoSuchPaddingException{
24. Security.addProvider(new com.sun.crypto.provider.SunJCE());
25. //实例化支持DES算法的密钥生成器(算法名称命名需按规定，否则抛出异常)
26. keygen = KeyGenerator.getInstance("AES");
27. //生成密钥
28. deskey = keygen.generateKey();
29. //生成Cipher对象,指定其支持的DES算法
30. c = Cipher.getInstance("AES");
31. }
33. /\*\*
34. \* 对字符串加密
35. \*
36. \* @param str
37. \* @return
38. \* @throws InvalidKeyException
39. \* @throws IllegalBlockSizeException
40. \* @throws BadPaddingException
41. \*/
42. public byte[] Encrytor(String str) throws InvalidKeyException,
43. IllegalBlockSizeException, BadPaddingException {
44. // 根据密钥，对Cipher对象进行初始化，ENCRYPT\_MODE表示加密模式
45. c.init(Cipher.ENCRYPT\_MODE, deskey);
46. byte[] src = str.getBytes();
47. // 加密，结果保存进cipherByte
48. cipherByte = c.doFinal(src);
49. return cipherByte;
50. }
52. /\*\*
53. \* 对字符串解密
54. \*
55. \* @param buff
56. \* @return
57. \* @throws InvalidKeyException
58. \* @throws IllegalBlockSizeException
59. \* @throws BadPaddingException
60. \*/
61. public byte[] Decryptor(byte[] buff) throws InvalidKeyException,
62. IllegalBlockSizeException, BadPaddingException {
63. // 根据密钥，对Cipher对象进行初始化，DECRYPT\_MODE表示加密模式
64. c.init(Cipher.DECRYPT\_MODE, deskey);
65. cipherByte = c.doFinal(buff);
66. return cipherByte;
67. }
69. /\*\*
70. \* @param args
71. \* @throws NoSuchPaddingException
72. \* @throws NoSuchAlgorithmException
73. \* @throws BadPaddingException
74. \* @throws IllegalBlockSizeException
75. \* @throws InvalidKeyException
76. \*/
77. public static void main(String[] args) throws Exception {
78. EncrypAES de1 = new EncrypAES();
79. String msg ="郭XX-搞笑相声全集";
80. byte[] encontent = de1.Encrytor(msg);
81. byte[] decontent = de1.Decryptor(encontent);
82. System.out.println("明文是:" + msg);
83. System.out.println("加密后:" + new String(encontent));
84. System.out.println("解密后:" + new String(decontent));
85. }
87. }

(二)、非对称加密   
1976年，美国学者Dime和Henman为解决信息公开传送和密钥管理问题，提出一种新的密钥交换协议，允许在不安全的媒体上的通讯双方交换信息，安全地达成一致的密钥，这就是“公开密钥系统”。相对于“对称加密算法”这种方法也叫做“非对称加密算法”。 与对称加密算法不同，非对称加密算法需要两个密钥：公开密钥（publickey）和私有密钥   
（privatekey）。公开密钥与私有密钥是一对，如果用公开密钥对数据进行加密，只有用对应的私有密钥才能解密；如果用私有密钥对数据进行加密，那么只有用对应的公开密钥才能解密。因为加密和解密使用的是两个不同的密钥，所以这种算法叫作非对称加密算法。   
  
1. RSA 公钥加密算法是1977年由Ron Rivest、Adi Shamirh和LenAdleman在（美国麻省理工学院）开发的。RSA取名来自开发他们三者的名字。RSA是目前最有影响力的公钥加密算法，它能够抵抗到目前为止已知的所有密码攻击，已被ISO推荐为公钥数据加密标准。RSA算法基于一个十分简单的数论事实：将两个大素数相乘十分容易，但那时想要对其乘积进行因式分解却极其困难，因此可以将乘积公开作为加密密钥。
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1. import java.security.InvalidKeyException;
2. import java.security.KeyPair;
3. import java.security.KeyPairGenerator;
4. import java.security.NoSuchAlgorithmException;
5. import java.security.interfaces.RSAPrivateKey;
6. import java.security.interfaces.RSAPublicKey;
8. import javax.crypto.BadPaddingException;
9. import javax.crypto.Cipher;
10. import javax.crypto.IllegalBlockSizeException;
11. import javax.crypto.NoSuchPaddingException;
13. public class EncrypRSA {
15. /\*\*
16. \* 加密
17. \* @param publicKey
18. \* @param srcBytes
19. \* @return
20. \* @throws NoSuchAlgorithmException
21. \* @throws NoSuchPaddingException
22. \* @throws InvalidKeyException
23. \* @throws IllegalBlockSizeException
24. \* @throws BadPaddingException
25. \*/
26. protected byte[] encrypt(RSAPublicKey publicKey,byte[] srcBytes) throws NoSuchAlgorithmException, NoSuchPaddingException, InvalidKeyException, IllegalBlockSizeException, BadPaddingException{
27. if(publicKey!=null){
28. //Cipher负责完成加密或解密工作，基于RSA
29. Cipher cipher = Cipher.getInstance("RSA");
30. //根据公钥，对Cipher对象进行初始化
31. cipher.init(Cipher.ENCRYPT\_MODE, publicKey);
32. byte[] resultBytes = cipher.doFinal(srcBytes);
33. return resultBytes;
34. }
35. return null;
36. }
38. /\*\*
39. \* 解密
40. \* @param privateKey
41. \* @param srcBytes
42. \* @return
43. \* @throws NoSuchAlgorithmException
44. \* @throws NoSuchPaddingException
45. \* @throws InvalidKeyException
46. \* @throws IllegalBlockSizeException
47. \* @throws BadPaddingException
48. \*/
49. protected byte[] decrypt(RSAPrivateKey privateKey,byte[] srcBytes) throws NoSuchAlgorithmException, NoSuchPaddingException, InvalidKeyException, IllegalBlockSizeException, BadPaddingException{
50. if(privateKey!=null){
51. //Cipher负责完成加密或解密工作，基于RSA
52. Cipher cipher = Cipher.getInstance("RSA");
53. //根据公钥，对Cipher对象进行初始化
54. cipher.init(Cipher.DECRYPT\_MODE, privateKey);
55. byte[] resultBytes = cipher.doFinal(srcBytes);
56. return resultBytes;
57. }
58. return null;
59. }
61. /\*\*
62. \* @param args
63. \* @throws NoSuchAlgorithmException
64. \* @throws BadPaddingException
65. \* @throws IllegalBlockSizeException
66. \* @throws NoSuchPaddingException
67. \* @throws InvalidKeyException
68. \*/
69. public static void main(String[] args) throws NoSuchAlgorithmException, InvalidKeyException, NoSuchPaddingException, IllegalBlockSizeException, BadPaddingException {
70. EncrypRSA rsa = new EncrypRSA();
71. String msg = "郭XX-精品相声";
72. //KeyPairGenerator类用于生成公钥和私钥对，基于RSA算法生成对象
73. KeyPairGenerator keyPairGen = KeyPairGenerator.getInstance("RSA");
74. //初始化密钥对生成器，密钥大小为1024位
75. keyPairGen.initialize(1024);
76. //生成一个密钥对，保存在keyPair中
77. KeyPair keyPair = keyPairGen.generateKeyPair();
78. //得到私钥
79. RSAPrivateKey privateKey = (RSAPrivateKey)keyPair.getPrivate();
80. //得到公钥
81. RSAPublicKey publicKey = (RSAPublicKey)keyPair.getPublic();
83. //用公钥加密
84. byte[] srcBytes = msg.getBytes();
85. byte[] resultBytes = rsa.encrypt(publicKey, srcBytes);
87. //用私钥解密
88. byte[] decBytes = rsa.decrypt(privateKey, resultBytes);
90. System.out.println("明文是:" + msg);
91. System.out.println("加密后是:" + new String(resultBytes));
92. System.out.println("解密后是:" + new String(decBytes));
93. }
95. }

2. DSA   
Digital Signature Algorithm (DSA)是Schnorr和ElGamal签名算法的变种，被美国NIST作为DSS(DigitalSignature Standard)。(感觉有点复杂，没有附代码)   
详见<http://63938525.iteye.com/blog/1051565>   
  
(三)、题外话 MySQL加密解密函数   
MySQL有两个函数来支持这种类型的加密，分别叫做ENCODE()和DECODE()。   
下面是一个简单的实例：
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1. mysql> INSERT INTO users (username,password) VALUES ('joe',ENCODE('guessme','abr'));
3. Query OK， 1 row affected （0.14 sec）

其中，Joe的密码是guessme，它通过密钥abracadabra被加密。要注意的是，加密完的结果是一个二进制字符串，如下所示：   
  
提示：虽然ENCODE()和DECODE()这两个函数能够满足大多数的要求，但是有的时候您希望使用强度更高的加密手段。在这种情况下，您可以使用AES\_ENCRYPT()和AES\_DECRYPT()函数，它们的工作方式是相同的，但是加密强度更高。   
  
  
单向加密与双向加密不同，一旦数据被加密就没有办法颠倒这一过程。因此密码的验证包括对用户输入内容的重新加密，并将它与保存的密文进行比对，看是否匹配。一种简单的单向加密方式是MD5校验码。MySQL的MD5（）函数会为您的数据创建一个“指纹”并将它保存起来，供验证测试使用。下面就是如何使用它的一个简单例子：
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1. mysql> INSERT INTO users (username,password) VALUES ('joe',MD5('guessme'));
3. Query OK， 1 row affected （0.00 sec）

或者，您考虑一下使用ENCRYPT（）函数，它使用系统底层的crypt（）系统调用来完成加密。这个函数有两个参数：一个是要被加密的字符串，另一个是双（或者多）字符的“salt”。它然后会用salt加密字符串；这个salt然后可以被用来再次加密用户输入的内容，并将它与先前加密的字符串进行比对。下面一个例子说明了如何使用它：
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1. mysql> INSERT INTO users (username,password) VALUES('joe'， ENCRYPT('guessme','ab'));
3. Query OK， 1 row affected （0.00 sec）

提示：ENCRYPT()只能用在UNIX、LINIX系统上，因为它需要用到底层的crypt()库。   
  
二、单向加密(信息摘要)   
Java一般需要获取对象MessageDigest来实现单项加密(信息摘要)。   
1. MD5 即Message-Digest Algorithm 5（信息-摘要算法 5），用于确保信息传输完整一致。是计算机广泛使用的杂凑算法之一（又译摘要算法、哈希算法），主流编程语言普遍已有MD5实现。将数据（如汉字）运算为另一固定长度值，是杂凑算法的基础原理，MD5的前身有MD2、MD3和MD4。MD5的作用是让大容量信息在用数字签名软件签署私人密钥前被"压缩"成一种保密的格式（就是把一个任意长度的字节串变换成一定长的十六进制数字串）。   
除了MD5以外，其中比较有名的还有sha-1、RIPEMD以及Haval等

Java代码  ![](data:image/png;base64,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)

1. import java.security.MessageDigest;
2. import java.security.NoSuchAlgorithmException;
4. public class EncrypMD5 {
6. public byte[] eccrypt(String info) throws NoSuchAlgorithmException{
7. //根据MD5算法生成MessageDigest对象
8. MessageDigest md5 = MessageDigest.getInstance("MD5");
9. byte[] srcBytes = info.getBytes();
10. //使用srcBytes更新摘要
11. md5.update(srcBytes);
12. //完成哈希计算，得到result
13. byte[] resultBytes = md5.digest();
14. return resultBytes;
15. }

18. public static void main(String args[]) throws NoSuchAlgorithmException{
19. String msg = "郭XX-精品相声技术";
20. EncrypMD5 md5 = new EncrypMD5();
21. byte[] resultBytes = md5.eccrypt(msg);
23. System.out.println("密文是：" + new String(resultBytes));
24. System.out.println("明文是：" + msg);
25. }
27. }

2. SHA 是一种数据加密算法，该算法经过加密专家多年来的发展和改进已日益完善，现在已成为公认的最安全的散列算法之一，并被广泛使用。该算法的思想是接收一段明文，然后以一种不可逆的方式将它转换成一段（通常更小）密文，也可以简单的理解为取一串输入码（称为预映射或信息），并把它们转化为长度较短、位数固定的输出序列即散列值（也称为信息摘要或信息认证代码）的过程。散列函数值可以说时对明文的一种“指纹”或是“摘要”所以对散列值的数字签名就可以视为对此明文的数字签名。
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1. import java.security.MessageDigest;
2. import java.security.NoSuchAlgorithmException;
4. public class EncrypSHA {
6. public byte[] eccrypt(String info) throws NoSuchAlgorithmException{
7. MessageDigest md5 = MessageDigest.getInstance("SHA");
8. byte[] srcBytes = info.getBytes();
9. //使用srcBytes更新摘要
10. md5.update(srcBytes);
11. //完成哈希计算，得到result
12. byte[] resultBytes = md5.digest();
13. return resultBytes;
14. }
16. /\*\*
17. \* @param args
18. \* @throws NoSuchAlgorithmException
19. \*/
20. public static void main(String[] args) throws NoSuchAlgorithmException {
21. String msg = "郭XX-精品相声技术";
22. EncrypSHA sha = new EncrypSHA();
23. byte[] resultBytes = sha.eccrypt(msg);
24. System.out.println("明文是：" + msg);
25. System.out.println("密文是：" + new String(resultBytes));
27. }
29. }

附件中是以上几种的源代码，附带额外的两种使用方式。   
  
增加一种关于文件的哈希算法源代码：

Java代码  ![](data:image/png;base64,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)

1. import java.io.FileInputStream;
2. import java.io.InputStream;
3. import java.security.MessageDigest;
5. public class FileHashUtil {
7. public static final char[] hexChar = {
8. '0', '1', '2', '3', '4', '5', '6', '7', '8', '9', 'a', 'b', 'c', 'd', 'e', 'f' };
9. public static final String[] hashTypes = new String[] { "MD2", "MD5", "SHA1", "SHA-256", "SHA-384", "SHA-512" };
11. public void MD5File(String fileName) throws Exception{
12. //String fileName = args[0];
13. System.out.println("需要获取hash的文件为：　" + fileName);
14. java.util.List<MessageDigest> mds = new java.util.ArrayList<MessageDigest>();
15. for (String hashType : hashTypes) {
16. MessageDigest md = MessageDigest.getInstance(hashType);
17. mds.add(md);
18. }
19. InputStream fis = null;
20. try {
21. fis = new FileInputStream(fileName);
22. byte[] buffer = new byte[1024];
23. int numRead = 0;
24. while ((numRead = fis.read(buffer)) > 0) {
25. for (MessageDigest md : mds) {
26. md.update(buffer, 0, numRead);
27. }
28. }
29. } catch (Exception ex) {
30. ex.printStackTrace();
31. } finally {
32. if (fis != null) {
33. fis.close();
34. }
35. }
36. for (MessageDigest md : mds) {
37. System.out.println(md.getAlgorithm() + " == " + toHexString(md.digest()));
38. }
39. }

42. public static void main(String[] args) throws Exception {
43. String[] fileName = new String[] {"D:/hapfish/ShellFolder.java","D:/hapfish/ShellFolder - 副本.java",
44. "E:/ShellFolder - 副本.java","E:/ShellFolder.txt","D:/hapfish/ShellFolder.jpg",
45. "E:/ShellFolder增加字符.txt","D:/hapfish/birosoft.jar"};
46. FileHashUtil files  = new FileHashUtil();
47. for(int i=0;i<fileName.length;i++){
48. files.MD5File(fileName[i]);
49. }

52. }
54. public static String toHexString(byte[] b) {
55. StringBuilder sb = new StringBuilder(b.length \* 2);
56. for (int i = 0; i < b.length; i++) {
57. sb.append(hexChar[(b[i] & 0xf0) >>> 4]);
58. sb.append(hexChar[b[i] & 0x0f]);
59. }
60. return sb.toString();
61. }
63. }

运行说明

说明代码  ![](data:image/png;base64,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)

1. "D:/hapfish/ShellFolder.java",
2. "D:/hapfish/ShellFolder - 副本.java",
3. "E:/ShellFolder - 副本.java",
4. "E:/ShellFolder.txt",
5. "D:/hapfish/ShellFolder.jpg",
6. 以上五个文件是同一文件经过复制、改扩展名的，最后计算哈希结果是一致的。
8. "E:/ShellFolder增加字符.txt" 增加了几个字符串，就不一样了
10. "D:/hapfish/birosoft.jar" 完全不相关的另外一个文件

运行结果：

Java代码  ![](data:image/png;base64,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)

1. 需要获取hash的文件为：　D:/hapfish/ShellFolder.java
2. MD2 == 3a755a99c5e407005cd45ebd856b4649
3. MD5 == 5d08d440fa911d1e418c69a90b83cd86
4. SHA1 == 522c8c4f4ff1dd669e251c2ab854c3033a51ca63
5. SHA-256 == d1feb0c73c10a759e88bd240cb9d56d0598b4ff83a0704c6679f7ba12f6c4d99
6. SHA-384 == 8f8c9da4cd7241c58af3c52b49199033f2dcf3d67f421753999f87511618d9ea2d738e8c16b9b68a7572d06108ff10f6
7. SHA-512 == 4711579daee3ddacbaea189310348956cb43bcaaf0099f3be047b06f16c1a20a6b71ee3a4ee018128d647e9f2ef0d644747672238e49a8da3d0cd26dfe597458
8. 需要获取hash的文件为：　D:/hapfish/ShellFolder - 副本.java
9. MD2 == 3a755a99c5e407005cd45ebd856b4649
10. MD5 == 5d08d440fa911d1e418c69a90b83cd86
11. SHA1 == 522c8c4f4ff1dd669e251c2ab854c3033a51ca63
12. SHA-256 == d1feb0c73c10a759e88bd240cb9d56d0598b4ff83a0704c6679f7ba12f6c4d99
13. SHA-384 == 8f8c9da4cd7241c58af3c52b49199033f2dcf3d67f421753999f87511618d9ea2d738e8c16b9b68a7572d06108ff10f6
14. SHA-512 == 4711579daee3ddacbaea189310348956cb43bcaaf0099f3be047b06f16c1a20a6b71ee3a4ee018128d647e9f2ef0d644747672238e49a8da3d0cd26dfe597458
15. 需要获取hash的文件为：　E:/ShellFolder - 副本.java
16. MD2 == 3a755a99c5e407005cd45ebd856b4649
17. MD5 == 5d08d440fa911d1e418c69a90b83cd86
18. SHA1 == 522c8c4f4ff1dd669e251c2ab854c3033a51ca63
19. SHA-256 == d1feb0c73c10a759e88bd240cb9d56d0598b4ff83a0704c6679f7ba12f6c4d99
20. SHA-384 == 8f8c9da4cd7241c58af3c52b49199033f2dcf3d67f421753999f87511618d9ea2d738e8c16b9b68a7572d06108ff10f6
21. SHA-512 == 4711579daee3ddacbaea189310348956cb43bcaaf0099f3be047b06f16c1a20a6b71ee3a4ee018128d647e9f2ef0d644747672238e49a8da3d0cd26dfe597458
22. 需要获取hash的文件为：　E:/ShellFolder.txt
23. MD2 == 3a755a99c5e407005cd45ebd856b4649
24. MD5 == 5d08d440fa911d1e418c69a90b83cd86
25. SHA1 == 522c8c4f4ff1dd669e251c2ab854c3033a51ca63
26. SHA-256 == d1feb0c73c10a759e88bd240cb9d56d0598b4ff83a0704c6679f7ba12f6c4d99
27. SHA-384 == 8f8c9da4cd7241c58af3c52b49199033f2dcf3d67f421753999f87511618d9ea2d738e8c16b9b68a7572d06108ff10f6
28. SHA-512 == 4711579daee3ddacbaea189310348956cb43bcaaf0099f3be047b06f16c1a20a6b71ee3a4ee018128d647e9f2ef0d644747672238e49a8da3d0cd26dfe597458
29. 需要获取hash的文件为：　D:/hapfish/ShellFolder.jpg
30. MD2 == 3a755a99c5e407005cd45ebd856b4649
31. MD5 == 5d08d440fa911d1e418c69a90b83cd86
32. SHA1 == 522c8c4f4ff1dd669e251c2ab854c3033a51ca63
33. SHA-256 == d1feb0c73c10a759e88bd240cb9d56d0598b4ff83a0704c6679f7ba12f6c4d99
34. SHA-384 == 8f8c9da4cd7241c58af3c52b49199033f2dcf3d67f421753999f87511618d9ea2d738e8c16b9b68a7572d06108ff10f6
35. SHA-512 == 4711579daee3ddacbaea189310348956cb43bcaaf0099f3be047b06f16c1a20a6b71ee3a4ee018128d647e9f2ef0d644747672238e49a8da3d0cd26dfe597458
36. 需要获取hash的文件为：　E:/ShellFolder增加字符.txt
37. MD2 == f2717c24c6c0e110457bd17221c9ca6c
38. MD5 == c49e353a7c4c26bd7ccb5e90917c230f
39. SHA1 == 477c8a9e465bfaa4be42d35c032a17f7e6b42b97
40. SHA-256 == 9fa18adaf242ebcdc6563922d84c2a163c82e1a24db2eb2b73978ed1f354a8a3
41. SHA-384 == 4eee8f8e6d64d21c15dc01fa049f4d12a3b8e1d94d87763fe0bea75ab5ea8432fa8251289ece45ee39fe3d36b3c3020c
42. SHA-512 == e852ec0ff77250be497389d2f5a1818c18bb66106b9905c4ee26fe0d256eb3b77e0ce9a28a84e4b67e4332ba37ec3aa7518148e3a682318c0fc34c391f45c201
43. 需要获取hash的文件为：　D:/hapfish/birosoft.jar
44. MD2 == 38c5e1404718916dec59c33cafc909b3
45. MD5 == dc3e2cc4fb3949cf3660e0f5f8c3fba3
46. SHA1 == cde3dc25498afc5a563af0bb0eb54dc45f71bb28
47. SHA-256 == adf6a961c70c6ea677dff066fc5d896fb0beb4dd442ca0eb619ae1d1b04291e5
48. SHA-384 == fe7c6b754893c53ebd82bb53703fb5cc32115c9a38f98072f73def90729b271ee3c5c78e258bd9ff5ee5476193c2178b
49. SHA-512 == a15376f327256a6e049dfbdc5c2ad3a98bffccc6fa92ee01ff53db6b04471ca0f45ca28f76ff4a6911b57825afa046671299141f2499d71f1dac618c92385491

最后，把运行结果贴出来有点占空间，主要为了说明表述自己的猜想。一般来说同一哈希算法对同一文件(镜像、扩展名被修改)所产生的结果应该是一致的。   
  
因此有个猜想，在baidu文库、腾讯的群共享上传时，先会判断是否有相同文件，从某种可能上来说也采用了对文件的哈希算法，毕竟从本地运算一个哈希算法后获得的数值要比把整个文件传过去比较实惠得多。而且字符串的比较也是很方便的。   
  
对于某一种哈希算法，存在一种可能：就是两个不同的文件，计算出来的哈希值可能是一样的。当然为了保险，可以用两种甚至更多的哈希算法，只有在每种算法获得的哈希值都相同时，才能判断是同一个文件。   
如果我们也对用户上传的文件进行哈希计算的话，就可以节省资源，同样的文件按理说可以减少上传次数……