ASSIGNMENT-05

Q1Write a C/C++ program to implement a circular linked list with the

following operations:

a) Insert an element at a specific position specified by the user.

b) Insert an element at the beginning of the list

c) Insert an element at the end of the list.

d) Delete an element from a specific position specified by the user.

e) Delete the first element from the list.

f) Delete the last element from the list.

#include <stdio.h>

#include <stdlib.h>

struct node {

int data;

struct node\* link;

};

void add\_beg(int data, struct node\*\* head) {

struct node\* temp = (struct node\*)malloc(sizeof(struct node));

if (temp == NULL) {

printf("Memory allocation failed\n");

return;

}

if (\*head == NULL) {

temp->data = data;

temp->link = temp;

\*head = temp;

return;

}

struct node\* tail = \*head;

while (tail->link != \*head) {

tail = tail->link;

}

temp->data = data;

temp->link = \*head;

tail->link = temp;

\*head = temp;

}

void add\_end(int data, struct node\* head) {

struct node\* temp = (struct node\*)malloc(sizeof(struct node));

if (temp == NULL) {

printf("Memory not available\n");

return;

}

if (head == NULL) {

temp->data = data;

temp->link = temp;

return;

}

struct node\* tail = head;

while (tail->link != head) {

tail = tail->link;

}

temp->data = data;

tail->link = temp;

temp->link = head;

}

void print(struct node\* head) {

if (head == NULL) return;

struct node\* temp = head;

do {

printf("%d ", temp->data);

temp = temp->link;

} while (temp != head);

printf("\n");

}

int count(struct node\* head) {

if (head == NULL) return 0;

int count = 1;

struct node\* temp = head->link;

while (temp != head) {

count++;

temp = temp->link;

}

return count;

}

void add\_pos(struct node\*\* head, int pos, int data) {

struct node\* temp = (struct node\*)malloc(sizeof(struct node));

if (temp == NULL) {

printf("Memory allocation failed\n");

return;

}

if (\*head == NULL) {

temp->data = data;

temp->link = temp;

\*head = temp;

return;

}

int list\_size = count(\*head);

if (pos == 1) {

add\_beg(data, head);

free(temp);

return;

} else if (pos > list\_size + 1 || pos <= 0) {

printf("Invalid position\n");

free(temp);

return;

} else if (pos == list\_size + 1) {

add\_end(data, \*head);

free(temp);

return;

} else {

struct node\* current = \*head;

for (int i = 1; i < pos - 1; i++) {

current = current->link;

}

temp->data = data;

temp->link = current->link;

current->link = temp;

}

}

int main() {

struct node\* head = (struct node\*)malloc(sizeof(struct node));

if (head == NULL) {

printf("Memory not available \n");

return 1;

}

head->data = 1;

head->link = head;

printf("%d\n", head->data);

add\_beg(2, &head);

printf("After adding at the beginning: %d\n", head->data);

printf("Second element: %d\n", head->link->data);

print(head);

add\_end(0, head);

printf("\n");

printf("Adding the elemtns in the end\n");

print(head);

add\_pos(&head, 2, 7);

printf("Adding the node at 2nd postion\n");

print(head);

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

#include <stdio.h>

#include <stdlib.h>

struct node{

int data;

struct node\*link;

};

void add\_beg(int data,struct node\*\*head){

struct node\*temp = (struct node\*)malloc(sizeof(struct node));

if (temp==NULL){

printf("Memory allocation failed\n");

return;

}

if (\*head==NULL){

temp->data = data;

temp->link = temp;

\*head = temp;

return;

}

struct node\*tail = (\*head);

while (tail->link!=\*head){

tail = tail->link;

}

temp->data = data;

temp->link = \*head;

tail->link = temp;

\*head = temp;

}

int main(){

struct node\*head = (struct node\*)malloc(sizeof(struct node));

if (head==NULL){

printf("Memory not available \n");

return 1;

}

head->data = 1;

head->link = head;

struct node\*tail = head;

printf("%d\n",(tail->data));

add\_beg(2,&head);

printf("after adding the node in the begginning\n");

printf("%d\n",(head->data));

printf("%d\n",(head->link->data));

}

OUTPUT:
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#include <stdio.h>

#include <stdlib.h>

struct node{

int data;

struct node\*link;

};

void add\_beg(int data,struct node\*\*head){

struct node\*temp = (struct node\*)malloc(sizeof(struct node));

if (temp==NULL){

printf("Memory allocation failed\n");

return;

}

if (\*head==NULL){

temp->data = data;

temp->link = temp;

\*head = temp;

return;

}

struct node\*tail = (\*head);

while (tail->link!=\*head){

tail = tail->link;

}

temp->data = data;

temp->link = \*head;

tail->link = temp;

\*head = temp;

}

void add\_end(int data,struct node\*head){

struct node\*temp = (struct node\*)malloc(sizeof(struct node));

if (temp==NULL){

printf("Memory not available\n");

return;

}

struct node\*tail = head;

if(head==NULL){

add\_beg(data,&head);

return;

}

while(tail->link!=head){

tail = tail->link;

}

tail->link = temp;

temp->data = data;

temp->link = head;

}

void print(struct node\*head){

struct node\*temp = head;

while (temp->link!=head){

printf("%d\n",temp->data);

temp = temp->link;

}

printf("%d",temp->data);

}

int main(){

struct node\*head = (struct node\*)malloc(sizeof(struct node));

if (head==NULL){

printf("Memory not available \n");

return 1;

}

head->data = 1;

head->link = head;

struct node\*tail = head;

printf("%d\n",(tail->data));

add\_beg(2,&head);

printf("after adding the node in the begginning\n");

print(head);

printf("after adding the node in the end\n");

add\_end(0,head);

print(head);

}

OUTPUT:
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#include <stdio.h>

#include <stdlib.h>

struct node{

int data;

struct node\*link;

};

void add\_end(int data,struct node\*\*head){

struct node \*temp = (struct node \*)malloc(sizeof(struct node));

if (temp == NULL) {

printf("Memory not available\n");

return;

}

temp->data = data;

if (\*head == NULL) {

temp->link = temp;

\*head = temp;

return;

}

struct node \*tail = \*head;

while (tail->link != \*head) {

tail = tail->link;

}

temp->link = \*head;

tail->link = temp;

}

void del\_beg(struct node\*\*head){

struct node\*tail = \*head;

while(tail->link!=(\*head)){

tail = tail->link;

}

tail->link = (\*head)->link;

free(\*head);

\*head = tail->link;

}

void del\_end(struct node\*\*head){

if (\*head == NULL) {

printf("List is empty, cannot delete.\n");

return;

}

if ((\*head)->link == \*head) {

free(\*head);

\*head = NULL;

return;

}

struct node\*current = \*head;

struct node\*previous = NULL;

while(current->link!=\*head){

previous = current;

current = current->link;

}

previous->link = \*head;

free(current);

}

void print(struct node\*head){

if (head == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = head;

do {

printf("%d\n", temp->data);

temp = temp->link;

} while (temp != head);

}

void del\_pos(struct node\*\*head,int pos,int n){

if (\*head==NULL){

printf("List is empty");

return;

}

if (pos==0 || pos>(n+1)){

printf("Enter an appropriate position \n");

return;

}

if (pos==1){

del\_beg(head);

return;

}

if (pos==n+1){

del\_end(head);

return;

}

struct node\*previous = NULL;

struct node\*current = (\*head);

for (int i = 1;i<=(pos-1);i++){

previous = current;

current = current->link;

}

previous->link = current->link;

free(current);

}

int main(){

int n;

printf("Enter the number of numbers you want to enter: ");

scanf("%d",&n);

int array[n];

struct node\*head = NULL;

for (int i = 0;i<n;i++){

printf("Enter a number: ");

scanf("%d",&array[i]);

}

for (int i = 0;i<n;i++){

add\_end(array[i],&head);

}

printf("Content of the linked list \n");

print(head);

free(array);

int pos;

printf("Enter the postion: ");

scanf("%d",&pos);

del\_pos(&head,pos,n);

printf("After deleting the particular postion node\n");

print(head);

}

OUTPUT:
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#include <stdio.h>

#include <stdlib.h>

struct node{

int data;

struct node\*link;

};

void add\_beg(int data,struct node\*\*head){

struct node\*temp = (struct node\*)malloc(sizeof(struct node));

if (temp==NULL){

printf("Memory allocation failed\n");

return;

}

if (\*head==NULL){

temp->data = data;

temp->link = temp;

\*head = temp;

return;

}

struct node\*tail = (\*head);

while (tail->link!=\*head){

tail = tail->link;

}

temp->data = data;

temp->link = \*head;

tail->link = temp;

\*head = temp;

}

void add\_end(int data,struct node\*\*head){

struct node \*temp = (struct node \*)malloc(sizeof(struct node));

if (temp == NULL) {

printf("Memory not available\n");

return;

}

temp->data = data;

if (\*head == NULL) {

temp->link = temp;

\*head = temp;

return;

}

struct node \*tail = \*head;

while (tail->link != \*head) {

tail = tail->link;

}

temp->link = \*head;

tail->link = temp;

}

void print(struct node\*head){

if (head == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = head;

do {

printf("%d\n", temp->data);

temp = temp->link;

} while (temp != head);

}

void del\_beg(struct node\*\*head){

struct node\*tail = \*head;

while(tail->link!=(\*head)){

tail = tail->link;

}

tail->link = (\*head)->link;

free(\*head);

\*head = tail->link;

}

int main(){

int n;

printf("Enter the number of numbers you want to enter: ");

scanf("%d",&n);

int array[n];

struct node\*head = NULL;

for (int i = 0;i<n;i++){

printf("Enter a number: ");

scanf("%d",&array[i]);

}

for (int i = 0;i<n;i++){

add\_end(array[i],&head);

}

printf("Content of the linked list \n");

print(head);

free(array);

del\_beg(&head);

printf("After deleting the fist element\n");

print(head);

}

OUTPUT:
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#include <stdio.h>

#include <stdlib.h>

struct node{

int data;

struct node\*link;

};

void add\_beg(int data,struct node\*\*head){

struct node\*temp = (struct node\*)malloc(sizeof(struct node));

if (temp==NULL){

printf("Memory allocation failed\n");

return;

}

if (\*head==NULL){

temp->data = data;

temp->link = temp;

\*head = temp;

return;

}

struct node\*tail = (\*head);

while (tail->link!=\*head){

tail = tail->link;

}

temp->data = data;

temp->link = \*head;

tail->link = temp;

\*head = temp;

}

void add\_end(int data,struct node\*\*head){

struct node \*temp = (struct node \*)malloc(sizeof(struct node));

if (temp == NULL) {

printf("Memory not available\n");

return;

}

temp->data = data;

if (\*head == NULL) {

temp->link = temp;

\*head = temp;

return;

}

struct node \*tail = \*head;

while (tail->link != \*head) {

tail = tail->link;

}

temp->link = \*head;

tail->link = temp;

}

void print(struct node\*head){

if (head == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = head;

do {

printf("%d\n", temp->data);

temp = temp->link;

} while (temp != head);

}

void del\_end(struct node\*\*head){

if (\*head == NULL) {

printf("List is empty, cannot delete.\n");

return;

}

if ((\*head)->link == \*head) {

free(\*head);

\*head = NULL;

return;

}

struct node\*current = \*head;

struct node\*previous = NULL;

while(current->link!=\*head){

previous = current;

current = current->link;

}

previous->link = \*head;

free(current);

}

int main(){

int n;

printf("Enter the number of numbers you want to enter: ");

scanf("%d",&n);

int array[n];

struct node\*head = NULL;

for (int i = 0;i<n;i++){

printf("Enter a number: ");

scanf("%d",&array[i]);

}

for (int i = 0;i<n;i++){

add\_end(array[i],&head);

}

printf("Content of the linked list \n");

print(head);

free(array);

del\_end(&head);

printf("After deleting the last element\n");

print(head);

}
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Q2: Write a C/C++ code to implement stack with following operations using

array.

a) create () = Create a stack.

b) push() = Pushing (storing) an element on the stack

c) pop() = Removing (accessing) an element from the stack.

d) peek() = Get the top data element of the stack, without removing it

e) isFull() = Check if stack is full.

f) isEmpty() = Check whether the stack is empty, and return true or false.

#include <stdio.h>

#include <stdbool.h>

#define MAX 100

struct stack {

int stArr[MAX];

int top;

};

typedef struct stack STACK;

void create(STACK\* s) {

s->top = -1;

}

void push(STACK\* s, int value) {

if (s->top == MAX - 1) {

printf("Stack Overflow Cannot push element.\n");

return;

}

(s->top)+=1;

s->stArr[s->top] = value;

printf("%d pushed onto the stack.\n", value);

}

int pop(STACK\* s) {

if (s->top == -1) {

printf("Stack Underflow Cannot pop element.\n");

return -1;

}

(s->top)-=1;

int poppedValue = s->stArr[s->top];

printf("%d popped from the stack.\n", poppedValue);

return poppedValue;

}

int peek(STACK\* s) {

if (s->top == -1) {

printf("Stack is empty.\n");

return -1;

}

return s->stArr[s->top];

}

bool isFull(STACK\* s) {

return s->top == MAX - 1;

}

bool isEmpty(STACK\* s) {

return s->top == -1;

}

int main() {

STACK myStack;

create(&myStack);

push(&myStack, 10);

push(&myStack, 20);

push(&myStack, 30);

printf("Top element: %d\n", peek(&myStack));

pop(&myStack);

pop(&myStack);

if (isFull(&myStack)){

printf("Stack overflow\n");

}

else{

printf("The stack is not overflowed \n");

}

if (isEmpty(&myStack)){

printf("The stack is underflowed \n");

}

else{

printf("The stack is not underflowed \n");

}

push(&myStack, 101);

return 0;

}

OUTPUT:
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Q3 Q3: Write a C/C++ code to implement stack with all the operations defined in

Q2 using Linked list.

#include <stdio.h>

#include <stdlib.h>

struct node {

int data;

struct node\* link;

};

void push(struct node\*\* top, int value) {

struct node\* new\_node = (struct node\*)malloc(sizeof(struct node));

if (new\_node == NULL) {

printf("Stack overflow \n");

exit(1);

}

new\_node->data = value;

new\_node->link = \*top;

\*top = new\_node;

printf("%d pushed onto the stack.\n", value);

}

void pop(struct node\*\* top) {

if (\*top == NULL) {

printf("Stack underflow \n");

return;

}

struct node\* temp = \*top;

printf("%d popped from the stack.\n", temp->data);

\*top = (\*top)->link;

free(temp);

}

int peek(struct node\* top) {

if (top == NULL) {

printf("Stack is empty\n");

return -1;

}

return top->data;

}

int is\_empty(struct node\* top) {

return (top == NULL);

}

int main() {

struct node\* top = NULL;

if (is\_empty(top)) {

printf("Stack is empty\n");

}

push(&top, 1);

push(&top, 2);

printf("Top element: %d\n", peek(top));

pop(&top);

pop(&top);

if (is\_empty(top)) {

printf("Stack is empty\n");

}

}

OUTPUT:
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