INTRODUCTION

**---------Morgan Stanley background--------**

As my project started I was introduced to various technologies, software and tools used by the team. The team uses a tool to store necessary calculations and do reporting on the received data. The tool stores data from different soft wares do some calculations on its own and acts as User Interface to show the obtained data in a user friendly way to the client who accesses this data from different locations and different environment. There are different calculations that are done by the main software.

The calculations are mainly Profit and Loss calculations which are shown as a change in value of the trade over a time period. This calculation is done on the basis that the trade value that was on the last working day minus the trade that is on the present day. The calculations are evaluated in the ripple and stored in the database.

For instance, Profit and Loss = Calculations (T) – Calculations (T-1)

Where T is the Time where calculations are done for today and the last working day. The last working day excludes all the business holidays.

Here, calculations are of many types like the capital that is being made, the capital that is assumed to be made in future, the necessary fees and so on. These calculations together are used to calculate the Profit and Loss that is further stored and analyzed by the monitoring tem.

The calculations also include earned revenues and incurred expenses that are summed to get the final total which is calculated as the final sum to be used as the estimation to see what all calculations are going wrong. These calculations are analyzed with calculations that actually occur to see the change or the change in the happenings of the trades.

There are other calculations that are done on the main software which requires the knowledge of the financial term Options. Options are a financial derivative sold by an option writer to an option buyer. The contract offers the buyer the right, but not the obligation, to buy (call option) or sell (put option) the underlying asset at an agreed-upon price during a certain period of time or on a specific date.

One of them is the Kappa effect which tells investors how much an option's price will change for a given change in implied volatility, even if the actual price of the underlying stays the same.

Then there is one calculation called theta which is a measure of the rate of decline in the value of an option due to the passage of time. It can also be referred to as an option’s time decay. If everything is held constant, the option loses value as time moves closer to the maturity of the option. Maturity date is the date on which the principal amount of a note, draft, acceptance bond or another debt instrument becomes due and is repaid to the investor and interest payments stop. It is also the termination or due date on which an installment loan must be paid in full.

There is another calculation called Gamma which is e rate of change in an option's delta per 1-point move in the underlying asset's price. Gamma is an important measure of the convexity of a derivative's value, in relation to the underlying.

Apart from this, there are other calculations that take place in the main software that are stored in the database. There are some internal calculations that take place here and require some parameters from the other soft wares to make calculations. So, the main software takes Profit and Loss calculations as well as some parameters from other soft wares and some risk and Profit and Loss data from other soft wares to store and display the data according to different regions to the monitoring teams according to their needs.

This is the main software my team works on. Basically, it takes input that is Profit and Loss calculations and risk analysis data from different soft wares and does some calculations on its own, as described earlier which is then put into the database and the necessary monitoring takes place according to the requirements of the team. The other software performs all sorts of necessary calculations and analysis depending on business logic. The main software is basically old school software made of C# GUI, Java server and a database of Morgan Stanley which essentially is a RDBMS.

--Diagram of GUI, Soap SERvice (Simple)

It also contains a cache with a filesystem used for necessary calculations which will be described later. The request from the main software is sent to the Server which is a Java server from the GUI using the SOAP interface. All the data that is obtained from other software/systems is stored in the cache. The technologies mentioned above are describes in detail below:

C# GUI, Java server and a database – describe - RDBMS

The SOAP interface, GUI

As mentioned earlier, there are many soft wares that perform necessary calculations and pass on data to the main software. Here is the description of all the soft wares:

1. In this software, the data from the last working data till the present working day is analyzed. The calculations are mainly Profit and Loss calculations and the risk calculations. SWAPS, BONDS, FUTURES.

There is this file storage to store all the files required for the calculations or the files that contain calculated data. Also the calculations take place on a server which is based on a programming language ------description------- .

All necessary tasks are submitted through the API for an intermediate between here and the main software because this API acts as an interface between A+ programming language and the Java/ C# systems. It uses SOAP interface to communicate.
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The API helps getting information of the data using some data entries’. Besides information, it also helps to access user’s data. The collected data is sent to the main software using this API. This software is based on Unix/Linux. The data that is obtained overnight is stored in the cache. This is all handled with the help of a broker which acts as a manager to manage resources and helps in distribution. Also, an engine is used which is helpful in the parallel execution of the numbers. All this information gathered from this software is sent to the main software which uses it for the further analysis.

1. Other software that sends its data to the main software is sending the risk calculations to the main software. This is a kind of library that is used for pricing purposes. It runs as a grid that calculates and manages many engines. This software is written entirely in C++ programming language which is ----description of C++----------

This software runs on Linux and uses optimized algorithms to make it better. It is also used via other soft wares by just referencing to the name of this software.

This software is mainly uses a grid distribution which consists of a grid server for the client to connect to, a virtual grid to perform specific function, some individual and virtual machine grid nodes. A node runs specific number of tasks per time and performs a proper connection on both sides to do some work. There are some tasks done individually through the nodes. This is the way; this software is working and doing some calculations to provide data to the main software. Also, as it is a kind of library, it is used by other soft wares to get some parameters or data from it.

The data is put into the main software from this internal software using middleware that is used to deliver asynchronous messages between many platforms and languages. The messages are read by one process that reads messages from one side and sends it to the main software. It acts as an intermediate to read and deliver messages. This process is written in A+ programming language. It takes object of this software and converts into the table which is sent to the main software. The risk related data is sent by this software which is then used by the main software.

--------------- diagram----------------

This software sends the data that is completed or is recovered to the main software. Now, the main software listens to the incoming data. The data is again stored in the cache for reporting in the main software. This data is then used by the team for monitoring or analyzing.

1. There is software that puts data into the main software. This software sends risk data to the main software. This software is built on top of the calculations infrastructure that provides development and run time environment for this software which makes it easier for the systems to share code and resources. This infrastructure improves the performance of many systems as it helps to become a model for many applications, acts a framework to manage many models, represents code level for some models and acts as an IDE. The infrastructure diagram is shown below.

------diagram of optimus-------------

The software is built on this infrastructure does all its calculations related to risk on this infrastructure and when these calculations are complete, the data is sent to the main software using the SOAP request. The data is stored in a CSV format for other systems to be used. This is handled by a process which can be done with either file based or SOAP interface. Basically, the process is such that the data file is written and when ready, a file to notify is made. This file will start the loading of files which will start the processing by renaming the files. The successful files are sent to a folder and failed files are kept aside.

------diagram of CSV importer----------

For the main software, the incoming data is listened with Java and the data is translated according to the needs or the way main software wants it to be and then stored again in the main software for further processes.

------------- diagram of RICE----------

These are some of the soft wares that send data. Also, there are other risk calculations that are put into the main software apart from what is discussed above.

Now the main software that accumulates the data from different soft wares and some calculations on its own follows some process to get data into the database and use it further. The software is such that to make it highly available and scalable to make its performance better. The internal software is managed using a load balancer that helps in further improving the data management.

There are different components of the main software which includes the soap service, the submission of risk and Profit and Loss tasks.

1. Soap Service:

The Graphical user interface of the main software requests data from the main software using a SOAP service. This SOAP service has an end point which receives the data and helps in the binding of the SOAP service with the Java method.

There are many servers used by the company which is managed by an application which is used to remotely control and monitor applications. There is a real time monitoring that happens with the help of this application. It allows users to control, inspect and manage different applications and different hosts.

So, as the request comes, the user interface randomly decides to go one SOAP server to process the request. As request reaches the request can be sent to either processes or to submit tasks like Profit and Loss calculations or Risk calculations or to get the status of the tasks.

------diagram of Soap Service------

As mentioned earlier, there is a load balancer which helps in distributing the requests evenly among different SOAP servers.

1. Task submission:

The task submits that are requested from the SOAP service are sent to one of the classes for the further process to take place. Theses tasks can be Risk calculations or Profit and Loss calculations or any other calculations which are then sent to the broker. Other calculations are sent to another system which manages such kind of calculations and is used as a submission and monitoring tool for such requests.

The Risk and Profit and Loss calculations are sent to the broker who is managed by the main software which further sends these requests to an engine. This engine is different for Risk and Profit and Loss calculations which will be described later. This engine will ask other soft wares for the calculations and will also use the calculations made by the main software itself for the processing

-------diagram of this -----------

1. Profit and Loss submission:

There is a class that handles the requests that are made particularly to this category. The request is sent to the one of the engines by the broker who picks one engine to perform the calculations. The engine sends the request to the task manager which sends it further to the calculations handler which are further sent to the Calculations factory where the calculations take place and are sent back to handler which stores these calculations in the database and are used when the request is made.

-------diagram-------------

1. Risk submission:

In this submission, the requests that are sent to the broker which picks one engine to perform tasks. The engine sends the request to the task manager which sends it further to the calculations handler which further sends it to servers to obtain data for this category after which some files generated and are send to the handler. After all this, handler stores these calculations in the database.

-----------diagram-------------

1. Other submissions:

These requests are sent to another software that is describes earlier and this software gets input from all other internal soft wares that do the calculations and give the result back to the handler and again stored in the database.

------------------screeenshots of ripple with explanations------------------

**Tool:**

I started working on a tool which is a kind of health checkup tool which is required to check the main software, the databases, networks and other functionalities to check if everything is working fine. This tool is run in the early hours of the day to check if the particular application is up and is ready to perform operations and can be used to perform business logics.

This particular tool uses one internal library for all processes to take place. It is a kind of API which is used during the development of the tool to check the main software. It is used as a building block such that a series of checks are performed in some order. These tests are performed on various parts of the system to ensure the right of the status of the main software. It will check if the test is passed, failed or have a warning and sends a report to the user every morning.

This library works on a concept of tree like hierarchy of different tests which are accomplished on the application and the ecosystem of this application. All of these different checks are together agglomerated to get the result globally.

One check is a task that is repeated to return a status that indicates weather the outcome is Pass, Fail and Warn. These checks are indicated in the result in the form in form an email which is sent to the team on the basis of results that are obtained and are colored on the basis such that if Pass than the color is indicated as green, if Fail, it is marked and Red and otherwise if warning, it is indicated with Amber color.

There are some examples of these tests.

1. Ping a computer:

This test is executed to check the connection of some network which includes pinging a particular host and a TCP connection to check a particular host an d a particular port on that host.

1. Test a database connection:

This tests as indicated in the name, is used to check the database connection and see if the database is reacting to some query.

1. Test a Message Queue.

There is this test to check if a particular message queue is performing its actions. This depends on the soft wares that are using this tool.

1. Execute some business logic

There are also tests to check some business logic behind some soft wares by sending some check from this tool or a connection to some functionality of the main software that returns a particular value which is checked on this tool and gives back the required result.

There are some post processes that take place after the results have been calculated. The postprocessor takes the end result and does some processes with it by running a tree, as described earlier. These post processes are run in a chain such that it picks up the result of the previous one and gives the result in the tree like structure.

Some examples of the post processes are:

1. Generate a report:

A report is generated out of the processes which is send to the team.

1. Send an email

The report that is generated is sent to the team via an email which is used by the team to easily monitor/ check what all is going on in the main software.

1. Save results to the tool’s database

The results that are obtained are also stored in the database.

1. Publishes the results

The results are stored and published when required.

----------------diagram of above----------

The library executes different checks and does them in groups. There are logics applied to the results. It checks AND-like logics such that it returns PASS if every test is passed, returns WARN if at least one test is warn and no failure and returns FAIL if at least one test is failed.
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Similarly, It checks OR-like logics such that it returns PASS if at least one test is passed, returns WARN if at least one test is warn and no test is passed and returns FAIL if all tests failed.

![](data:image/png;base64,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)

The main class of this library is started such that there is a context file written in spring where different instances are defined which also must have automatic start property set to true in order to start. Also, a parameter for the Checks to be executed should be defined. There are also other ways to start the main class then using the automatic start option.

So, to use this library in one project, it should contain configuration files written in spring containing spring beans. For instance, the tool that is used by my team uses the same concept of using different context files as many needed. For example, if database check is needed to be performed it contains one context file that contains all the databases that needs to be checked. A particular check could have child checks or zero child checks that are executed weather the parent check returns pass, fail or warn.

And after the checks are being executed and return some results, the post processing is started and the results are processed in the form an email using the library class. There are other things that are managed using the template file that is used to make email look better by using some properties for processing an email.

To start with the project description, I would like to introduce Spring.

-----------spring desiption-----------

For the tool that our team works on is structured in a way that the spring configuration file that contains other child context files that are called with the help of a class that uses the main library to perform some checks. Further, each context file has its own functionalities. For instance, the context file for the database check is made such that it checks each database that is required by the team and sends the query to the database to check if it is working. This database is connected to the class in the library that will perform checks and gives necessary results according to the results obtained after querying the database. It runs a program to check the database.

There is another check that is performed by the team. This check is for checking of the functionalities of the main software. This includes checking the tasks performed by the main software. The main software performs some sort of calculations as mentioned earlier. It takes some tasks and submits it using some functions in the main software. These tasks help in calculations of the Profit and Loss and Risk which are further used by the monitoring team. Now, we require making a system to check if these tasks have been submitted and the calculations are being done so that it is for the team to evaluate the main software. This will allow my team to check the systems if working fine by letting them understand the system through an email rather than going into the whole thing and seeing what is going wrong. So, to reduce the overhead of going and checking tasks for each submission and checking each database, this check library is used to implement the tool to get better insight of the work. This reduces the work for the team. So, in this case there are checks performed which are particular to one region and environment. For example, every time a check is performed, it particularly is for one region and environment and tasks in that region and environment. Also, the databases in that region and environment are checked.

Basically, a configuration file is run which runs a list of different checks. These checks have their own spring configuration files that send the check request to the library. In case of the tasks that are checked inside the main software. The check request is send to a class that will try to submit the tasks first which functionality is send to the main software to check the tasks if submitted or not. These checks have children which are the Profit and Loss and Risk calculations which are required to check the tasks that have been submitted to the Profit and Loss and the Risk. These checks returns result as Pass, Fail or Amber on the basis of which these are sent to the report. These act in the AND-like structure where they are marked Red if at least one test fails and marked green if all test pass.

Now, the results are sending as report which is send to the post processor for the email to be sent to the team every morning to see the status.

--------- diagram of structure of how is working------------

------diagram of initial result of RFB and explanation------------

**Problem statement:**

The first thing that I was required to learn was about the platform and architecture that my team works on. There was an introductory session given to me on the main software that my team works on. After all this I was asked to work on all these soft wares on my won and learn more about the architecture and get a deep learning on what is going on the system. This included learning everything related to the functionalities of the main software and getting acquainted with the existing code and learning about the system.

The next problem was to get all the permissions required for the software to run on the system that was provided to me. This included getting into the team by getting permission to get into the different team groups and getting permissions to download many soft wares that are required for the team to be worked on. To take these permissions various approvals were required and I was asked to talk to people to get approvals because different people or teams are responsible for different approval requests.

After this, I was asked to get proper knowledge of the code and try to run and debug it, to get better insight of what is working inside the main software and what are the different functionalities. I was asked to go through the code which is written in Java programming language (described earlier) and run on IDE IntelliJ. The GUI is written in .Net (described earlier) for which I was asked to install visual Studio which is also an IDE. I was asked to run these codes and get more empirical knowledge of the main software.

The next issue was to learn about the tool that is used to check the main software to see if the functionalities are working fine. Apart from this, I was also asked to run the code and get the results to better get knowledge how the results are being obtained and debug and get to know, how the software is working. This tool is written in Scala which was also a task to learn a new programming language and code in it.

After this I was asked to enhance the functionalities of the tool which started with implementing small things first and then go on to moving to change structure of the tool. Some of the steps include:

1. First of all, to get acquainted with the code I was asked to implement a small network check into the code. This check included Ping check that gets that connection from the host see if it is connected or not and TCP check that gets a connection from a host and a port to see if the connection is made or not.
2. Then I was asked to check if a particular functionality in some server is working. It was such that I had to check if the functionality of the software is returning some data. The data that was returned was required to have some value, which would return FAIL if there was not data returned in that functionality and would return PASS otherwise.
3. I was asked to get a better understanding of the entire code and figure out the better how the things can be done. As in, I was asked to integrate the structure of the tool in a better way such that there are fewer hierarchies in the result and that the code has to go through lesser number of hierarchies to give back the result. This included sending the data as an email for all the regions and environments rather than for one specific region or environment. There was combination of many regions along with many different environments that were supposed to be sending via mail.
4. After this, I was asked to improve the template/ design of the tool such that the email that is sent every morning has a better view and gives out only some information rather than delivering everything that is not even required.
5. Last thing in this was to get the results as PASS as much as possible to see everything is working fine.

DOCUMENTATION:

After improving the working of the tool, I was asked to write a document for the same that included all the details of the working of the tool. As it is said, “With a great tool there comes great power; however, to fully unleash this power it takes commitment and a drive for excellence. Real success using any tool starts by understanding why its use is so important”. So, it is really important to have a documentation for a tool so that we can go through it whenever needed to get to know what is going on in the project if it would ever need improvement in future by some other developer.

I was asked to write a document so that the procedure of the tool is easily understandable. Other developers who in future might have to use or maintain this tool could understand the toll in the most efficient way. Even if I need any help with the tool ever, I can get back to this document and understand what is going on in the tool and what the process is. This would also reduce the training time for the developers who are willing to work in future in this team and are required to work on this tool. Apart from this, it is always professional to write a document. As Morgan Stanley is a professional organization that requires employees to be professional at all times which also reflects in the way that the employees write the code or write the documents required for the tools and soft wares.

Ripple GUI:

The next task that was supposed to be done was to improve the performance and efficiency of the graphical user interface of the main software which is a C# based user interface that sends requests to the Java based back end through a SOAP service.

There are different task submissions going on in the software at one time and that it requires some time to process all the submissions which results in decrease of performance and it is difficult for the users to cope up with this. So, to increase the performance and to make it better for the users to access, I was asked to improve the quality of the user interface such that by adding another window that would help in reducing the overhead.

It was basically getting all the regions and environments in one window and looking at it in a most efficient way to better get an idea of what is going on and where all the calculations are and creating columns in such a way that there are not many windows for different items opened at one time which would increase the performance of the main software.

Script:

There was another task that was assigned to me which was related to the run configurations that are used to run some specific programs in the software, which requires for software to run, has its own functionalities.

A program requires its own parameters for it to run. These parameters are defined in the run configurations which different xml files are containing all the useful data and some parameters that might be specific to software or may be common to many configurations. It is with the help of these configurations that we are able to run a program.

Now that the configurations are hundreds in number, it is difficult to manage all the configurations in case there is a change that is required to be made in one file. So, to reduce the effort of going into each script and making the change, it would be feasible to make change in one file and that every file that requires automatically gets the parameters changed.

So, I was required to create a script such that I can make a change in one part of the file and all the xml files get the change and overhead of going into each configuration and making the change is reduced.

WORK DONE

As I started my internship, my first task was to learn about the team, the main software that is being used by the team that required for me to learn all the architectures of my software and other soft wares that provide data to my software. This included learning about the databases and also the code that is used for the main software in my team. I started by understanding all the necessary databases, learning about the architecture, learning about the firm and getting into the code of the main software.

Along with all this, I started downloading all the applications that were required for working in the team. This included all the necessary soft wares that were required for my program to run. For instance, I downloaded the IDE IntelliJ. Also, it required for me take some permissions while downloading some stuff because of the security in the firm. This took me some time, contacting people who were responsible for the approvals. After all this, I successfully configured all the required tools on my machine with the help of teammates and could now get to the main software that my team works on.

-----image of all downloaded apps from myapps-----------

This helped me to get into the next step of getting to learn the architecture of the main software that my team works on. I went through the documentation of the main software that is used and structure of the software. I tried learning as much as possible of the software that my team uses and business logic is implemented into an automated form. This gave me more explanation on how my software is working and how the technologies are used in this software. More detail of the learnings will be given in the Literature Review to cover detailed perspective of what is learnt in the main software. Learning about the technologies used in the main software and the architecture of the main software itself helped me a lot while working for the team.

I had to go through couple of documents to get everything configured on my computer and get a better learning of how to get the main software on my computer. So, with the help of all these documentations and my teammates, I successfully configured all the required tools on my machine. With this, I started looking into the main software relating architecture and the code that is written in Java. I started understanding the software in a better way as I started looking more into it. I tried learning as much as possible of the software that my team uses and business logic is implemented into an automated form.

With all this, I had to make sure that I get a good understanding of all the technologies, databases and so on that is used by the team. The architecture of the software was explained to me by my manager and other team mates. This was necessary for me as a beginner to get acquainted with it as it is very old written program that needs a good understanding to make myself better relatable to it. I did my best to understand all the necessary architecture and code related to it to be ready to solve problems related to it in future.

After this, in my team we use JIRA to assign tasks to the team, so I was asked to learn more about JIRA and how it functions to get a better understanding at assigning tasks. JIRA is a tracking tool for the issues. It provides various functionalities for the tracking of bugs, issues, project management and so on. So, it helps the team get a track of the issues going on in the team. One team member assigns the task. It may or may not be to some specific person. There is a procedure to follow to let these tasks taking place appropriately.

Since it is required to follow specific way of storing and maintaining the code, there should be a procedure to store the code and keep a track of it. Being a professional company, it is required that it follows some standards in this case. So, in Morgan Stanley, GIT is used to keep the track of the code and keep it going. So, to get a better understanding of the tool, I was asked to learn different commands of the tool. So, I started learning about the tool and how everything works so that I can work on it in a better way. I started with learning basics of the tool and then moved towards learning in detail about the commands used and other features of the tool. This is what led me towards pulling my project into my system, I managed to clone the project into my machine and make fork on the GIT software. I checked out a branch to make changes in the code. I started working on the software and understanding the code.

I was introduced to a new this tool which is a monitoring tool that I was required to make enhancements into. This is used to manage the main software and acts as a health checkup tool for the main software. It is used to check if databases are connected or not and the tasks that are required to be submitted by the main software are successfully completed or not. This tool helps in checking the status of the main software and sends an email in the morning everyday giving a report to the team.

I started by learning Scala programming language as my project was based on it and I was required to start coding in Scala. It is a programming language that combines object oriented and functional programming and is a high level programming language. So, I started learning about Scala and some great features of the same. Later, I started getting into the code and tried running it and understanding it. As I started learning about the code and how the tool works, I tried making small changes to check if it is working fine. For instance, I changed the email address from the entire team’s email address to my email address so that I can test it. I ran the tool and got the following result for first time:

-------image of RFB-----

I was asked to add functionalities to this monitoring tool so that we can add more checks into it and get better insight into existing software’s. I started by writing a simple Hello World program in Scala to get to understand Scala better. I tried some functions in the Sample Hello World program to get some hands on experience in it before getting into the main part.

I started by adding some network checks into the software that included Ping check and a TCP check that had some host and a post to be connected. This I started by writing a configuration file which would take different hosts and ports and would give a result in the form of Email such that it checks the host and ports. It will give result in GREEN if the network is connected to a particular host and FAIL if the connection is failed. The initial result was as follows:

---image if RFB----

After this I was asked to check some functionality of a server that would return a valid value. The check was to make sure that the function returns a non-empty set. I started by using a function in the main software to check this server and its functionality. After this, I started implementing this function to use the library so that I can get a PASS or FAIL after the functionality is run. I did in a way such that when there was output, I could check the result if the returning data was non empty. For that, I checked the functionality and could get the result green if passed and red otherwise. I did it in the same of writing a configuration file and making a list of checks. These checks included the server functionality check. The result that I got was as follows:

------image of RFB--------

The next task was to change the structure of the monitoring tool such that the entire structure of the code must be changed to make it more automated. Till now, the structure of the code was such that the result was coming from one region and environment. This would not help the team to monitor all the regions and environments. So, to get a better look into the tool and operate it in better way, I was required to add this feature. I had to add more value into the tool to make it look better and give results for all the regions and environments at once.

I purposed to do something like this, based on my understanding:

-----diagram of what I thought-------

So, I made a discussion with my teammate and we agreed on it and I started working on the same. I had to make the structure such that it is readable and looks fine to the team so that if there is some problem, it is easily predictable.

I started by changing the entire inside of the code by changing different classes and using different methods to solve the problem. It was little tricky task as it needed to change configuration dynamically. I started to debug everything and started asking questions from my teammates and my manager that helped me a lot. As I started, it was challenge for me to change the entire code and make it into something which is not specific to one region and environment. I changed the configuration files entirely and managed to get them into one file, so that I can reduce hierarchies and accommodate the entire thing autonomously rather than making hundreds of configuration files which are specified to many regions and environments. After all this, I changed the configuration file and tried some other configuration file for a trial and got some satisfactory results which gave me rays of hope to go on further with the project. Now, I started my implementation towards the actual thing that took me 1 week to completely come out with the result that I wished. There were some checks that were already implemented in the original software that gave me hard time. There were some checks to see if databases are working fine which did not work after I changed the whole structure of the project. So, I tried something out of the boxes and was able to get some successful results.

As I started and made some changes, I got one result as follows:

----------diagram of RFB-----

As I moved forward, I was not able to get results for the server as I was getting into one region and environment. Basically, I had to separate some checks in a way that some are general and others are based on location specific. This was one of the major challenges for me and I asked my teammate for the help. So, with his help and some of my efforts, I was able to complete that task as well.

As shown below:

----------diagram of RFB magic check RED-----

So, I started by solving this problem, with the help of a teammate. So, I had to change the entire thing into something which is two parts. One part was for those checks which were common and others were for those which were specific to one region and environment. So, the next step was to make a configuration file set parameters for the configuration file that was specific to one region and environment. After some efforts, I was able to get some results and the structure looked like in below:

----diagram of RFB---

Now, after implementing this, I was asked to change the template such that the way we obtain result. It should be such that I could get the result in a manner that the useless things not related to the project. I was asked to remove all the stuff that is inclined towards the library that is being used for the project. I started by changing the template in the form that I can get a better view of it. It took some time to get a better view of the template. The main challenges were not use library’s template and use the template that is used by the team. So, to get to the result I had to go through various issues. I tried making a script which later I thought was not a good idea. So, I started by using a template into my tool and avoiding the one used by the library. I started making it look better as I proceeded. I changed the paths on the configuration files and tried to make it happen. Below is the way it looked after this:

----diagram of RFB-----

After this, I had to improve the structure in a better way such that there were some places that it was giving result that was wrong. For instance, if all the checks one check in a part is RED, it should give a RED but it was giving GREEN. So, I spent next couple of days working on this and improving it. And after some time, I was able to get some results as below:

---diagram RFB----

Next, there were some problems with the code that was already there in tool which was creating a problem. So, I took help from my teammate in improving that part. After all this, I got something like this:

---diagram----

As I was completing my code, I was asked to commit my changes into the GIT so that everyone can review my code and comment on it if something is going wrong. I made a request to review the code that I made to my team. There were some comments about the coding conventions, code changes, questions about the project and so on. I had to answer the questions and improve the standardization of my code.

I have learnt how to assign a task to me in the software used by the company. This helped to get know better how the process works in the organization. Apart from that, there used to be SCRUM meetings to discuss everything happening in the team. This helped me understand what others are working in the team, at that point of time.

My team follows Agile process to complete the tasks to make software look better each day. More explanation about the Agile process will be given in Literature Review Section.

At the end for RFB : draw the diagram of working (like a class diagram) and explanation of changes

I was also asked to make the User Interface part of the main software that was introduced to me for which I cloned the project of the User Interface part of the main software. Visual studio was downloaded and the code was cloned into it. I did some debugging into the code and was required to improve the performance of it.

Although, due to lack of time, I was not able to start doing this task a sit required a lot of efforts and time to start and implementing it as I was required to start by making mock ups for the project.

Also, I got an idea of how this works as I was marked as reviewer by my teammates to get to know what the procedure in the company is.

After I completed the tool, I was asked to write a python script which would result in different run configurations. I started by writing a simple Python script that would separate xml files.

-----code of this (screenshot)-----

The aim was to reduce the overhead of changing each configuration one by one when it has same parameters. So, I had make it such that I can reduce it all into one xml file with common parameters in one tag and when the python script is run, it gets into its own xml with a name, according to the name of the configuration.

As I started by writing a simple script in python to separate xml into many, I started using common parameters into one place and when required, we can easily make it look better. As I am completing my internship, I would like make it look better such that there are lesser changes that can be made to make one change in all configurations.

By completing all these tasks in my internship I got a better understanding of the norms if the company and of the software that is used by my team. I learnt a lot and looking forward to learn more during rest of my internship. Completing all tasks in the project helped me to learn more about the project in general and about the working of the software. Technically, I got a more firm grip over the project now and understand the project. I have learnt a lot about the team and company and attended many meetings to get to know about the product. I have got a great depth into the source code while working for the tool.

Challenges Faced:

As I was working for the company, I faced a couple of challenges in the tool and in the company that I would like explain in detail below:

* The first challenge that I faced was getting permissions for working for different tools and different soft wares used by the team as well the company. This took me some time as I had to contact different people in the organization. I had to take many entitlements to be able to start working in the firm.
* Next challenge came while I was working on the tool. I had to run my tool to test it again and again after adding some functionality into it. So, I ran my software many times, but continuously got an error. I got stuck on it for one day and was unable to resolve for one day. Late, when I asked my teammate, I was informed that this error was due to the fact that some other software that sends data to the main software was creating a problem. That is how, I learnt that I could have talked to my teammate when I was getting the unknown error rather than wasting a day.
* Another challenge that I faced was when there were two kinds of checks, one was specific to region and environment and others were common. So, as I was implementing my tool, I did not take this into consideration and stuck after some time because I continuously worked without thinking about this issue. Later, as I was working, I took help of my teammate and resolved the issue by putting the checks into two categories.
* Next challenge that I faced was when I had to put RED when there were one RED in the section. This was little challenge for me because I tried a lot while implementing the code. I had to think hard to make it come up in a better way and get satisfactory results out of it. So, after thinking and trying hard, I was able to complete this by just writing one line of code.
* While I was implementing my tool, I got this bug that I got results for first two regions and environments but could not get results for the rest of them because of some issue. I try resolving that issue by starting to debug every part of the code. Debugging helped me a lot to understand the code and better visualize what is happening in the tool. I could get deeper into the code and was able to get results because of it.

So, facing these challenges helped me lead a better path as I was able to learn more as I faced problems. I could think hard and solve the problem. It brought best of me as I was able to get into the code deeply. It gave me positive energy as I was able to complete one challenge. I was ready to face the next challenge and had more confidence that I would be able to clear it.

There were different lessons that I learnt while I was going through the issue. I could learn more through my mistakes and could get more insight into the software that I was working because of the challenge. I got to embrace change, as I was asked to change the software such that the structure would look differently. This helped me learn more and more and liked me to make change such that my tool looks better as I improve it.

Literature reviewed:

I learnt a lot while I was working for this firm. Starting from the norms of the company, learning about the policies, values and culture of the company, I learnt about the various tools and soft wares that are used by my team. I learnt about the main software and got deep into the code of the same. Apart from this, I learnt about the tool that I worked and code of the same. I could get to learn many tools that are used by the company for example GIT and JIRA. For instance, I learnt how to make a request to get to review my code by my teammates and my manager. Some of the technologies that I have learnt are given in detail below:

Literatures Reviwed:

JAXB,GIT, JIRA, Scala, SCRUM, PM, IntelliJ, Visual studio, Internal Wiki, SDLC, moke up, Agile, ANT build