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## Introduction

The purpose of lab 5 is to compare the run times of two tables used in information retrieval namely hash tables and binary trees. In these tables we need to read from a file containing a large number of strings with their associated embedding’s and store this information in an efficient manner.

## Proposed Solution

My code starts by prompting the user to select the method they would like me to store the information. I have written a catch to make sure only the two options can be chosen from any other action will be rejected. If the user chooses to implement a binary search I start the method by creating variable “numWords” That I will increment by one every time I insert a new item into the tree. Since the binary search tree is an object I can also achieve the same results by adding this attribute to the class itself however I do not see my self needing that attribute in the future.

To start the creating of my binary search tree I was though I needed to add an item to the tree when initializing it. I figured I would create a fake node I called foo node. I use this node to start the creation of the tree then I delete it afterward to have the correct tree. I remembered from our lab I can use a ordered list to crate a balanced binary search tree iteratively, this was my next option. I know that this aproache would double my memory complexity and have a much longer time complexity of at very least O(N^2) to create the list then traverser the list then O(log^n) to insert into the tree. Later while going over my BST class I discovered that I am able to initialize an empty binary tree. Once the tree is initialized, I read line per line in the file. Each line is passed to my “wordnode” object.

My word node class has two attributes one attribute called text that will store the word itself. The second attribute, called embedding is a numpy array of size 50 that stores the embeddings of the word. When I line is passed form the file I use python native list method “Pop”. To return the first index of the of the line, that I know from observation to be the word. Since the word is now removed form line all that remain are the 50 embedding that I now insert into the numpy array specifying that they are to be type casted to floats from strings. I am not sure how accurate this cast is but they seem to be accurate enough for the purpose of this lab. Now that we have created a word node from this line we can add it to the tree.

For insertion of a word into a tree I recycled code from our previous labs and made very minor modifications for compatibility. Previously we use the bst class to store integers, for this lab it will be storing the word nodes and for that reason we cannot compare based on the item attribute of the tree. For the purpose of this lab I compare the text attribute of my word class. The result is a tree that will traverse to the left child if the current roots word is alphabetically after the current comapree, will traverse to right child otherwise. I will revisit this subject later when discussing the find implementation for binary trees of word nodes.

Once the word node is crated and inserted into the tree I then travers to the next line of the file and repeat for all lines in the fine not ignoring any line regardless if it starts with a word or a special character. Immediately before starting to read the file I collected the current system time, once the file is done being read, meaning the tree is already created, I again collect the current system time so that I can recorded the time it takes to create the binary search tree. Now that the tree has been created I am ready to retrieve and display all necessary statistics.

The get the height of the tree I implement a function that will take the root of a tree and compare the length of the left and right subtrees of that root. The larger of the subtrees will be returned recursively until the traversal of the tree is exhausted. For this particular lab I ended up with a tree height of 52 nodes. The number of words contained in this file will be equal to the number of line in the file thus using the numWords variable mentioned earlier I am able to calculate that there are 400k words in this file, again to include special character words. With a time, complexity of O(n) my algorithm was able to reliable build the tree in an average of 12 seconds.

Following the binary search tree case, the next goal is to read a second file of words, search the tree in order to have the embeddings of these words so that we can calculate the cosine similarity between two words. The specification for the second file to read from make for an easy traversal of the file and here is why. Much like the creation of the tree I read line by line doing all required work before moving to the next line. I first read the line then split the line into two sperate strings. With each string I make a call to find the word in the binary search tree. Much like the insert function, the find function took very little modifications to make compatible with the new word node.

In the find function we take advantage of the tree structure by not having to iterate through all 400k nodes. When comparing the searched to the current root we have three options, the current root is the searchee, the searchee is alphabetically before or alphabetically after with this information we traverse the tree accordingly. When the node containing the searchee Is found, the entire sub tree is returned and stored in a temporary variable.

With the two trees stored locally I make a call to function cosine distance that take a parameter of two-word nodes. I choose to make this function as generic as possible so that I will not have to write an additional function to do the same job later when I deal with hash tables. To compute the cosine distance, I use numpys dot product function to get the dot product of the two arrays containing the embedding of the two words that are being compared. Next, I call function magnitude to that uses numpy function to return the magnitude of each words embeddings. Multiplying the two magnitudes and dividing the dot product by that product I can now return and print the cosine distance of the two words.

For the hashtable implementation of my program I use the same algorithm as my tree implementation with the needed modification. I first create a hash table of a large primary number; my initial number is a table size of 9587. I choose this number because I already knew from testing the tree that the file contains 400k words. If I started with a smaller table size, then I would have to resize more times. Alternatively, an excessively large table size would lead to a greater standard deviation and a larger percentage empty. As before when a line is read, a temporary word node is created in the same manor. When inserting into the hash table I learned that to achieve maximum optimization I need to be especially selective with my hash value.

After researching different hash algorithms, I decided the one I want to implement is the one we went over in class that take the position of letters into account when computing the integer hash code. I learned if the position wasn’t taken into consideration there would be more frequent collisions in words that hash the same such as act, cat and tac. I then remember from coding in java when dealing with objects to assert equal I had to overload the equals method and override the hash method which made me curios as to python’s native hash function. I found that python does indeed have a function that takes a string and returns the integer hash value so my insert method takes advantage of this function. To demonstrate my understanding of the function, a string is iterated character by character raising the integer value of the character to the power of the index value of that character in the string then multiplied by the same formula of the next character. The modules of the hash value and the size of the table returns a number that I use and an index of where to store the current word node, all collisions are handled with chaining.

Once the table is created I print the initial size prior to resizing the table. For the table resizing I implement a loop to execute while the load factor of the table remains above 1. To achieve the resizing I create a second table twice the size of the original, I then iterate the entire original table adding each node to the new table as I visit them since they will need to be rehashed with the new table size. I lastly return the new table. It is wise to not resize the table or recheck the load factor after every insertion because after 400k insertions the run time of checking and resizing will be exponential.

To compute the load factor, I divide the number of elements in the list by the length of the list to get a rough estimate since we will see later that our final table is half empty. To compute the percentage empty, I count the number of buckets that are empty divide that by the total number of buckets in the table and multiply that by 100 to return the empty percentage. Next, I compute the standard deviation. To find the standard deviation I create a list where each index will store the number of nodes in a bucket at the corresponding index, once this list is complete I call numpy standard deviation function with the list and return that number to be printed.

My last obstacle with hash table was to read the second file and compute the cosine similarity between the two-word pairs. When finding the word in the hash table the issue that took me the longest and that I am still not completely clear on was returning the word node. I understand that each bucket will have a list of word nodes which sounds easy enough to access. I made multiple attempts to try and return the word node however I kept returning items of different data types that were not desired. When I was finally able to return the desired word node I was able to use my already created functions to finish the lab.

## Experimental Results
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Displaying the output of the binary tree implementation.
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Results of Hash table implementation.

After adding more words to the second file I found that my implementation of the find in the hash table was slower than my implementation of find for my binary search tree. There can be a number of reason why my hastable is not the faster of the two, to include my hash value calculations can be optimized and also my resizing can be optimized. In the future I would to prefer to not double the table every time I need to resize I would rather create an algorithm to resize my table at a slower right when dealing with large table size in order to have a less than 50 percent empty rate.
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Binary tree computing cosine similarities of 15k pairs

![](data:image/png;base64,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)

Hash table computing cosine similarities of 15k items.

At input size of 11 million words my hash table has crashed however prior to crashing we are able to see for the results that the hash table was taking longer than the binary search tree to find the cosine similarities.

## Appendix

# -\*- coding: utf-8 -\*-

"""

Created on Thu Mar 28 10:04:14 2019

@author: Javier Soto

Professor Olac fuentes

TAs:

-Anindita Nath

-Maliheh Zaragaran

IA

-Eduardo Lara

Peer Leader

-Erick Macik

"""

import hash\_table\_chain\_strings as HTC

import bst

import Wordnode as WN

from datetime import datetime as dt

import numpy as np

def startUp():

#will prompt user to select data type and call metheod ac

try:

print("Choose table implementation")

answer = int(input("Type 1 for binary search tree or 2 for hashtable with chaining"))

print("Choice: ", end ="")

print(str(answer))

if answer == 1:

print()

print("Building binary search tree")

buildBTree()

elif int(answer) == 2:

print()

print("Building Hash Table")

buildHTable()

else:

print("invalid input")

print()

startUp()

except ValueError:

print("exception reached")

print()

#startUp()

def buildHTable():

#will read from file and create a hash table of words and there embeddings

numWords =0

initSize =9587

myTable = HTC.HashTableC(initSize)

buildStart = dt.now()

theFile = open('H:\Javis USB\CS2302\lab5\glove.6B.50d.txt', encoding = 'utf-8')

#theFile = open('G:\Javis USB\CS2302\lab5\glove.6B.50d.txt', encoding = 'utf-8')

#theFile = open('G:\Javis USB\CS2302\lab5\reduced', encoding = 'utf-8')

#while reading each line, crate a word node and add that new node to the table

for line in theFile:

numWords += 1

tempNode = WN.Word(line)

HTC.InsertC(myTable,tempNode)

buildEnd = dt.now() - buildStart

theFile.close()

print()

print("Hash table stats:")

print("initial table size: " + str(initSize))

while HTC.loadFactor(myTable)>1:

myTable = HTC.resize(myTable)

print("new table size " + str(len(myTable.item)))

print("new load factor ", round(HTC.loadFactor(myTable), 4))

print("Percentage of empty list: ", round(HTC.percentEmpty(myTable), 4))

print("Standard deviation of lengths of lists: ", round(HTC.TableStandardDeviation(myTable),2))

print('Running time for Hashtable construction: ' , buildEnd)

print()

print('Reading word file to determin similarities')

print()

read\_test\_file\_hash(myTable)

def buildBTree():

#will read from file and create a binary tree of words and there embeddings

numWords =0

#foo item used to create the tree outside the loop

#item will be deleted once the tree is created

fooNode = WN.Word("fooItem 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17")

myTree = bst.BST(fooNode)

buildStart = dt.now()

theFile = open('H:\Javis USB\CS2302\lab5\glove.6B.50d.txt', encoding = 'utf-8')

#theFile = open('G:\Javis USB\CS2302\lab5\glove.6B.50d.txt', encoding = 'utf-8')

#theFile = open('reduced.txt', encoding = 'utf-8')

for line in theFile:

numWords += 1

tempNode = WN.Word(line)

bst.Insert(myTree,tempNode)

bst.Delete(myTree,fooNode)

buildEnd = dt.now() - buildStart

theFile.close()

myTreeHeight = bst.MaxHeight(myTree)

print()

print('Binary Search Tree stats:')

print('Number of nodes: ' + str(numWords) )

print('max height is: ' + str(myTreeHeight))

print('Running time for binary search tree construction: ' + str(buildEnd))

print()

print('Reading word file to determine similarities')

print()

similarites\_bst(myTree)

def similarites\_bst(T):

#will take a tree as input

#will read a file of paired words search the tree for the embeddings of these words

#will print the cosine distance of the two words

print("Word similarities found:")

st = dt.now()

theFile2 = open('test.words.txt')

for line in theFile2:

words = line.split()

#will be of type bst

word\_one\_node = bst.Find(T,words[0])

word\_two\_node = bst.Find(T,words[1])

#call to cosineDistance with two word nodes and rounding the retuned value to the 4th decimal

print("Similarity ", words, '=',round(cosineDistance(word\_one\_node.item,word\_two\_node.item), 4))

endt = dt.now()-st

print()

print("Running time for binary search tree query processing: ", endt)

def read\_test\_file\_hash(H):

filePath = 'G:\Javis USB\CS2302\lab5\test.words.txt'

#theFile2 = open(filePath)

htqueryStart = dt.now()

theFile2 = open('test.words.txt')

for line in theFile2:

words = line.split()

word\_one\_node = HTC.FindWordNode(H,words[0])

word\_two\_node = HTC.FindWordNode(H,words[1])

#if word\_one\_node == -1 or word\_two\_node == -1:

# print('item not in list')

# return

dist = cosineDistance(word\_one\_node,word\_two\_node)

print('Similarity ', words ,' = ', round(dist,4))

endtime = dt.now() -htqueryStart

print()

print('Running time for hash table query processing ', endtime)

def cosineDistance(w1,w2):

#will take 2 word nodes and return the cosine distance between those two nodes

dotP = np.dot(w1.embedding,w2.embedding)

magW1= abs(magnitude(w1))

magW2= abs(magnitude(w2))

return dotP/(magW1\*magW2)

def magnitude(item):

#will take a word node and return the magnitude of the assosiated embedding

return np.linalg.norm(item.embedding)

startUp()

# -\*- coding: utf-8 -\*-

"""

Created on Thu Mar 28 11:01:53 2019

@author: yatha

"""

import numpy as np

class Word(object):

def \_\_init\_\_(self,wordAndEm=None):

#will take a list use the forst item in the list as the text and the

#remaining 50 items as the embedding

#creates a node (Word) to be used in hastables and bst

items = wordAndEm.split()

self.text = items.pop(0)

self.embedding = np.array(items, dtype=np.float)

def printWord(W):

print(W.text)

Academic dishonesty

I, Javier Soto, certify that this script and lab report are of my own unless otherwise documented above.
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