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# 数据结构

## 二分

最简单的二分查找

while (low <= high)

{

int mid = (low + high) / 2;

if (dp[mid] >= tmp) high = mid - 1;

else low = mid + 1;

}

dp[low] = tmp;

//几种二分查找(O(logn))，区别在于是否数组中含有多个相同的查找值

//lower\_bound返回等于item的第一个位置

template<typename T>

int mine\_lower\_bound(T \*a, T item, int n) {

int l = 0, r = n - 1;

while (l < r) {

int m = (r - l) / 2 + l;

if (a[m] >= item) r = m;

else l = m + 1;

}

if (a[l] == item) return l;

else return -1;

}

//upper\_bound返回等于item的最后一个位置的下一个位置。。

template<typename T>

int mine\_upper\_bound(T \*a, T item, int n) {

int l = 0, r = n - 1;

while (l < r) {

int m = (r - l) / 2 + l;

if (a[m] > item) r = m;

else l = m + 1;

}

if (a[l - 1] == item) return l - 1;

else return -1;

}

template<typename T>

int mine\_binary\_search(T \*a, T item, int n) {

int l = 0, r = n - 1;

while (l < r) {

int m = (r - l) / 2 + l;

if (a[m] == item) return m;

else if (a[m] > item) r = m - 1;

else l = m + 1;

}

return -1;

}

int main() {

ios::sync\_with\_stdio(false);

cin.tie(0);

int n;

while (cin >> n) {

int \_array[MAX];

REP(i, n) cin >> \_array[i];

sort(\_array, \_array + n);

REP(i, n) fcout(\_array[i], i, n);

int item;

cin >> item;

cout << "upper\_bound:" << endl;

cout << mine\_upper\_bound(\_array, item, n) << endl << endl;

cout << "lower\_bound:" << endl;

cout << mine\_lower\_bound(\_array, item, n) << endl << endl;

cout << "binary\_search:" << endl;

cout << mine\_binary\_search(\_array, item, n) << endl << endl;

}

return 0;

}

## 线段树

### 基础线段树(单点更新)

a[]是线段树；

build()是初始化线段树：在叶子结点输入值；

update()是从叶子结点开始改变线段树上的值，变化值即为data；query()的代码类似于build()，查询[l, r]段的值。

struct node {

int l, r;

int sum;

}a[4 \* 50005];

void build(int i, int l, int r) {

a[i].l = l;

a[i].r = r;

int mid = (l + r) / 2;

if (l == r) {

scanf("%d", &a[i].sum);

return;

}

build(i \* 2, l, mid);

build(i \* 2 + 1, mid + 1, r);

a[i].sum = a[i \* 2].sum + a[i \* 2 + 1].sum;

}

void updata(int i, int index, int data) {

if (a[i].l == a[i].r) {

a[i].sum += data;

return;

}

int mid = (a[i].l + a[i].r) / 2;

if (index <= mid) updata(i \* 2, index, data);

else updata(i \* 2 + 1, index, data);

a[i].sum = a[i \* 2].sum + a[i \* 2 + 1].sum;

}

int query(int i, int l, int r) {

int mid = (a[i].l + a[i].r) / 2;

int sum = 0;

if (a[i].l == l&&a[i].r == r) return a[i].sum;

if (r <= mid) return query(i \* 2, l, r);

else if (l > mid) return query(i \* 2 + 1, l, r);

else {

sum += query(i \* 2, l, mid);

sum += query(i \* 2 + 1, mid + 1, r);

return sum;

}

}

### 优化线段树(成段更新)

**暂时记忆以减少复杂度，可实现成段更新**

typedef long long LL;

struct node {

int l, r, m;

LL sum, mark;

}T[maxn << 2];

int a[maxn];

void build(int id, int l, int r) {

T[id].l = l; T[id].r = r; T[id].m = (l + r) >> 1; T[id].mark = 0;

if (l == r) { T[id].sum = a[l]; return; }

int m = (l + r) >> 1;

build(id << 1, l, m); build((id << 1) + 1, m + 1, r);

T[id].sum = (T[id << 1].sum + T[(id << 1) + 1].sum);

}

void update(int id, int l, int r, int val) {

if (T[id].l == l&&T[id].r == r) {

T[id].mark += val; return;

}

T[id].sum += (LL)val\*(r - l + 1);

if (T[id].m >= r)

update(id << 1, l, r, val);

else if (T[id].m<l)

update((id << 1) + 1, l, r, val);

else {

update(id << 1, l, T[id].m, val);

update((id << 1) + 1, T[id].m + 1, r, val);

}

}

LL query(int id, int l, int r) {

if (T[id].l == l&&T[id].r == r) return T[id].sum + T[id].mark\*(LL)(r - l + 1);

if (T[id].mark != 0) {

T[id << 1].mark += T[id].mark;

T[(id << 1) + 1].mark += T[id].mark;

T[id].sum += (LL)(T[id].r - T[id].l + 1)\*T[id].mark; T[id].mark = 0;

}

if (T[id].m >= r) {

return query(id << 1, l, r);

}

else if (T[id].m<l) {

return query((id << 1) + 1, l, r);

}

else {

return query(id << 1, l, T[id].m) + query((id << 1) + 1, T[id].m + 1, r);

}

}

### 线段数区间合并

例子：给一个由0,1组成的序列，有两种操作，一种是翻转给定区间的数(0->1,1->0)，另一种是查询给定区间内由1组成的子串的最大长度。重点在**区间合并**和**延迟标记**。

#include<cstdio>

#include<cstring>

#include<algorithm>

using namespace std;

#define lson l,m,rt<<1

#define rson m+1,r,rt<<1|1

const int maxn = 111111;

int sum[maxn << 2];

int lb[maxn << 2], rb[maxn << 2];

int col[maxn << 2];

int wm[maxn << 2];

int wl[maxn << 2];

int wr[maxn << 2];

int max(int a, int b) {

return a>b ? a : b;

}

int Min(int a, int b) {

return a<b ? a : b;

}

void pushup(int m, int rt) {

wl[rt] = wl[rt << 1];

lb[rt] = lb[rt << 1];

wr[rt] = wr[rt << 1 | 1];

rb[rt] = rb[rt << 1 | 1];

if (wl[rt] == m - (m >> 1)) wl[rt] += wl[rt << 1 | 1];

if (lb[rt] == m - (m >> 1)) lb[rt] += lb[rt << 1 | 1];

if (wr[rt] == (m >> 1)) wr[rt] += wr[rt << 1];

if (rb[rt] == (m >> 1)) rb[rt] += rb[rt << 1];

wm[rt] = max(wm[rt << 1], wm[rt << 1 | 1]);

sum[rt] = max(sum[rt << 1], sum[rt << 1 | 1]);

wm[rt] = max(wm[rt], wr[rt << 1] + wl[rt << 1 | 1]);

sum[rt] = max(sum[rt], rb[rt << 1] + lb[rt << 1 | 1]);

}

void make(int rt) {

swap(sum[rt], wm[rt]);

swap(wl[rt], lb[rt]);

swap(wr[rt], rb[rt]);

}

void pushdown(int rt) {

if (col[rt]) {

col[rt << 1] ^= 1;

col[rt << 1 | 1] ^= 1;

col[rt] = 0;

make(rt << 1);

make(rt << 1 | 1);

}

}

int num[100001];

void build(int l, int r, int rt) {

col[rt] = lb[rt] = rb[rt] = wl[rt] = wr[rt] = sum[rt] = wm[rt] = 0;

if (l == r) {

if (num[l] == 1) sum[rt] = lb[rt] = rb[rt] = 1;

else {

wm[rt] = wl[rt] = wr[rt] = 1;

}return;

}

int m = (l + r) >> 1;

build(lson);

build(rson);

pushup(r - l + 1, rt);

}

void update(int L, int R, int l, int r, int rt) {

if (L <= l&&r <= R) {

col[rt] ^= 1;

make(rt);

return;

}

pushdown(rt);

int m = (l + r) >> 1;

if (L <= m) update(L, R, lson);

if (R>m) update(L, R, rson);

pushup(r - l + 1, rt);

}

int query(int L, int R, int l, int r, int rt) {

if (L <= l&&r <= R) {

return sum[rt];

}

pushdown(rt);

int m = (l + r) >> 1;

if (R <= m)

return query(L, R, lson);

if (L > m)

return query(L, R, rson);

int t1 = query(L, R, lson);

int t2 = query(L, R, rson);

int a = Min(m - L + 1, rb[rt << 1]);

int b = Min(R - m, lb[rt << 1 | 1]);

return max(max(t1, t2), a + b);

}

int main() {

int n, m, i, j, k, a, b, op;

while (scanf("%d", &n) != EOF) {

for (i = 1; i <= n; i++) scanf("%d", &num[i]);

build(1, n, 1);

scanf("%d", &m);

while (m--) {

scanf("%d%d%d", &op, &a, &b);

if (op == 1)

update(a, b, 1, n, 1);

else {

int ans = query(a, b, 1, n, 1);

printf("%d\n", ans);

}

}

}

return 0;

}

## 并查集

**基础算法**

void init**(){**

**for(**int i**=**1**;**i**<**MAX**;**i**++){**

bin**[**i**]=**i**;**

crank**[**i**]=**1**;**

**}**

**}**

int findr**(**int x**){**

**if(**x**!=**bin**[**x**]){**

bin**[**x**]=**findr**(**bin**[**x**]);** //路径压缩

**}**

**return** bin**[**x**];**

**}**

void mergebin**(**int x**,**int y**){**

int rx**,**ry**;**

rx**=**findr**(**x**);**

ry**=**findr**(**y**);**

**if(**rx**!=**ry**){**

bin**[**rx**]=**ry**;**

crank**[**ry**]+=**crank**[**rx**];**

ans**=**max**(**ans**,**crank**[**ry**]);**

**}**

**}**

## 带权并查集

# 图论

## 最小生成树

### 普利姆算法

void prim(int v, int n) {

int i, j, k, tmin;

int ans = 0;

for (i = 0; i<n; i++) {

dis[i] = mpt[v][i];

vis[i] = true;

}

vis[v] = false;

for (j = 1; j<n; j++) {

tmin = INF;

k = 0;

for (i = 0; i<n; i++) {

if (vis[i] && dis[i] < tmin) {

tmin = dis[i];

k = i;

}

}

if (tmin == INF)

break;

vis[k] = false;

ans += tmin;

for (i = 0; i<n; i++) {

if (vis[i] && dis[i] > mpt[k][i]) {

dis[i] = mpt[k][i];

}

}

}

cout << ans << endl;

}

### 克鲁斯卡尔算法

## 最短路

要注意

1. 输入坑点，比如双向路径、相同路多次输入等。这种坑有的是读题不仔细，有的是题上既没有说而且不能用常识判断。所以要注意输入控制。
2. 初始化

### Dijkstra

int mpt[MAX][MAX];

int vis[MAX], dis[MAX];

int n;

int dijkstra(int s, int d) {

init(); //初始化mpt二维数组、vis数组和dis数组

dis[s] = 0;

dis[0] = 0; //这些初值要设置好

for (int j = 0; j < n; j++) {

int t = 0;

for (int i = 1; i <= n; i++) { //从1开始计数的dis数组

if (vis[i]) continue;

t = dis[t] > dis[i] ? i : t;

}

vis[t] = 1;

for (int i = 0; i < n; i++) {

if (vis[i] || mpt[t][i] == INF) continue;

dis[i] = Min(dis[i], dis[t] + mpt[t][i]);

}

}

return dis[d];

}

### Floyd:

for (k = 0; k<n; k++)

for (i = 0; i<n; i++)

for (j = 0; j<n; j++)

dis[i][j] = min(dis[i][j], dis[i][k] + dis[k][j]);

### SPFA

int mpt[MAX][MAX];

int vis[MAX], dis[MAX];

int n;

int spfa(int s, int d) {

init();

queue<int>q;

q.push(s);

vis[s] = 1; // 这里的vis数组是用来判断当前下标是否在队列中。

dis[s] = 0;

while (!q.empty()) {

int e = q.front();

q.pop();

vis[e] = 0;

for (int i = 0; i < n; i++) {

if (mpt[e][i] + dis[e] >= dis[i]) continue;

dis[i] = mpt[e][i] + dis[e];

if (vis[i]) continue;

q.push(i);

vis[i] = 1;

}

}

return dis[d];

}

### 优先队列对dijkstra算法的优化

/\*

priority\_queue实现的dijkstra最短路算法，时间复杂度O(mlogn)

相比原始dijkstra的O(n^2)复杂度，该算法不仅在稀疏图的情况下大大提高效率，且在稠密图下也常常不会慢于原始算法。

\*/

#include <iostream>

#include <queue>

#include <string.h>

using namespace std;

#define Max a > b ? a: b

#define Min a < b ? a: b

#define MAX 1005

#define INF 0x3f3f3f3f

struct Edge {

int from, to, dist; //起点，终点，边权

Edge(int f, int t, int d) :from(f), to(t), dist(d) {};

};

int n, m; //n是节点数，m是边数

vector<Edge>edges; //边数组

vector<int>G[MAX]; //邻接图，存储边的序号，不过注意第二维下标不再表示边终点!

int dis[MAX]; //图中每个点距离单源起点s的最短距离

//添加边到edges中，并且用G保存边的编号

void AddEdge(int s, int d, int w) {

edges.push\_back(Edge(s, d, w));

int no = edges.size() - 1;

G[s].push\_back(no);

}

void init() {

for (int i = 0; i < MAX; i++) {

dis[i] = INF;

G[i].clear();

}

edges.clear();

}

struct Node {

int d, u;

bool operator < (const Node& tp) const { //自定义优先级策略，在priority\_queue会使用

return d > tp.d; //d即dis[u]

}

};

//core code

int dijkstra(int s, int d) {

int vis[MAX];

priority\_queue<Node>Q;

//预处理部分

memset(vis, 0, sizeof(vis));

dis[s] = 0;

Q.push((Node) { 0, s });

while (!Q.empty()) {

Node tp = Q.top();

Q.pop();

int u = tp.u; //简化

if (vis[u]) continue;

vis[u] = 1;

//松弛操作,和原版不一样了

for (int i = 0; i < G[u].size(); i++) {

Edge& e = edges[G[u][i]]; //简化

if (vis[e.to] == 0 && dis[e.to] > dis[u] + e.dist) {

dis[e.to] = dis[u] + e.dist;

Q.push((Node) { dis[e.to], e.to });

}

}

}

return dis[d];

}

int main() {

ios::sync\_with\_stdio(0);

while (cin >> m >> n) {

init();

for (int i = 0; i < m; i++) {

int s, d, w;

cin >> s >> d >> w;

AddEdge(s, d, w);

AddEdge(d, s, w);

}

cout << dijkstra(1, n) << endl;

}

return 0;

}

# 组合游戏

## Nim博弈

**取^（异或），结果为0则先手输。**

上次的代码：

**for(**int i **=** 1**;** i **<** n**;** i**++)**

**{**

scanf**(**"%d"**,** **&**a**[**i**]);**

key **=** key **^** a**[**i**];**

**}**

**if(**key **==** 0**)**

**{**

printf**(**"No\n"**);**

**continue;**

**}**

**else**

**{**

printf**(**"Yes\n"**);**

**for(**int i **=** 0**;** i **<** n**;** i**++)**

**{**

int temp **=** key**^**a**[**i**];**

**if(**temp**<**a**[**i**])** printf**(**"%d %d\n"**,**a**[**i**],**temp**);**

**}**

**}**

# 动态规划

## 记忆化搜索

/\*

题目：POJ - 1088 滑雪

\*/

int a[105][105], dp[105][105], n, m;

int ca[4][2] = { 1,0,0,-1,-1,0,0,1 };

int DFS(int x, int y) {

if (dp[x][y] != 0) return dp[x][y];

int i, j, k, tmp, ans = 1;

for (k = 0; k<4; k++) {

i = x + ca[k][0];

j = y + ca[k][1];

if (i >= n || j >= m || i<0 || j<0) continue;

if (a[i][j] >= a[x][y]) continue;

tmp = DFS(i, j) + 1;

ans = max(tmp, ans);

}

dp[x][y] = ans;

return ans;

}

int main() {

while (cin >> n >> m) {

int i, j, ans = 0;

memset(dp, 0, sizeof(dp));

for (i = 0; i<n; i++)

for (j = 0; j<m; j++)

scanf("%d", &a[i][j]);

for (i = 0; i<n; i++)

for (j = 0; j<m; j++) {

ans = max(ans, DFS(i, j));

}

cout << ans << endl;

}

return 0;

}

# 数论

## 素数筛法

//素数筛法优化版本

memset(prime, 0, sizeof(prime));

prime[0] = prime[1] = 1;

for (int i = 2; i < MAX; i++) {

if (prime[i] == 1) continue;

if (i > MAX / i) continue; //点睛之笔

for (int j = i \* i; j < MAX; j += i)

prime[j] = 1;

}

## 求质因子

int main**(){**

LL num**;**

memset**(**prime**,** 0**,** **sizeof(**prime**));**

prime**[**0**]** **=** prime**[**1**]** **=** 1**;**

**//筛法**

**for(**LL i **=** 2**;** i **<** MAX**;** i**++){**

**if(**prime**[**i**]** **==** 1**)** **continue;**

**if(**i **\*** i **>=** MAX**)** **continue;**

**for(**LL j **=** i **\*** i**;** j **<** MAX**;** j **+=** i**){**

prime**[**j**]** **=** 1**;**

**}**

**}**

**//输入一个数num，求其质因子(no是输出格式开关变量)**

**while(~**scanf**(**"%lld"**,** **&**num**)){**

int no **=** 0**;**

**for(**LL j **=** 2**;** j **<=** num**;** j**++){**

**if(**prime**[**j**]** **==** 1**)** **continue;**

**if(**num **%** j **==** 0**){**

**if(**no **==** 0**){**

printf**(**"%lld"**,** j**);**

no **=** 1**;**

**}**

**else** printf**(**"\*%lld"**,** j**);**

num **/=** j**;**

j **=** 1**;**

**}**

**}**

cout**<<**endl**;**

**}**

**return** 0**;**

**}**

# 字符串

## KMP

s是正文串，t是模式串

void makeNext(int m) {

int i = 0, j = -1;

Next[0] = -1;

while (i < m) {

if (j == -1 || t[i] == t[j]) {

i++, j++;

Next[i] = j;

}

else j = Next[j];

}

}

int kmp(int n, int m) {

int i = 0, j = -1;

makeNext(m);

while (i < n && j < m) {

if (j == -1 || t[j] == s[i]) {

i++, j++;

}

else j = Next[j];

}

if (i >= n && j < m) return -1;

else return i - m;

}

**next数组的使用(字符串str，当有n个相同子串x整合到一起满足为str字符串时，求x串的长度)：**

void makeNext(int n) {

int i = 0, j = -1;

Next[0] = -1;

while (i < n) {

if (j == -1 || s[i] == s[j]) {

Next[++i] = ++j;

if (j == 1) {

ans = i - 1;

}

}

else j = Next[j];

}

}

int main() {

while (cin >> s && s[0] != '.') {

int n = strlen(s);

ans = 1;

makeNext(n);

if (Next[n] >= ans && Next[n] % ans == 0) cout << n / ans << endl;

else cout << "1" << endl;

}

return 0;

}

## AC自动机

判断多个字符串在一段长文本中的存在情况。

举例：给出n个字符串，在这n个中有多少个存在于str[]中？

struct node {

int cnt;

struct node \*next[CAP];

struct node \*fail;

void init() {

cnt = 0;

for (int i = 0; i < CAP; i++) next[i] = NULL;

fail = NULL;

}

};

void build(char str[MAX], struct node \*&root) {

struct node \*tmp = root;

int j = 0;

int m = strlen(str);

while (j < m) {

int i = str[j] - 'a';

if (tmp->next[i] == NULL) {

tmp->next[i] = new struct node;

tmp->next[i]->init(); //important

}

tmp = tmp->next[i];

j++;

}

tmp->cnt++;

}

void setFail(struct node \*&root) {

root->fail = NULL;

queue<struct node \*>que;

struct node \*son, \*p, \*tmp;

que.push(root);

p = root;

while (!que.empty()) {

tmp = que.front();

que.pop();

for (int i = 0; i < CAP; i++) {

if (tmp->next[i] == NULL) continue;

son = tmp->next[i];

if (tmp == root) son->fail = root;

else {

p = tmp->fail;

while (p) {

if (p->next[i]) {

son->fail = p->next[i];

break;

}

else p = p->fail;

}

if (p == NULL) son->fail = root;

}

que.push(son);

}

}

}

void query(char str[MAX], struct node \*root) {

struct node \*p, \*tmp;

int ans = 0;

p = root;

int len = strlen(str);

for (int i = 0; i < len; i++) {

int pos = str[i] - 'a';

while (p->next[pos] == NULL && p != root) p = p->fail;

p = p->next[pos];

if (p == NULL) p = root;

tmp = p;

while (tmp != NULL)

{

if (tmp->cnt >= 0) {

ans += tmp->cnt;

tmp->cnt = -1;

}

else break;

tmp = tmp->fail;

}

}

cout << ans << endl;

}

int main() {

int T;

cin >> T;

while (T--) {

int n;

struct node \*root = new struct node;

root->init();

scanf("%d", &n);

for (int i = 0; i < n; i++) {

char str[MAX];

scanf("%s", str);

build(str, root);

}

setFail(root);

char str[MAX];

scanf("%s", str);

query(str, root);

}

return 0;

}
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（失败指针指法如图，理解:当模式匹配过程中**失配时**，指针则指向**失败指针**指向的内存）

AC自动机变形：（不仅要知道哪些字符串存在，还要分别其求出在长文本中的个数）

struct node {

int no;

int cnt;

struct node \*next[CAP];

struct node \*fail;

void init() {

for (int i = 0; i < CAP; i++) next[i] = NULL;

fail = NULL;

no = -1;

cnt = 0;

}

};

char s[1000][55];

void build(char str[MAX], struct node \*&root, int no) {

struct node \*tmp = root;

int j = 0;

int m = strlen(str);

while (j < m) {

int i = str[j] - 'A';

if (tmp->next[i] == NULL) {

tmp->next[i] = new struct node;

tmp->next[i]->init(); //important

}

tmp = tmp->next[i];

j++;

}

tmp->no = no;

tmp->cnt++;

}

void setFail(struct node \*&root) {

root->fail = NULL;

queue<struct node \*>que;

struct node \*son, \*p, \*tmp;

que.push(root);

p = root;

while (!que.empty()) {

tmp = que.front();

que.pop();

for (int i = 0; i < CAP; i++) {

if (tmp->next[i] == NULL) continue;

son = tmp->next[i];

if (tmp == root) son->fail = root;

else {

p = tmp->fail;

while (p) {

if (p->next[i]) {

son->fail = p->next[i];

break;

}

else p = p->fail;

}

if (p == NULL) son->fail = root;

}

que.push(son);

}

}

}

void query(char str[MAX], struct node \*root) {

struct node \*p, \*tmp;

int vis[1001];

int ans[1001];

memset(vis, 0, sizeof(vis));

memset(ans, 0, sizeof(ans));

p = root;

int len = strlen(str);

for (int i = 0; i < len; i++) {

int pos = str[i] - 'A';

if (pos < 0 || pos > 25) { p = root; continue; }

while (p->next[pos] == NULL && p != root) p = p->fail;

p = p->next[pos];

if (p == NULL) p = root;

tmp = p;

while (tmp != NULL)

{

vis[tmp->no] = 1;

ans[tmp->no] += tmp->cnt;

tmp = tmp->fail;

}

}

for (int i = 0; i < 1000; i++) {

if (vis[i]) {

printf("%s: %d\n", s[i], ans[i]);

}

}

}

int main() {

int n;

while (~scanf("%d", &n)) {

struct node \*root = new struct node;

root->init();

for (int i = 0; i < n; i++) {

scanf("%s", s[i]);

build(s[i], root, i);

}

setFail(root);

char str[MAX];

scanf("%s", str);

query(str, root);

}

return 0;

}

# C++ STL

## map：

声明语法（例子），map<string, int>mpt;

然后就可以把mpt当成一个一维数组来使用，只不过数组的下标变成了string类型的值。

## vector：

添加，push\_back()

删除vec的第i+1个元素：vec.erase(vec.begin()+i);

删除vec的[i,j-1]区间的所有元素：vec.erase(vec.begin()+i,vec.begin()+j);

其余和数组差不多

## queue(先进先出)：

添加，push()

删除，pop()

## stack(先进后出)

添加，push()

删除，pop()

## 重载运算符

/\*重载运算符让自定义变量使用sort函数\*/

template <typename T>

struct NODE {

T x, y;

NODE(T a = 0, T b = 0) : x(a), y(b) {}; //构造函数

};

template<typename T>

//运算符<的返回值是布尔变量

bool operator < (const NODE<T>& A, const NODE<T>& B) {

if (A.x > B.x) return false;

else return true;

}

template<typename T>

ostream& operator << (ostream& out, const NODE<T>& A) {

out << "x=" << A.x << endl;

out << "y=" << A.y << endl;

return out;

}

int main() {

int n;

while (cin >> n) {

NODE<double> tp[MAX];

REP(i, n) cin >> tp[i].x >> tp[i].y;

sort(tp, tp + n); //若是自定义变量需要重载<运算符才能使用sort函数！

REP(i, n) cout << tp[i];

}

return 0;

}

## 模版函数

//模版函数的使用

template <typename T>

struct NODE {

T x, y;

NODE(T a, T b) : x(a), y(b) {}; //构造函数

};

/\*

重载+运算符

注意每个使用到模版函数的都要修改保留字格式:后面加上<typename>

\*/

template <typename T> //每段使用模版函数的函数前都应该加上模版函数的声明

NODE<T> operator + (const NODE<T>& A, const NODE<T>& B) {

return NODE<T>(A.x + B.x, A.y + B.y);

}

//重载<<运算符,ostream是<<运算符的数据类型

template <typename T>

ostream& operator << (ostream& out, const NODE<T>& A) {

out << "x=" << A.x << endl;

out << "y=" << A.y << endl;

return out;

}

int main() {

double \_1, \_2, \_3, \_4; //下划线\_不能作为变量的后缀

while (cin >> \_1 >> \_2 >> \_3 >> \_4) {

NODE<double> m(\_1, \_2), n(\_3, \_4);

cout << m << endl;

cout << n << endl;

cout << m + n << endl;

}

return 0;

}

# 数学公式

## 求三角形面积

![http://img.blog.csdn.net/20160713164451694?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQv/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALYAAAAWCAIAAADijvG9AAAFCElEQVRoBe2Yvy91TxDG3/vGt1MpfEOhoFGI+NGJgk4pKlFIkIiIEoUoVSRqFYkoRKMROn8BjVqUiEJDoZB4P95HxmTPde857jl7itcW587Ozs7z7OzsnLO38vb29quMVqlUyoD9wcwcgabMM/KYcHd3h5uysjOPFfxDPn6XstaDg4POzs5SoH9As0agnBQ5PT2dmJjIyvXHvpQIlJMiFxcXk5OTKRd8eXmZ0rJBs6+AvtI3CMfbdmtrK+k8qRHQV/oGaSSnB0AfKQLd0dHR/v7+//+2s7Oz5My8NGC9vLwMDg6mcTg3N9fe3p7GsnGbw8PDIDr4LIgAQFNTU6urqw8PDwHzmDQCaHVDAnwz3t7etra2crKRaX19fZubm5KLeOIciDSeeR+Nj4+nsczLhi8k76pQAjhnSzycyTFpGKgXPIH3KrK4uDg0NGTHmuzu6empml+5KAkNEGlcLS0tzc/Pp7HM0WZvb8+8FUrg/Py8ubnZsAIhGo0A17qfBMgdUibmYSUu1C2fs1VlbJqamqoOFadcXl4eGRmR/6IJAGRYwYpi0gig1fUE3gsdZZ/N4HBXtc5XSdxJEfMJFb3j4ED++kxlyJc7Talhbz5TCrOzs+wQ6PCxtSNYXhZNAGggYAsNQP3LPSYNCBB2yMBBfNB4Au8pwlcIYWKH2BILFvqgyQuOgpbcSJuIN79y9HTt6GgPgBYznnCwAoOZWcphbXsDTSPgWcRYO6A2BXTj8Bf/o6LkTgCHAO3u7rIoQImtPx4xaQCtUPDURsDNE/iMDsNKFI6XhezbAqFnzUom74S4ExfTwI+mrnYLcupWff3VsDefdQUS19KauJisieyczklxBADSYi3UFFGTY9IANFi+Rc/i8Pm/CHf0p6cnJuzv7zPceDs+Pp6enn59fV1ZWTFvhGZmZsa6XPlITXWvrq4Q2tra1H1+fm5paTFLCTXsuUbqxp58Bnf4tbW1hYUFOdzZ2ent7Q1Q7u/v0WQlICcpafCtiv3GxoZmXV9fd3d3S7bnt2mk5ADQ0dGRhcJwTRCBz8Ku9GHDOPqWSo0L4FGc5EcV1XzqJPGUhqrjMxo5OFi17c1tXQFKqlXKTl/VmMuoVZGCCIDCYqkcoqqqHtCOQ8NQAnS6NvR7eHiYjrXHx8evbryczv+qta6uLpueFIgFx5ESxdD29ja3a7NR2dBlm//TTk5O1tfXbbSjo+Pm5sa6CLXtvWUNGSDOALXKSsvY2Fhgz+sMTUEEhMVaBgYGJPMXAO9fyf5ZNA2KDXBC8bgmfwzxo0ND4nBM6drXQDKzvqHREVEh4dwYFq44o1ZgGKJ5/4z6olLX3s+tIUOAEOjTjPoh2VhpVNMLIiDnLJzDgwxiMuZxaGhrVCkJhQTR8wTeiyp02QwSGdL55ofwcMtOQMISQnoQ0aghS2lP8jV45dW2t4l1BRAtLv6EMJFXj2VqcQQExOoU9mTMo9HQ1hAEEH3cPIHPG423yFe2QhJUhSSzAJe9ZJ9MWdfeLL8tkB+6AcpDfALCLZ2GJxAjRVg2BYBC4ksZSjTUMAWl6pPd8lPq2ld1kklJFnr7+ASEXjoNTyBSilAM2GBfEqRJ1li/Q8j2AkppH0zP1CUhgttNZAJiWzqNgECkFPGxViAoZSRN8ArUkH+SQ6o0Ke393KxyMj/wEJOACJdOIyBQgRZbFb9x+bR/ydKgZ7VP4zOTTekExDY+jT97QwiVUzt9MgAAAABJRU5ErkJggg==)

* 1. 海伦公式描述：公式中a，b，c分别为三角形三边长，p为半周长，S为三角形的面积。
  2. 行列式求三角形面积：

S=（1/2)\*(下面行列式）= (1/2)\*(x1y2+x2y3+x3y1-x1y3-x2y1-x3y2)

|x1 y1 1|

|x2 y2 1|

|x3 y3 1|

## 点到直线的距离

方法一：距离公式直接求

![http://img.blog.csdn.net/20160713164514773?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQv/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/png;base64,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)

公式描述：公式中的直线方程为Ax+By+C=0，点P的坐标为(x0,y0)。但是直线方程不是够直接。推荐使用方法二。

方法二：先用海伦公式求面积然后求三角形高

## 卡特兰数

令h(1)＝1,h(0)=1，catalan 数满足递归式：  h(n)= h(0)\*h(n-1)+h(1)\*h(n-2) + ... + h(n-1)h(0) (其中n>=2)

另类递归式：

该递推关系的解为：h(n)=C(2n,n)/(n+1) (n=1,2,3,...)

## 判断一个点是否在已知三点坐标的三角形内

//判断一个点是否在已知三点坐标的三角形内（向量法）

struct node {

double x, y;

};

double dot(node a, node b) {

return a.x \* b.x + a.y \* b.y;

}

bool JudgePointInTriangle(node v0, node v1, node v2) {

double fenzi = dot(v0, v0) \* dot(v1, v1) - dot(v0, v1) \* dot(v1, v0);

double u = dot(v1, v1) \* dot(v2, v0) - dot(v1, v0) \* dot(v2, v1);

u /= fenzi;

if (u < 0 || u > 1) return false;

double v = dot(v0, v0) \* dot(v2, v1) - dot(v0, v1) \* dot(v2, v0);

v /= fenzi;

if (v < 0 || v > 1) return false;

return u + v <= 1;

}

# 杂项

## 大整数取模

//求a^n的前位数

LL POW(LL a, LL n, LL MOD) {

LL ans = 1, tmp = a;

while (n != 0) {

if (n % 2 == 1) {

ans = (ans \* tmp) % MOD;

}

tmp = (tmp \* tmp) % MOD;

n /= 2;

}

return ans;

}

## 约瑟夫环

int jsf(int n) {

if (n == 3) return 3;

if (n == 2) return 1;

if (n == 1) return 1;

bool isOdd;

if (n % 2 == 1) isOdd = true;

else isOdd = false;

int ans;

if (isOdd) {

ans = jsf((n - 1) / 2);

return ans \* 2 + 1;

}

else {

ans = jsf(n / 2);

return ans \* 2 - 1;

}

}

## 求字典序值

// 求字典序值ans

**for(**int i **=** 0**;** i **<** n**;** i**++)**

**{**

ans **+=** beishu**(**a**,** i**,** n**)** **\*** jiecheng**(**n**-** i **-** 1**);**

**}**

int jiecheng**(**int x**)**

**{**

int ans **=** 1**;**

**for(**int i **=** 2**;** i **<=** x**;** i**++)**

**{**

ans **\*=** i**;**

**}**

**return** ans**;**

**}**

int beishu**(**int a**[],** int x**,** int n**)**

**{**

int ans **=** 0**;**

**for(**int i **=** x **+** 1**;** i **<** n**;** i**++)**

**if(**a**[**i**]** **<** a**[**x**])**

ans**++;**

**return** ans**;**

**}**

## 输入输出流重定向

freopen("input.txt", "r", stdin);

freopen("output.txt", "w", stdout);