1. What is Java?

Java is an **object oriented programming language which follows the concepts of OOPS like Abstraction, polymorphism, inheritance and encapsulation.**

1. What are the features of Java?

* Simple
* Object Oriented
* Platform Independent
* Portable
* Robust
* Simple: It doesn’t have the concepts of operator overloading and explicit pointers. No need to remove the unreferenced objects because there is Automatic Garbage Collection in java.
* Object Oriented: It follows the concepts of OOPS like APIE(abstraction, polymorphism, inheritance and encapsulation).
* Platform Independent: The byte code makes java platform independent. As it can be run on any platform. (WORA)
* Portable: The byte code can be easily carried to any platform.
* Robust: Java is strong in terms of memory management, automatic garbage collection, no explicit pointers all these make Java Robust.

1. Difference between JDK, JRE and JVM ?

JVM (Java Virtual Machine) : It is an abstract machine which loads, verifies and executes the code, provides the run time environment for the byte code to be executed. It directly comes in contact with OS but the code within the JVM never interacts with it which makes it more secured.

JRE (Java Run Time Environment): It is the implementation of the JVM. It has got all the libraries + all the files used by JVM at run time. It provides the run time environment.

JDK (Java Development Kit): It provides the utilities for the compilation of the code and includes development tools. It consists of the JRE.

1. What is the Java memory Model?

* Class Area: It consists of the static variables.
* Heap: The objects created at the run time are stored in heap.
* Stack: It holds the primitive variables, partial results and local variables.
* Program Counter: It consists of the address of the current instruction being executed.
* Native Methods: it consists of the methods of other programming languages like C.

1. What are the types of variables in JAVA?

* Local Variables: These variables are declared within a method and their scope is also within the method. They don’t have any default values.
* Static Variables: The variable declared as static are known as static variables. It cannot be local.
* Instance Variables: The variables declared outside a method but inside a class are known as instance variables. They do have default values like int (0), string (null) etc.

1. What is class and object?

Class is a blueprint or a template from which objects are collected. That is why objects are known as instances (result) of class.

Object is a real world entity which has state(properties), behavior(functionality) and an uniqueiD.

1. What are different OOPS concepts?

* Abstraction
* Polymorphism
* Encapsulation
* Inheritance

1. What is abstraction?

Abstraction: Abstraction is the **concept** of hiding the implementation and showing only the essential features of the object. Abstraction mainly comes into picture for future flexibility when the developer is not sure of the implementation.

A class that is declared as abstract is known as **abstract class**. It needs to be extended and its method implemented. It cannot be instantiated. A method that is declared as abstract and does not have implementation is known as abstract method.

1. What is Encapsulation?

Encapsulation is the **concept** of restricting the access of data members from one class to another by giving the private keyword and providing access through the getters and setters.

1. What is the difference between abstraction and encapsulation?

* **Encapsulation**is a **concept** by which you restrict the access to some of the object's components, as well as binding the data and methods operating on the data.
* **Abstraction** is the **concept** to define an object that can represent abstract entities which can work, change state and communicate with other entities.
* **Abstraction** is implemented in Java using interface and abstract class while **Encapsulation** is implemented using private and protected access modifier.

1. What is inheritance?

Inheritance is the **concept** of acquisition of properties and behavior from one class to another. It is mainly used for code reusability. It is an IS-A relationship. The extends keyword is used to extend once class to another. A class that is inherited is called a super class. The new class is called a subclass.

1. What is polymorphism?

Polymorphism is the **concept** of an object’s ability to take on many forms. There are two types of polymorphism in java: compile time polymorphism and runtime polymorphism.

1. What is method overloading and overriding?

Method overloading is the **concept** of a class having multiple methods of same name but vary with type and number of arguments. It enhances the readability. It is performed within a class.

Method overriding is the **concept** of implementing a method in the sub class which is already provided in the super class. It should compulsorily be in an IS-A relation. The subclass method should have the same method name and the parameters.

1. What is static in JAVA?

Static is a **keyword** which specifies that the variables, keywords will have common properties to all the instances of the class, rather than depending on the object. It can be applied to a variable, method, block or a nested class. It is mainly used for memory management.

1. What is final, finally, finalize?

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **final** | **finally** | **finalize** |
| 1) | Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform clean up processing just before object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

1. Abstract vs interface ?

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can have static methods, main method and constructor**. | Interface **can't have static methods, main method or constructor**. |
| 5) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 6) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 7) **Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

1. What is static and dynamic binding?

The **concept** of Establishing a connection between method body and method call is known as binding. There are two types of binding.

* Static Binding
* Dynamic binding

Static binding: The **concept** of determining the object at the compile time then it is known as early binding or static binding. When a class has final, static or private method is also known as static binding.

Dynamic binding: The **concept** of determining the type of the object at the run time it is known as dynamic binding.

18)Which one you choose between abstract and interface?

Use an abstract class if you have some functionality that you want it's subclasses to have. For instance, if you have a set of functions that you want all of the base abstract class's subclasses to have.

Use an interface if you just want a general contract on behavior/functionality. If you have a function or object that you want to take in a set of different objects, use an interface. Then you can change out the object that is passed in, without changing the method or object that is taking it.

|  |  |
| --- | --- |
|  | Abstract classes are used to group a number of concrete classes under one entity.  For example, take the abstract class Animal. Animal is not something concrete. it's a family of, well, animals. but they all share certain aspectes, for example, each has a speak() option (well, except fish and sort). but each one implements it differently. this way you can override just the methods which are not the same, for example sleep() or breath() are common (again, fish are differnet :) ).  Interfaces on the other hand are more direct definition of an 'action'. That's why most (if not all) the interfaces in Java ends with 'able' (Comprable, Serializable...) By implementing the interface, you're telling other programmers or who ever uses your code that this class can do this and this. A dog, for example, is not, Animable. |

19) Why do you create abstract classes in application development?

For flexibility of the code in the future and also when the developer is not sure of the implementation. The real world abstract things can be considered to be abstract.

20)Why do you create interfaces in application development?

When multiple classes have similar functionality but vary in the implementation of that particular functionality then interfaces come into picture.

21)What are different types of access modifiers?

Public: Accessible everywhere.

Private: Accessible within the class.

Protected: Accessible within the package and outside the package only through inheritance.

Default: Accessible only within the package.

22) What is call by value?

Passing a variable by value is that the value held in the variable that is passed as an argument is copied into the parameters that are defined in the method header. That is why changes made to the variable within the method had no effect on the variable that was passed.

when objects are passed, the object itself is passed. No copy is made.

23) What is string pool?

String pool is a pool of strings stored in java heap memory. String is possible only because of the immutability concept of the string. String pools help in saving lot of space for java Runtime. When we use double quotes to create a String, it first looks for String with same value in the String pool, if found it just returns the reference else it creates a new String in the pool and then returns the reference.

4) Why string is immutable?

Majority of the data is represented in the form of strings. As a result, there are high chances of strings pointing to the same reference. If a string changes, it will affect the other string which is being referenced to the same pointer and there are chances that it might become unreferenced which gets deleted by the automatic garbage collector. This is the reason why strings are made immutable.

25) How do you make a class immutable?

By declaring a class final.

By declaring the properties of the class as final.

By not providing the setters.

26)StringBuffer vs StringBuilder ?

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is *synchronized* i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is *non-synchronized* i.e. not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is *less efficient* than StringBuilder. | StringBuilder is *more efficient* than StringBuffer |

27) == vs Equals?

== method checks for the reference of the string.

Equals method checks for the actual content of the string.

28)What is exception handling and how do you achieve it?

Exception handling is a problem that occurs during the execution of the program. It disrupts the normal flow of the program and the application terminates abnormally, which is not recommended so these exceptions are to be handled. It is achieved through try, catch and throw blocks.

29)How do you make sure a code must be executed even if exception happens?

By placing the code int the finally block.

30)What code you normally write in finally block?

Most important statements like closing connections and statements are written in finally block. It should always be followed by try or catch block. The finally block gets executed even the exception is handled or not.

31)What are checked vs unchecked exceptions?

Checked exceptions are exceptions that occur at the compile time. The extend only the throwable class. Example: File not found exception.

Unchecked exceptions are exceptions that occur at the run time. For example: - array out of bounds exception.

32)How do you create custom exceptions?

Using the throw keyword, we can explicitly throw exceptions either checked or unchecked exceptions. It is mainly used to throw custom exceptions.

33)How does exception propagation works?

An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method, if not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack. This is called exception propagation.

34)exception vs error?

|  |  |
| --- | --- |
| Errors | Exceptions |
| Errors in java are of type java.lang.Error. | Exceptions in java are of type java.lang.Exception. |
| All errors in java are unchecked type. | Exceptions include both checked as well as unchecked type. |
| Errors happen at run time. They will not be known to compiler. | Checked exceptions are known to compiler where as unchecked exceptions are not known to compiler because they occur at run time. |
| It is impossible to recover from errors. | You can recover from exceptions by handling them through try-catch blocks. |
| Errors are mostly caused by the environment in which application is running. | Exceptions are mainly caused by the application itself. |
| Examples : java.lang.StackOverflowError, java.lang.OutOfMemoryError | Examples : Checked Exceptions : SQLException, IOException Unchecked Exceptions : ArrayIndexOutOfBoundException, ClassCastException, NullPointerException |

35)Inner classes?

Writing a class within another is allowed in Java. The class written within is called the **inner class**, and the class that holds the inner class is called the **outer class**.

36)What are anonymous classes?

Anonymous classes enable you to make your code more concise. They enable you to declare and instantiate a class at the same time. They are like local classes except that they do not have a name. Use them if you need to use a local class only once.

37) JAVA Collection framework tree ?
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38) ArrayList vs LinkedList

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue**both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data |

39) List vs Set

1) List is an ordered collection it maintains the insertion order, which means upon displaying the list content it will display the elements in the same order in which they got inserted into the list.

Set is an unordered collection, it doesn’t maintain any order. There are few implementations of Set which maintains the order such as LinkedHashSet (It maintains the elements in insertion order).

2) List allows duplicates while Set doesn’t allow duplicate elements. All the elements of a Set should be unique if you try to insert the duplicate element in Set it would replace the existing value.

3) List implementations: **[ArrayList](http://beginnersbook.com/2013/12/java-arraylist/" \t "_blank" \o "ArrayList in java with example programs – Collections Framework)**, **[LinkedList](http://beginnersbook.com/2013/12/linkedlist-in-java-with-example/" \t "_blank" \o "LinkedList in Java with Example)** etc.

Set implementations: **[HashSet](http://beginnersbook.com/2013/12/hashset-class-in-java-with-example/" \t "_blank" \o "HashSet Class in Java with example)**, **[LinkedHashSet](http://beginnersbook.com/2013/12/linkedhashset-class-in-java-with-example/" \t "_blank" \o "LinkedHashSet Class in Java with Example)**, **[TreeSet](http://beginnersbook.com/2013/12/treeset-class-in-java-with-example/" \t "_blank" \o "TreeSet Class in Java with example)** etc.

4) List allows any number of null values. Set can have only a single null value at most.

5) **[ListIterator](http://beginnersbook.com/2014/06/listiterator-in-java-with-examples/" \t "_blank" \o "ListIterator in Java with examples)** can be used to traverse a List in both the directions(forward and backward) However it can not be used to traverse a Set. We can use [**Iterator**](http://beginnersbook.com/2014/06/java-iterator-with-examples/) (It works with List too) to traverse a Set.

6) List interface has one legacy class called [**Vector**](http://beginnersbook.com/2013/12/vector-in-java/)whereas Set interface does not have any legacy class.

40) Which one you prefer beween ArrayList vs LinkedList ?

LinkedList<E> allows for constant-time insertions or removals using iterators, but only sequential access of elements. In other words, you can walk the list forwards or backwards, but finding a position in the list takes time proportional to the size of the list. Javadoc says "operations that index into the list will traverse the list from the beginning or the end, whichever is closer", so those methods are O(n/4) on average, though O(1) for index = 0.

ArrayList<E>, on the other hand, allow fast random read access, so you can grab any element in constant time. But adding or removing from anywhere but the end requires shifting all the latter elements over, either to make an opening or fill the gap. Also, if you add more elements than the capacity of the underlying array, a new array (1.5 times the size) is allocated, and the old array is copied to the new one, so adding to an ArrayList is O(n) in the worst case but constant on average.

41) How do you sort collection of elements in JAVA ?

Collections.sort can be called with a custom comparator. And that comparator can be implemented to allow sorting in different sort orders.

42) What is Collections class in JAVA ?

**Collections** class provides static methods for sorting the elements of collection.If collection elements are of Set type, we can use TreeSet.But We cannot sort the elements of List.Collections class provides methods for sorting the elements of List type elements.

43) HashTable vs HashMap

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

44) What is HashMap

* A HashMap contains values based on the key. It implements the Map interface and extends AbstractMap class.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains no order.

45) How does HashMap Works

HashMap stores the data in the form of key-value pairs. Each key-value pair is stored in an object of Entry<K, V>class. Entry<K, V> class is the static inner class of HashMap which is defined like below.![How HashMap Works Internally In Java](data:image/png;base64,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)

### How put() method works?

Step 1 : First checks whether the key is null or not. If the key is null, it calls putForNullKey() method. table[0] is always reserved for null key. Because, hash code of null is 0.

Step 2 : If the key is not null, then it calculates the hash code of the key by calling hash() method.

Step 3 : Calls indexFor() method by passing the hash code calculated in step 2 and length of the table[] array. This method returns index in table[] array for the specified key-value pair.

Step 4 : After getting the index, it checks all keys present in the linked list at that index ( or bucket). If the key is already present in the linked list, it replaces the old value with new value.

Step 5 : If the key is not present in the linked list, it appends the specified key-value pair at the end of the linked list.

### How get() method Works?

Step 1 : First checks whether specified key is null or not. If the key is null, it calls getForNullKey() method.

Step 2 : If the key is not null, hash code of the specified key is calculated.

Step 3 : indexFor() method is used to find out the index of the specified key in the table[] array.

Step 4 : After getting index, it will iterate though linked list at that position and checks for the key using equals() method. If the key is found, it returns the value associated with it. otherwise returns null.

### 46) What is HashMap collison

There are chances that the **hashFunction** returns same index for 2 different keys.  This is what we call a **collision**.

**Solution:**

1. *Separate Chaining:* Have an array of lists. If there is more than one key hashed to the same index, append to the list at that index in the array. A decent hash function guarantees that the keys are evenly distributed across the indices. **This is what Java uses.**
2. *2-Choice:*It is similar to Separate Chaining, just that there are 2 hash functions instead of 1. Get the indices from both the hash function. Compare the sizes of the list at these indices and append the new key to the smaller list. This can be extended to k-Choice.
3. *Cuckoo hashing:*You have 2 hash functions. Let the first hash function return **x**. If vacant, put the key **K** there, if not, try the second hash function and let's say it returns**y**, put the key there if vacant. If not, kick out the key **L** at **y**and store **K**there. Run both the hash functions on**L** and try the other index ignoring the index at which it previously it used. Repeat the process. If you cannot find a spot for it after 15 retries, put it in the overflow table.

47) What is ConcurrentHashMap

A hash table supporting full concurrency of retrievals and high expected concurrency for updates. This class obeys the same functional specification as [Hashtable](https://docs.oracle.com/javase/8/docs/api/java/util/Hashtable.html" \o "class in java.util), and includes versions of methods corresponding to each method of Hashtable. However, even though all operations are thread-safe, retrieval operations do not entail locking, and there is not any support for locking the entire table in a way that prevents all access. This class is fully interoperable with Hashtable in programs that rely on its thread safety but not on its synchronization details.

48) Why do you think Strings makes appropriate keys for HashMap ?

 An immutable key will always keep the same hashCode() value, and the hashing function will find the correct bucket ( = index in the hashMap's array) again.

49) What kind of classes are good for HashMap keys ?

Immutable classes

50) What is Iterator vs ListIterator?

1) Iterator is used for traversing List and Set both.

We can use ListIterator to traverse List only, we cannot traverse Setusing ListIterator.

2) We can traverse in only forward direction using Iterator.

Using ListIterator, we ca

n traverse a List in both the directions (forward and Backward).

3) We cannot obtain indexes while using Iterator

We can obtain indexes at any point of time while traversing a list using ListIterator. The methods nextIndex() and previousIndex() are used for this purpose.

4) We cannot add element to collection while traversing it using Iterator, it throws ConcurrentModificationException when you try to do it.

We can add element at any point of time while traversing a list using ListIterator.

5) We cannot replace the existing element value when using Iterator.

By using set(E e) method of ListIterator we can replace the last element returned by next() or previous() methods.

6) Methods of Iterator:

* hasNext()
* next()
* remove()

Methods of ListIterator:

* add(E e)
* hasNext()
* hasPrevious()
* next()
* nextIndex()
* previous()
* previousIndex()
* remove()
* set(E e)

51) Comparable vs Comparator interfaces

|  |  |
| --- | --- |
| **Comparable** | **Comparator** |
| 1) Comparable provides **single sorting sequence**. In other words, we can sort the collection on the basis of single element such as id or name or price etc. | Comparator provides **multiple sorting sequence**. In other words, we can sort the collection on the basis of multiple elements such as id, name and price etc. |
| 2) Comparable **affects the original class** i.e. actual class is modified. | Comparator **doesn't affect the original class**i.e. actual class is not modified. |
| 3) Comparable provides **compareTo() method**to sort elements. | Comparator provides **compare() method** to sort elements. |
| 4) Comparable is found in **java.lang** package. | Comparator is found in **java.util** package. |
| 5) We can sort the list elements of Comparable type by **Collections.sort(List)** method. | We can sort the list elements of Comparator type by **Collections.sort(List,Comparator)** method. |

52) Treeset vs TreeMap

1) Major difference between TreeSet and TreeMap is that TreeSet implements Set interface while TreeMap implements Map interface in Java.

2) TreeSet stores only one object while TreeMap uses two objects called key and Value. Objects in TreeSet are sorted while keys in TreeMap remain in sorted Order.

3) Duplicate objects are not allowed in TreeSet but duplicates values are allowed in TreeMap.

54) Why do you need override Hash code and equals

Every object is placed in Hash bucket depending on the hashcode they have. It is not necessary that every different object must have different hashcode. **hashcode is used to narrow the search result.**When we try to insert any key in HashMap first it checks whether any other object present with same hashcode and if yes then it checks for the equals() method. If two objects are same then HashMap will not add that key instead it will replace the old value by new one.

55) What is multi-threading?

**Multithreading in java** is a concept of executing multiple threads simultaneously.

Thread is basically a lightweight sub-process, a smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

But we use multithreading than multiprocessing because threads share a common memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

56) How do you create Threads?

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

|  |  |
| --- | --- |
| Thread Class  Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface.  Runnable interface:   |  | | --- | | The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run().  57) How do you synchronize your code?  Synchronization in java is the capability to control the access of multiple threads to any shared resource.  There are two types of thread synchronization mutual exclusive and inter-thread communication.   1. Mutual Exclusive    1. Synchronized method.    2. Synchronized block.    3. static synchronization. 2. Cooperation (Inter-thread communication in java)   58. What is volatile?  volatile is used to indicate that a **variable's value will be modified by different threads**.  Declaring a volatile Java variable means:   * The value of this variable will **never be cached thread-locally**: all reads and writes will go straight to "main memory"; * Access to the variable **acts as though it is enclosed in a**synchronized**block**, synchronized on itself.   59) What is race condition?  A race condition occurs when two or more threads can access shared data and they try to change it at the same time. Because the thread scheduling algorithm can swap between threads at any time, you don't know the order in which the threads will attempt to access the shared data. Therefore, the result of the change in data is dependent on the thread scheduling algorithm, i.e. both threads are "racing" to access/change the data.  60) What is dead lock?  Deadlock in java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.  Deadlock in java  61) What is Thread Local ?  The ThreadLocal class in Java enables you to create variables that can only be read and written by the same thread. Thus, even if two threads are executing the same code, and the code has a reference to aThreadLocal variable, then the two threads cannot see each other's ThreadLocal variables.  62) What is Thread Pool ?  A thread pool is a group of threads initially created that waits for jobs and executes them. The idea is to have the threads always existing, so that we won't have to pay overhead time for creating them every time. They are appropriate when we know there's a stream of jobs to process, even though there could be some time when there are no jobs.  63) How do you use Executor framework?  Executors framework (java.util.concurrent.Executor), released with the JDK 5 in package java.util.concurrent is used to run the Runnable objects without creating new threads every time and mostly re-using the already created threads.  64) What is starvation?  **Starvation** occurs when a thread is continually denied access to resources and as a result it is unable to make progress. This usually happens when greedy threads consume shared resources for long periods of time. When this happens for extended periods of time, the thread not getting enough CPU time or access to the resource will not be able to make enough progress leading to [**thread starvation**](http://docs.oracle.com/javase/tutorial/essential/concurrency/starvelive.html).  One of the likely causes of thread starvation is incorrect thread priorities among different threads or thread groups.  Another possible cause could be use of non-terminating loops (infinite loops) or waiting excessive amount of time on specific resources while holding on to critical locks required by other threads.  65) Synchronized methods vs Synchronized blocks?  The key difference is this: if you declare a method to be synchronized, then the entire body of the method becomes synchronized; if you use the synchronized block, however, then you can surround just the "critical section" of the method in the synchronized block, while leaving the rest of the method out of the block.  If the entire method is part of the critical section, then there effectively is no difference. If that is not the case, then you should use a synchronized block around just the critical section. The more statements you have in a synchronized block, the less overall parallelism you get, so you want to keep those to the minimum.  66) What is serialization and externalization?  **Serialization in java** is a mechanism of writing the state of an object into a byte stream. It is mainly used in Hibernate, RMI, JPA, EJB, JMS technologies. The reverse operation of serialization is called *deserialization*. The String class and all the wrapper classes implements *java.io.Serializable* interface by default.  Java class can be saved into byte stream using externalization. To get complete control on class persistence as byte stream, java provides Externalization. *java.io.Externalizable* interface declares two method i.e *writeExternal and readExternal.* A class which needs to be externalize, must implement Externalizable interface and has to define two method readExternal and writeExternal.  67) How do you avoid a variable particiapting in serialization ?  Using the transient keyword we can avoid a variable particiapting in serialization.  68)what is marker interface?  Marker interface is used as a tag to inform a message to the Java compiler so that it can add special behaviour to the class implementing it. Java marker interface has no members in it. Consider java.io.Serializable marker interface. It does not have any members defined it it. When a Java class is to be serialized, you should intimate the Java compiler in some way that there is a possibility of serializing this java class. In this scenario, marker interfaces are used. The java class which may be serialized has to implement the java.io.Serializable marker interface. In such way, we are intimating the java compiler.  69)What is enum in java?  An *enum type* is a special data type that enables for a variable to be a set of predefined constants. The variable must be equal to one of the values that have been predefined for it. Common examples include compass directions (values of NORTH, SOUTH, EAST, and WEST) and the days of the week.  Because they are constants, the names of an enum type's fields are in uppercase letters. | |
|  |
|  |