Assignment 4

1. Demo

The following fig is about executing.
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There are no argument input, instead, user can modified some defined line (in classification.hpp ) to test what user want to test. After executing, the two number after “value” meaning the threshold and the number represent which attribute. And with the pre-order way to dump the tree on the screen. And the terminal represents what the tree lead a certain input data to. At last the screen would output the validity about the testing data. In the example, training data and testing data are same, so the validity is 100%.

1. Result

Because those data set on the website have no same format, so my experiment almost tested by the data set “iris”. Which have about 200 data inside, for kind of attribute and three class. Also, the first class is very easy to be classify by only one attribute.

* 1. Using only CART

The decision tree in this supervise training is necessary and the base structure in the experiment. Using only CART, is not called the forest. But it can use for test some case. Also, the result can be compare to other case, like the condition this assignment given.

* + 1. Testing data and train data rate

In the table, x axis is for training data take % data and y axis is used for testing validity. Each case takes 10 example. However, in the test we can’t find out the obvious different of changing testing data set size after the train data have 10% of total data, it shows that 10% of data is enough to train and the data have not obvious over-fitting situation happened thought there are only one tree.

In case the small data set and few class could affect the result I also try the “glass.data” to test.

And it shows the similar result to iris data set. According two result I guess the data with more attribute and less noise can validity higher.

* 1. Using random forest

To do the experiment, I still used “glass.data”. And used about 30% of total data for testing data. And I tried to modified the tree number to test. And the tree bagging is also use about 30% of training data. And still consider all attribute.

In the following fig. the x axis is for 2^x tree used to test, and y is the validity.

Although all of them are higher than 80% and the oscillation also exist, we can still observe that there is a trend raising, and it seem like there are an exponential relation between validity and tree number. Maybe if test more time can reduce the oscillation. However, the spending time is also increased a lot.

Also I tried modified the attribute number for all tree, I reduce the number to 6 (-3) and test it again. It seems that it has more oscillation at beginning. But when the tree number are raising, the oscillation are release a lot. And the perform seem same or even better than the upper one.

The case is I only choose one attribute; the performance is higher than I guess. After about 1000 tree, the validity is almost 100% present.

* 1. Extremely random forest

It is a tree that “At each node splitting, just randomly select an attribute”. So that if there are only one attribute it is always extremely random tree.

So I tried the upper example, and find the performance.

* 1. Out-of-bag errors and validation-set errors
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The condition is same as 2.2. second test, and build 100 tree. And repeat 5 time. We can find out the validation-set from testing data is higher than average and median number.

![C:\Users\User\AppData\Local\Microsoft\Windows\INetCache\Content.Word\未1名.png](data:image/png;base64,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)

Also, if there are only 5 tree, it also has same trend. And it seems intuitive because more tree can eliminate some useless tree’s imformation.

1. Other
   1. Remaining questions and ideas of future investigation

This program for the assignment is not very programmable, so that I am not sure when I testing those experiment all parameter is set absolutely right, thought I checked a lot of time. For example, the 2.4 part, testing the out-of-bag error, I modify the original function to reference and add some variable, and when I what to resume and test other part, it is possible that there are many problems I don’t come up.

Otherwise, I am a bit not sure those experience I tested and those data I get are coincident appear or even those data are “good” data set. And the data set on the web site all have different format, making it is more hard to once tested lot of different set and compare to each other, maybe in future I can solve the trouble and use them to try.

And there is some condition I want to test and because of the program is hard to modify in some part. One of case I want to test is changing some condition about extremely random forest and I found that there are many paper compare between Random Forest and Extra tree.

About out-of-bag part, thought compute out-of-bag error is easy to compute, but I don’t know where the error testing can be used. Maybe it can be used to compute every tree’s weight with a certain way and function. And I only test few condition, maybe there are not condition I don’t consider have different result.

Code

Main.cpp

#include "classification.hpp"

int main(int argc, char\*\* argv){

    srand((unsigned int)time(NULL) + getpid());

    vector<Example> dataSet = readData();

    vector<Example>& trainDataSet = dataSet;

    int treeNum = TREE\_NUM;

    vector<Node\*> forest;

    vector<Example> testDataSet = apart\_data(trainDataSet);

    while(treeNum--){

        vector<Example> randomDataSet  = random\_part(dataSet);

        if(randomDataSet.size() > 1) forest.push\_back(CART\_build(randomDataSet));

    }

    Node\* finialTree = vote(forest);

    dump\_screen(finialTree);

    test\_vaildity(finialTree, testDataSet);

    return 0;

}

Classification.cpp

#include "classification.hpp"

vector<Example> readData(){

    vector<Example> dataSet;

    ifstream iFile(FILEDIR);

    while(!iFile.eof()){

        string tmp;

        getline(iFile, tmp);

        if(!tmp.size()) continue;

        char cstr[tmp.length() + 1];

        strcpy(cstr, tmp.c\_str());

        Example correntExp;

        char\* tok = strtok(cstr, ",");

        while(1){

            double readValue = atof(tok);

            correntExp.tag.push\_back(readValue);

            char\* tmp\_ptr = strtok(NULL, ",");

            if(!tmp\_ptr){

                if(!strcmp(tok, "Iris-setosa")) correntExp.classType = 1;

                else if(!strcmp(tok, "Iris-versicolor")) correntExp.classType = 2;

                else if(!strcmp(tok, "Iris-virginica")) correntExp.classType = 3;

                break;

            }

            tok = tmp\_ptr;

        }

        dataSet.push\_back(correntExp);

    }

    return dataSet;

}

#include "classification.hpp"

extern int rate;

//read data, obviously

vector<Example> readData(){

    vector<Example> dataSet;

    ifstream iFile(FILEDIR);

    while(!iFile.eof()){

        string tmp;

        getline(iFile, tmp);

        if(!tmp.size()) continue;

        char cstr[tmp.length() + 1];

        strcpy(cstr, tmp.c\_str());

        Example correntExp;

        char\* tok = strtok(cstr, ",");

        tok = strtok(NULL, ",");

        while(1){

            double readValue = atof(tok);

            correntExp.tag.push\_back(readValue);

            char\* tmp\_ptr = strtok(NULL, ",");

            if(!tmp\_ptr){

//this part is used for different format data input.

                /\*

                if(!strcmp(tok, "Iris-setosa")) correntExp.classType = 1;

                else if(!strcmp(tok, "Iris-versicolor")) correntExp.classType = 2;

                else if(!strcmp(tok, "Iris-virginica")) correntExp.classType = 3;

                break;\*/

                correntExp.classType = atoi(tok);

                break;

            }

            tok = tmp\_ptr;

        }

        dataSet.push\_back(correntExp);

    }

    return dataSet;

}

//usiing for tree bagging

vector<Example> random\_part(vector<Example> dataSet){

    //This part is used for only one CART tree

    //return dataSet;

    vector<Example> partedData;

    for(int i=0; i<(dataSet.size()/TRAIN\_DATA\_RATE); i++)

        partedData.push\_back(dataSet[rand() % dataSet.size()]);

    //This part is usd for reduce attribute to a tree

    //notUsedNum can reduce such number of attribute

    bool arr[partedData[0].tag.size()] = {0};

    int notUsedNum = 5;

    while(notUsedNum){

        int randAttribute = rand() % partedData[0].tag.size();

        if(arr[randAttribute] == 0) {

            arr[randAttribute] = 1;

            notUsedNum --;

        }

    }

    for(int n=0; n<partedData[0].tag.size(); n++){

        if(arr[n]){

            for(int i=0; i<partedData.size(); i++){

                partedData[i].tag[n] = 0.0;

            }

        }

    }

    return partedData;

}

//using for part testing data and training data

vector<Example> apart\_data(vector<Example>& dataSet){

    vector<Example> testDataSet;

    for(vector<Example>::iterator it=dataSet.begin(); it < dataSet.end(); ){

        if((rand() % TEST\_DATA\_RATE\_TOTAL\_PART) < TEST\_DATA\_RATE){

            testDataSet.push\_back(\*it);

            it = dataSet.erase(it);

        }else it++;

    }

    return testDataSet;

}

//To built a CART tree

Node\* CART\_build(vector<Example> dataSet){

    if(dataSet.size() < 2) return NULL;

    int tagNum = dataSet[0].tag.size();

    vector<vector<double>> allThreshold;

    int selectAttribute = rand() % tagNum;

    for (int i=0; i<tagNum; i++){

        vector<double> appearNum;

        for(int j=0; j<dataSet.size(); j++){

            appearNum.push\_back(dataSet[j].tag[i]);

        }

        sort(appearNum.begin(), appearNum.end());

        vector<double> useableThreshold;

        double firstNum, secondNum = appearNum[0];

        for(int j=1; j<appearNum.size(); j++){

            if(appearNum[j] == secondNum) continue;

            firstNum = secondNum;

            secondNum = appearNum[j];

            useableThreshold.push\_back((firstNum + secondNum)/2);

        }

//This part is used for extra tree but there are some problem exist

//      if(selectAttribute == i)

            allThreshold.push\_back(useableThreshold);

//      else {

//          vector<double> tmp;

//          allThreshold.push\_back(tmp);

//      }

    }

//choosing the best node

    double minImpurity = 1.5;

    Node\* bestNode = new Node;

    vector<Example> refFirstSet;

    vector<Example> refSecondSet;

    double refFirstGini = 1.0, refSecondGini = 1.0;

    for(int j=0; j<allThreshold.size(); j++){

        for(int k=0; k<allThreshold[j].size(); k++){

            vector<Example> firstSet, secondSet;

            for (int l=0; l<dataSet.size(); l++){

                if(dataSet[l].tag[j] > allThreshold[j][k]) firstSet.push\_back(dataSet[l]);

                else secondSet.push\_back(dataSet[l]);

            }

            double firstGini = Gini\_impurity(firstSet) \* firstSet.size() / dataSet.size();

            double secondGini = Gini\_impurity(secondSet) \* secondSet.size() / dataSet.size();

            double correntImpurity = firstGini + secondGini;

            if(correntImpurity < minImpurity){

                minImpurity = correntImpurity;

                bestNode->value = allThreshold[j][k];

                bestNode->tagNum = j;

                refFirstSet = firstSet;

                refSecondSet = secondSet;

                refFirstGini = firstGini;

                refSecondGini = secondGini;

            }

        }

    }

    if(refFirstGini > 0.00001) bestNode->leftNode = CART\_build(refFirstSet);

    else {

    bestNode->leftNode = NULL;

        bestNode->leftTerminalTag = refFirstSet[0].classType;

    }

    if(refSecondGini > 0.00001) bestNode->rightNode = CART\_build(refSecondSet);

    else {

    bestNode->rightNode = NULL;

        bestNode->rightTerminalTag = refSecondSet[0].classType;

    }

    return bestNode;

}

//comput Gini's impurity

double Gini\_impurity(vector<Example> dataSet){

    const int classNum = CLASS\_NUM;

    int arr[classNum + 1] = {0};

    for (int i=0; i<dataSet.size(); i++){

        arr[dataSet[i].classType]++;

    }

    double sum = 0.0;

    for (int i=1; i<classNum+1; i++) sum += arr[i]\* arr[i] \* 1.0;

    sum /= (dataSet.size() \* dataSet.size());

    return 1.0 - sum;

}

//Used for sorting

bool compareFunc (SimpleNode node1, SimpleNode node2) {

    return (node1.value + node1.tagNum\*1000 < node2.value + node2.tagNum\*1000);

}

//Vote the node

Node\* vote(vector<Node\*> forest){

    if(!forest.size()) return NULL;

    vector<SimpleNode> allNode;

    for(int i=0; i<forest.size(); i++){

        SimpleNode correntNode;

        correntNode.value = forest[i]->value;

        correntNode.tagNum = forest[i]->tagNum;

        allNode.push\_back(correntNode);

    }

    sort(allNode.begin(), allNode.end(), compareFunc);

    int arr[allNode.size()] = {1};

    for(int i=1; i<allNode.size(); i++){

        if(allNode[i].tagNum == allNode[i-1].tagNum &&

            allNode[i].value == allNode[i-1].value){

            arr[i] = arr[i-1] + 1;

        }else arr[i] = 1;

    }

    int maxCount = 0;

    int seq = -1;

    for(int i=0; i<allNode.size(); i++){

        if(arr[i] > maxCount){

            maxCount = arr[i];

            seq = i;

        }

    }

    SimpleNode selectNodeInfo = allNode[seq];

    Node\* selectNode = new Node;

    selectNode->value = selectNodeInfo.value;

    selectNode->tagNum = selectNodeInfo.tagNum;

    vector<Node\*> subLeftForest;

    vector<Node\*> subRightForest;

    for(int i=0; i<forest.size(); i++){

        if(forest[i]->value == selectNodeInfo.value &&

            forest[i]->tagNum == selectNodeInfo.tagNum ){

            if(forest[i]->leftNode){

                subLeftForest.push\_back(forest[i]->leftNode);

            }else selectNode->leftTerminalTag = forest[i]->leftTerminalTag;

            if(forest[i]->rightNode){

                subRightForest.push\_back(forest[i]->rightNode);

            }else selectNode->rightTerminalTag = forest[i]->rightTerminalTag;

        }else {

//Can reduce space using but not really need

        //  deleteTree(forest[i]);

        }

    }

    selectNode->leftNode = vote(subLeftForest);

    selectNode->rightNode = vote(subRightForest);

    return selectNode;

}

//out put to screen

void dump\_screen(Node\* corrent){

    cout << "value: " << corrent->value << " " << corrent->tagNum << endl;

    cout << "left ";

    if(corrent->leftNode) dump\_screen(corrent->leftNode);

    else cout << "terminal: " << corrent->leftTerminalTag << endl;

    cout << "right ";

    if(corrent->rightNode) dump\_screen(corrent->rightNode);

    else cout << "terminal: " << corrent->rightTerminalTag << endl;

}

//testing vaildity

void test\_vaildity(Node\* tree, vector<Example> dataSet){

    int correctNum = 0;

    for(int i=0; i<dataSet.size(); i++){

        Node\* traveling = tree;

        int correntClassType;

        while(traveling){

            if(dataSet[i].tag[traveling->tagNum] > traveling->value){

                correntClassType = traveling -> leftTerminalTag;

                traveling = traveling -> leftNode;

            }else{

                correntClassType = traveling -> rightTerminalTag;

                traveling = traveling->rightNode;

            }

        }

        if(correntClassType == dataSet[i].classType) correctNum++;

    }

    ofstream outFile;

    outFile.open("dataOutput.txt", fstream::out | fstream::app);

    outFile << (correctNum \* 100) / dataSet.size() << endl;

    outFile.close();

    cout << "Validity: " << correctNum \* 100 / dataSet.size() << "%" << endl;

}

Classification.hpp

#include <unistd.h>

#include <iostream>

#include <fstream>

#include <vector>

#include <unordered\_map>

#include <algorithm>

#include <cstring>

#include <cmath>

#include <ctime>

#include <cstdlib>

#define FILEDIR "dataset/glass.data"

#define TEST\_DATA\_RATE 33

#define TEST\_DATA\_RATE\_TOTAL\_PART 100

#define TRAIN\_DATA\_RATE 5

#define TREE\_NUM 1

#define CLASS\_NUM 7

using namespace std;

class Example{

    public:

        int classType;

        vector<double> tag;

};

class Node{

    public:

        Node \*leftNode, \*rightNode;

        int leftTerminalTag, rightTerminalTag;

        double value;

        int tagNum;

};

class SimpleNode{

    public:

        double value;

        int tagNum;

};

vector<Example> readData();

Node\* CART\_build(vector<Example>);

vector<Example> random\_part(vector<Example>);

vector<Example> apart\_data(vector<Example> &);

double Gini\_impurity(vector<Example>);

Node\* vote(vector<Node\*>);

void dump\_screen(Node\*);

bool compareFunc (SimpleNode, SimpleNode);

void test\_vaildity(Node\*, vector<Example>);

Makefile

all:

    g++ -g main.cpp classification.cpp -o classification

clear:

    rm classification