How to use health indicators to distinguish the degree of physical fitness
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# Introduction

After the impact of COVID-19, people are paying more and more attention to health. The question is if we can use the machine learning method to classify people’s health through health indicators. Then calculate the health level by monitoring health indicators and then issue warnings to people with low health levels.

# Data

## I. Data sources

The data set was found on Kaggle, an online source of datasets. The set we selected is titled “[Worldwide Deaths by Country/Risk Factors](https://www.kaggle.com/datasets/kukuroo3/body-performance-data),” and the data is sourced from the Korea Sports Promotion Foundation(KSPO). This dataset contains 13,393 observations with 11 different feature variables. The number of cases for class A is 3348, for class B is 3347, for class C is 3349, and for class D is 3349. Thus, balancing data to make every group occupy a similar proportion is unnecessary.

## II. Data preprocessing

Features per case:

```r  
grade <- data.frame(  
 names = c("X1",'gender', "X2", "X3","X4", "X5","X6", "X7","X8", "X9","X10", "X11"),  
 meaning = c("age : 20 ~64 ",'F,M(deleted)', 'height\_cm : (If you want to convert to feet, divide by 30.48)', 'weight\_kg','body fat\_%','diastolic : diastolic blood pressure (min)','systolic : systolic blood pressure (min)','gripForce','sit and bend forward\_cm','sit-ups counts','broad jump\_cm','class : A,B,C,D ( A: best)')  
)  
knitr::kable(grade)  
```  
  
  
  
|names |meaning |  
|:------|:-------------------------------------------------------------|  
|X1 |age : 20 ~64 |  
|gender |F,M(deleted) |  
|X2 |height\_cm : (If you want to convert to feet, divide by 30.48) |  
|X3 |weight\_kg |  
|X4 |body fat\_% |  
|X5 |diastolic : diastolic blood pressure (min) |  
|X6 |systolic : systolic blood pressure (min) |  
|X7 |gripForce |  
|X8 |sit and bend forward\_cm |  
|X9 |sit-ups counts |  
|X10 |broad jump\_cm |  
|X11 |class : A,B,C,D ( A: best) |

bp = read.csv("G:/UH/S1/6350 Statistical Learning and Data Mining/Final/archive/bodyPerformance.csv",head = TRUE)  
bp = subset(bp,select = -c(2))  
  
D1 = bp[bp$class =="A",]  
D2 = bp[bp$class =="B",]  
D3 = bp[bp$class =="C",]  
D4 = bp[bp$class =="D",]  
# Discard the missing data  
#Removing rows with a null or " "   
D1[D1==""]<-NA  
D1[D1==" "]<-NA  
D1<-D1[complete.cases(D1),]  
  
D2[D2==""]<-NA  
D2[D2==" "]<-NA  
D2<-D2[complete.cases(D2),]  
  
D3[D3==""]<-NA  
D3[D3==" "]<-NA  
D3<-D3[complete.cases(D3),]  
  
D4[D4==""]<-NA  
D4[D4==" "]<-NA  
D4<-D4[complete.cases(D4),]  
  
  
D1=na.omit(D1) # Discard the "NA"  
D2=na.omit(D2)  
D3=na.omit(D3)  
D4=na.omit(D4)  
  
D1[,11] = 1  
D2[,11] = 2  
D3[,11] = 3  
D4[,11] = 4  
  
a = dim(D1)[1]  
b = dim(D2)[1]  
c = dim(D3)[1]  
d = dim(D4)[1]  
  
#I don't deed to balance my data  
N = a +b + c + d   
per\_D1 = round(a/N\*100,2)  
per\_D2 = round(b/N\*100,2)  
per\_D3 = round(c/N\*100,2)  
per\_D4 = round(d/N\*100,2)  
  
paste('The total number of cases N =',N)

## [1] "The total number of cases N = 13393"

paste('per\_D1 =', per\_D1, '%')

## [1] "per\_D1 = 25 %"

paste('per\_D2 =', per\_D2, '%')

## [1] "per\_D2 = 24.99 %"

paste('per\_D3 =', per\_D3, '%')

## [1] "per\_D3 = 25.01 %"

paste('per\_D4 =', per\_D4, '%')

## [1] "per\_D4 = 25.01 %"

Delete the “gender” feature because it is not a quantitative feature. Now cases have ten features. Dataset ‘bodyPerformance.csv’ was imported into R using the read.csv() function. The gender column was discarded, and the rest data was defined as matrix D (11 columns and 13393 rows, all rows are numeric). To center and scale the data, calculate the mean and standard deviation(data - mean)/(std). The scaled data frame of variables(X1-X10) is named RESF.

As the below figure shows, the correlation between variables could be a lot higher, for example, 0.9. Because cases have few features, using PCA to reduce dimension is not helpful.

D = rbind(D1,D2,D3,D4)  
num=c(1:11)  
for(i in num){  
 names(D)[i]=paste("X",i,sep="")  
}  
  
library("broom")  
library("ggplot2")   
library("GGally")

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

variables = subset(D,select = -c(11))  
  
pairs = ggpairs(variables)  
  
  
RESF<-D[,1:10]  
# Compute the means m\_j and standard deviations std\_j  
m\_j<-vector()  
for(j in 1:10){  
 m\_j=round(c(m\_j,mean(RESF[,j])),2)  
}   
  
std\_j<-vector()  
for(j in 1:10){  
 std\_j=round(c(std\_j,sd(RESF[,j])),2)  
}   
RESF<-D[,1:10]  
for(j in 1:10 ){  
 RESF[,j]=(D[,j]-m\_j[j])/std\_j[j]  
}  
  
x = RESF  
y = factor(D$X11)
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Correlation between variables

# Data analysis

## I.Random Forest

In the beginning, 100,200,300,400,500 are used as ntree to test which  
 number of trees I should use. The function system.time() is used to  
 get the time of each ntree used.

library(randomForest)

## randomForest 4.7-1.1

## Type rfNews() to see new features/changes/bug fixes.

##   
## 载入程辑包：'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

ntree = c(100,200,300,400,500)  
OOB\_acc = vector(mode='numeric',length=length(ntree))  
set.seed(123)  
for (i in 1:length(ntree)) {  
 forest = randomForest(y~.,x,ntree=ntree[i])  
 OOB\_acc[i] = round((1-forest$err.rate[ntree[i],1]),4)  
}  
  
  
  
time = c(1.74,3.58,5.22,7.14,16.79)  
table1 = data.frame(row.names = ntree,time,OOB\_acc)  
table1

## time OOB\_acc  
## 100 1.74 0.7237  
## 200 3.58 0.7317  
## 300 5.22 0.7334  
## 400 7.14 0.7397  
## 500 16.79 0.7368

plot(time,OOB\_acc,'b')
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# ntree=200 is the best choice,with acc is high and time is low.  
library(randomForest)  
set.seed(123)  
forest200 = randomForest(y~.,x,ntree=200, importance=T)  
OOB\_acc200 = round(1-forest200$err.rate[200,1],4)

As we can see from the above diagrams, when ntree increased from 100 to 200, the accuracy of OOB increased a lot. When ntree increased from 200 to 500, time increased, but the accuracy of OOB did not increase that much. Thus 200 is to use to train the model.

The function sample(1:a,floor(a\*0.85)) is used to take 0.85 of each rank(A-D) randomly. Let 0.85 of the whole data become training data. Moreover, 0.15 of the whole data becomes test data. When ntree=200, the OOB-accuracy of this classifier is 0.7281.

#Split into test/train   
y1=D1[,11]  
y2=D2[,11]  
y3=D3[,11]  
y4=D4[,11]  
  
y1=as.factor(y1)  
y2=as.factor(y2)  
y3=as.factor(y3)  
y4=as.factor(y4)  
  
set.seed(42)  
idx\_D1 = sample(1:a,floor(a\*0.85))  
idx\_D2 = sample(1:b,floor(b\*0.85))  
idx\_D3 = sample(1:c,floor(c\*0.85))  
idx\_D4 = sample(1:d,floor(d\*0.85))  
  
D1.n = RESF[1:nrow(D1),]  
D2.n = RESF[(nrow(D1)+1):(nrow(D2)+nrow(D1)),]  
D3.n = RESF[(nrow(D1)+nrow(D2)+1):(nrow(D3)+nrow(D2)+nrow(D1)),]  
D4.n = RESF[(nrow(D3)+nrow(D2)+nrow(D1)+1):  
 (nrow(D4)+nrow(D3)+nrow(D2)+nrow(D1)),]  
  
  
x\_train = rbind(D1.n[idx\_D1,],D2.n[idx\_D2,],D3.n[idx\_D3,],D4.n[idx\_D4,])  
x\_test = rbind(D1.n[-idx\_D1,],D2.n[-idx\_D2,],D3.n[-idx\_D3,],D4.n[-idx\_D4,])  
y\_train =c(y1[idx\_D1],y2[idx\_D2],y3[idx\_D3],  
 y4[idx\_D4])  
y\_test = c(y1[-idx\_D1],y2[-idx\_D2],y3[-idx\_D3],  
 y4[-idx\_D4])

When ntree=200, the OOB-accuracy training data of this classifier=  0.7281

The standard accuracy of training data = 1, which means the model performs very well in training data.

The standard accuracy of test data  = 0.8946322

The standard accuracy of test data was obtained by sum(forest\_sp\_pred1 == y\_test)/length(y\_test).

# When ntree=200 create new Random Forest  
library(randomForest)  
set.seed(123)  
forest\_sp = randomForest(y\_train~.,x\_train,ntree=200,   
 importance=T,  
 min\_impurity\_decrease = 0.03,  
 min\_samples\_split = 4,  
 class\_weight = balanced\_subsample)  
  
# Compute the standard accuracy of the training set  
forest\_sp\_pred1 = predict(forest\_sp,x\_train)  
ACCtrain\_sp = sum(forest\_sp\_pred1 == y\_train)/length(y\_train)  
ACCtrain\_sp

## [1] 1

# Compute the standard accuracy of the test set  
forest\_sp\_pred2 = predict(forest\_sp,x\_test)  
ACCtest\_sp = sum(forest\_sp\_pred2 == y\_test)/length(y\_test)  
ACCtest\_sp

## [1] 0.7365805

# Compute the error margins on ACCtrain\_sp  
p1=ACCtrain\_sp  
em\_train = round(sqrt(p1\*(1- p1 )/nrow(x\_train)),6)  
em\_train

## [1] 0

# Compute the error margins on ACCtest\_sp  
p2=ACCtest\_sp  
em\_test = round(sqrt(p2\*(1- p2 )/nrow(x\_test)),6)  
em\_test

## [1] 0.00982

# Compute the OOB-accuracy of forest\_sp on train set and test set  
OOB\_acc\_sp = round(1-forest\_sp$err.rate[200,1],4)  
paste('When ntree=200 the OOB-accuracy of this classifier= ',OOB\_acc\_sp)

## [1] "When ntree=200 the OOB-accuracy of this classifier= 0.7281"

1,2,3 are used as nodesize to test which number of nodesize I should use. Nodesize means the number of groups should be divided.

nodesize = c(1,2,3)  
OOB\_acc = vector(mode='numeric',length=length(nodesize))  
set.seed(223)  
for (i in 1:length(nodesize)) {  
 forest = randomForest(y~.,x,ntree=200,nodesize = nodesize[i])  
 print(system.time(randomForest(y~.,x,nodesize=nodesize[i])))  
 OOB\_acc[i] = round((1-forest$err.rate[nodesize[i],1]),4)  
}

## 用户 系统 流逝   
## 8.57 0.17 8.91   
## 用户 系统 流逝   
## 8.39 0.25 8.76   
## 用户 系统 流逝   
## 8.44 0.28 8.80

table2 = data.frame(OOB\_acc,nodesize,row.names = nodesize)  
  
plot(nodesize,OOB\_acc,'b')

![](data:image/png;base64,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)

#when nodesize = 1 I can get the bet OOB\_ACC  
forest\_sp = randomForest(y\_train~.,x\_train,ntree=200,   
 importance=T,  
 min\_impurity\_decrease = 0.03,  
 min\_samples\_split = 4,  
 class\_weight = balanced\_subsample)  
OOB\_acc\_sp = round(1-forest\_sp$err.rate[200,1],4)  
  
# Compute the standard accuracy of the training set  
forest\_sp\_pred1 = predict(forest\_sp,x\_train)  
ACCtrain\_sp = sum(forest\_sp\_pred1 == y\_train)/length(y\_train)  
ACCtrain\_sp

## [1] 1

# Compute the standard accuracy of the test set  
forest\_sp\_pred2 = predict(forest\_sp,x\_test)  
ACCtest\_sp = sum(forest\_sp\_pred2 == y\_test)/length(y\_test)  
ACCtest\_sp

## [1] 0.7355865

When node  = 1, the highest accuracy of OOB appeared. Then nodesize = 1 is taken to train the model.

Loaded Library “caret” to use the confusionMatrix() function. The test confusion Matrix below shows that the 2 of the lowest confusion classes are D2 and D3. Rank B and rank C are chosen as data to train the SVM model to get better grading accuracy.

# Compute the confusion matrix of forest\_sp on trainning set   
library(caret)

## 载入需要的程辑包：lattice

expected = factor(y\_train)  
predicted = factor(forest\_sp\_pred1)  
CM\_train = confusionMatrix(predicted,expected)  
  
  
C1=round(CM\_train$table[1,]/sum(CM\_train$table[1,]),4)\*100  
C2=round(CM\_train$table[2,]/sum(CM\_train$table[2,]),4)\*100  
C3=round(CM\_train$table[3,]/sum(CM\_train$table[3,]),4)\*100  
C4=round(CM\_train$table[4,]/sum(CM\_train$table[4,]),4)\*100  
  
conf\_matrix\_train = rbind(C1,C2,C3,C4)  
   
  
# Compute the confusion matrix of forest\_sp on test set  
library(caret)  
expected = factor(y\_test)  
predicted = factor(forest\_sp\_pred2)  
CM\_test = confusionMatrix(predicted,expected)  
  
  
R1=round(CM\_test$table[1,]/sum(CM\_test$table[1,]),4)\*100  
R2=round(CM\_test$table[2,]/sum(CM\_test$table[2,]),4)\*100  
R3=round(CM\_test$table[3,]/sum(CM\_test$table[3,]),4)\*100  
R4=round(CM\_test$table[4,]/sum(CM\_test$table[4,]),4)\*100  
  
conf\_matrix\_test = rbind(R1,R2,R3,R4)  
conf\_matrix\_test # The 2 of lowest confusion classes are D2,D3

## 1 2 3 4  
## R1 73.76 18.44 6.38 1.42  
## R2 15.52 60.34 18.58 5.56  
## R3 0.86 14.56 72.59 11.99  
## R4 0.44 3.49 6.75 89.32

## II.SVM

The library 'e1070' is imported to use SVM calculations.  
  
In the beginning, 1,50,100,150,200,250,300,350,400,450 are used as the  
C value. And the kernel is radial, which is Gaussian Kernel(K(x,y) =  
exp(-gamma)\\*abs(x-y)\^2). The best gamma should be chosen to  
get the best SVM model. I used G = c(1/10/dim(x\_train)[1],  
1/dim(x\_train)[1], 10/dim(x\_train)[1], 100/dim(x\_train)[1]) to  
calculate my gamma.

x\_train = rbind(D2.n[idx\_D2,],D3.n[idx\_D3,])  
x\_test = rbind(D2.n[-idx\_D2,],D3.n[-idx\_D3,])  
y\_train =c(y2[idx\_D2],y3[idx\_D3])  
y\_test = c(y2[-idx\_D2],y3[-idx\_D3])  
  
library(e1071)  
c = c(1,50,100,150,200,250,300,350,400,450)  
G = c(1/10/dim(x\_train)[1], 1/dim(x\_train)[1], 10/dim(x\_train)[1], 100/dim(x\_train)[1])  
support = vector(length = 40)  
train\_acc = vector(length = 40)  
test\_acc = vector(length = 40)  
for (i in 1:length(c)) {  
 for (j in 1:length(G)) {  
 svm\_result = svm(y\_train~.,x\_train, scale = TRUE, gamma=G[j],kernel='radial',cost = c[i])  
   
 support[i\*j] = dim(svm\_result$SV)[1]/length(y\_train)  
   
 train\_pred = predict(svm\_result,x\_train)  
 train\_acc[i\*j] = sum(train\_pred == y\_train)/length(y\_train)  
   
 test\_pred = predict(svm\_result,x\_test)  
 test\_acc[i\*j] = sum(test\_pred == y\_test)/length(y\_test)  
 }  
}  
  
result = data.frame('C' = rep(c,each=4),'Gamma'=rep(G,times=10),'testAcc'=test\_acc,'trainAcc'=train\_acc,'ratio'=test\_acc/train\_acc,'%support'=support)  
  
  
svm\_result = svm(y\_train~.,x\_train, verbose = TRUE, kernel='radial',cost=200,gamma=0.001)

Moreover, when the C value increased, the accuracy of the test increased. Thus, a high C value should be set to see if a higher C value could help to improve the SVM model. Then the C value is reset to increase the punishment of the error point.

Now the set of C values is c(1,10,50,100,300,500,1000,2000,3000,5000).

c = c(1,10,50,100,300,500,1000,2000,3000,5000)  
G = c(1/10/dim(x\_train)[1], 1/dim(x\_train)[1], 10/dim(x\_train)[1], 100/dim(x\_train)[1])  
support = vector(length = 40)  
train\_acc = vector(length = 40)  
test\_acc = vector(length = 40)  
for (i in 1:length(c)) {  
 for (j in 1:length(G)) {  
 svm\_result = svm(y\_train~.,x\_train, scale = TRUE, gamma=G[j],kernel='radial',cost = c[i])  
   
 support[i\*j] = dim(svm\_result$SV)[1]/length(y\_train)  
   
 train\_pred = predict(svm\_result,x\_train)  
 train\_acc[i\*j] = sum(train\_pred == y\_train)/length(y\_train)  
   
 test\_pred = predict(svm\_result,x\_test)  
 test\_acc[i\*j] = sum(test\_pred == y\_test)/length(y\_test)  
 }  
}  
  
result = data.frame('C' = rep(c,each=4),'Gamma'=rep(G,times=10),'testAcc'=test\_acc,'trainAcc'=train\_acc,'ratio'=test\_acc/train\_acc,'%support'=support)

The C value cannot be extremely high. In that case, the model will focus too much on the out-group points. The C value should not be small. In that case, the model will have a low discriminate ability.

Radial kernel with cost=1000, gamma=0.018 has good performance. With this model, the accuracy of the test is 0.774, and the accuracy of the training data is 0.801. The accuracy of training data is similar to the test data. The over-fitting problem is mild.

svm\_result = svm(y\_train~.,x\_train, verbose = TRUE, kernel='radial',cost=1000,gamma=0.018)

# Conclusion

Using Random Forest and SVM to classify people’s healthy levels is reasonable. The accuracy of Random Forest to classify group A and group D is 73.76% and 89.32%. However, the accuracy of classifying group B and group C could be better. Especially the accuracy of group B is 60.34%. After using SVM, the accuracy of distinguishing between group B and group C is greatly improved. The accuracy of the test is 0.774. Therefore, we should use Random Forest to classify group A and group D. Then, use SVM to differentiate group B and group C.