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前言

在上一篇文章我们学习了Java的ClassLoader，很多同学会把Java和Android的ClassLoader搞混，甚至会认为Android中的ClassLoader和Java中的ClassLoader是一样的，这显然是不对的。这一篇文章我们就来学习Android中的ClassLoader，来看看它和Java中的ClassLoader有何不同。

**1.ClassLoader**的类型

我们知道Java中的ClassLoader可以加载jar文件和Class文件（本质是加载Class文件），这一点在Android中并不适用，因为无论是DVM还是ART它们加载的不再是Class文件，而是dex文件，这就需要重新设计ClassLoader相关类，我们先来学习ClassLoader的类型。   
Android中的ClassLoader类型和Java中的ClassLoader类型类似，也分为两种类型，分别是系统ClassLoader和自定义ClassLoader。其中系统ClassLoader包括三种分别是BootClassLoader、PathClassLoader和DexClassLoader。

**1.1 BootClassLoader**

Android系统启动时会使用BootClassLoader来预加载常用类，与Java中的BootClassLoader不同，它并不是由C/C++代码实现，而是由Java实现的，BootClassLoade的代码如下所示。   
**libcore/ojluni/src/main/java/java/lang/ClassLoader.java**

class BootClassLoader extends ClassLoader {

private static BootClassLoader instance;

@FindBugsSuppressWarnings("DP\_CREATE\_CLASSLOADER\_INSIDE\_DO\_PRIVILEGED")

public static synchronized BootClassLoader getInstance() {

if (instance == null) {

instance = new BootClassLoader();

}

return instance;

}

...

}

BootClassLoader是ClassLoader的内部类，并继承自ClassLoader。BootClassLoader是一个单例类，需要注意的是BootClassLoader的访问修饰符是默认的，只有在同一个包中才可以访问，因此我们在应用程序中是无法直接调用的。

**1.2 PathClassLoader**

Android系统使用PathClassLoader来加载系统类和应用程序的类，如果是加载非系统应用程序类，则会加载data/app/目录下的dex文件以及包含dex的apk文件或jar文件，不管是加载那种文件，最终都是要加载dex文件，在这里为了方便理解，我们将dex文件以及包含dex的apk文件或jar文件统称为dex相关文件。PathClassLoader不建议开发直接使用。来查看它的代码：   
**libcore/dalvik/src/main/java/dalvik/system/PathClassLoader.java**

public class PathClassLoader extends BaseDexClassLoader {

public PathClassLoader(String dexPath, ClassLoader parent) {

super(dexPath, null, null, parent);

}

public PathClassLoader(String dexPath, String librarySearchPath, ClassLoader parent) {

super(dexPath, null, librarySearchPath, parent);

}

}

PathClassLoader继承自BaseDexClassLoader，很明显PathClassLoader的方法实现都在BaseDexClassLoader中。从PathClassLoader的构造方法也可以看出它遵循了双亲委托模式，不了解双亲委托模式请查看 [Android解析ClassLoader（一）Java中的ClassLoader](http://liuwangshu.cn/application/dynamic/classloader-1-java.html) 这篇文章。   
PathClassLoader的构造方法有三个参数：

• dexPath：dex文件以及包含dex的apk文件或jar文件的路径集合，多个路径用文件分隔符分隔，默认文件分隔符为‘：’。

• librarySearchPath：包含 C/C++ 库的路径集合，多个路径用文件分隔符分隔分割，可以为null。

• parent：ClassLoader的parent。

**1.3 DexClassLoader**

DexClassLoader可以加载dex文件以及包含dex的apk文件或jar文件，也支持从SD卡进行加载，这也就意味着DexClassLoader可以在应用未安装的情况下加载dex相关文件。因此，它是热修复和插件化技术的基础。来查看它的代码，如下所示。   
**libcore/dalvik/src/main/java/dalvik/system/DexClassLoader.java**

public class DexClassLoader extends BaseDexClassLoader {

public DexClassLoader(String dexPath, String optimizedDirectory,

String librarySearchPath, ClassLoader parent) {

super(dexPath, new File(optimizedDirectory), librarySearchPath, parent);

}

}

DexClassLoader构造方法的参数要比PathClassLoader多一个optimizedDirectory参数，参数optimizedDirectory代表什么呢？我们知道应用程序第一次被加载的时候，为了提高以后的启动速度和执行效率，Android系统会对dex相关文件做一定程度的优化，并生成一个ODEX文件，此后再运行这个应用程序的时候，只要加载优化过的ODEX文件就行了，省去了每次都要优化的时间，而参数optimizedDirectory就是代表存储ODEX文件的路径，这个路径必须是一个内部存储路径。   
PathClassLoader没有参数optimizedDirectory，这是因为PathClassLoader已经默认了参数optimizedDirectory的路径为：/data/dalvik-cache。DexClassLoader 也继承自BaseDexClassLoader ，方法实现也都在BaseDexClassLoader中。

**2.ClassLoader**的继承关系

运行一个Android程序需要用到几种类型的类加载器呢？如下所示。

public class MainActivity extends AppCompatActivity {

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

ClassLoader loader = MainActivity.class.getClassLoader();

while (loader != null) {

Log.d("liuwangshu",loader.toString());//1

loader = loader.getParent();

}

}

}

首先我们得到MainActivity的类加载器，并在注释1处通过Log打印出来，接着打印出当前类的类加载器的父加载器，直到没有父加载器终止循环。打印结果如下所示。

10-07 07:23:02.835 8272-8272/? D/liuwangshu: dalvik.system.PathClassLoader[DexPathList[[zip file “/data/app/com.example.liuwangshu.moonclassloader-2/base.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_dependencies\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_0\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_1\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_2\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_3\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_4\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_5\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_6\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_7\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_8\_apk.apk”, zip file “/data/app/com.example.liuwangshu.moonclassloader-2/split\_lib\_slice\_9\_apk.apk”],nativeLibraryDirectories=[/data/app/com.example.liuwangshu.moonclassloader-2/lib/x86, /vendor/lib, /system/lib]]]   
10-07 07:23:02.835 8272-8272/? D/liuwangshu: java.lang.BootClassLoader@e175998

可以看到有两种类加载器，一种是PathClassLoader，另一种则是BootClassLoader。DexPathList中包含了很多apk的路径，其中/data/app/com.example.liuwangshu.moonclassloader-2/base.apk就是示例应用安装在手机上的位置。关于DexPathList后续文章会进行介绍。

和Java中的ClassLoader一样，虽然系统所提供的类加载器有3种类型，但是系统提供的ClassLoader相关类却不只3个。ClassLoader的继承关系如下图所示。   
![](data:image/png;base64,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)   
可以看到上面一共有8个ClassLoader相关类，其中有一些和Java中的ClassLoader相关类十分类似，下面简单对它们进行介绍：

• ClassLoader是一个抽象类，其中定义了ClassLoader的主要功能。BootClassLoader是它的内部类。

• SecureClassLoader类和JDK8中的SecureClassLoader类的代码是一样的，它继承了抽象类ClassLoader。SecureClassLoader并不是ClassLoader的实现类，而是拓展了ClassLoader类加入了权限方面的功能，加强了ClassLoader的安全性。

• URLClassLoader类和JDK8中的URLClassLoader类的代码是一样的，它继承自SecureClassLoader，用来通过URl路径从jar文件和文件夹中加载类和资源。

• InMemoryDexClassLoader是Android8.0新增的类加载器，继承自BaseDexClassLoader，用于加载内存中的dex文件。

• BaseDexClassLoader继承自ClassLoader，是抽象类ClassLoader的具体实现类，PathClassLoader和DexClassLoader都继承它。

**3.BootClassLoader**的创建

BootClassLoader是在何时被创建的呢？这得先从Zygote进程开始说起，不了解Zygote进程的可以查看[Android系统启动流程（二）解析Zygote进程启动过程](http://liuwangshu.cn/framework/booting/2-zygote.html)这篇文章。   
ZygoteInit的main方法如下所示。   
**frameworks/base/core/java/com/android/internal/os/ZygoteInit.java**

public static void main(String argv[]) {

...

try {

...

preload(bootTimingsTraceLog);

...

}

}

main方法是ZygoteInit入口方法，其中调用了ZygoteInit的preload方法，preload方法中又调用了ZygoteInit的preloadClasses方法，如下所示。   
**frameworks/base/core/java/com/android/internal/os/ZygoteInit.java**

private static void preloadClasses() {

final VMRuntime runtime = VMRuntime.getRuntime();

InputStream is;

try {

is = new FileInputStream(PRELOADED\_CLASSES);//1

} catch (FileNotFoundException e) {

Log.e(TAG, "Couldn't find " + PRELOADED\_CLASSES + ".");

return;

}

...

try {

BufferedReader br

= new BufferedReader(new InputStreamReader(is), 256);//2

int count = 0;

String line;

while ((line = br.readLine()) != null) {//3

line = line.trim();

if (line.startsWith("#") || line.equals("")) {

continue;

}

Trace.traceBegin(Trace.TRACE\_TAG\_DALVIK, line);

try {

if (false) {

Log.v(TAG, "Preloading " + line + "...");

}

Class.forName(line, true, null);//4

count++;

} catch (ClassNotFoundException e) {

Log.w(TAG, "Class not found for preloading: " + line);

}

...

} catch (IOException e) {

Log.e(TAG, "Error reading " + PRELOADED\_CLASSES + ".", e);

} finally {

...

}

}

preloadClasses方法用于Zygote进程初始化时预加载常用类。注释1处将/system/etc/preloaded-classes文件封装成FileInputStream，preloaded-classes文件中存有预加载类的目录，这个文件在系统源码中的路径为frameworks/base/preloaded-classes，这里列举一些preloaded-classes文件中的预加载类名称，如下所示。

android.app.ApplicationLoaders

android.app.ApplicationPackageManager

android.app.ApplicationPackageManager$OnPermissionsChangeListenerDelegate

android.app.ApplicationPackageManager$ResourceName

android.app.ContentProviderHolder

android.app.ContentProviderHolder$1

android.app.ContextImpl

android.app.ContextImpl$ApplicationContentResolver

android.app.DexLoadReporter

android.app.Dialog

android.app.Dialog$ListenersHandler

android.app.DownloadManager

android.app.Fragment

可以看到preloaded-classes文件中的预加载类的名称有很多都是我们非常熟知的。预加载属于拿空间换时间的策略，Zygote环境配置的越健全越通用，应用程序进程需要单独做的事情也就越少，预加载除了预加载类，还有预加载资源和预加载共享库，因为不是本文重点，这里就不在延伸讲下去了。   
回到preloadClasses方法的注释2处，将FileInputStream封装为BufferedReader，并注释3处遍历BufferedReader，读出所有预加载类的名称，每读出一个预加载类的名称就调用注释4处的代码加载该类，Class的forName方法如下所示。   
**libcore/ojluni/src/main/java/java/lang/Class.java**

@CallerSensitive

public static Class<?> forName(String name, boolean initialize,

ClassLoader loader)

throws ClassNotFoundException

{

if (loader == null) {

loader = BootClassLoader.getInstance();//1

}

Class<?> result;

try {

result = classForName(name, initialize, loader);//2

} catch (ClassNotFoundException e) {

Throwable cause = e.getCause();

if (cause instanceof LinkageError) {

throw (LinkageError) cause;

}

throw e;

}

return result;

}

注释1处创建了BootClassLoader，并将BootClassLoader实例传入到了注释2处的classForName方法中，classForName方法是Native方法，它的实现由c/c++代码来完成，如下所示。

@FastNative

static native Class<?> classForName(String className, boolean shouldInitialize,

ClassLoader classLoader) throws ClassNotFoundException;

**4.PathClassLoader**的创建

PathClassLoader的创建也得从Zygote进程开始说起，Zygote进程启动SyetemServer进程时会调用ZygoteInit的startSystemServer方法，如下所示。   
**frameworks/base/core/java/com/android/internal/os/ZygoteInit.java**

private static boolean startSystemServer(String abiList, String socketName)

throws MethodAndArgsCaller, RuntimeException {

...

int pid;

try {

parsedArgs = new ZygoteConnection.Arguments(args);//2

ZygoteConnection.applyDebuggerSystemProperty(parsedArgs);

ZygoteConnection.applyInvokeWithSystemProperty(parsedArgs);

/\*1\*/

pid = Zygote.forkSystemServer(

parsedArgs.uid, parsedArgs.gid,

parsedArgs.gids,

parsedArgs.debugFlags,

null,

parsedArgs.permittedCapabilities,

parsedArgs.effectiveCapabilities);

} catch (IllegalArgumentException ex) {

throw new RuntimeException(ex);

}

if (pid == 0) {//2

if (hasSecondZygote(abiList)) {

waitForSecondaryZygote(socketName);

}

handleSystemServerProcess(parsedArgs);//3

}

return true;

}

注释1处，Zygote进程通过forkSystemServer方法fork自身创建子进程（SystemServer进程）。注释2处如果forkSystemServer方法返回的pid等于0，说明当前代码是在新创建的SystemServer进程中执行的，接着就会执行注释3处的handleSystemServerProcess方法：   
**frameworks/base/core/java/com/android/internal/os/ZygoteInit.java**

private static void handleSystemServerProcess(

ZygoteConnection.Arguments parsedArgs)

throws Zygote.MethodAndArgsCaller {

...

if (parsedArgs.invokeWith != null) {

...

} else {

ClassLoader cl = null;

if (systemServerClasspath != null) {

cl = createPathClassLoader(systemServerClasspath, parsedArgs.targetSdkVersion);//1

Thread.currentThread().setContextClassLoader(cl);

}

ZygoteInit.zygoteInit(parsedArgs.targetSdkVersion, parsedArgs.remainingArgs, cl);

}

}

注释1处调用了createPathClassLoader方法，如下所示。   
**frameworks/base/core/java/com/android/internal/os/ZygoteInit.java**

static PathClassLoader createPathClassLoader(String classPath, int targetSdkVersion) {

String libraryPath = System.getProperty("java.library.path");

return PathClassLoaderFactory.createClassLoader(classPath,

libraryPath,

libraryPath,

ClassLoader.getSystemClassLoader(),

targetSdkVersion,

true /\* isNamespaceShared \*/);

}

createPathClassLoader方法中又会调用PathClassLoaderFactory的createClassLoader方法，看来PathClassLoader是用工厂来进行创建的。   
**frameworks/base/core/java/com/android/internal/os/PathClassLoaderFactory.java**

public static PathClassLoader createClassLoader(String dexPath,

String librarySearchPath,

String libraryPermittedPath,

ClassLoader parent,

int targetSdkVersion,

boolean isNamespaceShared) {

PathClassLoader pathClassloader = new PathClassLoader(dexPath, librarySearchPath, parent);

...

return pathClassloader;

}

在PathClassLoaderFactory的createClassLoader方法中会创建PathClassLoader。

结语

在这篇文章中我们学习了Android的ClassLoader的类型、ClassLoader的继承关系以及BootClassLoader和PathClassLoader是何时创建的。BootClassLoader是在Zygote进程的入口方法中创建的，PathClassLoader则是在Zygote进程创建SystemServer进程时创建的。本系列后续文章会接着介绍Android中的ClassLoader的其他知识点，敬请期待。
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