Js

**1、JS中的前端性能优化原则：**

（1）减少http请求次数（css sprite，background-position:百分比，数值）及请求资源的大小（js/css代码压缩）打包工具：webpack　gulp　grunt

2、尽量所使用的字体图标或者SVG图标来代替传统png图，因为字体图标或者SVG是矢量图，代码编写出来的，放大不会变形，而且渲染速度快

3、采用图片的懒加载（延迟加载）  
　　目的为了，减少页面第一次加载过程中http的请求次数  
　　具体步骤：  
　　　　1、页面开始加载时不去发送http请求，而是放置一张占位图  
　　　　2、当页面加载完时，并且图片在可视区域再去请求加载图片信息

4、 能用css做的效果，不要用js做，能用原生js做的，不用第三方插件。只是用里面的一个小功能

5、避免使用iframe：不仅不好管控样式，而且相当于在本页面又嵌套其他页面，消耗性能会更大。因为还回去加载这个嵌套页面的资源

6、减少对cookie的使用（最主要的就是减少本地cookie存储内容的大小），因为客户端操作cookie的时候，这些信息总是在客户端和服务端传递。如果上设置不当，每次发送一个请求将会携带cookie

7、前端与后端进行数据交互时，对于多项数据尽可能基于json格式来进行传送。相对于使用xml  
　　来说传输有这个优势　目的：是数据处理方便，资源偏小

8、在基于ajax的get请求进行数据交互的时候，根据需求可以让其产生缓存（不是304），这样在下一次从相同地址获取是数据时，取得就是上一次缓存的数据。（注意：很少使用，一般都会清空。根据需求来做）

9、 用setTimeout来避免页面失去响应

10、 当需要设置的样式很多时设置className而不是直接操作style

11、 少用全局变量

12、在js中尽量减少闭包的使用，原因：使用闭包后，闭包所在的上下文不会被释放

13、减少对DOM操作，主要是减少DOM的重绘与回流（重排）

14、把css放在body上，把js放在body下面，让其先加载css（注意：这里关于优化没有多大关系）

15、减少css表达式的使用，拖慢网页的加载速度带来性能问题

16、在js封装过程中，尽量做到低耦合高内聚。减少页面的冗余代码

17、基于script标签下载js文件时，可以使用defer或者async来异步加载

18、在事件绑定中，尽可能使用事件委托，减少循环给DOM元素绑定事件处理函数。

**附：**

**1、Js放<body>js+html</body>与<body>html+js</body>区别**?

js+<body>html</body>:js是阻塞的，也就是说，<script>对应的js必须加载完+执行完，才会继续加载下面的html的部分,如果你的js很大、很慢，那么放在上面，会导致页面会长时间空白

<body>html</body>js:唯一的区别就是放在</body>之后不标准，现在可以，但不定哪天官方突然抽风就不好使了,因为按照标准来说</body>之后不应该出现任何东西

**2、 HTML5 有哪些不同类型的存储？**

之前Cookie 实现，localStorage：适用于长期存储数据，浏览器关闭后数据不丢失, 数据只能由用户删除；sessionStorage：存储的数据在浏览器关闭后自动删除。

**3、常见的 http 状态码以及代表的意义**

200：请求已成功，数据返回。\302：临时重定向，理解为该资源原本确实存在，但已经被临时改变了位置303：告知客户端使用另一个 URL 来获取资源。303的使用场景几乎没有,参考302\400：请求格式错误。1)语义有误2)请求参数有误。\403：服务器拒绝请求\404：页面无法找到\500：服务器内部错误\502：服务器网关错误

304：服务器资源未变化

**4、简要描述你对 AJAX 的理解**

AJAX即异步的 JavaScript 和XML。它是指一种创建交互式网页应用的网页开发技术，可以实现页面的异步请求和局部刷新。

**5、请介绍一下 XMLHttprequest 对象**

AJAX 的核心是 JavaScript 对象 XmlHttpRequest。该对象在 Internet Explorer 5 中

首次引入，它是一种支持异步请求的技术。简而言之，XmlHttpRequest 可以使用 JavaScript

向服务器提出请求并处理响应，而不阻塞用户。实现页面的局部更新。readyState 属性：请求的状态，有 5 个可取值（0=未初始化，1=正在加载，2=以加载，3=交互中，4=完成）

**6、AJAX 都有哪些优点和缺点**

优点：

页面局部刷新，提高用户体验度；

使用异步方式与服务器通信，具有更加迅速的响应能力；

减轻服务器负担；

基于标准化的并被广泛支持的技术，不需要下载插件或者小程序。

缺点：不支持浏览器 back 按钮；安全问题；对搜索引擎的支持比较弱。

AJAX干掉了Back和History功能，即对浏览器机制的破坏。无法回到前一个页面状态

Ajax就如同对企业数据建立了一个直接通道。使开发者不经意间暴露比以前更多的数据和服务器逻辑

对搜索引擎的支持比较弱。如果使用不当，AJAX会增大网络数据的流量，从而降低整个系统的性能。

**7、介绍一下 XMLHttpRequest 对象的常用方法和属性**

参考答案：open(“method”,”URL”) ：建立对服务器的调用，第一个参数是 HTTP，请求方式（可以为 GET，POST 或任何服务器所支持的您想调用的方式）， 第二个参数是请求页面的 URL；send()方法：发送具体请求；abort()方法：停止当前请求；readyState 属性：请求的状态，有 5 个可取值（0=未初始化，1=正在加载，2=以加载，3=交互中，4=完成）；responseText 属性：服务器的响应，表示为一个串；

reponseXML 属性：服务器的响应，表示为 XML；status 属性：服务器的 HTTP 状态码。

**8、简要描述 JavaScript 的数据类型？**

JavaScript 的数据类型可以分为原始类型和对象类型。

原始类型包括 string、number 和 boolean 特殊原始值：null（空）和 undefined（未定义），

其中，字符串是使用一对单引号

或者一对双引号括起来的任意文本；而数值类型都采用 64 位浮点格式存储，不区分整数和

小数；布尔（逻辑）只能有两个值：true 或 false。

Object对象类型如 Function,Array、Date、Object 等。

**9、计算结果**

//1将对象赋值给变量指向同一个数组

var a = []; var b = a; b[0] = 1; console.log(a[0]);

**10、简要描述 null 和 undefined 的区别**

null：是JavaScript 的关键字，表示“空值”typeof返回“object”即为一个特殊的对象值，可以表示数字、字符串和对象是“无值”的。 null这不是类型，只能说是一个关键字，表示空指针

undefined：是预定义的全局变量，其值为“未定义”，它是变量的一种取值，表示变量没有初始化。

当查询对象属性、数组元素的值时，如果返回 undefined 则表示属性或者元素不存在；

如果函数没有任何返回值，也返回 undefined。

需要注意的是，虽然 null 和 undfined 是不同的，但是因为都表示“值的空缺”，两

者可以互换。因此＝＝为true,＝＝＝为false

**11、解释一下 JavaScript 中的局部变量与全局变量的区别**

全局变量拥有全局作用域，在 JavaScript 代码的任何地方都可以访问；在函数内声明

的变量只在函数体内有定义，即为局部变量，其作用域是局部性的。

需要注意的是，在函数体内声明局部变量时，如果不使用 var 关键字，则将声明全局

变量。前提函数得调用，声明提前赋值不提前

**12、什么是 JavaScript 中的函数作用域**

变量在声明它的函数体以及这个函数体嵌套的任意位置都是有定义。在函数体内声明的所有变量都是可见的，这种特性也被称为“声明提前”，即，函数内声明的所有变量（不涉及到赋值）都被提

前至函数的顶部声明。

function test() {

console.log(x);

var x = 10;

console.log(x);

}

test();//将先输出 undefined，再输出 10。X声明提前赋值不提前

i 在 for 循环中声明，在整个函数体内都有效（函数作用域）

function test() {var sum = 0;

for (var i = 0; i < 10; i++) {s);//45 10。um += i;}console.log(sum);console.log(i);}test(

**13、简述 arguments 对象的作用**

arguments 可以访问函数的参数。表示函数的参数数组。arguments.length参数个数，其次，可以通过下标（arguments[index]）来访问某个参数。

**14、简要描述 JavaScript 中定义函数的几种方式**

JavaScript 中，有三种定义函数的方式：

1、函数语句：即使用 function 关键字显式定义函数。如：

function f(x){return x+1;}

2、函数定义表达式：也称为“函数直接量”。形如：

var f = function(x){return x+1;};

3、使用 Function() 构造函数定义，形如：

Var f = new Function(“x”,”return x+1;”);

运行结果：

function f(){console.log("function")}

function test() {

  console.log(f)  //f() {console.log("function")}

  f()       //function

f = "hello"

  console.log(f)  //hello

  f()       //f is not a function

}test();

**15、 列举几个 JavaScript 中常用的全局函数，并描述其作用**

1. parseInt：解析一个字符串并返回一个整数；

2. parseFloat：解析一个字符串并返回一个浮点数；

3. isNaN：检查某个值是否是数字,表示 不是一个数字，返回 true 或者 false不是一个数字如a=’a’isNaN(a)true

4. encodeURI ：把字符串作为 URI 进行编码；

5. decodeURI ：对 encodeURI() 函数编码过的 URI 进行解码；

6. eval：计算某个字符串，以得到结果，或者用于执行其中的 JavaScript 代码。

instanceof来检测某个对象是不是另一个对象的实例。

instanceof **运算符**用于检测构造函数的 prototype 属性是否出现在某个实例对象的原型链上。

function Car(make, model, year) {

    this.make = make;

    this.model = model;

    this.year = year;

}

const auto = new Car('Honda', 'Accord', 1998);

console.log(auto instanceof Car);//true

console.log(auto instanceof Object);//true

语法: object instanceof constructor

object: 某个实例对象

constructor: 某个构造函数

for...in 语句来遍历数组内的元素。

**17、数组的常用方法如下:**

push 尾部添加\pop尾部删除\unshift头部添加\shift头部删除\arr.splice(位置，删除几个，添加新项)\concat: 链接两个或者更多数据，并返回结果。\arr.every(): 数组里面所有的元素都要符合条件，才返回true\filter: 对数组中的每一项运行给定函数，返回改函数会返回true的项组成的数组。

forEach: 对数组中的每一项运行给定函数，这个方法没有返回值。\join: 将所有的数组元素链接成一个字符串。\indexOf: 返回第一个与给定参数相等的数组元素的索引，没有找到则返回-1。

“lastIndexOf() 方法可返回一个指定的字符串值最后出现的位置,如果指定第二个参数 start,则在一个字符串中的指定位置从后向前搜索。”

var arr = ["a", "c", "b", "c", "d"];

x.innerHTML = arr.lastIndexOf('c')//3

 x.innerHTML = arr.indexOf('c')//1

map: 对数组中的每一项运行给定函数，返回每次函数调用的结果组成的数组。重新整理数据结构:

arr.reverse(): 颠倒数组中元素的顺序，原先第一个元素现在变成最后一个，同样原先的最后一个元素变成现在的第一个。

slice(start,end-1): 从已有数据中选中元素，返回新数组，含头不含尾，

arr.some(): 类似查找, 数组里面某一个元素符合条件，返回true/false

sort: 按照字母顺序对数组排序，支持传入指定排序方法的函数作为参数。

arr.toString: 将数组作为字符串返回。

arr.reduce() ：从左往右执行arr.reduce(prev,item,index,arr) ; prev上次计算的结果

arr.valueOf: 和toString相似，将数组作为字符串返回

for....of....： arr.keys() 数组下标 ,arr.entries() 数组某一项

arr.find(): 查找，找出第一个符合条件的数组成员，如果没返回有找到，undefined,return返回一个值arr.findIndex(): 找的是位置， 没找到返回-1

arr.fill() 填充,arr.fill(填充的东西, 开始位置, 结束位置不包含);

arr.includes() 返回true/false

Array.from()方法就是将一个类数组对象或者可遍历对象转换成一个真正的数组

let arrayLike = {0: 'tom',1: '65', 2: '男',3: ['jane', 'john', 'Mary'],

'length': 4}let arr = Array.from(arrayLike) console.log(arr) // ['tom','65','男',['jane','john','Mary']]

所谓类数组对象，最基本的要求就是具有length属性的对象。

addEventListener :true - 事件句柄在捕获阶段执行

map返回一个新数组主要是对数组每个元素的操作，有return，

var array1 = [1, 4, 9, 16]; const map1 = array1.map(x => x \* 2);

console.log(map1);// [2, 8, 18, 32

for/in主要是对象键值的一些遍历，对象,

 不要使用 for/in 语句来循环数组的索引，你可以使用 [for](https://www.runoob.com/jsref/jsref-for.html) 语句替代。

forEach的应用只要是数组的简单遍历

var arr = [1, 2, 3, 4, 5];

arr.forEach(function (currentValue, index, arr) {//当前，索引，所有值

        console.log(currentValue)//1 2 3 4 5

 })

for..of遍历数组，for of无法循环遍历对象

var arr = ['nick', 'freddy', 'mike', 'james'];

for (var key in arr) { console.log(key);//0123}

for (var item of arr) {console.log(item);//nick freddy mike james}

**18、清除缓存方法：**

(1)meta方法用客户端代码使浏览器不再缓存Web页面：

<meta http-equiv="Expires" CONTENT="0">

<meta http-equiv="Cache-Control CONTENT="no-cache">

<meta http-equiv="Pragma" CONTENT="no-cache">

1. 用随机数或时间戳方法

在URL?参数后加上??ran="?+?Math.random();//当然这里参数?ran可以任意取了

在?URL?参数后加上??timestamp=+?New Date().getTime();

开发中：Network-Disable cache

<script>document.write('<script src="index.js?t=' + new Date().getTime() + '"><\/script>')</script>

**19、node:**nodejs是一个javascript的运行环境 运行在服务器,作为web server 运行在本地,作为打包工具或者构建工具**,**Nodejs基于Javascript语言,实现前后端统一语言，利于前端代码整合, nodejs的性能是高于其他后台语言的，可以做缓冲来增加服务器端的总体性能。

NodeJS集成npm,所以npm也一并安装了

Npm是nodejs的包管理器 在github里进行下载、

应用场景：做与服务器的一些事、网站开发、im即时聊天（socket. io）、高并发

api（移动端，pc）\HTTP? Proxy\前端构建工具

**20、闭包的用途**

正常下：函数内部可以直接读取全局变量，但是在函数外部无法读取函数内部的局部变量

闭包：外部可以读取函数内部的变量，可以让变量的值始终保持在内存中。

缺点：由于闭包会使得函数中的变量都被保存在内存中，内存消耗很大，所以不能滥用闭包，否则会造成网页的性能问题，在IE中可能导致内存泄露。解决方法是，在退出函数之前，将不使用的局部变量全部删除。

闭包使用场景:子函数可以使用父函数的变量

（1）采用函数引用方式的setTimeout调用。?例子

（2）将函数关联到对象的实例方法。

（3）封装相关的功能集。

闭包，内部函数使用外部函数的变量

function f1() {

    var n = 999;

    function f2() {

       console.log(n);

    }

    return f2;

}

var result = f1();

result();//999

或

function f1() {

      var n = 999;

      function f2() { console.log(n);}

      return f2();

}f1();//999

闭包使用场景:子函数可以使用父函数的变量

使用场景

(1)setTimeout

原生的setTimeout传递的第一个函数不能带参数，通过闭包可以实现传参效果。

function f1(a) {

    function f2() {

        console.log(a);

    }

    return f2;

}

var fun = f1(1);

setTimeout(fun,1000);//一秒之后打印出1

(2)回调

定义行为，然后把它关联到某个用户事件上（点击或者按键）。代码通常会作为一个回调（事件触发时调用的函数）绑定到事件。　当点击数字时，字体也会变成相应的大小。

<a href="#" id="size-12">12</a>

<a href="#" id="size-20">20</a>

<a href="#" id="size-30">30</a>

<script type="text/javascript">

    function changeSize(size){

       return function(){

          document.body.style.fontSize = size + 'px';

       };

    }

    var size12 = changeSize(12);

    var size14 = changeSize(20);

    var size16 = changeSize(30);

    document.getElementById('size-12').onclick = size12;

    document.getElementById('size-20').onclick = size14;

    document.getElementById('size-30').onclick = size16;

</script>

(3)使用场景三:封装相关功能集

**21、ajax过程**

(1)创建XMLHttpRequest对象,也就是创建一个异步调用对象.(2)创建一个新的HTTP请求,并指定该HTTP请求的方法、URL及验证信息.(3)设置响应HTTP请求状态变化的函数.(4)发送HTTP请求.(5)获取异步调用返回的数据.\(6)使用JavaScript和DOM实现局部刷新.

**21、cookie来实现购物车功能**

一、大概思路

1、从cookie中取商品列表2、判断要添加的商品是否存在cookie中。3、如果已添加过，则把对应的商品取出来，把要添加的商品的数量加上去。4、如果没有添加过，则把改商品添加到商品列表中。5、再把商品列表序列化，加入cookie中。

22、gzip 优点是减轻了带宽压力，缺点是加重了服务器的计算压力

**23、命名规范**

可读性~能看懂，规范性~，匈牙利命名的：类型前缀，首字母大写a数组，b布尔，f浮点，fn函数，o对象

-D 添加开发依赖 在开发周期有用 ，发布没用 ——devDependencies

-S 添加 生产依赖 在生产环境下发布以后还需要的依赖

**24**、webpack：

前端本身不支持像后端那样文件引用，使用webpack就可以实现这种功能。另外打包还会对代码做检查和压缩，达到优化的目的。

使用webpack过程：

1. 生成Packjson.json 执行命令 npm init –y；

文件作用：是node的项目描述文件，如项目依赖谁有哪些scripts 常用

1. 手动创建webpack.config.js

css用的 loader  css-loader style-loader

img用的 loader(file-loader  或 url-loader)

less用的loader less-loader

vue用的loader vue-loader webpack webpack-cli

vue-style-loader vue-html-loader vue-template-compiler

vue-loader：编译vue文件必备的

webpack webpack-cli ：编译过程中需要用到，

vue-style-loader编译vue里的样式，是style-loader的子级，有style-loader功能也有自己功能

vue-html-loader ：编译vue里html代码，编译xxx.vue文件里template中div开始的东西。

vue-template-compiler：编译vue模板，

基本配置：

module.exports = {

            mode: 'development',//开发模式

            entry: [],  //入口文件

            output: {},    //出口文件

            module: {//模块规则

                rules: [

              {test: /\.css$/i, use: ['style-loader', 'css-loader'] },

                ]

            }

}

文件作用:是node的一个模块要对外输出json,所有的webpack配置都在这

1、webpack与vue-cli区别:webpack是自己配置。vue-cli脚手架 构建项目不需要自己配置

**25、typeof和instanceof区别**

typeof: 返回值是一个字符串， 用来说明变量的数据类型。 一般只能返回如下几个结果： number, boolean, string, function, object, undefined。

instanceof: 返回值为布尔值;用于判断一个变量是否属于某个对象的实例。

**26、PC端/移动端常见的兼容性问题总结**

① 安卓浏览器看背景图片，有些设备会模糊，原因是手机的分辨率太小

解决方案： 用2X图片来代替img标签，然后background-size: contain

② 防止手机中页面放大或缩小： 在meta中设置viewport user-scalable = no

③ 上下拉滚动条卡顿： overflow-scrolling: touch;

④ 禁止复制选中文本： user-select: none;

⑤ 长时间按住页面出现闪退：-webkit-touch-callout: none;

⑥ 动画定义3D硬件加速： transform: translate 3d(0,0,0);

⑦ formate-detection 启动或禁止自动识别页面中的电话号码，content = "yes/no"

⑧ a标签添加tel是拨号功能

⑨ 安卓手机的圆角失效： background-clip: padding-box;

⑩ 手机端300ms延迟： fastclick

① 横平时字体加粗不一致： text-size-adjust: 100%;

PC端：

① rgba不支持IE8 用opacity属性代替rgba设置透明度

② 图片加a标签在IE9中出现边框 解决方案： img{border: none;}

③ IE6不支持display: inline-block 设置为： display: inline

④ position : fixed 不支持IE5/IE6

⑤ IE6，Firfox中，width = width + padding + border

⑥ min-height ie 6.0不支持；ie 7.0后的支持，但也可能会存在兼容性问题；

**27、为什么要进行URL编码?**

是因为Url中有些字符会引起歧义，Url的编码格式采用的是ASCII码

encodeURIComponent编码的字符范围要比encodeURI的大，encodeURIComponent对特殊字符编码解决

用ASCII吗表示为:**3D:= 26:&**现在有这样一个问题，如果我的参数值中就包含=或&这种特殊字符的时候该怎么办。比如说“name1=value1”,其中value1的值是“va&lu=e1”二手字符串，那么实际在传输过程中就会变成这样“name1=va&lu=e1”。我们的本意是就只有一个键值对，但是服务端会解析成两个键值对，这样就产生了奇异。URL编码只是简单的在特殊字符的各个字节前加上%，例如，我们对上述会产生奇异的字符进行URL编码后结果：“name1=va%26lu%3D”，这样服务端会把紧跟在“%”后的字节当成普通的字节，就是不会把它当成各个参数或键值对的分隔符。

console.log(encodeURIComponent("va&lu=e1"))// va%26lu%3De1

**29、vue生命周期：**

beforeCreate 组件实例刚刚被创建,属性都没有

created 实例已经创建完成，属性已经绑定

beforeMount 模板编译之前（准备）

mounted 模板编译之后，代替之前ready \*

beforeUpdate 组件更新之前 data数据变了 (用在$.watch('a',function){})

updated 组件更新完毕 \* (用在$.watch('a',function){})

beforeDestroy 组件销毁前

destroyed 组件销毁后

Vue钩子函数：created mounted updated Destroy

**30、Get与Post的主要区别**

get相对于post更不安全，虽然都可以加密

get的参数会显示在浏览器地址栏中，而post的参数不会显示在浏览器地址栏中；

使用post提交的页面在点击【刷新】按钮的时候浏览器一般会提示“是否重新提交”，而get则不会；

用get的页面可以被搜索引擎抓取，而用post的则不可以；

用post可以提交的数据量非常大，而用get可以提交的数据量则非常小(2k)，受限于网页地址的长度。

用post可以进行文件的提交，而用get则不可以。

“一个汉字字符是2个字节。1kb=1024字节， 2k就1024个字

各种浏览器和服务器的最大处理能力如下：

IE：对URL的最大限制为2083个字符，若超出这个数字，提交按钮没有任何反应。

**31、请描述一个网页从开始请求到最终显示的完整过程？**

1. 在浏览器中输入网址；

2. 发送至 DNS 服务器并获得域名对应的 WEB 服务器的 IP 地址；

3. 与 WEB 服务器建立 TCP 连接；

4. 浏览器向 WEB 服务器的 IP 地址发送相应的 HTTP 请求；

5. WEB 服务器响应请求并返回指定 URL 的数据，或错误信息，如果设定重定向，则重

定向到新的 URL 地址。

6. 浏览器下载数据后解析 HTML 源文件，解析的过程中实现对页面的排版，解析完成

后在浏览器中显示基础页面。

7. 分析页面中的超链接并显示在当前页面，重复以上过程直至无超链接需要发送，完

成全部显示。

**32、如何理解 html 标签语义化？**

语义化的主要目的在于，直观的认识标签(markup)和属性(attribute)的用途和作用。

可以概括为：用正确的标签做正确的事情。

html 语义化可以让页面的内容结构化，便于浏览器解析，便于搜索引擎解析，并提高

代码的可维护度和可重用性。

比如，尽可能少的使用无语义的标签 div，使用结构化标签<header>、<section>、

<footer> 。

**33、锚点的作用是什么？如何创建锚点？**

锚点是文档中某行的一个记号，类似于书签，用于链接到文档中的某个位置。当定义了

锚点后，我们可以创建直接跳至该锚点（比如页面中某个小节）的链接，这样使用者就无需

不停地滚动页面来寻找他们需要的信息了。

在使用 <a> 元素创建锚点时，需要使用 name 属性为其命名，代码如下所示：

<a name=”anchorname1”>锚点一</a><a href=”#anchorname1”>回到锚点一</a>

**34、超级链接有哪些常见的表现形式？**

<a> 元素用于创建超级链接，常见的表现形式有：

1、普通超级链接，语法为：

<a href="" target="">文本</a>

2、下载链接，即目标文档为下载资源，语法如：

<a href="DAY02.zip">下载</a>

3、电子邮件链接，用于链接到 email，语法如：

<a href="mailto:tarena@tarena.com.cn">联系我们</a>

4、空链接，用于返回页面顶部，语法如：

<a href="#">...</a>

5、链接到 JavaScript，以实现特定的代码功能，语法如：

<a href="javascript : …">JS 功能</a>

**35、简要描述行内元素和块级元素的区别。**

块级元素的前后都会自动换行，如同存在换行符一样。默认情况下，块级元素会独占一

行。例如，<p>、<hn>、<div> 都是块级元素。在显示这些元素中间的文本时，都将从

新行中开始显示，其后的内容也将在新行中显示。

行内元素可以和其他行内元素位于同一行，在浏览器中显示时不会换行。例如，<a>、

<span> 等。对于行内元素，不能设置其高度和宽度。

还有一种元素，为行内块级元素，比如 <img> 、<input> 元素等。这些元素可以和

其他行内元素位于同一行，同时可以设置其高度和宽度。

**36、link 和@import 都可以为页面引入 CSS 文件，其区别是？**

将样式定义在单独的.css 的文件里，link 和@import 都可以在 html 页面引入 css 文

件。有 link 和@import 两种方式，导入方式如下

link 方式：<link rel="stylesheet" type="text/css" href="aa.css">

@import 方式:<style type="text/css">@import "aa.css";</style>

**37、CSS盒子模型:一个是标准模型，一个是IE模型。**

CSS盒子模式都具备这些属性：内容(content)、内边距(padding)、边框(border)、外边距(margin)

标准模型 ：宽高只是内容（content）的宽高box-sizing:content-box;

IE模型：宽高是内容(content)+填充(padding)+边框(border)的总宽高。box-sizing:border-box;

**38、前端开发的优化问题**

（1） 减少http请求次数：css sprite,data uri

（2） JS，CSS源码压缩

（3） 前端模板 JS+数据，减少由于HTML标签导致的带宽浪费，前端用变量保存AJAX请求结果，每次操作本地变量，不用请求，减少请求次数

（4） 用innerHTML代替DOM操作，减少DOM操作次数，优化javascript性能

（5） 用setTimeout来避免页面失去响应

（6） 用hash-table来优化查找

（7） 当需要设置的样式很多时设置className而不是直接操作style

（8） 少用全局变量

（9） 缓存DOM节点查找的结果

（10） 避免使用CSS Expression

（11） 图片预载

（12） 避免在页面的主体布局中使用table，table要等其中的内容完全下载之后才会显示出来，显示比div+css布局慢

**39、null和undefined区别**

null 是javascript关键字，空值，typeof返回object,可以表示数字，字符串和对象“无值”

undefined是预定义的全局变量，为“未定义”，变量一种取值，表示没有初始化。

当查询对象属性，数组元素值时，返回undefined时表示属性或元素不存在；

如果函数没返回值也返回undefined

**40、关于异步，解决方案：**

a). 回调函数b). 事件监听c). 发布/订阅d). Promise对象

**41、new操作符具体干了什么呢?**

（1）创建一个空对象，并且 this 变量引用该对象，同时还继承了该函数的原型。

（2）属性和方法被加入到 this 引用的对象中。

（3）新创建的对象由 this 所引用，并且最后隐式的返回 this 。

**42、CSS水平垂直居中常见方法总结**

1、文本水平居中

line-height,text-align:center(文字)

元素水平居中 margin:0 auo

方案1：position 元素已知宽度

父元素设置为：position: relative;

子元素设置为：position: absolute; left: 50%;top: 50%;margin: -50px 0 0 -50px;

距上50%，据左50%，减去元素自身宽度的距离

方案2：position transform 元素未知宽度

margin: -50px 0 0 -50px;替换为：transform: translate(-50%,-50%);

方案3：flex布局

父元素加：

display: flex; //flex布局

justify-content: center; //使子项目水平居中

align-items: center; //使子项目垂直居中

移动端设置

<meta name="viewport" content="width=device-width, initial-scale=1.0,maximum-scale=1.0, user-scalable=no"/>

**43、JSONP原理**

ajax 请求受同源策略影响，不允许进行跨域请求，而 script 标签 src 属性中的链接却可以访问跨域的js脚本，利用这个特性，服务端不再返回JSON格式的数据，而是返回一段调用某个函数的js代码，在src中进行了调用，这样实现了跨域。

**44、回流，重绘**

回流：一部分(或全部)因为元素的规模尺寸，布局，隐藏等改变而需要重新构建。这就称为回流(reflow)。

重绘：当一些元素需要更新属性，而这些属性只是影响元素的外观，风格，而不会影响布局的，比如background-color。则就叫称为重绘。

**45、什么是跨域，为什么浏览器会禁止跨域，实现跨域的几种方法**

1、什么是跨域

跨域的产生来源于浏览器所的‘同源策略’，所谓同源策略，是指只有在地址的：

1. 协议名 https，http

2. 域名 http://a.study.cn http://study.cn

3. 端口名 http://study.cn:8080/json/jsonp/jsonp.html study.cn/json/jsonp/jsonp.html

均一样的情况下，才允许访问相同的cookie、localStorage或是发送Ajax请求等等。若在不同源的情况下访问，就称为跨域。

2、为什么浏览器会禁止跨域

跨域的访问会带来许多安全性的问题，比如，cookie一般用于状态控制，常用于存储登录的信息，如果允许跨域访问，那么别的网站只需要一段脚本就可以获取你的cookie，从而冒充你的身份去登录网站，造成非常大的安全问题，因此，现代浏览器均推行同源策略。

实现跨域：

1. Jsonp: 其背后原理就是利用了script标签不受同源策略的限制，在页面中动态插入了script，script标签的src属性就是后端api接口的地址,并且以get的方式将前端回调处理函数名称告诉后端，后端在响应请求时会将回调返还，并且将数据以参数的形式传递回去。

基于script标签实现跨域

<script type="text/javascript">

    var jshow = function (data) { alert(data.s); };

    var url = "https://sp0.baidu.com/5a1Fazu8AA54nxGko9WTAnF6hhy/su?wd=a&cb=jshow";

    var script = document.createElement('script');

    script.setAttribute('src', url);

    document.getElementsByTagName('head')[0].appendChild(script);

</script>

2.document.domain

这种方式只适合主域名相同，但子域名不同的iframe跨域。

比如主域名是http://crossdomain.com:9099，子域名是http://child.crossdomain.com:9099，这种情况下给两个页面指定一下document.domain即document.domain = crossdomain.com就可以访问各自的window对象了。

substr() 方法可在字符串中抽取从 *start* 下标开始的指定数目的字符。

stringObject.substr(start,length)

阻止事件冒泡：e.stopPropagation, cancelBubble=true

阻止默认形为：e.preventDefault returnvalue=false

== === 判断值是否相等，后者值和类型是否相等

**46、new操作符具体干了什么呢?**

（1）创建一个空对象，并且 this 变量引用该对象，同时还继承了该函数的原型。

（2）属性和方法被加入到 this 引用的对象中。

（3）新创建的对象由 this 所引用，并且最后隐式的返回 this 。

**47、 简要描述 JavaScript 中的作用域链**

**参考答案：**任何一段 JavaScript 代码都对应一个作用域链，作用域链中存放一系列对象，代码中

声明的变量将作为对象的属性存放。

在 JavaScript 的顶层代码中，作用域链由一个全局对象组成；当定义一个函数时，它

保存一个作用域链，作用域链上有两个对象，一个是函数对象，一个是全局对象。

每当一个函数被调用时，会创建一个活动对象（也叫上下文对象），函数中的局部变量

将作为该对象的属性存放。

当需要使用一个变量时，将从作用域链中逐个查找对象的属性。比如：要使用变量 a，

将先查找作用域中的第一个对象是否有属性 a，如果有就使用；如果没有就查找作用域链中

下一个对象的属性，以此类推。如果作用域链上没有任何一个对象含有属性 x，则认为这段

代码的作用域链上不存在 x，将抛出引用错误异常。

当函数调用完成后，如果没有其他引用指向为此次调用所创建的上下文对象，该对象将

被回收。

**48、JavaScript 中，this 关键字的作用是什么？**

关键字 this 指向当前对象。比如，顶级代码中的 this 指向全局对象；在指定元素事件的时候，this 指定当前发生事件的元素对象。对于嵌套函数，如果嵌套函数作为方法被调用，其 this 指向调用它的对象；如果作为函数调用，this 是全局对象或者为 undefined（严格模式下）。

var o = {a: 1,

      m: function () {console.log(this);

            f();//Window  作这函数调用

            function f() {

               console.log(this);

            }

       }

  };

 o.m();//{a: 1, m: ƒ}作为方法调用

**49、简要描述 JavaScript 中的自有属性和原型属性**

参考答案：

自有属性是指，通过对象的引用添加的属性，此时，其它对象可能无此属性。对于自有

属性，是各个对象所特有的、彼此独立的属性。比如：emp1.job = 'Coder';原型属性是指从原型对象中继承来的属性，一旦原型对象中属性值改变，所有继承自该

原型的对象属性均改变。比如：Emp.prototype.dept = '研发部';

当需要检测对象的自有属性时，可以使用 hasOwnProperty()方法。另，还可以使用 in

操作检测对象及其原型链中是否具备指定属性。需要注意的是，在检测对象属性时，先检测自有属性，再检测原型属性。

**50、移动端rem计算使用**

<meta name="viewport" content="width=device-width, initial-scale=1.0, maximum-scale=1.0, user-scalable=0" />

<meta http-equiv="cache-control" content="max-age=0" />

<meta http-equiv="cache-control" content="no-cache" />

**支持横竖屏切换改字号**

//rem自动计算

(function (doc, win) {

var docEl = doc.documentElement,

resizeEvt = 'orientationchange'in window?'orientationchange':'resize',

recalc = function () {

       var clientWidth = docEl.clientWidth;

       if (!clientWidth) return;

       docEl.style.fontSize = 100 \* (clientWidth / 750) + 'px';

};

  if (!doc.addEventListener) return;

  win.addEventListener(resizeEvt, recalc, false);

  doc.addEventListener('DOMContentLoaded', recalc, false);

})(document, window);

**51、http和https区别**

http是超文本传输协议，信息是明文传输，https则是具有安全性的ssl加密传输协议。

**52、使用JavaScript深度克隆一个对象。(百度)**

Javascript中的对像赋值与Java中是一样的，都为引用传递。就是说，在把一个对像赋值给一个变量时，那么这个变量所指向的仍就是原来对像的地址。那怎么来做呢？答案是“克隆”。

克隆有两种方法：一种是“浅克隆”，一种是“深克隆”（深度克隆）。

浅克隆：基本类型为值传递，对象仍为引用传递。数组和对象

深克隆（深度克隆）：所有元素均完全复制，并于原对象完全独立（原对象的修改不影响新对象）。

深度拷贝：数组与对象通用

Object.prototype.clone = function () {

   var o = (this.constructor === Array ? [] : {});//{}

   for (var key in this) {  //this ->{name: "johnny"}

     o[key] = typeof this[key]==="object"?this[key].clone():this[key];

   }

   return o;

}

**53、call与apply**

作用：相同都是应用某一对象的一个方法，用另一个对象替换当前对象，一般用在es5的继承上

**call()方法** 第一个参数和apply()方法的一样，但是传递给函数的参数必须列举出来。

**语法：**call(对象，值必须列举出来);

**apply()方法** 接收两个参数，一个是函数运行的作用域（this），另一个是参数数组。

**语法：**apply(对象， [必须是数组]);

不同点例

function add(c,d){

     return this.a + this.b + c + d;

}

var s = {a:1, b:2};

console.log(add.call(s,3,4)); // 1+2+3+4 = 10

console.log(add.apply(s,[5,6])); // 1+2+5+6 = 14

二、程序：

1）var和function同名并不冲突，在部分浏览器中，var会遮蔽同名function，导致function失效”，只要test被赋值就会not a function ，只var test;显示2

var test = 1;

function test(

console.log(index);

    index = 3;

}

test(2)//结果：test is not a function

2）获取URL地址参数

//方法1

url =location.href;// var url = 'http://baidu.com?a=1&b=55';

var theRequest = {};

if (url.indexOf("?") != -1) {

    var str = url.substr(url.indexOf("?")+1);//a=1&b=55

    strs = str.split("&");

    for(var i = 0; i < strs.length; i ++) {

        theRequest[strs[i].split("=")[0]] = strs[i].split("=")[1];

    }

    console.log(theRequest) //{a: "1", b: "55"}

}

//方法2

function GetRequest() {

    var url = location.search; // search 取"?"符后的字串 ?a=2&b=33

    var theRequest = {};

    if (url.indexOf("?") != -1) {

        var str = url.substr(1);//a=2&b=33

        strs = str.split("&");//["a=2", "b=33"]

        for(var i = 0; i < strs.length; i ++) {

            theRequest[strs[i].split("=")[0]] = strs[i].split("=")[1];

        }

    }

    return theRequest;

}

Request = GetRequest();

console.log(Request)//{a: "2", b: "33"}

//方法3

function getQueryString(name) {

var reg = new RegExp('(^|&)' + name + '=([^&]\*)(&|$)', 'i');

var r = location.search.substr(1).match(reg);

    if (r != null) {

         return unescape(r[2]);

    }

    return null;

 }

Promise的队列与setTimeout的队列有何关联？

因此promise.then的回调比setTimeout先执行。
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setTimeout(function(){

  console.log(4)

},0);

new Promise(function(resolve){

   console.log(1)

   for( var i=0 ; i<10000 ; i++ ){

     i==9999 && resolve()

   }

console.log(2)

 }).then(function(){

  console.log(5)

});

console.log(3);//1235

35、冒泡排序：

function sort(arr){

    for(var i=0;i<arr.length;i++){

        for(var j=0;j<arr.length-i-1;j++){

            if(arr[j]>arr[j+1]){

                var temp = arr[j];

                    arr[j]=arr[j+1];

                    arr[j+1]=temp;

            }

        }

    }

}

var arr=[1,2,5,32,54,33];

sort(arr);

console.log(arr); //[1, 2, 5, 32, 33, 54]

4、数组去重

Array.prototype.unique=function(){

    var newArr=[];

    for(var i=0;i<this.length;i++){

        if(newArr.indexOf(this[i])==-1){

            newArr.push(this[i]);

        }

    }

    return newArr;

}

var arr= [1,2,3,'3','3',2,3,4,2]; console.log(arr.unique());//[1, 2, 3, "3", 4]

Array.prototype.unique=function(){

    var res=[];

    for(var i=0,newArr=[];i<this.length;i++){

        if(!newArr[this[i]]){

            res.push(arr[i]);

            newArr[this[i]]=1;

        }

    }

    return res;

}

var arr= [1,2,3,'3','3',2,3,4,2];

console.log(arr.unique());//[1, 2, 3, 4]

----------------------

function unique(arr){

    for(var i=0,hash=[],result =[];i<arr.length;i++){

        if(hash[arr[i]]===undefined){

            result[result.length]=arr[i];

            hash[arr[i]]=true;

        }

    }

    return result;

}

 console.log(unique([2,3,2,1,3,4,1,5]));  //[2, 3, 1, 4, 5]

new Set方法

let arr = [1, 2, 3, 4, 5, 6, 7, 6, 5, 4, 3, 2, 1, 2, 3, 4, 4];

let newArr = [...new Set(arr)];

console.log(newArr); //[1, 2, 3, 4, 5, 6, 7]

ES6

**1、关于定（声明）变量：**

let和const

(1)var 可重复声明，不可限制修改，函数级

(2)let是块级作用域没有声明提前、先定义在使用，块级作用域,不能重复定义变量，可以赋值

(3)const 常量 定义完变量，必须有值，不能后赋值，不能修改，块级作用域, 也没有声明提前

不可以：let a=12; let a=5; //不能重复声明定义，报错has already been declare

可以：let a=12;a=5; alert(a) //5，变量可改

Let 能替代闭包

点abc分别 输出 3

<input type="button" value='a'>

<input type="button" value='b'>

<input type="button" value='c'>

<script>

for(var i=0;i<aBtn.length;i++){

    aBtn[i].onclick = function(){

        alert(i)

   }

}

Console.log(i)//3

</script>

点abc分别   输出 0 1 2，

解决方法一:let

for(let i=0;i<aBtn.length;i++){

    aBtn[i].onclick = function(){

        alert(i)

   }

Console.log(i)//012

}

Console.log(i)//i is not defined

解决方法二：闭包

说明：var作用域是函数，为了强行弄出三个 i 包个函数，for循环几次就有几个函数执行就有几个i，这样每个i就都属性自己独立函数里的 ，不是window.load的

点abc分别 输出 0 1 2，

for(var i=0;i<aBtn.length;i++){

   (function(i){

        aBtn[i].onclick = function(){

          alert(i)

        }

   })(i)

}

**2、解构赋值:**

(1)两边的结构必须一样

(2)右边必须是个合法东西

(3)赋值和解构必须同时完成

针对上述错误写法：

let {a,b} = [12,6]; console.log(a,b);   //X 两边结构不一样,

let {a,b} = {12,5}; console.log(a,b);   //X 右边不是json也不是数组, let {a,b};{a,b} = {a:12,b:5}           //X 需要同时完成let {a,b}= {a:12,b:5}

**解构扩展**（参数扩展(收集，展开)、数组展开、json展开）**展开用表示用 ...**

**3、箭头函数**

作用：

1. 简写, (2)修正this，固定this,this=>当前的环境（在哪个对象环境里执行或取决于你这句话所执行时this是什么） 普通函数function写法的this跟着执行人走谁执行就是谁， 箭头函数的this固定不动，取决于在哪声明的这个函数（除非用call,apply,bind强行改变this指向） 普通function：this跟着执行人走

箭头函数注意:

1. this问题, 定义函数所在的对象或是父级对象是谁，不在是运行时所在的对象如window

2. 箭头函数里面没有arguments, 用 ‘...’

3. 箭头函数不能当构造函数

**4、Array与JSON方法**

**原生对象扩展**

Array扩展：map,reduce,filter,forEach \模板字符串\json写法，

**map()** 映射--对应：返回新数组，原数组处理后的值。按原数组顺序依次处理（简单说就是进去10个出来还是10个，一一对应）

let arr = [68,53,12,98,65];

var result = arr.map((item)=>{

  return item>60?'及格':'不及格'

})

console.log(result)                //结果: ["及格", "不及格", "不及格", "及格", "及格"]

**reduce()**作为累加器，数组中的每个值（从左到右）缩减成一个值。一般用在求和，n=>1(多个值变成一个值)

let arr = [1,2,3,4];

// 第一次：tatal是1,当前值是下一个2,依次；结果：求和1,当前2,索引1

let result = arr.reduce((total,curVal,curIdx,arr)=>{

  return total+curVal;

})

console.log(result)   //结果：10

filter 根据条件来筛选过滤，进去多个出来几个不一定

let arr = [1,2,3,4,5,6,7,8];

var result = arr.filter(item=>{

  return item%2==0;

})

console.log(result);              //结果：[2, 4, 6, 8]

forEach 遍历就是循环 突出所有的都走一遍，进去几个出来几个，没返回值，

let arr = [1,2,3];

var result = arr.forEach((item,index)=>{

    console.log(`第${index}个是${item}`);

})

/\*

//结果：

 第0个是1

 第1个是2

 第2个是3

\*/

**5、字符串模板**

`${变量}` ``反单引号 代替字符串拼接，可以换行

**6、json 写法、JSON对象**

JSON.stringify() 序列化,给一个json,出来一个字符串 ，字符串写法JSON.stringify()结果有单引号如：‘{"a":12，"b":5，"name":"blue"} ’

JSON.parse() 给一个字符串 进行解析，还原成json

JSON.stringify({a:12,b:5}) =>'{"a":12,"b":5}' console.log中''省略了，出来的里边都有双引号

JSON.parse('{"a":12,"b":5}') =>结果：{a: 12, b: 5} parse()里必须是里层双引外层单引号

**错误写法**

let arr = '{a:12,b:5}'; console.log(JSON.parse(arr)) //报错，里边必须加双引号"a" “b”

JSON.parse("{a:12,b:5,'name':'blue'}") //报错，必须是外边单引，里边双引

**7、面向对象**ES5与ES6的区别?

ES5面象对象--假的

ES5没有系统统一的写法，处于自己摸索的状态（例如两个人写自己的库，一互用就会有问题了）ES5中没有class这一说法 ，它是用函数完成的功能，使用函数声明类，Person即是类也是构造函数，

8、**ES6面象对象-优点**

完全解决了统一的问题

提供了四个新的关键字，用于解决上面的问题

1）class ：类声明 2）constructor：构造函数/构造器3）extends：继承 4）super：超类/父类

//有单独的类声明，构造函数声明

class Person{ constructor(){ } }

继承：Class Worker extends Person { constructor(){ super() } }

例：Es5继承

//父类Person 子类Worker 有单独的showJob在单写，其他的继承Person

function Person(name,age){

    this.name = name;this.age = age;

}

Person.prototype.showName = function(){ console.log(this.name)}

Person.prototype.showAge = function(){ console.log(this.age)}

function Worker(name,age,job){

    Person.call(this,name,age); //call方法继承person属性和方法

    this.job = job;

}

Worker.prototype = new Person(); // worker类也就继承了

Worker.prototype.constructor = Worker;

Worker.prototype.showJob = function(){

    console.log(this.job)

}

// 继承父类方法

var w = new Worker('YJUI',18,'随便');

w.showName();

w.showAge();

w.showJob();

例：Es6继承

// class类声明，构造函数声明constructor

class Person{

    constructor(name,age){

      this.name =name; this.age = age;

    }

    showName(){console.log(this.name)}

    showAge(){console.log(this.age)}

}

class Worker extends Person {

    constructor(name,age,job){

      super(name,age);  //继承的属性放里

      this.job = job; //子类自己的属性

    }

    // 子类自己的方法

    showJob(){console.log(this.job)}

}

var w= new Worker('YJUI',18,'随便');

w.showName();   //结果  YJUI

w.showAge();    //结果  18

w.showJob()     //结果  随便

**9、ES6模块系统**

export (输出) import(导入)

**注意：**

./必须要写，因为webpack是nodejs写的东西，必须遵循nodejs的规定

**多用在**webpack.config.js中module.exports = {}

需要对外输出json ——>{},CMD写法主要给nodejs、nodejs遵循CMD，

./ 用webpack就必须写，指当前文件（按ES6本身标准可以不写）但现在用webpack编译，webpack是nodejs写的要遵循nodejs约定，也就是说./是nodejs的规定，

import \* as mod1 from './mod1'; as 导入所有成员取个共同的名字叫mod1,从当前目录下mod1.js取

导出（export）的几个情况：可以导出变量、常量、一堆变量、函数，class

例：import 导入mod1.js中export内容

Export:

    mod1.js: export let a=2

    index.js :  import  {a} from '@/assets/mod1' 取a

    或import  \* as name from '@/assets/mod1'  取name.a

 Export default:

    Mod1.js:let a=4;let b=6;export default b;

    Index.js: import  mod from '@/assets/mod1';console.log(mod) //6

（1）export 和 export default 的区别

Export： import输出要加{} 一个也加{},export名与import名必须一致对应，不加{}可以起别名用as,import   \* as name from './mod1.js';

export default:import输出名随便,一个模块只有一个默认输出，只能用一次，所以import后不用{}，唯一对应

import \* as mod1 from 'xxx' //export 与export default都可以as后名随意，区别在于export取值mod1.变量名；export defaul取值mod1.default.变量名

import ./用webpack就必须写，指当前文件（按ES6本身标准可以不写）但现在用webpack编译，webpack是nodejs写的要遵循nodejs约定，

10、Promise：解决异步回调问题

传统方式解决异步回调问题方式：大部分用回调函数，事件，相当于ajax嵌套

异步操作：同时进行多个操作，用户体验好（如用户名检查，输入完就检查）. 异步缺点： 好用但写起来麻烦。同步操作：一次只能进行一次操作，用户体验不好，按顺序执行,优点：清晰，

**10、Promise**

即有异步操作优势（不用卡住可同时进行多个操作）也可以像同步一样简单的写法

异步：then成功回调-> resolve=>解决，失败回调->reject=>拒绝

let p = new Promise(function(resolve,reject){

    $.ajax({

        url:'data/1.txt',

        dataType:'json',

        success(arr){ resolve(arr);},

        error(res){ reject(res);}

    })

 })

 p.then(function(arr){

      alert('成功')

      console.log(arr)   //12,5,8

 },function(res){

     alert('失败')

 })

总结：Promise 本身不能算是对异步操作的处理只是一个封装，因为不同的异步操作的表现形式不一样，Promise只是给一个统一的格式，统一模板，按这个封装，不管是什么，都有resolve和reject，调取就可以、Jquery的$.ajax本身就是一个Promise，直接用then的写法

 $.ajax({

   "url":'data/1.txt',

   dataType:"json"

}).then(arr=>{  //成功

    alert(arr)

},res=>{        //失败

    alert('失败')

})

**Promise.all([])：**统一做一个then。必须全都成功，有一个失败了全失败。要求所有东西都读取完了之后会给一个统一的结果,里边是数组。Promise.all()虽然好但不能解决所有的问题，

Promise.all([

    $.ajax({url:"data/1.txt",dataType:"json"}),

    $.ajax({url:"data/2.txt",dataType:"json"}),

    $.ajax({url:"data/3.txt",dataType:"json"})

]).then(arr=>{

    console.log(arr)

    // alert('成功')

},res=>{

    alert('失败')

})

**Promise.all()不能处理的情况：**Promise.all()一门心思读到底，这几个全都读下来。并不是说第一个读完判断一下，然后在读后边的，这种promise.all()处理不了；

有一种情况不能用Promise.all()，就是根据前一请求数据来读后一请求数据时不适合,利用前边数据来指导后边的数据:X

如非要用Promise处理这样的逻辑只能这样表示，但和原始的ajax请求没什么太大的区别

ajax('http://taobao.com/api/user').then(user\_data=>{

    if(user\_data.vip){

      ajax('http:/taobao.com/api/vip\_items').then()

    }

},error=>{

  alert('error')

})

**async/await特点：**

async虽然本身很特殊但调用的时候当普通函数用就行

async是函数的一个特殊形式，是一个语法，表示声明函数中是包含异步操作的，

await哪个是异步的哪个是同步的，程序不知道，只要加上await表明就是异步的，是等待的意思，有await标注那一行要等待操作结束后再往下走,也可以顺便把数据收集起来let data=await $.ajax();

只是给函数加了个修饰， 告诉编译器这不是普通的函数，是有一些需要暂停的操作，会用await标记出来,现在写代码习惯中所有的异步操作都用了async/await

普通函数：一旦开始运行就不会停，直到代码执行完，

async函数-能够“暂停” ，是语法糖，会把这个大函数拆分成很多的小函数，执行第一个也是从头到尾 ，执行完要等着操作完成在执行第二个小函数，

async会暂停在执行，碰着await就暂停一会，到哪执行到哪等待是由开发人决定的

语法糖：往往给程序员提供了更实用的编码方式，有益于更好的编码风格，更易读。

写法和同步一样方便，但是异步的，$.ajax执行完之后也执行了then

async function show(){

    xxx; xxx;

let data =  await $.ajax();

xxx;

}show();

Object.assign(target,source)**;**

一个或多个源对象分配到目标对象，第一个值是目标对象，最后合并值都放target里

let json = Object.assign({}, defaults, options); //{}是target，后两个值合并后还是以前值

const target = { a: 1, b: 2 };

const source = { b: 4, c: 5 };

const result = Object.assign(target, source);

console.log(target, result)//都是 {a: 1, b: 4, c: 5}

console.log(source)// { b: 4, c: 5 };

-------

Object.is(null, null);       // true

Object.is([], []);           // false

Object.is(0, -0);            // false

Object.is('foo', 'foo');     // true

Node.js

1. 介绍

nodejs运行在服务器端，前后端代码整合

Node.js有自己的模块系统，因为Node.js早于ES6出现，nodejs是遵循CMD规范，所以对CMD比较熟悉的就好上手很多【cmd有requirejs等】

使用：安node.js 自带npm,

npm install –g xxx

2、npm和cnpm 的区别？

npm的源在国外

cnpm在国内 【c不是china】

npm和cnpm装的包是不能混用的，同一个项目就用其中一个，用注了，一混用就会有问题

VUE

**vue生命周期：**

**beforeCreate 组件实例刚刚被创建,属性都没有**

**created 实例已经创建完成，属性已经绑定**

**beforeMount 模板编译之前（准备）**

**mounted 模板编译之后，代替之前ready \***

**beforeUpdate 组件更新之前 data数据变了 (用在$.watch('a',function){})**

**updated 组件更新完毕 \* (用在$.watch('a',function){})**

**beforeDestroy 组件销毁前**

**destroyed 组件销毁后**

**1、vue指令**

**v-bind**: 用于属性的单向绑定，可简写为 ':' v-bind:title="a"

**v-on**: 用于事件的绑定，可简写为'@';  v-on:click ==@click

v-model 双向绑定 多用于input select

**v-text**: 同插值表达是作用一样，但是会覆盖原本的内容；

**v-html**: 将内容以html元素渲染；

v-for循环输出 v-for ="(val,key) in data" ，key作用：区分元素、提高性能

v-if/v-else/v-else-if

v-once只会渲染解析一次

v-prev 预编译指令让vue跳过这个节点不编译原样输出。写书文档能用到

v-if 元素真的被删掉 ,只剩下一行注释 ，<!-------->占位符

v-show 元素只是隐藏了，display

v-cloak 防止页面加载时出现vuejs的变量名而设计。解决vue代码加载闪烁问题

[v-cloak]{

display: none;

}

2、v-if与v-show区别？

v-if 元素真的被删掉 ,只剩下一行注释 ，<!-------->占位符

v-show 元素只是隐藏了，display

v-show 用于频繁显示隐藏,【隐藏在显示比直接删除显示快】v-if用的更多。大量的隐藏-也会影响性能。v-show某些元素隐藏了也会起作用-比如：表单，【v-if不会有这个问题】

**2、事件**

v-on v-on:click="xxx" 等价于 @click="xxx"

**3、事件修饰符**

(1).stop—阻止冒泡 @click.stop

(2).prevent—阻止默认事件:

按键盘这个行为要干掉它，@keydown.prevent

如表单提交按钮submit或在页面上点右键，自动出现下拉菜单

(3).self—只接收自身的事件（冒泡上来的不要）嵌套点击中父级加.self

阻止冒泡二选一像.self放div或.stop放button上

<div @click.self=‘divFn’>

    <button @click.stop=”btnFn”></button>

</div>

总结： .self和.stop

一个事情有多种实现方法，结果一样，一是在.self外边加，一个在.stop里边加

**.once**: 事件只触发一次；

.passive 告诉浏览器你不想阻止事件的默认行为

4、**filters--过滤器**

作用：接收输入的数据->转换->输出的结果 有return

filters: { } { { a | Upper } }

Upper: function (value) { return value.toUpperCase() },

##### 例：时间戳转日期格式，千位分隔符、转成万单位、首字母大写、保留两位小数

解答：为什么这里用filter要比用methods好？

（1）filters本身专事专用，仅是用来做转换的，用filters有个预期是要开始转数据了；methods本身可以做任何事情，

（2）filters语法更简洁

**4、computed ——计算后的数据——在真实的数据之外包一层有return**

应用场景

(1)简单的一些小计算可以直接用模板内的表达式计算，比较复杂一点的就建议使用“计算属性来运算了”，也方便后期的维护；

(2)computed适合比较单纯的数据改动，处理完后返回一个新的数据return,页中使用新变量

(3)每个计算属性都有一个getter函数 和 setter函数，下面的示例只是用了computed的唯一默认属性，就是getter , setter一般用来手动修改数据

默认的写法是get()，set()可以改变新数据值

(4)写法：

computed与watch都可以这样表示：a(){} 同于 a:function(){} 同于 'a'(){}同于'a':function(){}

作用：

1、可以控制对数据的操作

2、缓存：当数据不变，get每次都不用重新计算，如算税有很多没变用会上，快很多（避免无效的计算），只有在相数据发生改变时才会重新求值执行函数。

3、想改变a的值，要设置set()，不加set的a只有get()是只读的。例中加set后vm.a设置成5倍数{{a}}就会变了。不加set改vm.a值会提示没设setting报错。

直接这样写a(){return this.true\_a+5},同于get()里的，

应用场景：加set才能改变a值，在console.log改vm.a只有5的倍数才能改变页中a

<div id ="app">{{a}}</div>

var vm =new Vue({

    el:'#app', data：{true\_a:5},

    computed:{

      a(){return  this.true\_a+5 } //同于get()里的

      a:{

       get(){ return this.true\_a+5 },

        set(val){ if(val%5==0){ this.true\_a = val; }}

     }

   }

})

缓存：Price不变不执行total函数这就叫缓存{{total}}。改vm.price可与页面同步。改vm.total报错，加上set可以set(val){this.price=val;}能同步vm.total

var vm =new Vue({

      el:'#app',

      data:{ price:10,},

      computed:{ total:function(){return this.price+100; }}

})

5、**watch ——监听数据的修改-没return**

watch函数名必须和data名一样，监听data里数据。接收两个参数值，（newval,oldval）变化后值和变化前值

类似于事件——当某个数据被修改了，可以得到通知，**有深度监听和浅度监听**

浅度监听：watch在默认的情况下只能监听表层vm.json=?会出现变了，vm.json.a监听不到不现在变了， data:{ json:{a:12,b:5} },watch:{ json(){ console.log('json变了') } }

深度监听vm.json与vm.json.a都触发watch：deep:true；也监听内部；性能不高

immediate讲解作用：true在程序初始化之后watch就立即发生一次执行 “json变了”

用在页码上初始handler(){ ajax(...) //请求数据操作 }

watch:{

json:{

deep:true,

immediate:true,

    handler(){

      console.log('json变了')

    }

 }

}

如果即希望深度监听也希望性能高些：选择性去做，浅层的够用就用浅层的，精确盯着某个要修改的值，用浅度监听找监听的值 ,vm.json与vm.json.a都会监听到

Watch:{

'json.a':function(){

      console.log('json变了')

}

}

**watch监听数组**

data:{ arr:[1,2,3,4,5] }, watch:{ 'arr.2'(){ console.log('数组变了') } },

watch监听数组某个下标值vm.arr.2=？2是下标也不会触发watch，只有vm.arr.push(6)有变化。因为vue对json【可以精准某个值用浅度写法vm.json.a】和数组【精准浅度写法也无用】。要用vm.$set(数据，key，val) Vue.set(数据，key，val)方法

vm.$set(vm.arr,2,33)-> [1,2,33,4,5]

**watch需要注意的:不要循环watch**

watch:{ a(){this.a++;} }, 这样不可

1. **组件**

全局组件——任何地方：Vue.component('xxx',{ data(){ return {}; }, })

局部组件——父组件之内components:{}

类声明组件——var cmp = Vue.extend({})挂局部上/全局上Vue.component(' cmp ', cmp)

动态组件——is

组件传参

组件注意：

* 1. 组件要写在vm实例之上，
  2. 中划线组件名 页中<login-dialog></login-dialog> 组件js引入可以loginDialog
  3. new Vue能用的，组件也能用——filters、computed、watch、\*
  4. 只有在全局组件中能用props

注意 页中不能是<myButton></myButton>当然对应的 js中myButton与 my-button都不行

页中能是<my-button></my-button> 对应js中myButton、my-button都行

总结html中组件名不能是中间大写的形式（如：myButton）要用横岗代替（如：my-button）。

对应js都行。

全局与局部组件写法：

<login-dialog :aa='a'><aaa></aaa></login-dialog>

结果：这是全局组件12——我是局部组件12

Vue.component('loginDialog',{

       props:['aa'],

       template:`<h1 >这是全局组件{{aa}}<aaa :bb = "aa"></aaa></h1>`,

       components:{

         'aaa':{

                props:['bb'],

                template:`<span>——我是局部组件{{bb}}</span>`,

          }

       }

 })

局部组件写法：

1、局部组件放vm实例的components中

2、全局组件里放局部组件数据用:aa='a' 的props传，全局与局部组件都能用props

3、用类的方式var cmp =Vue.extend({}) 把cmp放vm的局部components

 let vm = new Vue({

        el:'#root',

        data:{ a:12},

        components:{

        'aaa':{ props:['aa'],

             template:`<span>我是局部组件{{aa}}</span>`,

          }

        }

})

var child={

      template:`<button @click="add">我是局部组件{{a}}</button>`,

methods:{ add(){ this.a++;}}

};

let vm = new Vue({

     el:'#root',

     components:{

          'loginDialog':child    //loginDialog:child加不加引号都行

     }

})

类声有组件Vue.extend({})

let name= Vue.extend({ //类声明组件

    template:`<span>abc</span>`

})

//挂成全局组件

Vue.component('name',name)

let vm = new Vue({el:'#root',

     // 挂局部上

components:{ cmp}

})

//导出写法用 Vue.component('vue-head',Vue.header)或components:{'vue-head':Vue.header } <vue-head :aa="a"><vue-head>

(function(vue){

   var template = `<div>{{aa}}</div>`

    //head组件名

   var head = vue.extend({

       template:template,

       props:['aa'],

   })\

   vue.header = head; //vue上放header

})(Vue)

动态组件

**作用：1、**改变挂载的组件,用 is 属性来切换组件<component :is="组件名"></component> 可以用v-for

<component :is="组件名"> </component>

*7、Props两种使用方法：*

*1、子组件接收父组件传的值props:[‘msg’]*

*2、参数约束：*具体约束类型，是否必传，范围操作用

default:默认值如:leixing不传时required:false

<my-button :leixing="a"></my-button>

props:{

            leixing:{

                type:String,   //a类型必须为String

                required:true, //为true必须传:leixing='a'

                validator(arg){ //接收leixing值的范围判断

                    //这里arg是default输出子组件default,不是就false报错

                    if(arg=='default'){

                        return true;

                    }else {

                        return false;

                    }

                }

            }

        },

8、:class的几种写法

(1)字符串 ： :class ="abb"

1. 数组 ： :class="['box','aa','bb']"
2. json ： :class ="{ box:true, aaa:false, bbb:true }"

(4)组合 ：:class ="['btn','bnt-dark',{active:index==i}]"

(5)三目 ： :class="i==value?'active':''"

(6)多个动态class :class="`${'left'+key} ${key<signinDays?'active':''}`"

signinDays:[0,1,2,3,4,5,6] key是索引值left0 active

9、V-model

父组件 v-model="a"等同于 ：value="a" @input="fn"

子组件是@input ="$emit('input',$event,target.value)"

**10、sync**

(1).sync作用

v-model是实现一个属性双向绑定的，那多个时就用.synce

.sync是vue中用于实现简单的“双向绑定”

vue的prop是单向下行绑定：父级的prop的更新会向下流动到子组件中，但是反过来不行。可是有些情况，我们需要对prop进行“双向绑定”。这个时候，就可以用.sync来解决

说明：

v-model是@input写死的一个标签上就一个，实现一个tab，@update:xx要多少有多少，只要xx变了就有。.sync一个标签能有多个实现多个tab

.sync 的原理和v-model差不多，只是在v-model的基础上扩展了要多少有多少。

(2).sync语法：

即然什么名都行，那就往语法上靠

:xx.sync = :xx="value"+@update:xx ="赋值"

这里update:a/update:b就是事件

父:a.sync=cur1 :b.sync=cur2

等同于 :a="a" :b="b" @update:a="val=>a=val" @update:b="val=>b=val"

子：this.$emit('update:a',this.a+1);  this.$emit('update:b',this.b+1);

(3).sync用法用例：

<text-document :title.sync="doc.title"></text-document> 当子组件需要更新 title 的值时，它需要显式地触发一个更新事件：this.$emit('update:title', newValue)

这样title的属性在子组件内部更新，父组件也能感知的到，实现了“双向绑定”。

例.在子组件点击每次都+1，实现双向绑定

<div id="root" v-cloak>a={{cur1}} b={{cur2}}

<cmp1 :a="cur1" :b="cur2" @update:a = "fn1" @update:b = "fn2"></cmp1>

<cmp1 :a="cur1" :b="cur2"  @update:a="val=>cur1=val" @update:b="val=>cur2=val" ></cmp1>

同于<cmp1 :a.sync="cur1" :b.sync="cur2" ></cmp1>

    </div>

       <script src="vue2.js"></script>

       <script type="text/javascript">

       var cmp1 = Vue.extend ({

           props:['a','b'],

           template:`<div><input type="button" @click="fn" value="+1按钮"/></div>`,

           methods:{

              fn(){

                this.$emit('update:a',this.a+1);

                this.$emit('update:b',this.b+1);

              }

           }

       })

       let vm = new Vue({

           el:'#root',

           data:{

               cur1:0,cur2:0

           },

           components:{ cmp1},

           methods:{//其它俩种写示不加fn1/fn2

                fn1(val){ this.cur1= val; },

                fn2(val){this.cur2= val; }

           }

       })

       </script>

**小结**

一个组件需要提供多个双向绑定的属性时使用，只能选用一个属性来提供 v-model 功能，但如果有其他属性也要提供双向绑定，就需要.sync

**11、slot插槽应用扩展：占位符**

**作用**：vue中，经常需要向一个组件传递内容。为了解决这个问题，官方引入了插槽(slot)的概念。不用插槽内容会丢失

<cmp1>直接这么写接收不到</cmp1>

**插槽分类**

匿名插槽：它不需要设置name属性，也叫它单个插槽或者默认插槽。与具名插槽相对，。（它隐藏的name属性为default。） <slot>默认</slot>

具名插槽：当一个组件中需要定义多个插槽时，就需要用到具名插槽。 有name

需要在slot标签中添加 name属性，属性值任意写；

在引用组件时，通过添加 slot = “属性值” 来关联对应的插槽。

作用域插槽

**一个slot区分，**

*当组件渲染的时候，<slot></slot> 将会被替换为“Your Profile”。*

<cmp1> Your Profile</cmp1> <slot>111</slot>

父组件不提供任何插槽内容时 默认显示Submit,不认slot有没有name，只要cmp组件是空就取默认值

<cmp1></cmp1> <slot>Submit</slot>

显示默认值情况:

<cmp1>aaa</cmp1>//找不找name为title的就默认

<cmp1></cmp1>

<cmp1 #title></cmp1>

<slot name="title">默认值</slot>

**slot写法，**

语法：a:12

父:slot=”名“ 子：<slot name="名"></slot>

父级:<cmp1>12</cmp1>           //a:12 结果：12   默认组件传值就用<slot>不加name

子级写法:<slot></slot>

父级:    <cmp1><div slot="名字">abc</div></cmp1>

子级写法:<slot name="名字"></slot>    //结果：abc

父级:    <cmp1><template v-slot:名字>abc1111</template></cmp1>   同于 <cmp1><template #名字>abc</template></cmp1>同于<cmp1  #user><template>abc</template></cmp1>

子级写法:<slot name="名字"></slot>    //结果：abc1111

父级:   <cmp1 #title>abc</cmp1 >   //同于： <cmp1 v-slot:title>abc</cmp1>

子级写法:<slot name="title"></slot>    //结果：abc

父 <cmp1 title="用户标题"></cmp1>   //结果：子组件用户标题

子 <slot name="title">{{title}}</slot> props:['title'], //直接写{{title}} props:['title']，可不写slot 这里已实践

父 <cmp1>abc</cmp1>    //父没定义插槽取slot默认值，结果：默认值

子 <slot name="title">默认值</slot>

父 <cmp1 #title>123</cmp1>    //父定义slot取组件值，结果：123

子 <slot name="title">默认值</slot>

slot插槽作用域

什么：可以给插槽template里传参，也就从里边往外边传参数子组件slot——>父组件template

父：<template slot-scope="scope">{{scope}}</template> //同于 <div slot-scope="scope">{{scope}}</div>

子：<slot a="12" :b="55"></slot>   //加:是变量，不加是String

结果:{ "a": "12", "b": 55 }

**12、Router**

（1）配路由在router/index.js

import Vue from 'vue'

import Router from 'vue-router'

Vue.use(Router);

import index from '@/components/index';

import cmp1 from '@/components/cmp1';

let router = new Router({

mode:hash', //默认有#

    routes:[

        {path:'/',component:index},

        {path:'/cmp1',component:cmp1},

    ]

})

export default router;

最外层index.js 把配置的路由引进来

import router from './router';

APP.vue

<button @click="fn1">首页</button> 函数里内容this.$router.push('/')

<button @click="fn2">新闻</button> 函数里内容this.$router.push('/cmp1')

<router-view/>

同于

<a href="#/">首页</a>

<a href="#/news">新闻页</a>

<router-view/>

同于

<router-link to="/">首页</router-link>

<router-link to="/cmp1">新闻</router-link>

<router-view/>

(2)<router-link></router-link>精确匹配选中样式.router-link-exact-active{}

(3)路由三种模式（默认hash）

访问首页 / 与 /cmp1

1. history——地址变页面不刷新

history下必须加上如下，否则在<http://localhost:3002/cmp1下f5>刷新会真像服务器请求，服务器没有get就是404报错，加上true可正常

devServer:{

    historyApiFallback:true,

}

没#号 例：<http://localhost:3002/> <http://localhost:3002/cmp1>

2、hash——页面不刷新

有#号 例：http://localhost:3002/#[/](http://localhost:3002/) [http://localhost:3002/#/cmp1](http://localhost:3002/" \l "/cmp1)

——像描点，默认模式如： [http://localhost:8080/#/news](http://localhost:8080/" \l "/news)

3、abstract——不存在地址栏、不改地址也不改hash，一般受于后台给前端

不存在有没有#号,只要是当前链接就能切换，如：保留输入的地址切换地址不在变化 如http://localhost:3002， 一直这个下切换

(4)**处理404访问不存在页面**

{path: '\*'} path中\*通吃，通配 找不到的页面都走\*的组件，代替404，router/index.js

let router = new Router({

    routes:[

        {path:'/',component:index}, {path:'/cmp1',component:cmp1},

        {path: '\*',component: notfound} //找不到cmp3显示notfound东西

    ]

})

App.vue

这里的找不到页面指路由配置中没引入cmp3没加：{path:'/cmp3',component:cmp3}

App.vue中用了就会空白就表示404如<router-link to="/cmp3">新闻</router-link>

等同关系：

this.$router.currentRoute == this.$route //内是路由相关参数

$router == new Router({}) this.$router.push('/')
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**(4) 路由传参**—**params与query**

**1、Params方式**

如：<http://localhost:3001/news/1323/yjui> //对应写法:id/:name

获参params二者同：

 this.$route.params == s.$router.currentRoute.params
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传参：{path: '/news/:id/:name',component: news},            //index.js

传参：<router-link to="/news/1323/yjui">新闻</router-link>  //news.vue

取参与赋值

let {id,name} =  this.$route.params/this.$router.currentRoute.params

console.log(id,name)        //1323 yjui

**2、query方式—**?a=12&b=5

url格式：<http://localhost:3001/news/1323/yjui?a=12&b=5> //这种写法都是字符串

格式 :

:to="{path:'',query:{}}" 等同于 this.$router.push({path:'',query:{}})

网址都为：http://localhost:3002/#/cmp1/3123/yjui?a=33&b=55

<router-link :to="{path:'/news/3123/news',query:{a:33,b:55}}">新闻</router-link>

 等价于this.$router.push({path: '/news/3123/news',query: {a:33,b:55}}) //$router->new Router())

取值与获参query：

this.$router.currentRoute.query == this.$route.query

**(5) 组件相同参数不同获取当前参数问题\_用watch**

**App.vue**

**改成这样结果也一样：**

**<router-link :to="{path:'/news/1323/news'}">首页</router-link>**

**<router-link :to="{path:'/news/123/hot'}">hot</router-link>**

<template>

  <div id="app">

    <router-link to="/news/1323/news">首页</router-link>

    <router-link to="/news/123/hot">hot</router-link>

    <router-view />

  </div>

</template>

<script>

export default {

  created() {

    let { id, name } = this.$router.currentRoute.params;

    console.log(id, name, this.$route.params);

  },

};

</script>

**这种形式只能取到第一次初始加载的参数不能实时触发改变：**

created(){

let {id,name} = this.$router.currentRoute.params

console.log([id,name])

}

**Router/index.js**

import Vue from 'vue'

import Router from 'vue-router'

Vue.use(Router);

import cmp1 from '@/components/cmp1';

export default new Router({

    mode: 'history',

    routes: [

        { path: '/news/:id/:name', component: cmp1 },

    ]

});

总结组件相同参数不同实时监听的三种写法：

**（1）**直接把created改成   updated() {}

**（2）**身上某个东西变了能得到通知watch， 这里的数据是路由参数数据为$route进行监听

随着<http://localhost:3002/news/1323/news> 与<http://localhost:3002/news/123/hot>的切换

它显示：
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updated(){

  let {id,name} = this.$router.currentRoute.params

   console.log([id,name])

},//或

*created(){*

*let updateData=()=>{*

*let {id,name} = this.$router.currentRoute.params*

*console.log([id,name])//  ["11", "news"]  ["22", "hot"]*

*}*

*updateData();*

*this.$watch('$route',updateData)*

*}//或*

export default {

  watch: {

    $route() {

      let { id, name } = this.$router.currentRoute.params;

      console.log(id, name, this.$route.params);

    },

  },

};

附加：组件什么时候会更新/重新渲染（updated）：总结就是data变了，自己的或是父级

1、data变了

2、props变了会更新也就是父级参数变了

3、强制更新——几乎用不上

**(6) Router-path两种模式与嵌套**

1. 绝对路径——path写法有绝对路径/。推荐绝对路径 默认mode:hash

访问时path加在/#/后面

访问：一层：[http://localhost:3002/#/index](http://localhost:3002/" \l "/index) 二层：[http://localhost:3002/#/aaa](http://localhost:3002/" \l "/aaa)

分别结果：App CMP1 AppCMP1CMP2

{path:'/index',component:cmp1,children:[

    {path:'/aaa',component:cmp2}       //绝对路径直接找

]}

（2）相对路径

访问：二层：[http://localhost:3002/#/index/aaa](http://localhost:3002/" \l "/index/aaa)

{path:'/index',component: cmp1,children:[

    {path:'aaa',component:cmp2} //相对路径逐级找

]}

嵌套主要用到：

（1）path相对或绝对路径访问与children

（2）<router-view/>

App.vue:<div id="app">App<router-view/></div>

cmp1: <div>CMP1<router-view/></div>

**(7) 命名路由**

**作用**:路由配置是vue使用的基础，采用传统方式麻烦且不清晰，而命名路由无论path多长多繁琐，都能直接通过name就匹配到了，十分方便，所以，强烈推荐使用命名路由的方式

访问：[http://localhost:3001/#/index/12?a=1&b=2](http://localhost:3001/" \l "/index/12?a=1&b=2)

Router/index.js

{path:'/index/:id',name:'index',component:cmp1},

App.vue

<router-link :to="{path:'/index/12',query:{a:1,b:2}}">首页</router-link>

等同于

<router-link :to="{name:'index',params:{id:12},query:{a:1,b:2}}">首页</router-link>

注：path中路径要与to中path一致如：

正确写法

routes:[{path:'/index/:id'}]一致于：to="{path:'/index/12'}"

错误写法

routes:[{path:'/index/:id'}]不能：to="{path:'/12'}"

![C:\Users\Administrator\AppData\Local\YNote\data\qqE684D2BB0B04DBEB1BF21C045B8F3FA5\7b17dee5b46e41bcad22bfce70a7ce48\1599038156(1).png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAg0AAACgCAYAAACPBV+NAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABxMSURBVHhe7d3PiybHfcfx/AmRZcs/88zFOnkuYzELIw2DY3yIsGBvBiOxrL0EgchJuljRQWQGzAYLYh0ccCSx4MWRMbqMMHgPhmAkKyyJhA+Ti7w4h9yCIXJiQi5Wpauq6+mq6m9119NP/3ye9+GFNNP1dFf3PFvfT1f38/SfrFYrBQAA0IbQAAAAshAaAABAFkIDAADIQmgAAABZCA0AACDLskPD7Q/V6w8+rtx7U243lZt31P2rK3VVuP/GDbkNAAALsSMzDRfq2ffnFhrO1SVhAQCwQwgNQ7m4VFdXl+pcWgYAwAIRGoZCaAAA7Jj80GDuH/hQXXcFOnkfQbT8wUfq2Vv+cqlN4f131bWgzUpdu/tR2CYZClKhIR0mrt/T69T7E/+u8tLt8DWO69crdy/E5QahAQCwYzYMDbaYrovlrXfVK0FxfVO9FBdT87owOJjiLIQEX72o23XLr0uHA1vg4+AS91N4fW3fKoQGAMA+2jg0hEU0LL6mmNaKui3IjQU6lirYQgCxmtaZEWTMz+Gsg2aCS1M/G5y/faWu3j4XlwEAsERBaDg6OVNnZ4WTo6CRkSzYlXh6P+AX3zKAGNLMQaKIuwBQP/tvDiLxzEYcBmqXQXwtMyIxExaurtTlhbwcAICl6j80bFJkyxkFW6C9kNBzaLDbcX2vr8OGBml73Znw8N4ddUNYBgDAEm14eaI5NHQuvvHliF4vT1TLzSUKvY442GTs28a4pwEAsGN6DQ3uLH7TKf36ussQEASQct1iMGgLDdX9Fs/ek25glLaX5i5n1NfjITQAAHZMz6FBK4t7wH9d2/JKfI9EXKTT9yJI63PbTQUDFxxC9UshhAYAwH7KDw3YDKEBALBjCA1DKR9WxbMnAAC7gtAwJDPbwFMuAQC7gdAAAACyEBoAAEAWQgMAAMhCaAAAAFmyQsNXvvIV9eijj4rLAADAfiA0AACALIQGAACQhdAAAACyEBpmr3omhvQcjLm68cb99RdbNX651VNPqw9e/Y565+ahvHxDLz//ne3X11ufDtVrF7o/T6uXxeUbOn5SvVP0q7f1NbDH8Tn12rG8PJvr8/NPyMvnqq3f5Te+rt/jPAYfe4LQ4DEPyNr0CZ2DW3BoyBlICQ35CA3j2aDf2e91YAcQGjzzDA3LNFVo6MVcQ8OICA2EBkBCaPAQGvqTPZCWg/NbTwnLptJjn0zxvXhSPSMsm7Nnbj7XU9h5Qr3VSwAbW36/CQ3YJ8sPDbfeVa88sNP3RlD0E1P77jWm7ZvqJf/1kVfuXlSv025/GLa592aw3AQP/bug3Ufq2VveOgxhu8G6qr6n12Fdu/uR164wWJ8c17d0n0YbSN0ZYaRe8N1Zv2cBxdxdbmntdzk74quOQbXvwXFxx262x6Hst3C2b49LGWrEkJco+vFx6mEGhNCAfbLs0GCKYFi46rMFrsB9qK77PwszCm0zDbY4u/Vo5bq8wmrWoYvtej3S9uqvayTsp2O35/epLPze9vrvU9l2DqEhlpglWOoZf0zcj6yZkfhSSfnzzI+JnfGIL5NEgSAzNNRnT9KhZBOEBuyTBYcGW7hqMwFmFiEuZmUhLQpivfBXmkODXUftZkRT0Kv1Seuob9Ouq9b3lFRoKGdM5D5V7QfpU4t5hYZ+isMciKHBnD3n3H9gC6k+Dv1dfhiaMGMQ729WaLA/14KVWdd2x4HQgH0ShIajkzN1dlY4OQoa+aHh8NqpbXN6rA69NoHDY3Wq25ydquNDYblxpE5MmzN18mVpuZXq0zoIJNQKqXcZI/UphMbQEF8GCWxaoKNLCm1n96nQEAWWShhwBulTi7nNNATT0guecZBnTNwsglXbd195fFrbzUi8z+ZnPwDmhAZvv+u2u+GT0IB9svjQsNnZui2IqdfkhIZU4HByC/Sa16/ktkcKDWs5fWoxu9AQLbfFYgln2iE5NETLy/0Lzs4dLzyJy+fI/M1cYRdmDDYIDUMEJUID9sniL09knRGXBd+EhVQBLjSGhsyQsnGBdhr6lVzW6+UJQVOfWsw2NDgDFpEhtYUGR2xX7rMppNmXNObAzqSs+53Yr8bQUPu5P4QG7JMduBGyrZDXb/ozRVQomLaQpoukXd4829C1QDe2SRZvd0Oi/7ryso0Xpvrv07g3Qtrr73nFUi4ggi2Lptk//U2Ab5+Ly/PZYqb3LyfA5IUG6R6O8nfea+2sRPfZlvO3W77tM1f5N2v6e5j3QNH314o+1wu/HBDi2RT3Puo7KDa/18/VpfnWyPvqzk1pObAsyw4NWhkcAusCWRbQWnFzv68XRBsoKnEgccEhsGmBFu+PiPvi+iiIZlfa+txfn5xxQ8N6yr1zaKiKSGXLs+yLy/IrhLcsBuuC2T00rEOVLwgMbv/jfXa/7xYc1sHp6lKdC8uzrS+ZNP1NWvrqXXax6/FmJ7x27cdqc83v9Rvqzns2XG0fMIHpLT80YJb6DA0bMUV4y0CQxRWDLQvmhkxo2LLI9ac8i57i7zwjre/1MmBuPSMDzAChAYMYKzS8/HwYEPKm73swRiHQAaj1UwLTcTMNlxfy8n2RN9MwbrgEhkJowCBcQXGGK67RpYfBA4O7Rj1OsYyn02cRGNZPeNzj6/QZT7lc/xvY85kY7BZCAwAAyEJoAAAAWQgNAAAgC6EBAABkITQAAIAshAYAAJBlFqHh1urz6r9XDyl18KdK6f+u9H8BYEcVY90firHub1efEcdEYK4mDw06MHws/aMCgJ33kPr71afFsRGYo8lDw/8yswBgj/2xGAOlsRGYo8lDg/+P5wdF4n5s9Wdiuz60P9nRPYip+UmWY7PfLMfX0AK74hurzwVjn9QGmKPpQ4O5j8E6HDAwaO2hYY7sd9fzsBtgt1T3bzHTgOWY1UyDtLxPhAYAczHm2Af0Zfmh4faH5nJCJR0K0qGhuixhfaSevRW3sew6vLbvv6uuxe1qfUpd7nhTvWSWNwUZQgOwi7Ye+4AJLDs03HpXvXLvTe93ZfGXCnkha6bBFPxEaCiWvXL3wvtdWfT9Pug+JUNCjNAA7Kutxj5gIjt3eaIpGGwdGgTX70UhZcPXtzKP4N3jRxADO6rvsQ8YQxAajk7O1NlZ4eQoaOSHhsNrp7bN6bE69NoEDo/VqW5zdqqOD4XlxpE6Kdq0/cNJ9ckxRducrfuGCg3xZYxSMLMRtun8KQz3vH6exQ/spLaxD5ijRYcGGxjCAj/cTIMLA+HrazMN8bIyPISXNTZQhofLC2EZgMVqG/uAOVrw5YmyiAf3NAwZGuz9B3HxbwoNTk6bNO5pAHZR97EPmM6i72mIi7ENBfrMfsCZBi+krGcSGgOBHG4sboQE9tU2Yx8wlYXfCOmKrle8TdH3inD5aYZ1G081axCtxyd8MsJfZoKIGFzCdut1BAgNwL7abuwDprHw0LAPCA3ALmLswxIRGhbg/O0rnj0B7BjGPiwRoWER7GzDlf4IJuEB2AmMfVgiQgMATICxD0tEaACACTD2YYkIDQAwAcY+LBGhAQAmwNiHJVpsaBiyTwAwtK5jHzAlQgMATKDr2AdMidAAABPoOvYBUyI0AMAEuo59wJQIDUM5flK98+p31AfPPyEvn8LIfXr5+WJbrz6nXjuWl0/rCfVWcSzeekpaVjH7cPGkeiZe9tTTxb4llg3M9GlO76slcv8WXn1avSwtz3KoXrvovo6uYx8wJULDUAgNsw4Nz9x8LqvgDx0akutPMX/DuQaxBSE0AJ0QGoZCaJhxaLCD/Ts3D4VloY2L+oY2XX9u2MEYCA3YP4SGwdjp75zCNJ5x+2QK3FZncgMxswR5/ZpXaMi7pILxbPP+6Dr2AVMiNIyuPDsRzvbNAOSKWTkrEBaIRNF3U+XOVjMJb6qXHnysXn/wobouLu+B6a8wA1Hus9s/aUCWg4g743OaZzfMelPHKD6Wmt+H7GNt/1ZyW2GZJxnqpLAjvk+0chtum9IxT7zWvg8rnUOKm9lyxOLadJzcjNAT67+vPjb2PeC3yxPvlyH1SXgPDBHUuo59wJQIDROwg15c2KJAkBka6kU0HUryjBAa4oJWivclLzTUj4lYIJ1kkZX/LlIfrKbjnP83SK8/llpn+ft4HfExyAoNwjYajlcjYXv1fW07TuXycvvm73PxnHpHt2/6G2cSj33X/e2g69i3rcPVnxnSMqANoWESGYUuKzTYn2sDnFlXfDY+LzlhJyc02EISF127ruD4luT2mvA3KXQLDfK6JNmhwbwfEkUyp0BLRTZ+jyXeN2ZdycIuSRz/2j60HafyGJf7Yf/25eul/dmQeOx7WG+urmPfth4tfLD6pLpXeGH1WQIENhKEhqOTM3V2Vjg5Chr5Bfrw2qltc3pcvNmqNoHDY3Wq25ydquNDYblxpE6KNm3/cKbok17XyZel5VaqT5uIB6zawJwTGso28VSqNeTAl3ecGsX7Vyso8qAehwbTprbvpVqhayhSwvY1sbAYTaHB9TPVj0p6/aHmdvF+2Z+D905GaAj6HMvoY8VuX1xPwe9X83EKj3Hwtx8qNLhtCn3tW9vYN6THV19Qv189tN4+AQK5CA2B8UJDWKSEQT4uqkZUHMQ2Y+ghNBTMoO0XhGgAlwb1oHAk2iQlzqSNnkPDmtlm0U4T1pPXf+H9EQmOn7Sf2aEhcXw2Er1Pc4jHaYrQEC0v+7TRvmRqG/uG9perzwV9cJYWIA4OvqB+eFD0/eAz6usHB8nf9eHrBw+bY/SLHte5NFyemIwdEM1gpAfAePDKCQ1dBuc5WRc3eyzioigN6nFh26TQmfWlirx4vMuiJRaWzNDgJIpcVmhYHydhmeOFHr3O2ntC2n68z4k+bm7DY+ML+hCuZ+zQ4OS221TXsa8vjxWh4J8PPhn0IzZ0gDg4+GxRgOVtq2KZ9JrYNqHh4OBT5bbaw0W1zk+pFwgNzQgNwzCDYDEYvSYN8omAEJ/12IG0XnC7G+NGSMfu01s3dfGqF0U5IOhj4Lctj0vboO4VVXF5LSCUPyfXvVlhjPcl/H17v9qDoWv3ZHE8hPXFAaH8OXzvuH2u91Niiqleh3QMTFHP6XcoPE7hMQ6WJUJDY58ieWFgs79z3bm6vLpSV1f31Z2b4bKuY982rq8+r36w+rT6t5U9Y95EnwHCDwu/LYqx1OYFFyZawsMmocHNFKwVP/8wMwAcFOv6bbHOVH/3BaFhUi4IJAbpcuC19AApF5CqmHo6D3Jjhoaq73JxcUXM2ydzTOLjVQWqSlhQzHZaC0S4Hl1M49eJx9rwtucV5Eq6EK8LXSk4Fq1hx+PeL4m/fdh33Z8ytAWBMzrmpXoo9dql3mvB+7fk/w1aj1NYsG3/y+ViaMjok0cKDeLfN2NdaTfUnfd0aCi8fR4s6zr2bULPJuhCf7n6VHAPw7Z0gPiLIoBI22xTnd23zySsw0XD2X1jaIj6Lc0ouG24MODCQe21m9ggjCwNoQF7wBbHTc965yDvbBhdmGO7VSDIdHFpQsP9N24Ev+869rXZZjYh19+sPiNuu826IGcEBqcKDi2zBp5fJGYaJPEMgvu5630Lpl+EBkIDFkycnVgCaSYAnehZDT8glLMcwx9bN9Nwqc6jZV3HvthQswkSvf5vrD4n9qNN6pJB7b6GYvkLpvBWswtudkIq5JtcnpDE6yY0NCM0ANgL8aWHoQPDjTfu28sS791RN4TlXcc+7cbq8+r11SODzibE9Lb0RzWl/uSQCr8087CeQcgMAall5p6IluJdvdYPKMOEhvW2vGMa97k6Hvr3XvuonSbNtHTt8yYIDQAwgU3GPl2s/3r1WXMvwf8NPJsg0bMY+kuhpL7lskXcL85ysU9djohfX7VvWY+wP4GowMehQSz2MW/bUmhYhwHhtf6NlX5oCLbprb9xv4Sw0jdCAwBMoG3sc7MJD0acTZB0vX/BVwWBakYhdUafCg2tZ/BR+66SoUFYv7RM6qf7JEj8yQs9+yKHhoeL/0oByQsMwnJ9WYfQkEBoALBk8dg39WxCbJv7F2Ku2PkFMh0C6gFDywkN9l6I7cLDkKGh7fLBOjQk2pp167/Plvu4DUIDAEzAH/umnE3QX/D0H6tPBL/b9v6FWDo0NJxNi6EhbB+ceRf89btC3Soq8EOEhvXHTEvxjEPVzs001I+Llhs+hkRoAICR/HlRiPV0/z+tmr+JsW965kKHg7urR9TtYvt6BsEPBf4NlX3cvxCTgkA6NNgCG07b14tzdY+DXNSr5ekCa7Y1QmgI2pbH2YjWWYWGpm3V1z0mQgMADEQXX/2MB12s47P5IfxnsQ0dDvS9EDqc6HDQ9g2O+kua3Ov7uH9BIhVX6dMUmjubDkNDWMh9qaI+t9DgW4cDfdy9IJUVGoRjNiZCAwD0aOPZBFMI3D0Mefcy6ACiw8HfrT5tvqNBh4OuswM60PR5/0JKXEzTBbf85ED5+6pdeLnCSRV1Fz5aRQU+GRqk1zq1fWifDahmX6pg0xQatPU+JY7FGAgNALCFzWcT8gOCvmygw4cOB39VbEN/26PUh6503z8o1t/n/QspriCGMwjhPQmuGAZn4oXUPQBaY2gYeKZBIoejeohwMy2bhIbguAht+PREg9mHBve9+k1fUxt9937qa47tswkynz+wCBfqsZ8pdf1HPxGW7YJvq58/+Kl6sPY99V2x3UBu3lH3hQckWe75DHP6hsyWPpn9qX+j4pT0lH7ebEJeQNCFW99LoMOBDiBdn+uwKR0W+r5/oYkpqMX+9jm9PnRo2FRyRiX6mzvSZZimgLIOGxJCQ9riQ0PtgTt24JSCwxJDw5d+VISCn/1KfVFYtvuhofKtu2+MHBrsUxXj5xxUFhgaCudvy1/FPBZ9X4A+0/9pUdj1fQP+uFXxAoJQJNzNiHodOhz4y6Rt7io3xd5XcJh7aNBqMyqa0Lec0KClgkifYSyF0DCUptBglgkhwPy+PnASGpZr3NBQPucgeppiaJmhIW/f+qXP9vUnDfQsgD9OheozCPr+AHczovukgn4+RLx+/zXxsl3nZhyazoxt0W8unloVGsLr/C6ctBokNDSHlSUjNAwm/WTF9NP17OAZfyd+8EjghSA0WGOGBvusg/azcfP+m9mTM7P6ZC5TXKnLC2FZD9pnE8qAYIrRQ+p3hX8twoF+oqT+UqacTyr4/HVLy/dB01R7W9EOXiuEj7FmGqR9aLoHY+kIDaPTYcLNGthg4T9ARw+eXR7hfO3uR+r1Bx+rV+5eiMtbvfgbdf2Xv1FfWv1EPf7LoqCXvvb9eH1lwRfbhK+NVe3sOvTPX/z+76s2yZDRxN4/8PPbrkCn7yP47j3/PgP7Gn+5Fq5De0P9+FbU7vb3wjbvv6i+5S/3pEKD6YvwOts+2ma8vXvfDl5j2TPx9GWJXO6s3xMVcxNize/C92/60pqz/WyZuUyReABUF+nZhGoG4X+KAPGbwk9Wj6w/qSCta1P+9qTlwBwRGsam72UwA64dnM1A612umDY02OL9+Ivh79Y/F770o9+rx75Z/Sy1se2aQoAXPNazDWXg2Hj2wbvpcF2Ev6p+/L5fXOOfC7deVL8uXhMEB1OchZDgqRf1ct2J2YRUaHBBIAwu9X7WXy/si9bTWXjOGb//tMj1rFjiHp1whqz43fMtswltLi63vrdBBwU9m/C79WxCdQ/CfxX//8HqYfUP5Q2J0uv70nXsA6ZEaBiZGXD1pQn/voYeQsPWxOKfcxnBFvt4RqLL5Ynm16SUoSEqosGZvCnQibP9xgIds9v69d2vhr+XAkgpvc6cIFPNolSvK0j700MxXRf6pk/8FGxoiGYNzHu4ChFimz70FI7+/eAT6g/68kIZEIb+jgJJ17EPmFIQGo5OztTZWeHkKGjkF+jDa6e2zemxOvTaBA6P1aluc3aqjg+F5caROinatP3DmaJPel0nX5aWW6k+5dCDqQkF5sysPAvz/l+HhqGe8994nExoiGYRCrVC/s1fqa/pGYHI1KGhVsg9tnAXBVoSXCLwZi2kGQdT1KWZCBsApD40BZF4mfnZ708ZImp9NsJ+5N7P0Mq8F+0sQmrGwQaC5ntscmYsOukhNOT8++1vTElrG/uAOSI0BIYPDW4mwQy85aBa/b8905tdaHDF3QWGoNjPY6ahPTQ0zSDE3CUHa32m33NoCGcShHU0zGDU9DLT4ClnDmyACAPC9KEh9R0UeQgNQHdcnhjZ+vLDenahnBLWA6wZqJsH48GIocEW93UgENvMPzTk3Ksgiy8hJLbVUNzbAsv6EolZR9wuY9+coT5ZEF120HJCQ06bTvoORxPqOvYBUyI0jMwMpuaacXXn+VtP+f8vv65NPzdChoHAFHHziYryd+VMQ3XfQ/VpiTg02E9F1GcurM1Cg516T901n1NY3czBJrMNWn3d9hMYfgAp1y18EkJrneUo70/4sW4X3Zeh2dfnzDYM9D0GtRsccwNB+Z4OZhu2vxGy+dMT9outrraciRhL17EPmBKhYWx6EB5g2rbPT0+sCQU8+Ihk4fEXo9kIjw0dlarNZqHBfhvgNqFBc8Eh5BdjGwhC0npdIV+Li33DvQj19bl+pWdCatvThIBhw9U2BTP8CKVVv5kxfxahnEVrWNdGWmdTyuCk3ysjfglUV13HPmBKhIbR6YF5gLvKt5W4pwFLMv63Jo4nc9/M5Ys+vq9ieF3HPmBKhIYJSGdq+ndD3QCZhdCwG8qz8V0LDnnPnnAzDcu456Hr2AdMidAwERscvKnbIe403wShYXf08AmDWTH70xwEmu97maeuYx8wJUIDAEyg69gHTInQAAAT6Dr2AVMiNADABLqOfcCUFhsaAGDJGPuwRIQGAJgAYx+WiNAAABNg7MMSERoAYAKMfViiZYcG90U2C/kGOABwthr7gInsxkxD63fSA8C89DL2ASPbmcsT5mtmd/I79wHsor7GPmBMhAYAmEBfYx8wJkIDAEygr7EPGBOhAQAm0NfYB4xpZ0KDfY7+Dj3ZD8BO623sA0YUhIajkzN1dlY4OQoa+aHh8NqpbXN6rA69NoHDY3Wq25ydquNDYblxpE6KNm3/cFJ9kp2rS/MRzGU8Tx/A/mob+4A52pnQYJ+nT1gAsAxtYx8wR9zTAAAT6GvsA8ZEaACACfQ19gFjIjQAwAT6GvuAMREaAGACfY19wJh2JDTYT03w0CoAS9HP2AeMa9mhwXvKJbMMAJZkq7EPmMjOXJ4AgCVh7MMSERoAYAKMfVgiQgMATICxD0tEaACACTD2YYmyQsOQzD+aA/7hANgvjH1YonmEhtLjqy+IbQBglzxa8Mc+qQ0wR5OHhj96/3DU6iHv/wFgV4VjnTQ2AnM0eWj4x9UjwT8eANgn91efFMdGYI7yQ4P3RUp9f/PiZRAcmG0AsA8eUv+yelgcE4G52nymoQwPlxfCMgAAsLM6XZ7g4VAAAOwfQgMAAMhCaAAAAFkIDQAAIEun0LC6uFRXV/fVnZvCMgAAsJOC0HB0cqbOzgonR0Ej2bm6NB/BvFTn4nIAALBLOoWGG2/cJywAALBnuKcBAABkGSY0rL89ktkIAAB2xUAzDe5+h/6/choAAExjsMsT9r4Hvm4aAIBd0SE02FmE5hmEcqbhvTvqhrgcAAAsTX5o8J5y2TTLYGYhWtoAAIDl6XR5AgAA7B9CAwAAyLBS/w/Id0L7gwR3JgAAAABJRU5ErkJggg==)

**(8)Vue-Router路由钩子函数(导航守卫)**

守卫作用：过来新的地址要先经过守卫同意了才能进去 也就是next()

分类：全局和局部

路由钩子函数有三种：

  1：全局钩子： beforeEach、afterEach

  2：单个路由里面的钩子：beforeEnter、beforeLeave

  3：局部组件路由：beforeRouteEnter、beforeRouteUpdate、beforeRouteLeave

语法：

**全局钩子函数：** 加在router/index.js上

//进入路由前触发

全局前置守卫【先函数在跳页】: router.beforeEach((to,from,next)=>{})

//进入路由后触发

全局后置钩子【先跳页在执行】: router.afterEach((to,from)=>{})

全局形式如：

//to 去哪

//from 目前在哪

//next 如果同意了进入链接页就调用next()作用证明，加next()可跳到对应页,不加随便点哪url都不变没反应

var router = new Router({});

router.beforeEach((to,from,next)=>{});//router.afterEach((to,from)=>{})

export default router;

**局部钩子函数：放组件中**

//加next()后才跳页。在渲染组件的对应路由被confirm前调用。不能访问组件this

进入这个路由改Url：beforeRouteEnter(to,from,next){}

//加next()后才跳页。当前路由即同样的Foo组件，组件被复用时调用。能访问组件this。需要路由参数用watch获取路由地址变化的东西，还可以用beforeRouteUpdate也改变内容与链接跳转

当前路由改变改Url：beforeRouteUpdate(to,from,next){}

//加next()后才跳页。离开该组件的对应路由时调用。能访问组件this

离开该组件路由改Url ： beforeRouteLeave(to,from,next){}

**全局钩子函数与局部区别**

全局写法router.xxx 挂在router实例上； 全局写在 router/index.js中. 除了afterEach都有next()、局部不需挂router，局部写在组件中路由

Ref

作用：ref除了可以获取本页面的dom元素，还可以拿到子组件中的data和去调用子组件中的方法

父子组件事件监听写法两种

方法一：$emit写法

子:

<button @click="$emit('add', 12, 5)">add</button>

父：

<cmp1 @add="fn"/> methods: {fn(a,b){console.log(a, b);//12 5},},

方法二：ref写法$on接收，ref就是给这个组件起个名字

子:

<button @click="$emit('add', 12, 5)">add</button>

父：

$on用在mounted生命周期为加载完，created是dom未挂载不可

<cmp1 ref="cmp1" />

 mounted(){this.$refs.cmp1.$on('add',function(a,b){console.log(a,b);//12 5})}

这里证明 箭头函数可以合保证this不变

$once注意如父组件数据实现x++,data(){return x=0;}要指定this

//这里this组件是cmp1,这里点击是会没返应this不是App,惹祸的function(){})

实现x++：this.$refs.cmp1.$once('add',function(a,b){this.x++}

//这里this组件是App,this指针是App的

可实现x++：this.$refs.cmp1.$once('add',(a,b)=>{this.x++}

总结：

父组件中用@add接收和在js中用$on效果是一样的

有两种props是不一样的，如下：

给类传参用propsData 【new Blue】

**组件接收参数用props**

**13.简要介绍Vuex原理**

Vuex实现了一个单向数据流，在全局拥有一个State存放数据，当组件要更改State中的数据时，必须通过Mutation进行，Mutation同时提供了订阅者模式供外部插件调用获取State数据的更新。而当所有异步操作(常见于调用后端接口异步获取更新数据)或批量的同步操作需要走Action，但Action也是无法直接修改State的，还是需要通过Mutation来修改State的数据。最后，根据State的变化，渲染到视图上。

简要介绍各模块在流程中的功能：

dispatch一个动作到action ，action做异步处理，action调用之后mutation改变state,state改变完之后组件view内存也会发生变化

**13、vuex是什么，怎么使用，场景**

答：vue框架中状态管理。在main.js引入store，注入。新建了一个目录store，….. export 。场景有：单页应用中，组件之间的状态。音乐播放、登录状态、加入购物车

**14、axios是什么？怎么使用？描述使用它实现登录功能的流程？**

https://chuansongme.com/n/394228451820

答：请求后台资源的模块。

Axios 是一个基于 promise 的 HTTP 库，可以工作于浏览器中，也可以在 node.js 中使用，提供了一个API用来处理 XMLHttpRequests 和 node 的 http 接口

可能很多人会疑问：用 jquery 的 get/post 不就很好了，为什么要用 Axios？原因主要有：

（1）Axios 支持 node.js，jquery 不支持

（2）Axios 基于 promise 语法标准，jquery 在 3.0 版本中才全面支持

（3）Axios 是一个小巧而专业的 HTTP 库，jquery 是一个大而全的库，如果有些场景不需要使用jquery的其他功能，只需要HTTP相关功能，这时使用 Axios 会更适合

除了 get/post，还可以请求 delete,head,put,patch

**15、聊聊你对Vue.js的template编译的理解？**

答：简而言之，就是先转化成AST树，再得到的render函数返回VNode（Vue的虚拟DOM节点）

详情步骤：

首先，通过compile编译器把template编译成AST语法树（abstract syntax tree 即 源代码的抽象语法结构的树状表现形式），compile是createCompiler的返回值，createCompiler是用以创建编译器的。另外compile还负责合并option。

然后，AST会经过generate（将AST语法树转化成render funtion字符串的过程）得到render函数，render的返回值是VNode，VNode是Vue的虚拟DOM节点，里面有（标签名、子节点、文本等等）

**16. 简述Vue的响应式原理**

当一个Vue实例创建时，vue会遍历data选项的属性，用 Object.defineProperty 将它们转为 getter/setter并且在内部追踪相关依赖，在属性被访问和修改时通知变化。

每个组件实例都有相应的 watcher 程序实例，它会在组件渲染的过程中把属性记录为依赖，之后当依赖项的 setter 被调用时，会通知 watcher 重新计算，从而致使它关联的组件得以更新。

jsonp原理

通过jquery的ajax进行跨域，采用jsonp方式实现的，它允许在服务器端生成script,tags返回至客户端，也就是动态生成javascript标签，通过javascript，callback的形式实现数据读取

typeof 返回类型与以上依次对应为 number object boolean string object object undefined

HTML与css

1、英文单词不发生词内换行

word-break: break-word;

2、display:none 和visibility:hidden 区别

.display:none是彻底消失，不在文档流中占位，浏览器也不会解析该元素；visibility:hidden是视觉上消失了，可以理解为透明度为0的效果，在文档流中占位，浏览器会解析该元素；

3、文字超出 …

word-break: break-word;

overflow: hidden;

text-overflow: ellipsis;

两行：

overflow: hidden;

text-overflow: ellipsis;

display: -webkit-box;

-webkit-line-clamp: 2;

-webkit-box-orient: vertical;

4、css3 三角箭头

<http://www.jb51.net/css/41448.html>

.up{width:0;height:0;border-left:50px solid transparent;border-right:50px solid transparent;border-bottom:100px solid red}

.down{width:0;height:0;border-left:50px solid transparent;border-right:50px solid transparent;border-top:100px solid red}

.right{width:0;height:0;border-top:50px solid transparent;border-left:100px solid red;border-bottom:50px solid transparent}箭头向右

.left{width:0;height:0;border-top:50px solid transparent;border-right:100px solid red;border-bottom:50px solid transparent}箭头向左

5、em/px/rem区别？

Em：对父级元素字体大小1 ÷ 父元素的font-size × 需要转换的像素值 = em值

如父24px, 子30px等于1.25em = 1/24\*30

1. body选择器中声明Font-size=62.5%；
2. 2. 将你的原来的px数值除以10，然后换上em作为单位；*12px=1.2em,*

Rem：相对于根元素<html>默认16px

需要转换值÷16=rem值

px稳定和精确。问题就是缩放页面时布局会打破

适配各种移动设备，使用rem

***注意：****任意浏览器的默认字体高都是16px。所有未经调整的浏览器都符合: 1em=16px。body选择器中声明Font-size=62.5%相于于10px，这样12px=1.2em, 10px=1em, 也就是说只需要将你的原来的px数值除以10，然后换上em作为单位就行了。*

**6.垂直居中的方法？**

（1）用 position和负边距：父节点相对定位。子节position:absolute;top:50%;margin-身高度的一半;（2）多行文本居中： vertical-align: middle;display: table-cell;（3）文本居中line-height

**Display:flex弹性布局”, 用来为盒子模型提供最大的灵活性;**

CSS水平垂直居中常见方法总结

1、文本水平居中

line-height,text-align:center(文字)

元素水平居中 margin:0 auo

方案1：position 元素已知宽度

父元素设置为：position: relative;

子元素设置为：

position: absolute; left: 50%;top: 50%;margin: -50px 0 0 -50px;

margin各减去上下距离的一半

方案2：position transform 元素未知宽度

子元素：margin: -50px 0 0 -50px;替换为：transform: translate(-50%,-50%);

方案3：flex布局

父元素加：

display: flex; //flex布局

justify-content: center; //使子项目水平居中

align-items: center; //使子项目垂直居中

**7、哪些属性可以继承？**

CSS 中可以继承的属性如下：

1）文本相关属性：font-family、 font-size、 font-style、font-variant, font-weight、

font、 letter-spacing、line-height、text-align、 text-indent、text-transform、

word-spacing、color;

**8、display:none 和visibility:hidden 区别inline inline-block block区别**

.display:none是彻底消失，不在文档流中占位，浏览器也不会解析该元素；visibility:hidden是视觉上消失了，可以理解为透明度为0的效果，在文档流中占位，浏览器会解析该元素；

block元素会独占一行，width,height边距都可控制　<div>, <p>, <h1>, <form>, <ul> 和 <li>是块元素的例子。

inline行内元素不独占一行，内联对象会被排列在同一行内、排列不下新换一行。width,height属性无效span>, <a>, <label>, <input>, <img>, <strong> 和<em>是inline元素的例子。

inline-block将对象呈递为内联对象，但是对象的内容作为块对象呈递。旁边的内联对象会被呈递在同一行内，允许空格。

**9、如何清除浮动元素所带来的影响？**Clear:both,

10、谈谈你对浏览器兼容性问题的理解

background-color: #f1ee18; /\*所有识别\*/

.background-color: #00deff\9; /\*IE6、7、8 识别\*/

+background-color: #a200ff;/\*IE6、7 识别\*/

 \_background-color: #1e0bd1; /\*IE6 识别\*/