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**ЗАВДАННЯ (ВАРІАНТ 7)**

Мінімізувати методом проекції градієнта:

***f(x, y, z) = 2x + 3y + z***

***X = { (x, y, z) | 3x 2 + 2y 2 + z 2 ≤ 1 }***

**КОД ПРОГРАМИ**

%matplotlib inline

import numpy as np

from numpy.linalg import norm

from math import sqrt

from scipy.optimize import minimize

import matplotlib.pyplot as plt

from mpl\_toolkits.mplot3d import axes3d

### SETTINGS

MAX\_COUNT\_ITER = 500

EPS = 10\*\*(-5)

DIM = 3

h = np.array([0.001, 0.001, 0.001], dtype = float)

###CONSTRAINTS for ellipsoid x^2/a^2 + y^2/b^2 + z^2/c^2 <= 1

A = 3.0 #actually it's a^2

B = 2.0 #actually it's b^2

C = 1.0 #actually it's c^2

### TARGET FUNCTIONS

def f\_test(x):

return 2.0 \* x[0] + 3.0 \* x[1] + x[2]

def f\_myvar(x):

return 2.0 \* x[0] + 3.0 \* x[1] + x[2]

f = f\_test

x0 = np.array([-2, -3, -7], dtype = float)

def df1(f,x,h):

return (f([x[0] + h, x[1], x[2]]) - f([x[0] - h, x[1], x[2]])) / (2.0 \* h)

def df2(f,x,h):

return (f([x[0], x[1] + h, x[2]]) - f([x[0], x[1] - h, x[2]])) / (2.0 \* h)

def df3(f,x,h):

return (f([x[0], x[1], x[2] + h]) - f([x[0], x[1], x[2] - h])) / (2.0 \* h)

def grad(f,x,h):

return np.array([df1(f,x,h[0]), df2(f,x,h[1]), df3(f,x,h[2])], dtype = float)

def alpha\_split(f,x,step,b=1,l=0.5,q=0.1):

alpha = b

while f(x+alpha\*step) > f(x) + q \* alpha \* grad(f,x,h).dot(step):

alpha \*= l

return alpha

### STOP CONDITIONS

def stop1(x1,x2,k):

d = norm(x2-x1)

plt.xlabel('iteration')

plt.ylabel('|| x\_new - x\_old || ')

plt.scatter(k, d)

return d<=EPS

def stop2(f,x1,x2,k):

d = abs(f(x2)-f(x1))

plt.xlabel('iteration')

plt.ylabel('| f(x\_new) - f(x\_old) | ')

plt.scatter(k, d)

return d<=EPS

###PROJECTIONS

def projection\_ellipsoid(point):

if point[0]\*\*2/A + point[1]\*\*2/B + point[2]\*\*2/C <= 1:

return point

dist = lambda x: norm(x - point)

ellipse = ( {'type': 'ineq', 'fun': lambda x: 1 - A \* x[0]\*\*2 - B \* x[1]\*\*2 - C \* x[2]\*\*2})

return minimize(dist, (0.0, 0.0, 0.0), method='SLSQP', constraints = ellipse).x

def projection\_ball(point, a = np.zeros((DIM)), r=1):

nrm = norm(point - a)

prj = np.array([a[i] + r \* (point[i]-a[i])/nrm for i in range(DIM)])

return prj

def my\_projection\_ellipsoid(point):

if point[0]\*\*2/A + point[1]\*\*2/B + point[2]\*\*2/C <= 1:

return point

temp = projection\_ball(point)

prj = np.array([sqrt(1/A) \* temp[0], sqrt(1/B) \* temp[1], sqrt(1/C) \* temp[2]])

return prj

def projection\_gradient\_method(f,x0,h):

fout = open('output.txt', 'w')

fout.write('The initial point is ({}, {}, {})\n\n'.format(\*x0))

x\_new = x0

k = 0

while (k<300):

k += 1

x\_old = x\_new

step = - grad(f,x\_old,h)

alpha = alpha\_split(f,x\_old,step)

t = x\_old + alpha \* step

fout.write('{iter:>3}. alpha = {al:<5.3f}, x\_{iter:<3} = ({:>7.4f}, {:>7.4f}, {:>7.4f}), '.format(iter=k, \*t, al=alpha))

x\_new = projection\_ellipsoid(t)

fout.write('prx\_{iter:<3} = ({:>7.4f}, {:>7.4f}, {:>7.4f}), f(x\_{iter:<}) = {f:>7.4f}\n'.format(iter=k, \*x\_new, f=f(x\_new)))

if (stop1(x\_old,x\_new,k) and stop2(f,x\_old,x\_new,k)):

break

print('Approximate solution found in {} iterations'.format(k))

print('> Approximate x\* = ({:>8.5f}, {:>8.5f}, {:>8.5f})'.format(\*x\_new))

print('> Approximate f(x\*) = {:>8.5f}'.format(f(x\_new)))

fout.write('\nThe approximate solution of the problem is ({:>8.5f}, {:>8.5f}, {:>8.5f})\n'.format(\*x\_new))

fout.write('The value of function in this point is {:>8.5f}\n'.format(f(x\_new)))

fout.close()

return x\_new

minim = projection\_gradient\_method(f,x0,h)

plt.show()

print()

def projection\_gradient\_method\_f(f,x0,h):

fout = open('output.txt', 'w')

fout.write('The initial point is ({}, {}, {})\n\n'.format(\*x0))

x\_new = x0

k = 0

while (k<MAX\_COUNT\_ITER):

k += 1

x\_old = x\_new

step = - grad(f,x\_old,h)

alpha = alpha\_split(f,x\_old,step)

t = x\_old + alpha \* step

fout.write('{iter:>3}. alpha = {al:<5.3f}, x\_{iter:<3} = ({:>7.4f}, {:>7.4f}, {:>7.4f}), '.format(iter=k, \*t, al=alpha))

x\_new = my\_projection\_ellipsoid(t)

fout.write('prx\_{iter:<3} = ({:>7.4f}, {:>7.4f}, {:>7.4f}), f(x\_{iter:<}) = {f:>7.4f}\n'.format(iter=k, \*x\_new, f=f(x\_new)))

if (stop1(x\_old,x\_new,k) and stop2(f,x\_old,x\_new,k)):

break

print('Approximate solution found in {} iterations'.format(k))

print('> Approximate x\* = ({:>8.5f}, {:>8.5f}, {:>8.5f})'.format(\*x\_new))

print('> Approximate f(x\*) = {:>8.5f}'.format(f(x\_new)))

fout.write('\nThe approximate solution of the problem is ({:>8.5f}, {:>8.5f}, {:>8.5f})\n'.format(\*x\_new))

fout.write('The value of function in this point is {:>8.5f}\n'.format(f(x\_new)))

fout.close()

return x\_new

minim = projection\_gradient\_method\_f(f,x0,h)

plt.show()

print()

**РЕЗУЛЬТАТИ РОБОТИ ПРОГРАМИ**

( реалізовано для h = [0.001, 0.001, 0.001]; eps = 10\*\*(-5); x0 = [-2, -3, -7] )

***Використовуючи функцію мінімізації з бібліотеки для пошуку проекції на еліпсоїд:***

***output.txt***

The initial point is (-2.0, -3.0, -7.0)

1. alpha = 1.000, x\_1 = (-4.0000, -6.0000, -8.0000), prx\_1 = (-0.1510, -0.3334, -0.8422), f(x\_1) = -2.1443

2. alpha = 1.000, x\_2 = (-2.1510, -3.3334, -1.8422), prx\_2 = (-0.2419, -0.5324, -0.5075), f(x\_2) = -2.5885

3. alpha = 1.000, x\_3 = (-2.2419, -3.5324, -1.5075), prx\_3 = (-0.2521, -0.5643, -0.4152), f(x\_3) = -2.6124

4. alpha = 1.000, x\_4 = (-2.2521, -3.5643, -1.4152), prx\_4 = (-0.2543, -0.5714, -0.3911), f(x\_4) = -2.6140

5. alpha = 1.000, x\_5 = (-2.2543, -3.5714, -1.3911), prx\_5 = (-0.2548, -0.5732, -0.3848), f(x\_5) = -2.6141

6. alpha = 1.000, x\_6 = (-2.2548, -3.5732, -1.3848), prx\_6 = (-0.2550, -0.5737, -0.3831), f(x\_6) = -2.6141

7. alpha = 1.000, x\_7 = (-2.2550, -3.5737, -1.3831), prx\_7 = (-0.2550, -0.5738, -0.3827), f(x\_7) = -2.6141

8. alpha = 1.000, x\_8 = (-2.2550, -3.5738, -1.3827), prx\_8 = (-0.2550, -0.5738, -0.3826), f(x\_8) = -2.6141

9. alpha = 1.000, x\_9 = (-2.2550, -3.5738, -1.3826), prx\_9 = (-0.2550, -0.5738, -0.3826), f(x\_9) = -2.6141

10. alpha = 1.000, x\_10 = (-2.2550, -3.5738, -1.3826), prx\_10 = (-0.2550, -0.5738, -0.3825), f(x\_10) = -2.6141

The approximate solution of the problem is (-0.25503, -0.57382, -0.38255)

The value of function in this point is -2.61406

***on the screen***

![](data:image/png;base64,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)

***Використовуючи власну функцію приблизного пошуку проекції на еліпсоїд:***

***output.txt***

The initial point is (-2.0, -3.0, -7.0)

1. alpha = 1.000, x\_1 = (-4.0000, -6.0000, -8.0000), prx\_1 = (-0.2144, -0.3939, -0.7428), f(x\_1) = -2.3534

2. alpha = 1.000, x\_2 = (-2.2144, -3.3939, -1.7428), prx\_2 = (-0.2898, -0.5440, -0.3951), f(x\_2) = -2.6068

3. alpha = 1.000, x\_3 = (-2.2898, -3.5440, -1.3951), prx\_3 = (-0.2975, -0.5639, -0.3139), f(x\_3) = -2.6006

4. alpha = 1.000, x\_4 = (-2.2975, -3.5639, -1.3139), prx\_4 = (-0.2988, -0.5677, -0.2960), f(x\_4) = -2.5967

5. alpha = 1.000, x\_5 = (-2.2988, -3.5677, -1.2960), prx\_5 = (-0.2991, -0.5685, -0.2920), f(x\_5) = -2.5957

6. alpha = 1.000, x\_6 = (-2.2991, -3.5685, -1.2920), prx\_6 = (-0.2991, -0.5687, -0.2912), f(x\_6) = -2.5955

7. alpha = 1.000, x\_7 = (-2.2991, -3.5687, -1.2912), prx\_7 = (-0.2992, -0.5687, -0.2910), f(x\_7) = -2.5954

8. alpha = 1.000, x\_8 = (-2.2992, -3.5687, -1.2910), prx\_8 = (-0.2992, -0.5687, -0.2909), f(x\_8) = -2.5954

9. alpha = 1.000, x\_9 = (-2.2992, -3.5687, -1.2909), prx\_9 = (-0.2992, -0.5687, -0.2909), f(x\_9) = -2.5954

The approximate solution of the problem is (-0.29916, -0.56871, -0.29094)

The value of function in this point is -2.59539
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**ВИСНОВКИ**

Під час виконання лабораторної роботи, я реалізувала метод проекції градієнта для розв’язку оптимізаційної задачі. В процесі написання програми я реалізувала два способи знаходження проекції точки на дану множину (еліпсоїд). Перший полягав у використанні функції мінімізації з бібліотеки в безпосередній формулі з означення проекції точки на множину. Другий спосіб полягав у знаходженні проекції точки на одиничну сферу та застосуванні до неї афінного перетворення (дія матриці, що одиничний шар перетворює на даний еліпсоїд); цей спосіб є менш точним – в разі, якщо точка простору не знаходиться в еліпсоїді, то цей спосіб знаходить точку на ньому, яка є дуже близькою до проекції.

За першим способом метод знайшов точку мінімуму за 10 ітерацій (початкова точка [-2,-3,-7]). За другим способом метод знайшов точку мінімуму за 9 ітерацій (аналогічно початкова точка [-2,-3,-7]), похибка значення функції виявилася порядку *-2* .

Також я побудувала графік, що наглядно показує, як швидко змінюється норма різниці f(xk) та f(xk+1) (або xk та xk+1) на перших ітераціях, і як повільно — на останніх.