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# Capítulo 1. ¿Qué es React?

React es una **librería[[1]](#footnote-1)** de JavaScript basada en componentes que se usa para construir interfaces de usuario. Es un proyecto de código abierto que empezó en Facebook y que es mantenido por desarrolladores de esta misma organización y por una gran comunidad de contribuidores. Lanzado en el 2013.

* Es una librería de *rendering*.
* Usado para actualizar componentes, áreas específicas de tu sitio web, etc.
* Usa un DOM virtual que **quizá** lo hace más rápido. Un DOM virtual es una representación en JS del DOM real. El DOM real se actualiza cuando la librería cree que es un re-render se necesita.
* React hace el desarrollo de SPA (Single Page Applications) de gran escala mucho más fáciles.

React 16.x

* Rendering asíncrono
* Retornar arrays de elementos

Configuraciones

* React developer tools

# Capítulo 2. Comenzando con React

JSX

JSX es una extensión de la sintaxis de JavaScript. Permite usar etiquetas directamente en un archivo de JavaScript.

Componentes

Los componentes dejan dividir la UI en piezas independientes y reusables y pensar separadamente en cada pieza.

**Documentación React:**

<https://reactjs.org/docs/react-component.html>

<https://reactjs.org/docs/components-and-props.html>

React deja crear componentes como clases o como funciones. Los componentes definidos como clases son más robustos dando más características:

**Componente como clase:**

class Welcome extends React.Component {

render() {

return <h1>Hello, {this.props.name}</h1>;

}

}

**Componente como función:**

function Welcome(*props*) {

return <h1>Hello, {props.name}</h1>;

}

Usando Arrow Functions:[[2]](#footnote-2)

const Welcome = (*props*) => {

      return(

        <h1> Welcome to React </h1>

      )

    }

Usando props (properties)

Este atributo es la forma en como los componentes se hablan los unos a los otros. Los props fluyen hacia abajo desde el componente padre o principal. En este caso, en el componente de *Hello* indicamos dentro de las etiquetas **{ \_ }** *(Esa es la forma de usar js dentro del html en JSX)* y le asignamos el valor desde donde llamemos el componente.

class Hello extends React.Component{

      render(){

        return(

            <div>

              <h1>Hola {this.props.firstName}</h1>

            </div>

        )

      }

    }

    ReactDOM.render(

      <Hello *firstName*="Eve"/>,

      document.getElementById('react-container')

    )

También podemos usar una función arroy y de esta manera tendríamos que enviar *props* a la función y no es necesario usar el *this.*

const HelloStateless = (*props*) => {

      return(

        <div>

              <h1>Hola {props.firstName}</h1>

        </div>

      )

    }

Usando destructuración en React

Para explicación profunda de esta característica de ES6:

<https://codeburst.io/es6-destructuring-the-complete-guide-7f842d08b98f>

En vez de usar todos los elementos que tenga *props,* podemos llamar uno en específico usando destructuración:

const HelloStateless = ({*firstName*}) => {

      return(

        <div>

              <h1>Hola {firstName}</h1>

        </div>

      )

    }

Usando State

Cuando el estado de los datos de un componente cambia, la función render volverá a ser llamada de nuevo.

Aunque ***state*** *y* ***props***son ambos objetos de JavaScript que influencian el output del render, son diferentes en una cosa importante:

***Props***son pasados al componente (similar a los parámetros de una función) mientras tanto ***State*** es administrado dentro del componente (similar a las variables declaradas dentro de una función). Los siguientes son artículos interesantes donde explican esta diferencia:

<https://github.com/uberVU/react-guide/blob/master/props-vs-state.md>

# Capítulo 3. Crear un proyecto en React

Documentación oficial para crear proyecto:

<https://reactjs.org/docs/create-a-new-react-app.html>

Primero se debe tener instalado *Node.js* y por defecto *npm*. Para verificar esto, solo basta ejecutar los siguientes comandos:

$ npm -v

6.4.1

$ node -v

v10.15.3

Ahora una vez validado que se tenga las herramientas apropiadas, solo basta ejecutar el siguiente comando:

**npx create-react-app mi-primer-react**

**----------**

**cd mi-primer-react**

**npm start**

Estructura de archivos

<https://www.c-sharpcorner.com/article/folder-structure-of-react-application/>

Una vez creado el proyecto, obtenemos una carpeta parecida a la siguiente:
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**Node\_modules:**

Todas las dependencias y sub dependencias para nuestro proyecto. Al momento de crear un proyecto de React, solo se tiene React, React DOM y React Scripts, pero este último tiene un montón de dependencias que se encuentran aquí. Esta carpeta, no debería subirse a GitHub o compartirse.

**Public:**

Tiene 3 archivos:

* Favicon.ico: Es el archivo del icono el cual contiene un icono que se muestra en el navegador.
* Index.html: Es como la plantilla de la página. Es un archivo importante. Gracias a este archivo, la carpeta *public* conocida como la carpeta *root*, mantiene contacto con el servidor.
* Manifest.json: Metadata de nuestra aplicación como, nombre, iconos, urls, etc.

**Src folder:**

La carpeta donde se aloja el código fuente de los desarrolladores. El lugar donde la aplicación de react es presentada. Los archivos alojados dentro de esta carpeta son procesados por Webpack.

Un archivo que destaca es *index.js* el cual guarda nuestra llamada de render principal desde el ReactDOM.

**Package.json**

Es un estándar en todos los proyectos. Contiene información como el nombre del proyecto, versiones, dependencias, etc. Cuando se instala una librería externa. Automáticamente se registra en este archivo.

Las tres dependencias por defecto son *React, react-dom y react scripts.*

**Un punto para recordar**, es que para compilar un proyecto de React, estos dos archivos deben existir con los mismos nombres:

* *Public.index.html* el cual es el template
* *Src/index.js* el cual es el punto de entrada de JavaScript

# Capítulo 4. Props y State

En el *capítulo dos* se da una pequeña introducción de estas dos propiedades de React. En el presente capitulo, se extiende más su uso. Aunque ***state*** *y* ***props***son ambos objetos de JavaScript que influencian el output del render, son diferentes en una cosa importante:

***Props***son pasados al componente (similar a los parámetros de una función) mientras tanto ***State*** es administrado dentro del componente (similar a las variables declaradas dentro de una función). Los siguientes son artículos interesantes donde explican esta diferencia:

Manejo de Eventos

En el siguiente código se visualiza como a través de un botón, se indica la función que manejará el evento que hará ese botón. En el constructor debemos siempre hacer *bind* a las funciones con el objeto *this* para que no caiga en el error de usar el *this* global. Para más información sobre **binding y this**:

<https://medium.freecodecamp.org/this-is-why-we-need-to-bind-event-handlers-in-class-components-in-react-f7ea1a6f93eb>

<https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_objects/Function/bind>

import React, { Component } from 'react'

import { FaEdit } from 'react-icons/fa'

import { FaTrash } from 'react-icons/fa'

class Note extends Component {

    constructor(*props*) {

*super*(props)

        this.edit = this.edit.bind(this)

        this.remove = this.remove.bind(this)

    }

    edit() {

        alert('editing note')

    }

    remove() {

        alert('removing note')

    }

    render() {

        return (

            <div *className*="note">

                <p>Learn React</p>

                <span>

                    <button *id*="edit" *onClick*={this.edit}> <FaEdit /> </button>

                    <button *id*="remove" *onClick*={this.remove}> <FaTrash /> </button>

                </span>

            </div>

        )

    }

}

export default Note

Añadiendo State al componente de Note

La forma de añadir *state* a un componente es desde el constructor de la siguiente manera:

constructor(*props*) {

*super*(props)

        this.state = {

            editing:false

        }

        this.edit = this.edit.bind(this)

        this.remove = this.remove.bind(this)

    }

Así podremos acceder a *editing más adelante.* Por ejemplo, cuando se haga click en edit y llegue a este evento, se cambiará el estado.

edit() {

        alert('editing note')

        this.setState({

            editing: true

        });

    }

Y en base a este estado, podemos hacer lógica de negocio. Por ejemplo, podríamos definir que retornar de acuerdo al estado:

render(){

//get value // if true: //else:

        return this.state.editing ? this.renderForm() : this.renderDisplay();

Usando refs

<https://css-tricks.com/working-with-refs-in-react/>

<https://reactjs.org/docs/refs-and-the-dom.html>

Refs hace posible acceder a nodos del DOM de manera directa dentro de React. Esto es útil para cambiar el valor de un elemento sin usar *props* o sin hacer un nuevo render a todo el componente.

El *ref* se define como atributo dentro del elemento:

class MyComponent extends React.Component {

constructor(*props*) {

*super*(props);

this.myRef = React.createRef();

}

render() {

return <div *ref*={this.myRef} />;

}

}

Y se accede al elemento de la siguiente manera. Esto traerá todo el elemento DOM actual. Por eso, para obtener un valor, por ejemplo, se añadiría *.value* al final.

const node = this.myRef.current;

También React permite la creación de *refs* usando funciones *callback*:

<textarea *ref*={*element* => this.newText = element}></textarea>

Y para acceder al Objeto TextArea y su valor, sería algo así:

    save(){

        alert('saving note...'+this.newText.value);

    }

Usando props.children

<https://stackoverflow.com/questions/49706823/what-is-this-props-children-and-when-you-should-use-it>

Una explicación simple de lo que es *props.children*  es que se usa para mostrar todo lo que se incluya entre las etiquetas de abierto y cerrado cuando se invoca un componente:

Por ejemplo en el componente ***Note.js*** que se ha utilizado hasta ahora definimos la propiedad de *props.children.* Además, definimos anteriormente *props.id* para entender la diferencia:

renderDisplay() {

        return (

            <div *className*="note">

                <p>props.id: {this.props.id}</p>

                <p>props.children: {this.props.children}</p>

                <span>

                    <button *id*="edit" *onClick*={this.edit}> <FaEdit /> </button>

                    <button *id*="remove" *onClick*={this.remove}> <FaTrash /> </button>

                </span>

            </div>

        )

    }

En el componente padre, ***Board.js*** (donde se llamaran las notas) definimos el mapeo de las notas obtenidas y alojadas en *this.state*

constructor(*props*){

*super*(props);

this.state = {

notes: [

{

id: 33,

note: "Call Lisa"

},

{

id:34,

note: "Email John"

}

]

}

this.eachNote = this.eachNote.bind(this);

}

Como bien se sabe, al usar **map**, se llama una función callback que será *eachNote().* Aquí se envía cada uno de los *notes* obtenidos desde el *state.notes* definido anteriormente dentro del constructor.

import React, { Component } from 'react';

import Note from './Note'

class Board extends Component{

constructor(*props*){…}

eachNote(*note*,*i*){

return(

<Note *key*={note.id}

*id*={note.id}>

{note.note}

{*/\* //Todo lo que va dentro de las etiquetas se considera props.children \*/*}

</Note>

)

}

render(){

return(

<div *className*="board">

{this.state.notes.map(this.eachNote)}

</div>

);

}

}

export default Board;

El valor de *key* es recomendado y clave usando *children.* Si no se usa, se obtendrá el siguiente error:

![](data:image/png;base64,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)

[*https://stackoverflow.com/questions/28329382/understanding-unique-keys-for-array-children-in-react-js*](https://stackoverflow.com/questions/28329382/understanding-unique-keys-for-array-children-in-react-js)

# Capítulo 5. Mejorando componentes

Actualizando, Añadiendo y Eliminando Notes

Entendiendo un poco sobre setState y su importancia:

<https://css-tricks.com/understanding-react-setstate/>

La forma general de realizar estas tres funciones es vinculando la función que queramos con el props de **Note.** Más fácil entender con el siguiente ejemplo de la función de Update – Actualizar.

En la función *eachNote* de nuestro componente ***Board.js,*** agregamos *cambiarNote* como parte de los *props* que enviaremos a Note. Vale la pena resaltar que aquí dentro estamos asignando que ese *cambiarNote* llamará una función dentro *Board.js* que será *update*

eachNote(*note*){

return(

<Note *key*={note.id}

*id*={note.id}

*cambiarNote*={this.update}

*quitarNote*={this.remove}>

{note.note}

{*/\* //Todo lo que va dentro de las etiquetas se considera props.children \*/*}

</Note>

)

}

Función ***update*** *dentro de* ***Board.js.*** Recibirá un id y un nuevo texto para cambiar el *state.notes.* Como se puede observar *setState* puede también recibir una función callback donde se indica el estado anterior *prevState* y simplemente se modifica el texto donde el id de la nota coincida.

update(*newText*, *id*){

console.log('updating item with id: '+id+'\n'+newText);

this.setState( (*prevState*) => ({

notes: prevState.notes.map(

*note* => (note.id !== id) ? note : {...note, note: newText}

)

}));

}

Y por último en el componente de ***Note.js*** hacemos la llamada de. *props.cambiarNote* pasándole los argumentos necesarios para que vaya a la función de ***update*** *dentro de* ***Board.js***. Esta llamada de realiza en la función llamada *save* de este componente **Note**

    save(*e*){

        e.preventDefault();

        this.props.cambiarNote( this.newText.value , this.props.id );

        this.setState({

            editing:false

        });

    }

    renderForm(){

        return(

            <div *className*="note">

                <form *onSubmit*={this.save} *action*="">

                    <textarea *ref*={*element* => this.newText = element}></textarea>

                    <button *id*="save"><FaSave /></button>

                </form>

            </div>

        );

    }

1. Una librería es una serie de funciones que tienen un propósito y suelen ser añadidas a nuestro código. [↑](#footnote-ref-1)
2. // ES5

   var multiplyES5 = function(x, y) {

   return x \* y;

   };

   **// ES6**

   **const multiplyES6 = (x, y) => { return x \* y };** [↑](#footnote-ref-2)