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## R libraries initialization

# R libraries initialization  
library(scales)  
library(ggplot2)

## Warning: package 'ggplot2' was built under R version 3.2.3

library(dplyr)

## Warning: package 'dplyr' was built under R version 3.2.3

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

tz <- Sys.getenv("TZ")  
Sys.setenv(TZ = "GMT")

## I) Loading and preprocessing the data

# Read data from file  
all\_data <- read.csv("activity.csv", header = TRUE)  
str(all\_data)

## 'data.frame': 17568 obs. of 3 variables:  
## $ steps : int NA NA NA NA NA NA NA NA NA NA ...  
## $ date : Factor w/ 61 levels "2012-10-01","2012-10-02",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ interval: int 0 5 10 15 20 25 30 35 40 45 ...

# Add 'Date' column, from 'date'  
all\_data$Date <- as.Date(all\_data$date,   
 tz = "GMT")  
# Add 'Interval' column, from 'interval'  
all\_data$Interval <- as.POSIXct(paste("2016-01-01", sprintf("%04d", all\_data$interval)),   
 tz = "GMT",   
 format = "%Y-%m-%d %H%M")  
  
# Examine all data read  
str(all\_data)

## 'data.frame': 17568 obs. of 5 variables:  
## $ steps : int NA NA NA NA NA NA NA NA NA NA ...  
## $ date : Factor w/ 61 levels "2012-10-01","2012-10-02",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ interval: int 0 5 10 15 20 25 30 35 40 45 ...  
## $ Date : Date, format: "2012-10-01" "2012-10-01" ...  
## $ Interval: POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...

head(all\_data)

## steps date interval Date Interval  
## 1 NA 2012-10-01 0 2012-10-01 2016-01-01 00:00:00  
## 2 NA 2012-10-01 5 2012-10-01 2016-01-01 00:05:00  
## 3 NA 2012-10-01 10 2012-10-01 2016-01-01 00:10:00  
## 4 NA 2012-10-01 15 2012-10-01 2016-01-01 00:15:00  
## 5 NA 2012-10-01 20 2012-10-01 2016-01-01 00:20:00  
## 6 NA 2012-10-01 25 2012-10-01 2016-01-01 00:25:00

summary(all\_data)

## steps date interval Date   
## Min. : 0.00 2012-10-01: 288 Min. : 0.0 Min. :2012-10-01   
## 1st Qu.: 0.00 2012-10-02: 288 1st Qu.: 588.8 1st Qu.:2012-10-16   
## Median : 0.00 2012-10-03: 288 Median :1177.5 Median :2012-10-31   
## Mean : 37.38 2012-10-04: 288 Mean :1177.5 Mean :2012-10-31   
## 3rd Qu.: 12.00 2012-10-05: 288 3rd Qu.:1766.2 3rd Qu.:2012-11-15   
## Max. :806.00 2012-10-06: 288 Max. :2355.0 Max. :2012-11-30   
## NA's :2304 (Other) :15840   
## Interval   
## Min. :2016-01-01 00:00:00   
## 1st Qu.:2016-01-01 05:58:45   
## Median :2016-01-01 11:57:30   
## Mean :2016-01-01 11:57:30   
## 3rd Qu.:2016-01-01 17:56:15   
## Max. :2016-01-01 23:55:00   
##

## II) What is mean total number of steps taken per day?

# Filter out incomplete cases   
good\_data <- all\_data[complete.cases(all\_data),]  
str(good\_data)

## 'data.frame': 15264 obs. of 5 variables:  
## $ steps : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ date : Factor w/ 61 levels "2012-10-01","2012-10-02",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ interval: int 0 5 10 15 20 25 30 35 40 45 ...  
## $ Date : Date, format: "2012-10-02" "2012-10-02" ...  
## $ Interval: POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...

# Calculate the total number of steps taken per day  
steps\_by\_day <- summarise( group\_by(good\_data, Date), sum(steps) )  
str(steps\_by\_day)

## Classes 'tbl\_df', 'tbl' and 'data.frame': 53 obs. of 2 variables:  
## $ Date : Date, format: "2012-10-02" "2012-10-03" ...  
## $ sum(steps): int 126 11352 12116 13294 15420 11015 12811 9900 10304 17382 ...

steps\_per\_day <- steps\_by\_day[[2]]  
  
# Make a histogram of the total number of steps taken each day  
hist( steps\_per\_day,   
 xlab = "# of steps per day",   
 main = "Total # steps taken each day" )
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# Calculate and report the mean and median of the total number of steps taken per day  
mean\_steps\_per\_day <- format(mean(steps\_per\_day))  
median\_steps\_per\_day <- format(median(steps\_per\_day))

#### The **mean** of the total number of steps taken per day is: **10766.19** .

#### The **median** of the total number of steps taken per day is: **10765** .

## III) What is the average daily activity pattern?

# Calculate the total number of steps taken per 5-minute interval (across all days)  
steps\_by\_interval <- summarise( group\_by(good\_data, Interval), sum(steps), mean(steps) )  
str(steps\_by\_interval)

## Classes 'tbl\_df', 'tbl' and 'data.frame': 288 obs. of 3 variables:  
## $ Interval : POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...  
## $ sum(steps) : int 91 18 7 8 4 111 28 46 0 78 ...  
## $ mean(steps): num 1.717 0.3396 0.1321 0.1509 0.0755 ...

names(steps\_by\_interval) <- c("Interval", "steps\_sum", "steps\_mean")  
# Examine the interval-grouped data  
str(steps\_by\_interval)

## Classes 'tbl\_df', 'tbl' and 'data.frame': 288 obs. of 3 variables:  
## $ Interval : POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...  
## $ steps\_sum : int 91 18 7 8 4 111 28 46 0 78 ...  
## $ steps\_mean: num 1.717 0.3396 0.1321 0.1509 0.0755 ...

head(steps\_by\_interval)

## Source: local data frame [6 x 3]  
##   
## Interval steps\_sum steps\_mean  
## (time) (int) (dbl)  
## 1 2016-01-01 00:00:00 91 1.7169811  
## 2 2016-01-01 00:05:00 18 0.3396226  
## 3 2016-01-01 00:10:00 7 0.1320755  
## 4 2016-01-01 00:15:00 8 0.1509434  
## 5 2016-01-01 00:20:00 4 0.0754717  
## 6 2016-01-01 00:25:00 111 2.0943396

summary(steps\_by\_interval)

## Interval steps\_sum steps\_mean   
## Min. :2016-01-01 00:00:00 Min. : 0.0 Min. : 0.000   
## 1st Qu.:2016-01-01 05:58:45 1st Qu.: 131.8 1st Qu.: 2.486   
## Median :2016-01-01 11:57:30 Median : 1808.0 Median : 34.113   
## Mean :2016-01-01 11:57:30 Mean : 1981.3 Mean : 37.383   
## 3rd Qu.:2016-01-01 17:56:15 3rd Qu.: 2800.2 3rd Qu.: 52.835   
## Max. :2016-01-01 23:55:00 Max. :10927.0 Max. :206.170

# Make a simple time-series plot of the 5-minute interval (x-axis)  
# and the average number of steps taken, averaged across all days (y-axis)  
with(steps\_by\_interval, plot( Interval, steps\_mean, type = "l",   
 xlab = "5-min interval",  
 ylab = "# of steps",   
 main = c("Average # steps per 5-min interval",   
 "across all days",   
 "(simple version, see below for a better one)") ))
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# Make a better time-series plot, handling intervals scale more accurately  
ggplot(steps\_by\_interval,   
 mapping = aes(Interval, steps\_mean)) +   
 geom\_line() +   
 labs( x = "5-min interval",   
 y = "# of steps",   
 title = "Average # steps per 5-min interval\nacross all days\n(more accurate intervals version)") +  
 scale\_x\_datetime(breaks = date\_breaks("2 hour"),   
 labels = date\_format("%H:%M"))
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# Calculate and report the 5-min interval, on average across all the days  
# in the dataset, that contains the maximum number of steps  
max\_i\_mean <- max(steps\_by\_interval$steps\_mean)  
max\_i\_row <- steps\_by\_interval[steps\_by\_interval$steps\_mean == max\_i\_mean, ]  
max\_interval <- format(max\_i\_row[1, 1],  
 tz = "GMT",   
 format = "%H:%M")

#### The **5-min interval** in the dataset containing the **maximum number of steps**, on average across all the days, is: **08:35** .

## IV) Imputing missing values

# 1. Calculate and report the total number of missing values in the dataset  
# (i.e. the total number of rows with NAs)  
na\_rows <- sum( is.na(all\_data$steps) )

#### 1. The **total number of missing values** in the dataset (i.e. the total number of rows with NAs), is: **2304** .

# 2. Devise a strategy for filling in all of the missing values in the dataset.  
# The strategy does not need to be sophisticated. For example, you could use the mean/median for  
# that day, or the mean for that 5-minute interval, etc na\_rows <- sum( is.na(all\_data$steps) )

#### 2. The strategy chosen to follow for filling in all of the missing values in the dataset is to use **the rounded mean for the 5-minute interval**.

# 3. Create a new dataset that is equal to the original dataset but with the missing data filled in.  
new\_data <- all\_data[, c("steps", "Date", "Interval")]  
str(new\_data)

## 'data.frame': 17568 obs. of 3 variables:  
## $ steps : int NA NA NA NA NA NA NA NA NA NA ...  
## $ Date : Date, format: "2012-10-01" "2012-10-01" ...  
## $ Interval: POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...

# Fill in missing values, using the rounded mean of the 5-minute interval  
n <- nrow(new\_data)  
for (i in 1:n)  
 if (is.na(new\_data[i, 'steps']))  
 {  
 t <- new\_data[i, 'Interval']  
 m <- steps\_by\_interval[steps\_by\_interval$Interval == t,   
 'steps\_mean']  
 new\_data[i, 'steps'] <- round(m)  
 }  
# Examine all data read  
str(new\_data)

## 'data.frame': 17568 obs. of 3 variables:  
## $ steps : num 2 0 0 0 0 2 1 1 0 1 ...  
## $ Date : Date, format: "2012-10-01" "2012-10-01" ...  
## $ Interval: POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...

head(new\_data)

## steps Date Interval  
## 1 2 2012-10-01 2016-01-01 00:00:00  
## 2 0 2012-10-01 2016-01-01 00:05:00  
## 3 0 2012-10-01 2016-01-01 00:10:00  
## 4 0 2012-10-01 2016-01-01 00:15:00  
## 5 0 2012-10-01 2016-01-01 00:20:00  
## 6 2 2012-10-01 2016-01-01 00:25:00

summary(new\_data)

## steps Date Interval   
## Min. : 0.00 Min. :2012-10-01 Min. :2016-01-01 00:00:00   
## 1st Qu.: 0.00 1st Qu.:2012-10-16 1st Qu.:2016-01-01 05:58:45   
## Median : 0.00 Median :2012-10-31 Median :2016-01-01 11:57:30   
## Mean : 37.38 Mean :2012-10-31 Mean :2016-01-01 11:57:30   
## 3rd Qu.: 27.00 3rd Qu.:2012-11-15 3rd Qu.:2016-01-01 17:56:15   
## Max. :806.00 Max. :2012-11-30 Max. :2016-01-01 23:55:00

# 4. Make a histogram of the total number of steps taken each day  
new\_steps\_by\_day <- summarise( group\_by(new\_data, Date), sum(steps) )  
str(new\_steps\_by\_day)

## Classes 'tbl\_df', 'tbl' and 'data.frame': 61 obs. of 2 variables:  
## $ Date : Date, format: "2012-10-01" "2012-10-02" ...  
## $ sum(steps): num 10762 126 11352 12116 13294 ...

new\_steps\_per\_day <- new\_steps\_by\_day[[2]]  
hist( new\_steps\_per\_day,   
 xlab = "# of steps per day",   
 main = c("Total # steps taken each day", "(after NAs imputing)") )

![](data:image/png;base64,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)

# Calculate and report the mean and median total number of steps taken per day.  
# Do these values differ from the estimates from the first part of the assignment?   
# What is the impact of imputing missing data on the estimates of the total daily number of steps?  
new\_mean\_steps\_per\_day <- format(mean(new\_steps\_per\_day))  
new\_median\_steps\_per\_day <- format(median(new\_steps\_per\_day))

#### The new **mean** of the total number of steps taken per day is: **10765.64** (before NAs imputing it was **10766.19**) .

#### The new **median** of the total number of steps taken per day is: **10762** (before NAs imputing it was **10765**) .

## V) Are there differences in activity patterns between weekdays and weekends?

# 1. Create a new factor variable in the dataset with two levels – “weekday” and “weekend”   
# indicating whether a given date is a weekday or weekend day.  
#new\_data$Weekday <- factor(NA, levels = c("weekday", "weekend"))  
#new\_data$Weekday <- weekdays(new\_data$Date)  
weekday <- "weekday"  
weekend <- "weekend"  
days <- c(weekend,   
 weekday, weekday, weekday, weekday, weekday,   
 weekend)  
new\_data$Weekday <- as.factor( days[ as.POSIXlt(new\_data$Date)$wday + 1 ] )  
# Examine new\_data updated  
str(new\_data)

## 'data.frame': 17568 obs. of 4 variables:  
## $ steps : num 2 0 0 0 0 2 1 1 0 1 ...  
## $ Date : Date, format: "2012-10-01" "2012-10-01" ...  
## $ Interval: POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...  
## $ Weekday : Factor w/ 2 levels "weekday","weekend": 1 1 1 1 1 1 1 1 1 1 ...

head(new\_data)

## steps Date Interval Weekday  
## 1 2 2012-10-01 2016-01-01 00:00:00 weekday  
## 2 0 2012-10-01 2016-01-01 00:05:00 weekday  
## 3 0 2012-10-01 2016-01-01 00:10:00 weekday  
## 4 0 2012-10-01 2016-01-01 00:15:00 weekday  
## 5 0 2012-10-01 2016-01-01 00:20:00 weekday  
## 6 2 2012-10-01 2016-01-01 00:25:00 weekday

summary(new\_data)

## steps Date Interval   
## Min. : 0.00 Min. :2012-10-01 Min. :2016-01-01 00:00:00   
## 1st Qu.: 0.00 1st Qu.:2012-10-16 1st Qu.:2016-01-01 05:58:45   
## Median : 0.00 Median :2012-10-31 Median :2016-01-01 11:57:30   
## Mean : 37.38 Mean :2012-10-31 Mean :2016-01-01 11:57:30   
## 3rd Qu.: 27.00 3rd Qu.:2012-11-15 3rd Qu.:2016-01-01 17:56:15   
## Max. :806.00 Max. :2012-11-30 Max. :2016-01-01 23:55:00   
## Weekday   
## weekday:12960   
## weekend: 4608   
##   
##   
##   
##

# 2. Make a panel plot containing a time series plot (i.e. type = "l") of the 5-min interval (x-axis)   
# and the average number of steps taken, averaged across all weekday days or weekend days (y-axis).  
# See the README file in the GitHub repository to see an example of what this plot should look like.  
  
# Calculate the total number of steps taken per 5-minute interval (across all days)  
new\_steps\_by\_interval <- summarise( group\_by(new\_data, Weekday, Interval), sum(steps), mean(steps) )  
str(new\_steps\_by\_interval)

## Classes 'grouped\_df', 'tbl\_df', 'tbl' and 'data.frame': 576 obs. of 4 variables:  
## $ Weekday : Factor w/ 2 levels "weekday","weekend": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Interval : POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...  
## $ sum(steps) : num 103 18 7 8 4 71 34 52 0 78 ...  
## $ mean(steps): num 2.2889 0.4 0.1556 0.1778 0.0889 ...  
## - attr(\*, "vars")=List of 1  
## ..$ : symbol Weekday  
## - attr(\*, "drop")= logi TRUE

names(new\_steps\_by\_interval) <- c("Weekday", "Interval", "steps\_sum", "steps\_mean")  
# Examine the interval-grouped data  
str(new\_steps\_by\_interval)

## Classes 'grouped\_df', 'tbl\_df', 'tbl' and 'data.frame': 576 obs. of 4 variables:  
## $ Weekday : Factor w/ 2 levels "weekday","weekend": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Interval : POSIXct, format: "2016-01-01 00:00:00" "2016-01-01 00:05:00" ...  
## $ steps\_sum : num 103 18 7 8 4 71 34 52 0 78 ...  
## $ steps\_mean: num 2.2889 0.4 0.1556 0.1778 0.0889 ...  
## - attr(\*, "vars")=List of 1  
## ..$ : symbol Weekday  
## - attr(\*, "drop")= logi TRUE

head(new\_steps\_by\_interval)

## Source: local data frame [6 x 4]  
## Groups: Weekday [1]  
##   
## Weekday Interval steps\_sum steps\_mean  
## (fctr) (time) (dbl) (dbl)  
## 1 weekday 2016-01-01 00:00:00 103 2.28888889  
## 2 weekday 2016-01-01 00:05:00 18 0.40000000  
## 3 weekday 2016-01-01 00:10:00 7 0.15555556  
## 4 weekday 2016-01-01 00:15:00 8 0.17777778  
## 5 weekday 2016-01-01 00:20:00 4 0.08888889  
## 6 weekday 2016-01-01 00:25:00 71 1.57777778

summary(new\_steps\_by\_interval)

## Weekday Interval steps\_sum   
## weekday:288 Min. :2016-01-01 00:00:00 Min. : 0.00   
## weekend:288 1st Qu.:2016-01-01 05:58:45 1st Qu.: 58.75   
## Median :2016-01-01 11:57:30 Median : 778.00   
## Mean :2016-01-01 11:57:30 Mean : 1140.11   
## 3rd Qu.:2016-01-01 17:56:15 3rd Qu.: 1587.75   
## Max. :2016-01-01 23:55:00 Max. :10366.00   
## steps\_mean   
## Min. : 0.000   
## 1st Qu.: 2.106   
## Median : 28.125   
## Mean : 38.987   
## 3rd Qu.: 61.230   
## Max. :230.356

# Make the 2-facet plot  
ggplot(new\_steps\_by\_interval,   
 mapping = aes(Interval, steps\_mean)) +   
 geom\_line() +   
 facet\_grid(Weekday ~ .) +  
 labs( x = "5-min interval",   
 y = "# of steps",   
 title = "Average # steps per 5-min interval\nacross all days\n(accurate intervals grouped version)") +  
 scale\_x\_datetime(breaks = date\_breaks("2 hour"),   
 labels = date\_format("%H:%M"))
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## -- END-OF-REPORT --

Sys.setenv(TZ = tz)