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나는 이 프로그래밍 과제를 다른 사람의 부적절한 도움 없이 완수하였습니다.

I completed this programming task without the improper help of others.

프로그램을 하다 보면 결정해야 할 세부 사항이 많은데, 이러한 세부 사항을 처리한 방법과 이유를 보고서에 쓰십시오.

독창적인 아이디어와 추가 기능은 보너스 점수를 받을 수 있으므로, 보고서에 명확히 기재하십시오.

문제가 여러 개인 경우, 각 문제별로 정리해서 작성합니다.

**문제 3번에 대한 부분 명시하고 작성 (ex. 문제3> )**

각 문항별 설명은 편의를 위한 것으로, 삭제하고 제출한다.

1. **프로그램 개요**
   * 이 프로그램은 정렬된 연결 리스트(Ordered List)를 구현하고 관리하는 데 필요한 기능들을 제공한다. 사용자는 이 구조를 통해 데이터를 정렬된 상태로 저장하고, 특정 조건에 맞는 데이터를 검색, 추가, 삭제할 수 있다. 연결 리스트의 기본 구조인 노드(Node)는 각각의 데이터 값을(value) 가지며, 다음 노드를 가리키는 포인터(next)를 통해 리스트를 구성한다. 주요 기능으로는 단일 값 추가, 배열을 통한 여러 값 추가, 특정 인덱스의 노드 삭제, 리스트의 크기 반환, 특정 값의 존재 여부 확인, 그리고 특정 인덱스에 위치한 값의 조회 등이 있다.
   * **헤더 파일: (Node 구조체**: 이 구조체는 연결 리스트의 각 요소를 나타내며, int value를 통해 데이터 값을 저장하고, Node\* next 포인터를 통해 리스트 내의 다음 노드를 가리킨다. 이는 노드가 생성될 때 자동으로 value를 0으로, next를 nullptr로 초기화한다), (**OrderedList 구조체**: 이 구조체는 정렬된 연결 리스트를 나타낸다. int m\_size는 리스트의 크기를 나타내며, Node\* head는 리스트의 첫 번째 노드를 가리킨다. 이 두 멤버 역시 초기값으로 설정되어 있어, OrderedList가 생성될 때 m\_size는 0으로, head는 nullptr로 자동 초기화된다)
   * (**add 함수**: 이 함수는 리스트에 새로운 값을 추가하는 데 사용된다. 오버로딩을 통해 단일 값과 배열 모두를 처리할 수 있는 두 가지 형태로 선언되어 있다), (**remove 함수**: 특정 인덱스에 위치한 노드를 리스트에서 제거한다) (**size 함수**: 현재 리스트의 크기(노드의 수)를 반환한다), (**contains 함수**: 주어진 값이 리스트 내에 존재하는지 확인한다), (**getValue 함수**: 특정 인덱스에 위치한 노드의 값을 반환한다)
2. **프로그램의 구조 및 알고리즘**

* **1. 단일 값 추가 (void add(OrderedList\* ordered, int v))**
* **새 노드 생성:** 입력된 값을 가지는 새로운 노드(newNode)를 생성한다.
* **리스트가 비었는지 확인:** 리스트의 크기(m\_size)가 0이면, 새 노드를 리스트의 헤드로 설정하고, 리스트의 크기를 1 증가시킨다.
* **리스트에 노드가 있는 경우:**
* **헤드보다 새 노드가 작거나 같은 경우:** 새 노드를 리스트의 맨 앞에 삽입하고, m\_size를 1 증가시킨다.
* **새 노드를 적절한 위치에 삽입:** 새 노드가 리스트 중간 또는 끝에 삽입되어야 하는 경우, 적절한 위치를 찾아 새 노드를 삽입한다. 이 과정에서 두 가지 경우를 고려한다:
* **새 노드가 현재 노드보다 크고 다음 노드보다 작거나 같은 경우:** 새 노드를 현재 노드와 다음 노드 사이에 삽입한다.
* **리스트의 끝까지 도달했을 때:** 새 노드가 모든 노드보다 크면, 새 노드를 리스트의 마지막에 삽입한다.
* **2. 배열을 통한 값 추가 (void add(OrderedList\* ordered, const int\* arr, int size))**
* **반복 처리:** 주어진 배열 arr의 각 원소에 대해 add(OrderedList\* ordered, int v) 함수를 반복적으로 호출하여, 배열의 모든 값을 차례대로 리스트에 추가한다.
* **3. 노드 제거 (void remove(OrderedList\* ordered, int index))**
* **탐색:** 삭제하려는 노드의 위치(index)까지 현재 노드(current)를 이동시킨다.
* **노드 삭제:** 현재 노드의 next 포인터를 삭제하려는 노드의 다음 노드로 변경하여, 리스트에서 해당 노드를 건너뛰도록 한다. 그 후, m\_size를 1 감소시킨다.
* **4. 리스트 크기 반환 (int size(OrderedList\* ordered))**
* **리스트 크기 반환:** 리스트의 현재 크기(m\_size)를 반환한다.
* **5. 값의 존재 여부 확인 (bool contains(OrderedList\* ordered, int v))**
* **순차 탐색:** 리스트의 시작부터 끝까지 모든 노드를 순차적으로 탐색한다.
* **값 비교:** 각 노드의 값과 입력된 값 v를 비교한다.
* **결과 반환:** 입력된 값 v를 가진 노드를 찾으면 true를, 찾지 못하면 false를 반환한다.
* **6. 인덱스에 위치한 값 조회 (int getValue(OrderedList\* ordered, int idx))**
* **인덱스 유효성 검사:** 주어진 인덱스 idx가 유효한 범위 내에 있는지 확인한다. 유효하지 않으면, 정의된 에러 값을 반환한다.
* **탐색:** 유효한 인덱스인 경우, 해당 인덱스 위치까지 노드(current)를 이동시킨다.
* **값 반환:** 인덱스에 해당하는 노드의 값을 반환한다.
* **[변수 설명]**
* (Node 구조체: 각 노드의 데이터(value)와 다음 노드를 가리키는 포인터(next)를 포함한다), (OrderedList 구조체: 연결 리스트의 헤드 노드(head)와 리스트의 전체 크기(m\_size)를 포함한다) (ordered: OrderedList 타입의 포인터로, 함수들이 리스트를 조작할 때 사용하는 주요 매개변수다), (v: 추가하거나 탐색할 값의 변수다), (arr: 한 번에 여러 값을 리스트에 추가하기 위한 배열이다), (size: 배열의 크기나, 리스트의 크기를 나타내는 변수다), (index: 제거하거나 조회할 노드의 위치를 나타내는 인덱스다), (newNode: add 함수 내에서 선언된 이 변수는 새로운 Node 타입의 인스턴스를 참조한다. 사용자가 추가하려는 새로운 데이터 값을 저장하기 위해 생성되며, 이후 적절한 위치에 연결 리스트에 삽입된다), (current: 여러 함수(add, remove, contains, getValue) 내에서 사용되는 이 포인터 변수는 연결 리스트를 순회하며 현재 노드를 가리키는 데 사용된다. 주로 새 노드를 삽입하거나, 특정 조건을 만족하는 노드를 찾거나, 특정 인덱스의 노드에 접근하는 등의 작업을 수행할 때 현재 노드의 위치를 추적한다)

1. **토론 및 개선**
   * + 이 프로그램을 통해 연결 리스트와 같은 기본적인 자료 구조의 구현 방법을 실습하고 이해할 수 있었다. 그리고 정렬된 리스트를 유지하면서 데이터를 추가하고 삭제하는 방법에 대해 배웠다. 특히, 적절한 위치 탐색과 노드의 연결 상태를 관리하는 방법이 중요하다는 것을 깨달았다. 또한 포인터와 동적 메모리 할당을 사용하는 방법에 대해 더 잘 이해하게 되었다.
     + 더 다양한 기능을 추가할 수 있겠다는 생각이 들었다. 리스트의 요소를 역순으로 출력하는 기능을 추가하여 사용자가 데이터를 다양한 방식으로 조회할 수 있도록 하 두 개의 정렬된 리스트를 병합하여 하나의 정렬된 리스트로 만드는 기능을 구현하면 좋을 것 같다는 생각이 들었다. 그리고 프로그램 최적화를 위해 더 좋은 탐색 알고리즘을 사용하거나 remove 함수를 사용해 메모리 최적화를 하면 더 나은 프로그램이 될 것이다.
2. **참고 문헌**