Django Tutorial

# The Django web framework

**model-template-view** (**MTV**) pattern, which is a variant of **model-view-controller** (**MVC**)

# Setting up Django

$ pip install Django

>>> import django

>>> django.VERSION

(1, 8, 4, 'final', 0)

### Creating an isolated Python environment

$ pip install virtualenv

$ **virtualenv my\_env**

**$ source my\_env/bin/activate**

**(my\_env)**laptop:~ zenx $

### Installing Django with pip

pip install Django==1.8.6

### Starting the project

$ django-admin startproject regex

# Part1

### Creating a project

**$** django-admin startproject mysite

Let’s look at what [**startproject**](https://docs.djangoproject.com/en/1.9/ref/django-admin/#django-admin-startproject) created:

mysite/

manage.py

mysite/

\_\_init\_\_.py

settings.py

urls.py

wsgi.py

### The development server

**$** python manage.py runserver

### Creating the Polls app

**$** python manage.py startapp polls

That’ll create a directory **polls**, which is laid out like this:

polls/

\_\_init\_\_.py

admin.py

apps.py

migrations/

\_\_init\_\_.py

models.py

tests.py

views.py

### Write your first view

polls/views.py

from django.http import HttpResponse

def index(request):

return HttpResponse("Hello, world. You're at the polls index.")

In the **polls/urls.py** file include the following code:

polls/urls.py

from django.conf.urls import url

from . import views

urlpatterns = [

url(r'^$', views.index, name='index'),

]

mysite/urls.py

from django.conf.urls import include, url

from django.contrib import admin

urlpatterns = [

url(r'^polls/', include('polls.urls')),

url(r'^admin/', admin.site.urls),

]

**$** python manage.py runserver

# Part2

### Setup Database : PostgresSQL

#### Install psycopg packagr on Mac

Download & install : http://initd.org/psycopg/

or Install via PIP

$ pip install psycopg2

Update: ./settings.py

DATABASES = {

'default': {

'ENGINE': 'django.db.backends.postgresql',

'NAME': 'mydatabase',

'USER': 'mydatabaseuser',

'PASSWORD': 'mypassword',

'HOST': '127.0.0.1',

'PORT': '5432',

}

}

Create tables

$ python manage.py migrate

### Creating models

polls/models.py

from django.db import models

class Question(models.Model):

question\_text = models.CharField(max\_length=200)

pub\_date = models.DateTimeField('date published')

class Choice(models.Model):

question = models.ForeignKey(Question, on\_delete=models.CASCADE)

choice\_text = models.CharField(max\_length=200)

votes = models.IntegerField(default=0)

### Activating models

First we need to tell our project that the **polls** app is installed.

mysite/settings.py

INSTALLED\_APPS = [

**'polls.apps.PollsConfig',**

'django.contrib.admin',

'django.contrib.auth',

'django.contrib.contenttypes',

'django.contrib.sessions',

'django.contrib.messages',

'django.contrib.staticfiles',

]

**$** python manage.py makemigrations polls

**polls/migrations/0001\_initial.py**

**$** python manage.py sqlmigrate polls 0001

$ python manage.py migrate

Operations to perform:

Apply all migrations: admin, contenttypes, polls, auth, sessions

Running migrations:

Rendering model states... DONE

Applying polls.0001\_initial... OK

three-step guide to making model changes:

* Change your models (in **models.py**).
* Run [**python manage.py makemigrations**](https://docs.djangoproject.com/en/1.9/ref/django-admin/#django-admin-makemigrations) to create migrations for those changes
* Run [**python manage.py migrate**](https://docs.djangoproject.com/en/1.9/ref/django-admin/#django-admin-migrate) to apply those changes to the database.

### Playing with the API

**$** python manage.py shell

Bypassing manage.py

If you’d rather not use manage.py, no problem. Just set the [DJANGO\_SETTINGS\_MODULE](https://docs.djangoproject.com/en/1.9/topics/settings/#envvar-DJANGO_SETTINGS_MODULE) environment variable to mysite.settings, start a plain Python shell, and set up Django:

>>> import django

>>> django.setup()

If this raises an [AttributeError](https://docs.python.org/3/library/exceptions.html#AttributeError), you’re probably using a version of Django that doesn’t match this tutorial version. You’ll want to either switch to the older tutorial or the newer Django version.

You must run python from the same directory manage.py is in, or ensure that directory is on the Python path, so that import mysite works.

For more information on all of this, see the [django-admin documentation](https://docs.djangoproject.com/en/1.9/ref/django-admin/).

Once you’re in the shell, explore the [database API](https://docs.djangoproject.com/en/1.9/topics/db/queries/):

**>>> from** **polls.models** **import** Question, Choice # Import the model classes we just wrote.

# No questions are in the system yet.

**>>>** Question.objects.all()

[]

# Create a new Question.

# Support for time zones is enabled in the default settings file, so

# Django expects a datetime with tzinfo for pub\_date. Use timezone.now()

# instead of datetime.datetime.now() and it will do the right thing.

**>>> from** **django.utils** **import** timezone

**>>>** q = Question(question\_text="What's new?", pub\_date=timezone.now())

# Save the object into the database. You have to call save() explicitly.

**>>>** q.save()

# Now it has an ID. Note that this might say "1L" instead of "1", depending

# on which database you're using. That's no biggie; it just means your

# database backend prefers to return integers as Python long integer

# objects.

**>>>** q.id

1

# Access model field values via Python attributes.

**>>>** q.question\_text

"What's new?"

**>>>** q.pub\_date

datetime.datetime(2012, 2, 26, 13, 0, 0, 775217, tzinfo=<UTC>)

# Change values by changing the attributes, then calling save().

**>>>** q.question\_text = "What's up?"

**>>>** q.save()

# objects.all() displays all the questions in the database.

**>>>** Question.objects.all()

[<Question: Question object>]

polls/models.py

from django.db import models

from django.utils.encoding import python\_2\_unicode\_compatible

@python\_2\_unicode\_compatible # only if you need to support Python 2

class Question(models.Model):

# ...

def \_\_str\_\_(self):

return self.question\_text

@python\_2\_unicode\_compatible # only if you need to support Python 2

class Choice(models.Model):

# ...

def \_\_str\_\_(self):

return self.choice\_text

polls/models.py

import datetime

from django.db import models

from django.utils import timezone

class Question(models.Model):

# ...

def was\_published\_recently(self):

return self.pub\_date >= timezone.now() - datetime.timedelta(days=1)

**python manage.py shell** again:

>>> from polls.models import Question, Choice

# Make sure our \_\_str\_\_() addition worked.

>>> Question.objects.all()

[<Question: What's up?>]

# Django provides a rich database lookup API that's entirely driven by

# keyword arguments.

>>> Question.objects.filter(id=1)

[<Question: What's up?>]

>>> Question.objects.filter(question\_text\_\_startswith='What')

[<Question: What's up?>]

# Get the question that was published this year.

>>> from django.utils import timezone

>>> current\_year = timezone.now().year

>>> Question.objects.get(pub\_date\_\_year=current\_year)

<Question: What's up?>

# Request an ID that doesn't exist, this will raise an exception.

>>> Question.objects.get(id=2)

Traceback (most recent call last):

...

DoesNotExist: Question matching query does not exist.

# Lookup by a primary key is the most common case, so Django provides a

# shortcut for primary-key exact lookups.

# The following is identical to Question.objects.get(id=1).

>>> Question.objects.get(pk=1)

<Question: What's up?>

# Make sure our custom method worked.

>>> q = Question.objects.get(pk=1)

>>> q.was\_published\_recently()

True

# Give the Question a couple of Choices. The create call constructs a new

# Choice object, does the INSERT statement, adds the choice to the set

# of available choices and returns the new Choice object. Django creates

# a set to hold the "other side" of a ForeignKey relation

# (e.g. a question's choice) which can be accessed via the API.

>>> q = Question.objects.get(pk=1)

# Display any choices from the related object set -- none so far.

>>> q.choice\_set.all()

[]

# Create three choices.

>>> q.choice\_set.create(choice\_text='Not much', votes=0)

<Choice: Not much>

>>> q.choice\_set.create(choice\_text='The sky', votes=0)

<Choice: The sky>

>>> c = q.choice\_set.create(choice\_text='Just hacking again', votes=0)

# Choice objects have API access to their related Question objects.

>>> c.question

<Question: What's up?>

# And vice versa: Question objects get access to Choice objects.

>>> q.choice\_set.all()

[<Choice: Not much>, <Choice: The sky>, <Choice: Just hacking again>]

>>> q.choice\_set.count()

3

# The API automatically follows relationships as far as you need.

# Use double underscores to separate relationships.

# This works as many levels deep as you want; there's no limit.

# Find all Choices for any question whose pub\_date is in this year

# (reusing the 'current\_year' variable we created above).

>>> Choice.objects.filter(question\_\_pub\_date\_\_year=current\_year)

[<Choice: Not much>, <Choice: The sky>, <Choice: Just hacking again>]

# Let's delete one of the choices. Use delete() for that.

>>> c = q.choice\_set.filter(choice\_text\_\_startswith='Just hacking')

>>> c.delete()

## Introducing the Django Admin

### Creating an admin user

First we’ll need to create a user who can login to the admin site. Run the following command:

**$** python manage.py createsuperuser

Enter your desired username and press enter.

Username: admin

You will then be prompted for your desired email address:

Email address: admin@example.com

The final step is to enter your password. You will be asked to enter your password twice, the second time as a confirmation of the first.

Password: \*\*\*\*\*\*\*\*\*\*

Password (again): \*\*\*\*\*\*\*\*\*

Superuser created successfully.

### Start the development server

**$** python manage.py runserver

<http://127.0.0.1:8000/admin/>.

![](data:image/png;base64,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)

### Make the poll app modifiable in the admin

polls/admin.py

from django.contrib import admin

from .models import Question

admin.site.register(Question)

# part 3

### Overview

**in a blog application, you might have the following views:**

* Blog homepage – displays the latest few entries.
* Entry “detail” page – permalink page for a single entry.
* Year-based archive page – displays all months with entries in the given year.
* Month-based archive page – displays all days with entries in the given month.
* Day-based archive page – displays all entries in the given day.
* Comment action – handles posting comments to a given entry.

**In our poll application, we’ll have the following four views:**

* Question “index” page – displays the latest few questions.
* Question “detail” page – displays a question text, with no results but with a form to vote.
* Question “results” page – displays results for a particular question.
* Vote action – handles voting for a particular choice in a particular question.

### Writing more views

polls/views.py

**def** detail(request, question\_id):

**return** HttpResponse("You're looking at question **%s**." % question\_id)

**def** results(request, question\_id):

response = "You're looking at the results of question **%s**."

**return** HttpResponse(response % question\_id)

**def** vote(request, question\_id):

**return** HttpResponse("You're voting on question **%s**." % question\_id)

Wire these new views into the **polls.urls** module by adding the following [**url()**](https://docs.djangoproject.com/en/1.9/ref/urls/#django.conf.urls.url) calls:

polls/urls.py

from django.conf.urls import url

from . import views

urlpatterns = [

# ex: /polls/

url(r'^$', views.index, name='index'),

# ex: /polls/5/

url(r'^(?P<question\_id>[0-9]+)/$', views.detail, name='detail'),

# ex: /polls/5/results/

url(r'^(?P<question\_id>[0-9]+)/results/$', views.results, name='results'),

# ex: /polls/5/vote/

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

]

### Write views that actually do something

All Django wants is that [**HttpResponse**](https://docs.djangoproject.com/en/1.9/ref/request-response/#django.http.HttpResponse). Or an exception.

polls/views.py

from django.http import HttpResponse

from .models import Question

def index(request):

latest\_question\_list = Question.objects.order\_by('-pub\_date')[:5]

output = ', '.join([q.question\_text for q in latest\_question\_list])

return HttpResponse(output)

# Leave the rest of the views (detail, results, vote) unchanged

First, create a directory called **templates** in your **polls** directory. Django will look for templates in there.

Your project’s [**TEMPLATES**](https://docs.djangoproject.com/en/1.9/ref/settings/#std:setting-TEMPLATES) setting describes how Django will load and render templates. The default settings file configures a **DjangoTemplates** backend whose [**APP\_DIRS**](https://docs.djangoproject.com/en/1.9/ref/settings/#std:setting-TEMPLATES-APP_DIRS) option is set to **True**. By convention **DjangoTemplates** looks for a “templates” subdirectory in each of the [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.9/ref/settings/#std:setting-INSTALLED_APPS).

Within the **templates** directory you have just created, create another directory called **polls**, and within that create a file called **index.html**. In other words, your template should be at **polls/templates/polls/index.html**. Because of how the **app\_directories** template loader works as described above, you can refer to this template within Django simply as **polls/index.html**.

**Template namespacing**

Now we *might* be able to get away with putting our templates directly **in polls/templates** (rather than creating another **polls** subdirectory), but it would actually be a bad idea. Django will choose the first template it finds whose name matches, and if you had a template with the same name in a *different* application, Django would be unable to distinguish between them. We need to be able to point Django at the right one, and the easiest way to ensure this is by *namespacing* them. That is, by putting those templates inside *another* directory named for the application itself.

polls/templates/polls/index.html

{% **if** latest\_question\_list %}

<**ul**>

{% **for** question **in** latest\_question\_list %}

<**li**><**a** href="/polls/{{ question.id }}/">{{ question.question\_text }}</**a**></**li**>

{% **endfor** %}

</**ul**>

{% **else** %}

<**p**>No polls are available.</**p**>

{% **endif** %}

Now let’s update our **index** view in **polls/views.py** to use the template:

polls/views.py

from django.http import HttpResponse

from django.template import loader

from .models import Question

def index(request):

latest\_question\_list = Question.objects.order\_by('-pub\_date')[:5]

template = loader.get\_template('polls/index.html')

context = {

'latest\_question\_list': latest\_question\_list,

}

return HttpResponse(template.render(context, request))

#### A shortcut: [render()](https://docs.djangoproject.com/en/1.9/topics/http/shortcuts/#django.shortcuts.render)

polls/views.py

from django.shortcuts import render

from .models import Question

def index(request):

latest\_question\_list = Question.objects.order\_by('-pub\_date')[:5]

context = {'latest\_question\_list': latest\_question\_list}

return render(request, 'polls/index.html', context)

#### Raising a 404 error

polls/views.py

from django.http import Http404

from django.shortcuts import render

from .models import Question

# ...

def detail(request, question\_id):

try:

question = Question.objects.get(pk=question\_id)

except Question.DoesNotExist:

raise Http404("Question does not exist")

return render(request, 'polls/detail.html', {'question': question})

polls/templates/polls/detail.html

{{ question }}

#### A shortcut: [get\_object\_or\_404()](https://docs.djangoproject.com/en/1.9/topics/http/shortcuts/#django.shortcuts.get_object_or_404)

polls/views.py

**from** **django.shortcuts** **import** get\_object\_or\_404, render

**from** **.models** **import** Question

# ...

**def** detail(request, question\_id):

question = get\_object\_or\_404(Question, pk=question\_id)

**return** render(request, 'polls/detail.html', {'question': question})

There’s also a [**get\_list\_or\_404()**](https://docs.djangoproject.com/en/1.9/topics/http/shortcuts/#django.shortcuts.get_list_or_404) function, which works just as [**get\_object\_or\_404()**](https://docs.djangoproject.com/en/1.9/topics/http/shortcuts/#django.shortcuts.get_object_or_404) – except using [**filter()**](https://docs.djangoproject.com/en/1.9/ref/models/querysets/#django.db.models.query.QuerySet.filter) instead of [**get()**](https://docs.djangoproject.com/en/1.9/ref/models/querysets/#django.db.models.query.QuerySet.get). It raises [**Http404**](https://docs.djangoproject.com/en/1.9/topics/http/views/#django.http.Http404) if the list is empty.

### Use the template system

polls/templates/polls/detail.html

<**h1**>{{ question.question\_text }}</**h1**>

<**ul**>

{% **for** choice **in** question.choice\_set.all %}

<**li**>{{ choice.choice\_text }}</**li**>

{% **endfor** %}

</**ul**>

See the [template guide](https://docs.djangoproject.com/en/1.9/topics/templates/) for more about templates.

### Removing hardcoded URLs in templates

<**li**><**a** href="/polls/{{ question.id }}/">{{ question.question\_text }}</**a**></**li**>

The problem with this hardcoded, tightly-coupled approach is that it becomes challenging to change URLs on projects with a lot of templates. However, since you defined the name argument in the [**url()**](https://docs.djangoproject.com/en/1.9/ref/urls/#django.conf.urls.url) functions in the **polls.urls** module, you can remove a reliance on specific URL paths defined in your url configurations by using the **{% url %}** template tag:

<**li**><**a** href="{% **url** 'detail' question.id %}">{{ question.question\_text }}</**a**></**li**>

change it in **polls/urls.py**:

...

# added the word 'specifics'

url(r'^specifics/(?P<question\_id>[0-9]+)/$', views.detail, name='detail'),

...

### Namespacing URL names

The answer is to add namespaces to your URLconf. In the **polls/urls.py** file, go ahead and add an **app\_name** to set the application namespace:

polls/urls.py

from django.conf.urls import url

from . import views

**app\_name = 'polls'**

urlpatterns = [

url(r'^$', views.index, name='index'),

url(r'^(?P<question\_id>[0-9]+)/$', views.detail, name='detail'),

url(r'^(?P<question\_id>[0-9]+)/results/$', views.results, name='results'),

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

]

Now change your **polls/index.html** template from:

polls/templates/polls/index.html

<**li**><**a** href="{% **url** 'detail' question.id %}">{{ question.question\_text }}</**a**></**li**>

to point at the namespaced detail view:

polls/templates/polls/index.html

<**li**><**a** href="{% **url** **'polls:**detail' question.id %}">{{ question.question\_text }}</**a**></**li**>

# part 4

### Write a simple form

polls/templates/polls/detail.html

<**h1**>{{ question.question\_text }}</**h1**>

{% **if** error\_message %}<**p**><**strong**>{{ error\_message }}</**strong**></**p**>{% **endif** %}

<**form** action="{% **url** 'polls:vote' question.id %}" method="post">

{% **csrf\_token** %}

{% **for** choice **in** question.choice\_set.all %}

<**input** type="radio" name="choice" id="choice{{ forloop.counter }}" value="{{ choice.id }}" />

<**label** for="choice{{ forloop.counter }}">{{ choice.choice\_text }}</**label**><**br** />

{% **endfor** %}

<**input** type="submit" value="Vote" />

</**form**>

polls/urls.py

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

polls/views.py

**from** **django.shortcuts** **import** get\_object\_or\_404, render

**from** **django.http** **import** HttpResponseRedirect, HttpResponse

**from** **django.core.urlresolvers** **import** reverse

**from** **.models** **import** Choice, Question

# ...

**def** vote(request, question\_id):

question = get\_object\_or\_404(Question, pk=question\_id)

**try**:

selected\_choice = question.choice\_set.get(pk=request.POST['choice'])

**except** (**KeyError**, Choice.DoesNotExist):

# Redisplay the question voting form.

**return** render(request, 'polls/detail.html', {

'question': question,

'error\_message': "You didn't select a choice.",

})

**else**:

selected\_choice.votes += 1

selected\_choice.save()

# Always return an HttpResponseRedirect after successfully dealing

# with POST data. This prevents data from being posted twice if a

# user hits the Back button.

**return** HttpResponseRedirect(reverse('polls:results', args=(question.id,)))

After somebody votes in a question, the **vote()** view redirects to the results page for the question. Let’s write that view:

polls/views.py

**from** **django.shortcuts** **import** get\_object\_or\_404, render

**def** results(request, question\_id):

question = get\_object\_or\_404(Question, pk=question\_id)

**return** render(request, 'polls/results.html', {'question': question})

Now, create a **polls/results.html** template:

polls/templates/polls/results.html

<**h1**>{{ question.question\_text }}</**h1**>

<**ul**>

{% **for** choice **in** question.choice\_set.all %}

<**li**>{{ choice.choice\_text }} -- {{ choice.votes }} vote{{ choice.votes|pluralize }}</**li**>

{% **endfor** %}

</**ul**>

<**a** href="{% **url** 'polls:detail' question.id %}">Vote again?</**a**>

**Note**

The code for our vote() view does have a small problem. It first gets the selected\_choice object from the database, then computes the new value of votes, and then saves it back to the database. If two users of your website try to vote at *exactly the same time*, this might go wrong: The same value, let’s say 42, will be retrieved for votes. Then, for both users the new value of 43 is computed and saved, but 44 would be the expected value.

This is called a *race condition*. If you are interested, you can read [Avoiding race conditions using F()](https://docs.djangoproject.com/en/1.9/ref/models/expressions/#avoiding-race-conditions-using-f) to learn how you can solve this issue.

#### Avoid Race Conditions

# Tintin filed a news story!

reporter = Reporters.objects.get(name='Tintin')

reporter.stories\_filed += 1

reporter.save()

But instead we could also have done:

from django.db.models import F

reporter = Reporters.objects.get(name='Tintin')

reporter.stories\_filed = F('stories\_filed') + 1

reporter.save()

reporter = Reporters.objects.get(pk=reporter.pk)

# Or, more succinctly:

reporter.refresh\_from\_db()

### Use generic views: Less code is better

#### Amend URLconf

First, open the **polls/urls.py** URLconf and change it like so:

polls/urls.py

from django.conf.urls import url

from . import views

app\_name = 'polls'

urlpatterns = [

url(r'^$', views.IndexView.as\_view(), name='index'),

url(r'^(?P<pk>[0-9]+)/$', views.DetailView.as\_view(), name='detail'),

url(r'^(?P<pk>[0-9]+)/results/$', views.ResultsView.as\_view(), name='results'),

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

]

patterns has changed from **<question\_id>** to **<pk>**.

#### Amend views

polls/views.py

**from** **django.shortcuts** **import** get\_object\_or\_404, render

**from** **django.http** **import** HttpResponseRedirect

**from** **django.core.urlresolvers** **import** reverse

**from** **django.views** **import** generic

**from** **.models** **import** Choice, Question

**class** **IndexView**(generic.ListView):

template\_name = 'polls/index.html'

context\_object\_name = 'latest\_question\_list'

**def** get\_queryset(self):

"""Return the last five published questions."""

**return** Question.objects.order\_by('-pub\_date')[:5]

**class** **DetailView**(generic.DetailView):

model = Question

template\_name = 'polls/detail.html'

**class** **ResultsView**(generic.DetailView):

model = Question

template\_name = 'polls/results.html'

**def** vote(request, question\_id):

... # same as above, no changes needed.

For full details on generic views, see the [generic views documentation](https://docs.djangoproject.com/en/1.9/topics/class-based-views/).

# Part5

## Introducing automated testing

### Writing our first test

#### We identify a bug

check the method using the [**shell**](https://docs.djangoproject.com/en/1.9/ref/django-admin/#django-admin-shell):

>>> import datetime

>>> from django.utils import timezone

>>> from polls.models import Question

>>> # create a Question instance with pub\_date 30 days in the future

>>> future\_question = Question(pub\_date=timezone.now() + datetime.timedelta(days=30))

>>> # was it published recently?

>>> future\_question.was\_published\_recently()

True

#### Create a test to expose the bug

polls/tests.py

import datetime

from django.utils import timezone

from django.test import TestCase

from .models import Question

class QuestionMethodTests(TestCase):

def test\_was\_published\_recently\_with\_future\_question(self):

"""

was\_published\_recently() should return False for questions whose

pub\_date is in the future.

"""

time = timezone.now() + datetime.timedelta(days=30)

future\_question = Question(pub\_date=time)

self.assertEqual(future\_question.was\_published\_recently(), False)

#### Running tests

$ python manage.py test polls

and you’ll see something like:

Creating test database for alias 'default'...

F

======================================================================

FAIL: test\_was\_published\_recently\_with\_future\_question (polls.tests.QuestionMethodTests)

----------------------------------------------------------------------

Traceback (most recent call last):

File "/path/to/mysite/polls/tests.py", line 16, in test\_was\_published\_recently\_with\_future\_question

self.assertEqual(future\_question.was\_published\_recently(), False)

AssertionError: True != False

----------------------------------------------------------------------

Ran 1 test in 0.001s

FAILED (failures=1)

Destroying test database for alias 'default'...

#### Fixing the bug

polls/models.py

**def** was\_published\_recently(self):

now = timezone.now()

**return** now - datetime.timedelta(days=1) <= self.pub\_date <= now

and run the test again:

Creating test database for alias 'default'...

.

----------------------------------------------------------------------

Ran 1 test in 0.001s

OK

Destroying test database for alias 'default'...

### More comprehensive tests

polls/tests.py

**def** test\_was\_published\_recently\_with\_old\_question(self):

"""

was\_published\_recently() should return False for questions whose

pub\_date is older than 1 day.

"""

time = timezone.now() - datetime.timedelta(days=30)

old\_question = Question(pub\_date=time)

self.assertEqual(old\_question.was\_published\_recently(), False)

**def** test\_was\_published\_recently\_with\_recent\_question(self):

"""

was\_published\_recently() should return True for questions whose

pub\_date is within the last day.

"""

time = timezone.now() - datetime.timedelta(hours=1)

recent\_question = Question(pub\_date=time)

self.assertEqual(recent\_question.was\_published\_recently(), True)

### The Django test client

The first is to set up the test environment in the [**shell**](https://docs.djangoproject.com/en/1.9/ref/django-admin/#django-admin-shell):

>>> from django.test.utils import setup\_test\_environment

>>> setup\_test\_environment()

>>> from django.test import Client

>>> # create an instance of the client for our use

>>> client = Client()

With that ready, we can ask the client to do some work for us:

**>>>** # get a response from '/'

**>>>** response = client.get('/')

**>>>** # we should expect a 404 from that address

**>>>** response.status\_code

404

**>>>** # on the other hand we should expect to find something at '/polls/'

**>>>** # we'll use 'reverse()' rather than a hardcoded URL

**>>> from** **django.core.urlresolvers** **import** reverse

**>>>** response = client.get(reverse('polls:index'))

**>>>** response.status\_code

200

**>>>** response.content

b'\n\n\n <p>No polls are available.</p>\n\n'

**>>>** # note - you might get unexpected results if your ``TIME\_ZONE``

**>>>** # in ``settings.py`` is not correct. If you need to change it,

**>>>** # you will also need to restart your shell session

**>>> from** **polls.models** **import** Question

**>>> from** **django.utils** **import** timezone

**>>>** # create a Question and save it

**>>>** q = Question(question\_text="Who is your favorite Beatle?", pub\_date=timezone.now())

**>>>** q.save()

**>>>** # check the response once again

**>>>** response = client.get('/polls/')

**>>>** response.content

b'\n\n\n <ul>\n \n <li><a href="/polls/1/">Who is your favorite Beatle?</a></li>\n \n </ul>\n\n'

**>>>** # If the following doesn't work, you probably omitted the call to

**>>>** # setup\_test\_environment() described above

**>>>** response.context['latest\_question\_list']

[<Question: Who is your favorite Beatle?>]

### Improving our view

We need to amend the **get\_queryset()** method and change it so that it also checks the date by comparing it with **timezone.now()**. First we need to add an import:

polls/views.py

from django.utils import timezone

and then we must amend the **get\_queryset** method like so:

polls/views.py

**def** get\_queryset(self):

"""

Return the last five published questions (not including those set to be

published in the future).

"""

**return** Question.objects.filter(

pub\_date\_\_lte=timezone.now()

).order\_by('-pub\_date')[:5]

### Testing our new view

polls/tests.py

from django.core.urlresolvers import reverse

and we’ll create a shortcut function to create questions as well as a new test class:

polls/tests.py

**def** create\_question(question\_text, days):

"""

Creates a question with the given `question\_text` and published the

given number of `days` offset to now (negative for questions published

in the past, positive for questions that have yet to be published).

"""

time = timezone.now() + datetime.timedelta(days=days)

**return** Question.objects.create(question\_text=question\_text,

pub\_date=time)

**class** **QuestionViewTests**(TestCase):

**def** test\_index\_view\_with\_no\_questions(self):

"""

If no questions exist, an appropriate message should be displayed.

"""

response = self.client.get(reverse('polls:index'))

self.assertEqual(response.status\_code, 200)

self.assertContains(response, "No polls are available.")

self.assertQuerysetEqual(response.context['latest\_question\_list'], [])

**def** test\_index\_view\_with\_a\_past\_question(self):

"""

Questions with a pub\_date in the past should be displayed on the

index page.

"""

create\_question(question\_text="Past question.", days=-30)

response = self.client.get(reverse('polls:index'))

self.assertQuerysetEqual(

response.context['latest\_question\_list'],

['<Question: Past question.>']

)

**def** test\_index\_view\_with\_a\_future\_question(self):

"""

Questions with a pub\_date in the future should not be displayed on

the index page.

"""

create\_question(question\_text="Future question.", days=30)

response = self.client.get(reverse('polls:index'))

self.assertContains(response, "No polls are available.",

status\_code=200)

self.assertQuerysetEqual(response.context['latest\_question\_list'], [])

**def** test\_index\_view\_with\_future\_question\_and\_past\_question(self):

"""

Even if both past and future questions exist, only past questions

should be displayed.

"""

create\_question(question\_text="Past question.", days=-30)

create\_question(question\_text="Future question.", days=30)

response = self.client.get(reverse('polls:index'))

self.assertQuerysetEqual(

response.context['latest\_question\_list'],

['<Question: Past question.>']

)

**def** test\_index\_view\_with\_two\_past\_questions(self):

"""

The questions index page may display multiple questions.

"""

create\_question(question\_text="Past question 1.", days=-30)

create\_question(question\_text="Past question 2.", days=-5)

response = self.client.get(reverse('polls:index'))

self.assertQuerysetEqual(

response.context['latest\_question\_list'],

['<Question: Past question 2.>', '<Question: Past question 1.>']

)

### Testing the DetailView

polls/views.py

**class** **DetailView**(generic.DetailView):

...

**def** get\_queryset(self):

"""

Excludes any questions that aren't published yet.

"""

**return** Question.objects.filter(pub\_date\_\_lte=timezone.now())

polls/tests.py

class QuestionIndexDetailTests(TestCase):

def test\_detail\_view\_with\_a\_future\_question(self):

"""

The detail view of a question with a pub\_date in the future should

return a 404 not found.

"""

future\_question = create\_question(question\_text='Future question.',

days=5)

response = self.client.get(reverse('polls:detail',

args=(future\_question.id,)))

self.assertEqual(response.status\_code, 404)

def test\_detail\_view\_with\_a\_past\_question(self):

"""

The detail view of a question with a pub\_date in the past should

display the question's text.

"""

past\_question = create\_question(question\_text='Past Question.',

days=-5)

response = self.client.get(reverse('polls:detail',

args=(past\_question.id,)))

self.assertContains(response, past\_question.question\_text,

status\_code=200)

### When testing, more is better

* a separate **TestClass** for each model or view
* a separate test method for each set of conditions you want to test
* test method names that describe their function

### Further testing

* you can use an “in-browser” framework such as [Selenium](http://seleniumhq.org/) to test the way your HTML actually renders in a browser.
* Django includes [LiveServerTestCase](https://docs.djangoproject.com/en/1.9/topics/testing/tools/#django.test.LiveServerTestCase) to facilitate integration with tools like Selenium.
* [Testing in Django](https://docs.djangoproject.com/en/1.9/topics/testing/) has comprehensive information about testing.

# Part6

add a stylesheet and an image.

### Customize your *app’s* look and feel

First, create a directory called **static** in your **polls** directory.

One of the defaults is **AppDirectoriesFinder** which looks for a “static” subdirectory in each of the [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.9/ref/settings/#std:setting-INSTALLED_APPS),

**polls/static/polls/style.css**. Because of how the **AppDirectoriesFinder** staticfile finder works, you can refer to this static file in Django simply as **polls/style.css**

polls/static/polls/style.css

**li** **a** {

color: green;

}

Next, add the following at the top of **polls/templates/polls/index.html**:

polls/templates/polls/index.html

{% **load** staticfiles %}

<**link** rel="stylesheet" type="text/css" href="{% **static** 'polls/style.css' %}" />

### Adding a background-image

polls/static/polls/style.css

body {

background: white url("images/background.gif") no-repeat right bottom;

}

These are the **basics**. For more details on settings and other bits included with the framework see [the static files howto](https://docs.djangoproject.com/en/1.9/howto/static-files/) and [the staticfiles reference](https://docs.djangoproject.com/en/1.9/ref/contrib/staticfiles/). [Deploying static files](https://docs.djangoproject.com/en/1.9/howto/static-files/deployment/) discusses how to use static files on a real server.

# Part7

customizing the Django’s automatically-generated admin

### Customize the admin form

. Replace the **admin.site.register(Question)** line with:

polls/admin.py

from django.contrib import admin

from .models import Question

class QuestionAdmin(admin.ModelAdmin):

fields = ['pub\_date', 'question\_text']

admin.site.register(Question, QuestionAdmin)

the “Publication date” come before the “Question” field:
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you might want to split the form up into fieldsets:

polls/admin.py

from django.contrib import admin

from .models import Question

class QuestionAdmin(admin.ModelAdmin):

fieldsets = [

(None, {'fields': ['question\_text']}),

('Date information', {'fields': ['pub\_date']}),

]

admin.site.register(Question, QuestionAdmin)
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### Adding related objects

polls/admin.py

from django.contrib import admin

from .models import Choice, Question

# ...

admin.site.register(Choice)
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It’d be better if you could add a bunch of Choices directly when you create the **Question** object.

Remove the **register()** call for the **Choice** model. Then, edit the **Question** registration code to read:

polls/admin.py

from django.contrib import admin

from .models import Choice, Question

class ChoiceInline(admin.StackedInline):

model = Choice

extra = 3

class QuestionAdmin(admin.ModelAdmin):

fieldsets = [

(None, {'fields': ['question\_text']}),

('Date information', {'fields': ['pub\_date'], 'classes': ['collapse']}),

]

inlines = [ChoiceInline]

admin.site.register(Question, QuestionAdmin)
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One small problem, though. It takes a lot of screen space to display all the fields for entering related **Choice** objects.

polls/admin.py

class ChoiceInline(admin.TabularInline):

#...

With that **TabularInline** (instead of **StackedInline**), the related objects are displayed in a more compact, table-based format:
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### Customize the admin change list

polls/admin.py

**class** **QuestionAdmin**(admin.ModelAdmin):

# ...

list\_display = ('question\_text', 'pub\_date')

Just for good measure, let’s also include the **was\_published\_recently()** method from [Tutorial 2](https://docs.djangoproject.com/en/1.9/intro/tutorial02/):

polls/admin.py

**class** **QuestionAdmin**(admin.ModelAdmin):

# ...

list\_display = ('question\_text', 'pub\_date', 'was\_published\_recently')

Now the question change list page looks like this:
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Sort Model method attributes

polls/models.py

**class** **Question**(models.Model):

# ...

**def** was\_published\_recently(self):

now = timezone.now()

**return** now - datetime.timedelta(days=1) <= self.pub\_date <= now

was\_published\_recently.admin\_order\_field = 'pub\_date'

was\_published\_recently.boolean = True

was\_published\_recently.short\_description = 'Published recently?'

For more information on these method properties, see [**list\_display**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_display).

Edit your **polls/admin.py** file again and add an improvement to the **Question** change list page: filters using the [**list\_filter**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_filter). Add the following line to **QuestionAdmin**:

list\_filter = ['pub\_date']
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This is shaping up well. Let’s add some search capability:

search\_fields = ['question\_text']

Now’s also a good time to note that change lists give you free pagination. The default is to display 100 items per page. [**Change list pagination**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_per_page), [**search boxes**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.ModelAdmin.search_fields), [**filters**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_filter), [**date-hierarchies**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.ModelAdmin.date_hierarchy), and [**column-header-ordering**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_display) all work together like you think they should.

### Customize the admin look and feel

#### Customizing your *project’s* templates

Create a **templates** directory in your project directory (the one that contains **manage.py**).

Open your settings file (**mysite/settings.py**, remember) and add a [**DIRS**](https://docs.djangoproject.com/en/1.9/ref/settings/#std:setting-TEMPLATES-DIRS) option in the [**TEMPLATES**](https://docs.djangoproject.com/en/1.9/ref/settings/#std:setting-TEMPLATES) setting:

mysite/settings.py

TEMPLATES = [

{

'BACKEND': 'django.template.backends.django.DjangoTemplates',

'DIRS': [os.path.join(BASE\_DIR, 'templates')],

'APP\_DIRS': True,

'OPTIONS': {

'context\_processors': [

'django.template.context\_processors.debug',

'django.template.context\_processors.request',

'django.contrib.auth.context\_processors.auth',

'django.contrib.messages.context\_processors.messages',

],

},

},

]

Now create a directory called **admin** inside **templates**, and copy the template **admin/base\_site.html** from within the default Django admin template directory in the source code of Django itself (**django/contrib/admin/templates**) into that directory.

**Where are the Django source files?**

If you have difficulty finding where the Django source files are located on your system, run the following command:

**$** python -c "import django; print(django.\_\_path\_\_)"

Then, just edit the file and replace **{{ site\_header|default:\_('Django administration') }}** (including the curly braces) with your own site’s name as you see fit. You should end up with a section of code like:

{% **block** branding %}

<**h1** id="site-name"><**a** href="{% **url** 'admin:index' %}">Polls Administration</**a**></**h1**>

{% **endblock** %}

We use this approach to teach you how to override templates. In an actual project, you would probably use the [**django.contrib.admin.AdminSite.site\_header**](https://docs.djangoproject.com/en/1.9/ref/contrib/admin/#django.contrib.admin.AdminSite.site_header) attribute to more easily make this particular customization.

This template file contains lots of text like **{% block branding %}** and **{{ title }}**. The **{%** and **{{** tags are part of Django’s template language. When Django renders **admin/base\_site.html**, this template language will be evaluated to produce the final HTML page, just like we saw in [Tutorial 3](https://docs.djangoproject.com/en/1.9/intro/tutorial03/).

Note that any of Django’s default admin templates can be overridden. To override a template, just do the same thing you did with **base\_site.html** – copy it from the default directory into your custom directory, and make changes.

See the [template loading documentation](https://docs.djangoproject.com/en/1.9/topics/templates/#template-loading) for more information about how Django finds its templates.

### Customize the admin index page

The template to customize is **admin/index.html**. (Do the same as with **admin/base\_site.html** in the previous section – copy it from the default directory to your custom template directory). Edit the file, and you’ll see it uses a template variable called **app\_list**.

### What’s next?

If you are familiar with Python packaging and interested in learning how to turn polls into a “reusable app”, check out [Advanced tutorial: How to write reusable apps](https://docs.djangoproject.com/en/1.9/intro/reusable-apps/).