## Chapter 8: Many-to-many Relationship

The objective of this chapter is to explain many-to-many relationships. A many-to-many relationship is defined on two (or more) concepts. For example, there is a many-to-many relationship between the Course and Student concepts. A course has many students and a student may be enrolled in several courses. In general, in object oriented technologies, a many-to-many relationship is represented directly between the involved concepts. In relational databases, a many-to-many relationship is implemented through a third table representing participating tables. In Modelibra, a many-to-many relationship is represented with three concepts and two one-to-many relationships. This is done for several reasons. It happens often that there is at least one property specific to the many-to-many relationship. In that case, the third concept cannot be omitted. It is the fact that relational databases will stay around for quite some time. It is a common practice to work with an object model and save objects as table rows. Since one of the objectives of Modelibra is to provide an easy transfer of data from XML files to relational or object databases, representing a many-to-many relationship with three concepts and two one-to-many relationships is a rule.

With at least one many-to-many relationship a domain model becomes a network of concepts (at least one concept has two parent neighbors). In order to save a network model in hierarchically organized XML data files, a network must be decomposed in multiple hierarchies, each starting with an entry concept. This is accomplished by entry concepts as roots of hierarchies and internal one-to-many relationships. A hierarchy of concepts starts with an entry concept and continues with the internal neighbors only. A single hierarchy is saved in a single XML data file. An external relationship is used to reference a concept in another hierarchy (another XML data file). A hierarchy of concepts provides also a natural traversal of entities in views of the model.

### Domain Model

There is a new entry concept that represents members of this web application. The Member concept has several properties. The code and password properties will be used in subsequent spirals to allow a member to sign in. The code property is a user oriented id. In addition to oid, the code property is predefined in Modelibra. It is a property of the Entity class. The code property may be ignored and not configured. However, if the code property is used then its configuration must be defined in the XML configuration file. The basic member's properties are firstName and lastName. A member, must have an email, but she may decide to receive or not emails. The default value of the receiveEmail property is false. The beginning of a membership is indicated by the startDate property. Not all members have the same role. The most frequent role is regular. A member with the admin role has all access rights. The access rights will be handled together with the sign in procedure in one of future spirals.

There is a new many-to-many relationship defined on the Category and Member concepts. The third concept, representing the many-to-many relationship (the X sign in the upper right corner of the concept) is Interest. The concept is not entry. It has one specific property called description. There are two one-to-many relationships from the participating concepts to the many-to-many concept. The relationship between Member and Interest is internal (lighter line), while the relationship between Category and Interest is external (darker line). Thus, interests will be saved together with their Member parent in the member.xml data file. The concept id is defined by the member and category neighbors.
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### ModelibraModeler

When the Interest concept was created with two parent neighbors, for ModelibraModeler it was an intersection concept between the Category and Member concepts. An intersection concept has at least two parent neighbors, internal by default. As such, ModelibraModeler displays the ? sign in the right corner of the title area. The ? sign begs a designer to change one of the two participating relationships to external. This is done by invoking a pop-up menu on the line and un-selecting the *internal* check box (another way to change definitions of concepts and relationships is to use the *Dictionary* menu in the diagram window. ). If only one parent neighbor is internal and all others are external, ModelibraModeler displays the V sign, for the valid intersection concept, in the right corner of the title area. To change the intersection concept to the many-to-many concept, in a pop-up menu on each participating line, the *Part of Many-to-many?* check box must be selected to obtain the X sign in the right section of the title area. If an intersection concept is really the many-to-many concept, it is better to promote it to obtain the X sign. In this way, the generated code will be more precise to handle appropriately the many-to-many relationship.

### Domain Configuration

The reusable-domain-config.xml file has been regenerated from ModelibraModeler. There are new Member and Interest concept declarations with property and neighbor elements. The Category concept definition has one new external neighbor: interests.

<concept oid="1172170727628">

<code>Member</code>

<entitiesCode>Members</entitiesCode>

<entry>true</entry>

<properties>

<property oid="1172170799726">

<code>code</code>

<propertyClass>

java.lang.String

</propertyClass>

<maxLength>16</maxLength>

<required>true</required>

<unique>true</unique>

<essential>true</essential>

</property>

<property oid="1172170801885">

<code>password</code>

<propertyClass>

java.lang.String

</propertyClass>

<maxLength>16</maxLength>

<required>true</required>

<essential>false</essential>

<scramble>true</scramble>

</property>

<property oid="1172170806938">

<code>lastName</code>

<propertyClass>

java.lang.String

</propertyClass>

<maxLength>32</maxLength>

<required>true</required>

<essential>true</essential>

</property>

<property oid="1172170809433">

<code>firstName</code>

<propertyClass>

java.lang.String

</propertyClass>

<maxLength>32</maxLength>

<required>true</required>

<essential>true</essential>

</property>

<property oid="1172170826332">

<code>email</code>

<propertyClass>

java.lang.String

</propertyClass>

<validateType>true</validateType>

<validationType>

org.modelibra.type.Email

</validationType>

<maxLength>80</maxLength>

<required>true</required>

<essential>true</essential>

</property>

<property oid="1172170834118">

<code>receiveEmail</code>

<propertyClass>

java.lang.Boolean

</propertyClass>

<required>true</required>

<defaultValue>false</defaultValue>

<essential>false</essential>

</property>

<property oid="1172170850713">

<code>role</code>

<propertyClass>

java.lang.String

</propertyClass>

<maxLength>16</maxLength>

<required>true</required>

<defaultValue>regular</defaultValue>

<essential>false</essential>

</property>

<property oid="1172170853960">

<code>startDate</code>

<propertyClass>

java.util.Date

</propertyClass>

<maxLength>16</maxLength>

<required>true</required>

<defaultValue>today</defaultValue>

<essential>false</essential>

</property>

</properties>

<neighbors>

<neighbor oid="1172171109453">

<code>interests</code>

<destinationConcept>

Interest

</destinationConcept>

<inverseNeighbor>member</inverseNeighbor>

<internal>true</internal>

<partOfManyToMany>true</partOfManyToMany>

<type>child</type>

<min>0</min>

<max>N</max>

</neighbor>

</neighbors>

</concept>

<concept oid="1172170900466">

<code>Interest</code>

<entitiesCode>Interests</entitiesCode>

<properties>

<property oid="1172171104844">

<code>categoryOid</code>

<propertyClass>

java.lang.Long

</propertyClass>

<required>true</required>

<reference>true</reference>

<referenceNeighbor>

category

</referenceNeighbor>

<essential>false</essential> <referenceDropDownLookup>

true

</referenceDropDownLookup>

</property>

<property oid="1172171069177">

<code>description</code>

<propertyClass>

java.lang.String

</propertyClass>

<maxLength>510</maxLength>

<essential>false</essential>

</property>

</properties>

<neighbors>

<neighbor oid="1172171104844">

<code>category</code>

<destinationConcept>

Category

</destinationConcept>

<inverseNeighbor>interests</inverseNeighbor>

<internal>false</internal>

<partOfManyToMany>true</partOfManyToMany>

<type>parent</type>

<min>1</min>

<max>1</max>

<unique>true</unique>

</neighbor>

<neighbor oid="1172171109453">

<code>member</code>

<destinationConcept>

Member

</destinationConcept>

<inverseNeighbor>interests</inverseNeighbor>

<internal>true</internal>

<partOfManyToMany>true</partOfManyToMany>

<type>parent</type>

<min>1</min>

<max>1</max>

<unique>true</unique>

</neighbor>

</neighbors>

</concept>

<concept oid="1171894920503">

<code>Category</code>

<neighbor oid="1172171104844">

<code>interests</code>

<destinationConcept>

Interest

</destinationConcept>

<inverseNeighbor>category</inverseNeighbor>

<internal>false</internal>

<partOfManyToMany>true</partOfManyToMany>

<type>child</type>

<min>0</min>

<max>N</max>

</neighbor>

</concept>

All Member properties are required. The code property is unique. The password property has true for the scramble view element. That means that the password value will be scrambled in the web application. The email property is of the java.lang.String class but its value will be validated by the org.modelibra.type.Email class from Modelibra. The role property has regular as the default value. The default value of the startDate property is today. The interests child neighbor is between the Member and Interest concepts. It is internal and a part of the many-to-many relationship. This fact is initially indicated in ModelibraModeler by invoking the pop-up menu on the relationship line.

Since the relationship between Interest and Category concepts is external, the Interest child concept has the categoryOid reference property pointing to the parent category. The description property is not required (false by default if the element is not present), but if there is a value, its maximal length is 510 characters.

### Code Generation

As in the previous spiral, the code for the domain model and the web application is generated. The specific code from the previous spiral has been preserved by a selective code generation.

Since there are two new concepts, Member and Interest, and one new relationship linked to an existing concept, Category – Interest, the generic classes of the WebLink model and the Category concept must be regenerated and all classes for the Member and Interest concepts must be generated from scratch. In addition, since the Member concept is an entry into the model its empty XML data file must be generated. For convenience reasons, it would be helpful to update the specific-domain-config.xml file to include minimal declarations for the Member and Interest concepts as the basis for some specific changes, but without loosing already entered specific declarations for other concepts. This is accomplished by regenerating all specific minimal declarations and by including again the already entered specific declarations from the previous spiral. All this is related to the model changes. The code generation is done in the main method of the DmGenerator class in the first \*\*\* 2. section. There are two \*\*\* 2. sections, one for the model and one for the web application. When generating code, the choice must be made between the generation options that are presented as numbered sections. Another way to do it is to use the generateModelibraGenClasses method to regenerate all Gen classes and then generate the specific code related to the new concepts only.

The model changes effect also the code of the web application. The second \*\*\* 2. section of the main method generates page classes for the Member and Interest concepts. The application properties are regenerated to include text for the new concepts.

**package** dm.gen;

**import** org.modelibra.config.DomainConfig;

**public** **class** DmGenerator {

...

**public** **static** **void** main(String[] args) {

DmGenerator dmGenerator = **new** DmGenerator();

// \*\*\* Modelibra \*\*\*

// \*\*\* 1. Generate all \*\*\*

// dmGenerator.getDmModelibraGenerator().generate();

// \*\*\* 2. Generate new with preserving specific \*\*\*

// dmGenerator.getDmModelibraGenerator()

// .generateModelibraGenClasses();

// OR

dmGenerator.getDmModelibraGenerator().generateModelGenClass("WebLink");

dmGenerator.getDmModelibraGenerator().generateConceptGenClasses(

"WebLink", "Category");

dmGenerator.getDmModelibraGenerator().generateConceptClasses(

"WebLink", "Member");

dmGenerator.getDmModelibraGenerator().generateConceptClasses(

"WebLink", "Interest");

dmGenerator.getDmModelibraGenerator()

.generateEntryConceptEmptyXmlDataFile("WebLink", "Member");

// \*\*\* Optional: If done, be sure to have a backup of

// specific-domain-config.xml \*\*\*

dmGenerator.getDmModelibraGenerator().generateSpecificDomainConfig();

// \*\*\* 3. Generate what you do not want by using comments \*\*\*

// dmGenerator.getDmModelibraGenerator()

// .generateModelibraPartially();

// \*\*\* ModelibraWicket \*\*\*

// \*\*\* 1. Generate all \*\*\*

// dmGenerator.getDmModelibraWicketGenerator().generate();

// \*\*\* 2. Generate new with preserving specific \*\*\*

// dmGenerator.getDmModelibraWicketGenerator()

// .generateConceptPageClasses("WebLink");

// OR

dmGenerator.getDmModelibraWicketGenerator()

.generateConceptPageClasses("WebLink", "Member");

dmGenerator.getDmModelibraWicketGenerator()

.generateConceptPageClasses("WebLink", "Interest");

dmGenerator.getDmModelibraWicketGenerator()

.generateModelibraWicketAppProperties();

// \*\*\* 3. Generate what you do not want by using comments \*\*\*

// dmGenerator.getDmModelibraWicketGenerator()

// .generateModelibraWicketPartially();

}

}

The DmModelibraGenerator class has methods that allow a selective model code generation based on model changes.

**package** dm.gen;

**import** org.modelibra.config.ConceptConfig;

**import** org.modelibra.config.DomainConfig;

**import** org.modelibra.config.ModelConfig;

**import** org.modelibra.gen.DomainGenerator;

**import** org.modelibra.gen.DomainModelGenerator;

**import** org.modelibra.gen.ModelibraGenerator;

**public** **class** DmModelibraGenerator {

**private** DomainConfig domainConfig;

**private** ModelibraGenerator modelibraGenerator;

**private** String authors;

**private** String sourceDirectoryPath;

**private** String testDirectoryPath;

**public** DmModelibraGenerator(String domainCode, String domainType) {

DmConfig dmConfig = **new** DmConfig(domainCode, domainType);

domainConfig = dmConfig.getDomainConfig();

modelibraGenerator = **new** ModelibraGenerator(domainConfig);

authors = modelibraGenerator.getAuthors();

sourceDirectoryPath = modelibraGenerator.getSourceDirectoryPath();

testDirectoryPath = modelibraGenerator.getTestDirectoryPath();

}

...

**public** **void** generateModelGenClass(String modelCode) {

ModelConfig modelConfig = domainConfig.getModelConfig(modelCode);

String codeDirectoryPath = modelibraGenerator.getCodeDirectoryPath();

DomainModelGenerator modelGenerator = **new** DomainModelGenerator(

modelConfig, codeDirectoryPath);

modelGenerator.generateGenModel();

}

**public** **void** generateConceptClasses(String modelCode, String conceptCode) {

ModelConfig modelConfig = domainConfig.getModelConfig(modelCode);

String codeDirectoryPath = modelibraGenerator.getCodeDirectoryPath();

DomainModelGenerator modelGenerator = **new** DomainModelGenerator(

modelConfig, codeDirectoryPath);

ConceptConfig conceptConfig = modelConfig.getConceptConfig(conceptCode);

modelGenerator.generateConcept(conceptConfig);

}

**public** **void** generateConceptGenClasses(String modelCode, String conceptCode) {

ModelConfig modelConfig = domainConfig.getModelConfig(modelCode);

String codeDirectoryPath = modelibraGenerator.getCodeDirectoryPath();

DomainModelGenerator modelGenerator = **new** DomainModelGenerator(

modelConfig, codeDirectoryPath);

ConceptConfig conceptConfig = modelConfig.getConceptConfig(conceptCode);

modelGenerator.generateGenConcept(conceptConfig);

}

**public** **void** generateEntryConceptEmptyXmlDataFile(String modelCode,

String conceptCode) {

ModelConfig modelConfig = domainConfig.getModelConfig(modelCode);

String codeDirectoryPath = modelibraGenerator.getCodeDirectoryPath();

DomainModelGenerator modelGenerator = **new** DomainModelGenerator(

modelConfig, codeDirectoryPath);

ConceptConfig conceptConfig = modelConfig.getConceptConfig(conceptCode);

modelGenerator.generateEmptyXmlDataFile(conceptConfig);

}

}

Similarly, the DmModelibraWicketGenerator class has methods that allow a selective web application code generation based on the same model changes.

**package** dm.gen;

**import** org.modelibra.config.ConceptConfig;

**import** org.modelibra.config.DomainConfig;

**import** org.modelibra.config.ModelConfig;

**import** org.modelibra.wicket.gen.DomainWicketGenerator;

**import** org.modelibra.wicket.gen.ModelibraWicketGenerator;

**public** **class** DmModelibraWicketGenerator {

**private** ModelibraWicketGenerator modelibraWicketGenerator;

**private** DomainConfig domainConfig;

**public** DmModelibraWicketGenerator(DomainConfig domainConfig,

String authors, String sourceDirectoryPath) {

**this**.domainConfig = domainConfig;

modelibraWicketGenerator = **new** ModelibraWicketGenerator(

domainConfig, authors, sourceDirectoryPath);

}

...

**public** **void** generateModelibraWicketAppProperties() {

modelibraWicketGenerator.getDomainWicketGenerator()

.generateDomainAppProperties();

}

**public** **void** generateConceptPageClasses(String modelCode) {

ModelConfig modelConfig = domainConfig.getModelConfig(modelCode);

DomainWicketGenerator domainWicketGenerator = modelibraWicketGenerator

.getDomainWicketGenerator();

**for** (ConceptConfig conceptConfig : modelConfig.getConceptsConfig()) {

domainWicketGenerator

.generateDomainModelConceptUpdateTablePage(conceptConfig);

domainWicketGenerator

.generateDomainModelConceptDisplayTablePage(conceptConfig);

domainWicketGenerator

.generateDomainModelConceptDisplayListPage(conceptConfig);

domainWicketGenerator

.generateDomainModelConceptDisplaySlidePage(conceptConfig);

}

}

**public** **void** generateConceptPageClasses(String modelCode, String conceptCode) {

ModelConfig modelConfig = domainConfig.getModelConfig(modelCode);

DomainWicketGenerator domainWicketGenerator = modelibraWicketGenerator

.getDomainWicketGenerator();

ConceptConfig conceptConfig = modelConfig.getConceptConfig(conceptCode);

domainWicketGenerator.generateDomainModelConcept(conceptConfig);

}

}

The selective code generation is a very important feature of Modelibra. It allows developers to accept model changes without loosing the productivity edge. Of course, it is always preferable not to have those changes in later phases of the project, but often reality is different and the selective code generation is a way to avoid the specification freeze, which does not serve users of the web application, and it is also a mechanism to avoid the development stress, which does not serve none of the stakeholders.

It is important to clean up the generated code by using the *Ctrl-Shift* and *O F S* keyboard keys in Eclipse to leave the code in a readable format.

After the code generation, some new specific code has been added to the specific classes. Finally, the new JUnit tests have been included in concepts' test classes.

### Many-to-many Relationship

For the sake of space, only the code related to the many-to-many relationship will be presented. There is nothing new to explain in the generated GenMember abstract class.

**package** dmeduc.weblink.member;

**import** java.util.Date;

**import** org.apache.commons.logging.Log;

**import** org.apache.commons.logging.LogFactory;

**import** org.modelibra.Entity;

**import** org.modelibra.IDomainModel;

**import** dmeduc.weblink.interest.Interests;

**public** **abstract** **class** GenMember **extends** Entity<Member> {

...

/\* ======= internal child neighbors ======= \*/

**private** Interests interests;

**public** GenMember(IDomainModel model) {

**super**(model);

// internal child neighbors only

setInterests(**new** Interests((Member) **this**));

}

/\* ======= internal child set and get methods ======= \*/

**public** **void** setInterests(Interests interests) {

**this**.interests = interests;

**if** (interests != **null**) {

interests.setMember((Member) **this**);

}

}

**public** Interests getInterests() {

**return** interests;

}

}

The generated GenMembers abstract class has only one method related to the many-to-many relationship. The method is called getCategoryInterests and has one parameter of the Category entity class called category. The method is used to retrieve interests of the given category based the Member entry concept. Recall that the Category – Interest is an external relationship, while the Member – Interest is an internal relationship. The new interests object of the Interests entities class is created with the given category as its parent. For each member, her interests are obtained and the specific interest with the member and category parents is looked for. If found, the interest object is added to the interests object. After all members are checked, the interests object with all interests for the given category is returned as the result. If the category does not have any interests , the empty interests object is returned. This method is called in the getInterests method of the GenCategory class.

**package** dmeduc.weblink.member;

**import** java.util.Comparator;

**import** org.apache.commons.logging.Log;

**import** org.apache.commons.logging.LogFactory;

**import** org.modelibra.Entities;

**import** org.modelibra.IDomainModel;

**import** org.modelibra.ISelector;

**import** org.modelibra.Oid;

**import** org.modelibra.PropertySelector;

**import** dmeduc.weblink.category.Category;

**import** dmeduc.weblink.interest.Interest;

**import** dmeduc.weblink.interest.Interests;

**public** **abstract** **class** GenMembers **extends** Entities<Member> {

...

**public** GenMembers(IDomainModel model) {

**super**(model);

}

...

/\*

\* ======= for each internal (part of) many-to-many child: get entities

\* method based on the many-to-many external parent =======

\*/

**public** Interests getCategoryInterests(Category category) {

Interests interests = **new** Interests(category);

**for** (Member member : **this**) {

Interest interest = member.getInterests().getInterest(member,

category);

**if** (interest != **null**) {

interests.add(interest);

}

}

**return** interests;

}

...

}

The GenCategory class has the interests child neighbor. As external, the neighbor is not created in the constructor as the internal child neighbors. Thus, after the construction of the GenCategory object, the interests neighbor stays null. When the getInterests method is invoked for the first time, the interests object is null. First, the members entry is obtained from the model. Then, the getCategoryInterests method on the members object is called to obtain the category interests. Finally, the category interests are then set and returned. In this way, the external relationship is recreated from the objects already present in the model and, after that, it will behave as if it were the internal relationship. Hence, the next time, the interests object will not be null and it will be returned directly.

**package** dmeduc.weblink.category;

**import** org.apache.commons.logging.Log;

**import** org.apache.commons.logging.LogFactory;

**import** org.modelibra.Entity;

**import** org.modelibra.IDomainModel;

**import** dmeduc.weblink.WebLink;

**import** dmeduc.weblink.interest.Interests;

**import** dmeduc.weblink.member.Members;

**import** dmeduc.weblink.question.Questions;

**import** dmeduc.weblink.url.Urls;

**public** **abstract** **class** GenCategory **extends** Entity<Category> {

...

/\* ======= external child neighbors ======= \*/

**private** Interests interests;

**public** GenCategory(IDomainModel model) {

**super**(model);

// internal child neighbors only

setUrls(**new** Urls((Category) **this**));

setCategories(**new** Categories((Category) **this**));

}

/\* ====== external (part of) many-to-many child set and get methods ====== \*/

**public** **void** setInterests(Interests interests) {

**this**.interests = interests;

**if** (interests != **null**) {

interests.setCategory((Category) **this**);

}

}

**public** Interests getInterests() {

**if** (interests == **null**) {

WebLink webLink = (WebLink) getModel();

Members members = webLink.getMembers();

setInterests(members.getCategoryInterests((Category) **this**));

}

**return** interests;

}

}

There is nothing in the GenCategories class related to the many-to-many relationship.

The generated GenInterest abstract class has two parent neighbors. The member parent neighbor is internal, while the category parent neighbor is external. There is also the categoryOid reference property that is used to derive the category external parent. Recall that only the categoryOid number is saved in the member.xml data file. Both parent neighbors are parameters of the second constructor. They are set by the set parent methods. The second constructor first invokes the first constructor with the this keyword. The second constructor should be used in the application programming, whenever this is possible. During the loading process, done by Modelibra, the category is not immediately known, but the categoryOid reference property is available. The setCategoryOid method does not derive the corresponding category from the categories entry. This is done in the getCategory method by obtaining the categories entry object and by invoking the getReflexiveCategory method, with the categoryOid argument, on the categories entry object. The redundancy between the reference property and the external parent neighbor is maintained by their set and get methods.

**package** dmeduc.weblink.interest;

**import** org.apache.commons.logging.Log;

**import** org.apache.commons.logging.LogFactory;

**import** org.modelibra.Entity;

**import** org.modelibra.IDomainModel;

**import** dmeduc.weblink.WebLink;

**import** dmeduc.weblink.category.Categories;

**import** dmeduc.weblink.category.Category;

**import** dmeduc.weblink.member.Member;

**public** **abstract** **class** GenInterest **extends** Entity<Interest> {

...

/\* ======= reference properties ======= \*/

**private** Long categoryOid;

/\* ======= internal parent neighbors ======= \*/

**private** Member member;

/\* ======= external parent neighbors ======= \*/

**private** Category category;

/\* ======= base constructor ======= \*/

**public** GenInterest(IDomainModel model) {

**super**(model);

// internal child neighbors only

}

/\* ======= parent argument(s) constructor ======= \*/

**public** GenInterest(Member member, Category category) {

**this**(category.getModel());

// parents

setMember(member);

setCategory(category);

}

/\* ======= reference property set and get methods ======= \*/

**public** **void** setCategoryOid(Long categoryOid) {

**this**.categoryOid = categoryOid;

category = **null**;

}

**public** Long getCategoryOid() {

**return** categoryOid;

}

/\* ======= external parent set and get methods ======= \*/

/\*\*

\* Sets category.

\*

\* **@param** category

\* category

\*/

**public** **void** setCategory(Category category) {

**this**.category = category;

**if** (category != **null**) {

categoryOid = category.getOid().getUniqueNumber();

} **else** {

categoryOid = **null**;

}

}

/\*\*

\* Gets category.

\*

\* **@return** category

\*/

**public** Category getCategory() {

**if** (category == **null**) {

WebLink webLink = (WebLink) getModel();

Categories categories = webLink.getCategories();

**if** (categoryOid != **null**) {

category = categories.getReflexiveCategory(categoryOid);

}

}

**return** category;

}

}

The GenInterests class has also two parents, the member internal parent and the category external parent. The difference between the GenInterests and GenInterest classes is that in the GenInterest class both parents are not null after the model initialization, while in the GenInterests class only one of the parents is not null. When interests are of the category parent, the member parent is null. When interests are of the member parent, the category parent is null. In other words, the interests object is created either by the second constructor, which has the member parameter, or the third constructor, which has the category parameter. If the interests object is created with the first constructor, both parents are null. This is the reason that the first constructor should not be lightly used. It is there mostly for Java reflection [Reflection] used often in Modelibra.

Since each interest must (again, ignore the constructor without two parents) have both Member and Category parents, and since the id of the Interest concept is determined by those two parents, it is possible to obtain at most one interest by the getInterest method. If such an interest does not exist, null is returned.

**package** dmeduc.weblink.interest;

**import** java.util.Comparator;

**import** org.apache.commons.logging.Log;

**import** org.apache.commons.logging.LogFactory;

**import** org.modelibra.Entities;

**import** org.modelibra.IDomainModel;

**import** org.modelibra.ISelector;

**import** org.modelibra.DomainModel;

**import** org.modelibra.Oid;

**import** dmeduc.weblink.category.Category;

**import** dmeduc.weblink.member.Member;

**public** **abstract** **class** GenInterests **extends** Entities<Interest> {

/\* ======= internal parent neighbors ======= \*/

**private** Member member;

/\* ======= external parent neighbors ======= \*/

**private** Category category;

/\* ======= base constructor ======= \*/

**public** GenInterests(IDomainModel model) {

**super**(model);

}

/\* ======= parent argument constructors ======= \*/

**public** GenInterests(Member member) {

**this**(member.getModel());

// parent

setMember(member);

}

**public** GenInterests(Category category) {

**this**(category.getModel());

// parent

setCategory(category);

}

/\* ======= external parent set and get methods ======= \*/

**public** **void** setCategory(Category category) {

**this**.category = category;

}

**public** Category getCategory() {

**return** category;

}

/\*

\* ======= for a many-to-many concept: get entity method based on all

\* many-to-many parents =======

\*/

**public** Interest getInterest(Member member, Category category) {

**for** (Interest interest : **this**) {

**if** (interest.getMember() == member

&& interest.getCategory() == category) {

**return** interest;

}

}

**return** **null**;

}

/\* ======= for a many-to-many concept: post add propagation ======= \*/

**protected** **boolean** postAdd(Interest interest) {

**if** (!isPost()) {

**return** **true**;

}

**boolean** post = **true**;

**if** (**super**.postAdd(interest)) {

DomainModel model = (DomainModel) getModel();

**if** (model.isInitialized()) {

Member member = getMember();

**if** (member == **null**) {

Member interestMember = interest.getMember();

**if** (!interestMember.getInterests().contain(interest)) {

post = interestMember.getInterests().add(interest);

}

}

Category category = getCategory();

**if** (category == **null**) {

Category interestCategory = interest.getCategory();

**if** (!interestCategory.getInterests().contain(interest)) {

post = interestCategory.getInterests().add(interest);

}

}

}

} **else** {

post = **false**;

}

**return** post;

}

/\* ======= for a many-to-many concept: post remove propagation ======= \*/

**protected** **boolean** postRemove(Interest interest) {

**if** (!isPost()) {

**return** **true**;

}

**boolean** post = **true**;

**if** (**super**.postRemove(interest)) {

Member member = getMember();

**if** (member == **null**) {

Member interestMember = interest.getMember();

**if** (interestMember.getInterests().contain(interest)) {

post = interestMember.getInterests().remove(interest);

}

}

Category category = getCategory();

**if** (category == **null**) {

Category interestCategory = interest.getCategory();

**if** (interestCategory.getInterests().contain(interest)) {

post = interestCategory.getInterests().remove(interest);

}

}

} **else** {

post = **false**;

}

**return** post;

}

/\* ======= for a many-to-many concept: post update propagation ======= \*/

**protected** **boolean** postUpdate(Interest beforeInterest, Interest afterInterest){

**if** (!isPost()) {

**return** **true**;

}

**boolean** post = **true**;

**if** (**super**.postUpdate(beforeInterest, afterInterest)) {

Member beforeInterestMember = beforeInterest.getMember();

Member afterInterestMember = afterInterest.getMember();

**if** (beforeInterestMember != afterInterestMember) {

post = beforeInterestMember.getInterests().remove(

beforeInterest);

**if** (post) {

post = afterInterestMember.getInterests()

.add(afterInterest);

**if** (!post) {

beforeInterestMember.getInterests()

.add(beforeInterest);

}

}

}

Category beforeInterestCategory = beforeInterest.getCategory();

Category afterInterestCategory = afterInterest.getCategory();

**if** (beforeInterestCategory != afterInterestCategory) {

post = beforeInterestCategory.getInterests().remove(

beforeInterest);

**if** (post) {

post = afterInterestCategory.getInterests().add(

afterInterest);

**if** (!post) {

beforeInterestCategory.getInterests().add(

beforeInterest);

}

}

}

} **else** {

post = **false**;

}

**return** post;

}

...

}

When a new interest, with the member and category parameters in the constructor, is created and the added to the interests object of the member parent, the same interest object must be added to the interests objects of the corresponding category. This is done by the postAdd protected method. The add method of Modelibra calls the postAdd method. If the post action should be done (the default is true), the generated postAdd method calls first the postAdd method of Modelibra in which Modelibra validates the id constraint. If the new interest satisfies the id constraint, the post add propagation is done but only if the model has been initialized. This is done to avoid unnecessary validations in the model initialization (loading) process. If the interests objects belongs to a category, the member neighbor of the interests object is null, and the new interest is added to the not null member obtained from the interest parameter. If the interests objects belongs to a member, the category neighbor of the interests object is null, and the new interest is added to the not null category obtained from the interest parameter. In this way, the model stays consistent. Otherwise, a user would find that an interest that relates a certain member and a certain category, exists in the collection of interests of the member, but not in the collection of interests of the category. In this situation, a user would loose confidence in the model and in Modelibra.

The postRemove and postUpdate protected methods follow a similar reasoning.

The generic code that maintains the redundancy of a many-to-many relationship is rather complex. Fortunately, this code is generated. However, the understanding of the generated code increases the confidence of a programmer for Modelibra.

### Specific Code

The Members class has a few specific methods.

The getMemberByCode method calls the getMember generated method, which in turns calls the retrieveByProperty method from Modelibra.

**public** Member getMemberByCode(String code) {

**return** getMember("code", code);

}

The following three specific methods use the PropertySelector class from Modelibra to define a selection of members based on a property.

**public** Members getReceiveEmailMembers() {

PropertySelector propertySelector = **new** PropertySelector("receiveEmail");

propertySelector.defineEqual(Boolean.*TRUE*);

**return** getMembers(propertySelector);

}

**public** Members getRecentMembers(Date beforeRecentDate) {

PropertySelector propertySelector = **new** PropertySelector("startDate");

propertySelector.defineGreaterThan(beforeRecentDate);

**return** getMembers(propertySelector);

}

**public** Members getAdminMembers() {

PropertySelector propertySelector = **new** PropertySelector("role");

propertySelector.defineEqual("admin");

**return** getMembers(propertySelector);

}

The getRegularMembersThatReceiveEmail specific method calls the selectByMethod method from Modelibra to select all members that satisfy the isRegularReceiveEmail specific method defined in the Member class.

**public** Members getRegularMembersThatReceiveEmail() {

**return** (Members) selectByMethod("isRegularReceiveEmail");

}

**public** **boolean** isRegularReceiveEmail() {

**boolean** selected = **false**;

**if** (getRole().equals("regular") && isReceiveEmail()) {

selected = **true**;

}

**return** selected;

}

The getMembersOrderedByLastFirstName specific method sorts members first by the last name then by the first name. The method uses the CompositeComparator class from Modelibra to define the composite order that is then passed to the getMembers method of the GenMembers class.

**public** Members getMembersOrderedByLastFirstName(**boolean** ascending) {

CompositeComparator compositePropertyComparator = **new** CompositeComparator(

**new** PropertyComparator("lastName"), **new** PropertyComparator(

"firstName"));

**return** getMembers(compositePropertyComparator, ascending);

}

There are two specific methods related to emails. The getEmails method returns a list of emails of members. The emailMessage method may be used to send the same message to members. The actual sending of an email is delegated to the EmailConfig utility class that can be found in the org.modelibra.util package. The emailMessage method has not been used in this spiral.

**public** List<String> getEmails() {

List<String> emails = **new** ArrayList<String>();

**for** (Member member : **this**) {

emails.add(member.getEmail().toString());

}

**return** emails;

}

**public** **void** emailMessage(EmailConfig emailConfig, String subject,

String message) {

**try** {

**for** (Member member : **this**) {

emailConfig

.send(member.getEmail().toString(), subject, message);

}

} **catch** (DmException e) {

*log*.error("Error in Members.emailMessage: " + e.getMessage());

}

}

In order to support the sending of messages, there must be a valid email configuration in the email-config.xml file located in the config directory. If there is more than one email configuration, the last configuration is used.

<emails>

<email oid="1">

<code>vlgiiora</code>

<toSendEmail>yes</toSendEmail>

<from>dzenan.ridjanovic@videotron.ca</from>

<outServer>relais.videotron.ca</outServer>

<password>xxxxxxxx</password>

</email>

<email oid="2">

<code>ridjanod</code>

<toSendEmail>yes</toSendEmail>

<from>dzenan.ridjanovic@fsa.ulaval.ca</from>

<outServer>hermes.ulaval.ca</outServer>

<password>xxxxxxxx</password>

</email>

</emails>

The validation of member roles is done with the postAdd and postUpdate specific methods (of the specific Members class). The actual validation is done by the hasValidRole method of the Member class. The valid roles are currently admin and regular. If a member has a role that is not valid, the post method will fail and the action will not be completed. If there is a validation error, the Member.role.validation key is used to keep the error message in the current object of the Members class.

**protected** **boolean** postAdd(Member member) {

**if** (!isPost()) {

**return** **true**;

}

**boolean** validMember = **false**;

**if** (**super**.postAdd(member)) {

validMember = member.hasValidRole();

**if** (!validMember) {

getErrors().add("Member.role.validation",

"Role must be regular or admin.");

}

}

**return** validMember;

}

**protected** **boolean** postUpdate(Member beforeMember, Member afterMember) {

**if** (!isPost()) {

**return** **true**;

}

**boolean** validMember = **false**;

**if** (**super**.postUpdate(beforeMember, afterMember)) {

validMember = afterMember.hasValidRole();

**if** (!validMember) {

getErrors().add("Member.role.validation",

"Role must be regular or admin.");

}

}

**return** validMember;

}

**protected** **boolean** hasValidRole() {

**boolean** valid = **false**;

**if** ((getRole().equals("regular"))

|| (getRole().equals("admin"))) {

valid = **true**;

}

**return** valid;

}

In addition¸ the same error key is added to the application specific properties file. The international version of the web application will be handled in one of future spirals. Until then, the specific properties file will be in English. The application generic file, which is generated, is called DmEducApp.properties and it is placed in the dmeduc.wicket.app package. The application specific file in English is named DmEducApp\_en.properties, and is located in the same package. The specific properties file is not generated. Its purpose is to customize text messages that appear in web pages. Its content is presented here as key=property pairs.

Url.creationDate=Creation Date

Url.creationDate.required=Creation Date is required.

Url.creationDate.length=Creation Date is longer than 16.

Url.updateDate=Update Date

Url.updateDate.length=Update Date is longer than 16.

Comment.creationDate=Creation Date

Comment.creationDate.required=Creation Date is required.

Comment.creationDate.length=Creation Date is longer than 16.

Category.name=Category

Category.name.required=Category is required.

Category.name.length=Category is longer than 64.

Question.categoryOid=Category

Question.creationDate=Creation Date

Question.creationDate.required=Creation Date is required.

Question.creationDate.length=Creation Date is longer than 16.

Member.lastName=Last Name

Member.lastName.required=Last Name is required.

Member.lastName.length=Last Name is longer than 32.

Member.firstName=First Name

Member.firstName.required=First Name is required.

Member.firstName.length=First Name is longer than 32.

Member.receiveEmail=ReceiveEmail

Member.receiveEmail.required=ReceiveEmail is required.

Member.role.validation=Role is not valid: must be regular or admin.

Member.startDate.required=Start Date is required.

Member.startDate.length=Start Date is longer than 16.

Interest.categoryOid=Category

There is no specific code in the Interest and Interests classes.

### JUnit Tests

The MembersTest class has seven tests. The emptyMember test tries to add a member with empty but not null properties. This test can be executed in Eclipse, without other tests from this class, by selecting the method in the Package Explorer section of Eclipse and using the pop-up menu to *Run As/JUnit Test*. The test assertion that there will be an error is true (or more precisely, the test assertion that the error collection will be empty is false). The error appears in the log.

Member.email.validation = Property Member.email (Email) is not valid based on the org.modelibra.type.Email validation type.

Note that required String properties accept the "" empty text (not null) as a valid value. The emptyMemberWithEmail test shows that when the valid email is provided there is no error. The test assertion that the error collection will be empty is true. The test uses a valid email but other required properties are still empty. This time there is no error and the new member is created with default values for the receiveEmail, role and startDate properties. This shows a need for an additional validation for String properties either in Modelibra or at least in the specific postAdd and postUpdate methods.

<member oid="1194560481216">

<code></code>

<password></password>

<lastName></lastName>

<firstName></firstName>

<email>empty.member@empty.com</email>

<receiveEmail>false</receiveEmail>

<role>regular</role>

<startDate>2007-11-08</startDate>

</member>

However, when the empty space is replaced by null in the nullMemberWithEmail test, there is an error.

The allMembersReceiveEmail test updates all members to receive email in future. The profRole test has the false assertion since the “prof” role does not exist. The specific postUpdate method in the Members class does not accept the “prof” role. The validation error message, which appears in the log, is

Member.role.validation = Role must be regular or admin.

In contrast, the adminRole test has the true assertion. Thus, the test succeeds in updating the “role” property to the valid “admin” value.

The nonEmptyMember test finds a member with the empty code and updates the member to some valid values.

**package** dmeduc.weblink.member;

**import** **static** org.junit.Assert.*assertFalse*;

**import** **static** org.junit.Assert.*assertTrue*;

**import** org.junit.After;

**import** org.junit.Before;

**import** org.junit.BeforeClass;

**import** org.junit.Test;

**import** org.modelibra.util.OutTester;

**import** dmeduc.DmEducTest;

**public** **class** MembersTest {

**private** **static** Members *members*;

@BeforeClass

**public** **static** **void** beforeMembers() **throws** Exception {

*members* = DmEducTest.*getSingleton*().getDmEduc().getWebLink()

.getMembers();

}

@Before

**public** **void** beforeTest() **throws** Exception {

*members*.getErrors().empty();

}

@Test

**public** **void** emptyMember() **throws** Exception {

OutTester.*outputText*("=== Test: Empty Member ===");

String code = "";

String password = "";

String lastName = "";

String firstName = "";

String email = "";

*members*.createMember(code, password, lastName, firstName, email);

*assertFalse*(*members*.getErrors().isEmpty());

}

@Test

**public** **void** emptyMemberWithEmail() **throws** Exception {

OutTester.*outputText*("=== Test: Empty Member With Email ===");

String code = "";

String password = "";

String lastName = "";

String firstName = "";

String email = "empty.member@empty.com";

*members*.createMember(code, password, lastName, firstName, email);

*assertTrue*(*members*.getErrors().isEmpty());

}

@Test

**public** **void** nullMemberWithEmail() **throws** Exception {

OutTester.*outputText*("=== Test: Null Member With Email ===");

String code = **null**;

String password = **null**;

String lastName = **null**;

String firstName = **null**;

String email = "empty.member@empty.com";

*members*.createMember(code, password, lastName, firstName, email);

*assertFalse*(*members*.getErrors().isEmpty());

}

@Test

**public** **void** allMembersReceiveEmail() **throws** Exception {

OutTester.*outputText*("=== Test: All Members Receive Email ===");

**for** (Member member : *members*) {

Member memberCopy = member.copy();

memberCopy.setReceiveEmail(**true**);

*members*.update(member, memberCopy);

}

*assertTrue*(*members*.getErrors().isEmpty());

}

@Test

**public** **void** profRole() **throws** Exception {

OutTester.*outputText*("=== Test: Prof Role ===");

Member dr = *members*.getMemberByCode("dr");

**if** (dr != **null**) {

Member memberCopy = dr.copy();

memberCopy.setRole("prof");

*members*.update(dr, memberCopy);

*assertFalse*(*members*.getErrors().isEmpty());

}

}

@Test

**public** **void** adminRole() **throws** Exception {

OutTester.*outputText*("=== Test: Admin Role ===");

Member dr = *members*.getMemberByCode("dr");

**if** (dr != **null**) {

Member memberCopy = dr.copy();

memberCopy.setRole("admin");

*members*.update(dr, memberCopy);

*assertTrue*(*members*.getErrors().isEmpty());

}

}

@Test

**public** **void** nonEmptyMember() **throws** Exception {

OutTester.*outputText*("=== Test: Non Empty Member ===");

Member member = *members*.getMemberByCode("");

**if** (member != **null**) {

Member memberCopy = member.copy();

memberCopy.setCode("tj");

memberCopy.setPassword("tj");

memberCopy.setLastName("Jacobs");

memberCopy.setFirstName("Tom");

memberCopy.setEmail("tom.jacobs@gmail.com");

*members*.update(member, memberCopy);

*assertTrue*(*members*.getErrors().isEmpty());

}

}

@After

**public** **void** afterTest() **throws** Exception {

*members*.getErrors().output("Members");

}

}

The InterestsTest class has two tests. The webMeetingInterest test is done for the member with the “dr” code. This member is found in the beforeInterests method that has the @BeforeClass annotation. The beforeInterests method is called only once before all tests of this class. It finds members and categories entry points into the model. The interests non-entry is found for the “dr” member. The webMeetingInterest test adds a new interest for the member with the “dr” code. The interest is for the “Web Meeting” category. The “Web Meeting” category is a sub-category of the “Education” root category. The “Web Meeting” is obtained by the getCategoryByName method of the Categories class. The getCategoryByName method delegates the task of retrieving a sub-category to the getReflexiveCategory method of the Categories class.

The educationInterests test is not done for the member with the “dr” code. It displays, in the log, interests of the “Education” category. Since the interests property of the test class is not related any more to the member with the “dr” code, the beforeTest method finds the member's interests again, thus providing a valid pre-condition for an eventual new test based on the chosen member's interests.

**package** dmeduc.weblink.interest;

**import** **static** org.junit.Assert.*assertTrue*;

**import** org.junit.After;

**import** org.junit.Before;

**import** org.junit.BeforeClass;

**import** org.junit.Test;

**import** org.modelibra.util.OutTester;

**import** dmeduc.DmEducTest;

**import** dmeduc.weblink.category.Categories;

**import** dmeduc.weblink.category.Category;

**import** dmeduc.weblink.member.Member;

**import** dmeduc.weblink.member.Members;

**public** **class** InterestsTest {

**private** **static** Members *members*;

**private** **static** Member *member*;

**private** **static** Categories *categories*;

**private** **static** Interests *interests*;

@BeforeClass

**public** **static** **void** beforeInterests() **throws** Exception {

*members* = DmEducTest.*getSingleton*().getDmEduc().getWebLink()

.getMembers();

*member* = *members*.getMemberByCode("dr");

*interests* = *member*.getInterests();

*categories* = DmEducTest.*getSingleton*().getDmEduc().getWebLink()

.getCategories();

}

@Before

**public** **void** beforeTest() **throws** Exception {

**if** (*interests*.getMember() == **null**) {

*interests* = *member*.getInterests();

}

*interests*.getErrors().empty();

}

@Test

**public** **void** webMeetingInterest() **throws** Exception {

OutTester.*outputText*("=== Test: Web Meeting Interest ===");

Category category = *categories*.getCategoryByName("Web Meeting");

**if** (category != **null**) {

Interest interest = *interests*.getInterest(*member*, category);

**if** (interest == **null**) {

interest = **new** Interest(*member*, category);

interest.setDescription("I teach over Internet.");

*interests*.add(interest);

} **else** {

OutTester.*outputText*("--- " + interest.getOid()

+ " interest already exists. ---");

}

*assertTrue*(*interests*.getErrors().isEmpty());

}

}

@Test

**public** **void** educationInterests() **throws** Exception {

OutTester.*outputText*("=== Test: Education Interests ===");

Category category = *categories*.getCategoryByName("Education");

**if** (category != **null**) {

*interests* = category.getInterests();

*interests*.output(category.getName() + " (" + category.getOid()

+ ") Interests");

*assertTrue*(*interests*.getErrors().isEmpty());

}

}

@After

**public** **void** afterTest() **throws** Exception {

*interests*.getErrors().output("Interests");

}

}

The CategoriesTest has a new test called modelibraFramework. This test creates the “Modelibra” category as a sub-category of the “Framework” category, but only if the “Modelibra” category does not already exist.

**package** dmeduc.weblink.category;

**import** **static** org.junit.Assert.*assertFalse*;

**import** **static** org.junit.Assert.*assertTrue*;

**import** org.junit.After;

**import** org.junit.Before;

**import** org.junit.BeforeClass;

**import** org.junit.Test;

**import** org.modelibra.util.OutTester;

**import** dmeduc.DmEducTest;

**import** dmeduc.weblink.question.Question;

**import** dmeduc.weblink.question.Questions;

**public** **class** CategoriesTest {

**private** **static** Categories *categories*;

@BeforeClass

**public** **static** **void** beforeCategories() **throws** Exception {

*categories* = DmEducTest.*getSingleton*().getDmEduc().getWebLink()

.getCategories();

}

@Before

**public** **void** beforeTest() **throws** Exception {

*categories*.getErrors().empty();

}

...

@Test

**public** **void** modelibraFramework() **throws** Exception {

OutTester.*outputText*("=== Test: Modelibra Framework ===");

Category category = *categories*.getCategoryByName("Framework");

**if** (category != **null**) {

Categories subcategories = category.getCategories();

*categories* = subcategories;

Category modelibraCategory = subcategories

.getCategoryByName("Modelibra");

**if** (modelibraCategory == **null**) {

Category subcategory = **new** Category(category);

subcategory.setName("Modelibra");

subcategory.setApproved(**true**);

subcategories.add(subcategory);

*assertTrue*(subcategories.getErrors().isEmpty());

} **else** {

OutTester

.*outputText*("Modelibra framework category already exists.");

}

} **else** {

OutTester.*outputText*("Framework category does not exist.");

}

}

@After

**public** **void** afterTest() **throws** Exception {

*categories*.getErrors().output("Categories");

}

}

### Web Application

The web application has four model entry concepts: Category, Comment, Member and Question (Fig. 8.2).
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There are two members, one with the “admin” role and the other with the “regular” role (Fig. 8.3). Since the role property is configured as not essential, it is not shown in the table of members. However, by the member codes or names, it is easy to guess who is an administrator.

**![](data:image/jpeg;base64,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)Figure 8.3.** Members

In a member form in Figure 8.4., the role property cannot be updated, for obvious reasons, from the default “regular” value to the “admin” value. This is accomplished by changing the XML declaration of the role property of the Member concept in the specific-domain-config.xml file. The default true value of the update element, in the reusable-domain-config.xml file, is changed to false in the specific-domain-config.xml file.

<property oid="1172170850713">

<code>role</code>

<extension>true</extension> <extensionProperty>role</extensionProperty>

<update>false</update>

</property>
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The interests of the member with the “dr” code are shown in Fig. 8.5.
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Note that the member properties that are declared as essential in the XML configuration appear in the table of members in Figure 8.3, and also in the table of member interests, as "absorbed" properties of the member parent. By changing the essential element from true to false, some of those properties may disappear from the table display.

By clicking on the *Add* link in the table of member interests, the form in Figure 8.6. appears. The member essential properties are displayed without possibility to change them. The Category parent is not assigned but there is a link with three points to look-up a category for this new interest.
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In the specific-domain-config.xml file, the Interest concept has a reference property called categoryOid. The referenceDropDownLookup element in the reusable-domain-config.xml is true by default. In the specific configuration, it is set to false to allow a look-up of a category in the table display of categories. In this way, by navigating through pages of sub-categories, a sub-category may be chosen to be a parent category of the interest.

<property oid="1172171104844">

<code>categoryOid</code>

<extension>true</extension> <extensionProperty>categoryOid</extensionProperty>

<referenceDropDownLookup>false</referenceDropDownLookup>

</property>

### Modelibra Interfaces

There is one new method used from the IEntities interfaces: selectByMethod.

**public** IEntities<T> selectByMethod(String entitySelectMethodName,

List<?> parameterList);

The method is used to select a subset of entities based on the user provided (specific) method. If the specific method does not have parameters, null can be used for the second argument. There is a convenience method in the Entities class for user provided methods without parameters.

**public** IEntities<T> selectByMethod(String entitySelectMethodName) {

**return** selectByMethod(entitySelectMethodName, **null**);

}

Since the specific entities class, such as Members, inherits its behavior from the Entities abstract class, the convenience selectByMethod method with only one argument may be freely used.

### Summary

A many-to-many relationship is defined on two concepts. In object oriented technologies, a many-to-many relationship is represented directly between the involved concepts. In relational databases, a many-to-many relationship is implemented through a third table representing participating tables. In Modelibra, a many-to-many relationship is represented with three concepts and two one-to-many relationships. Since one of the objectives of Modelibra is to provide an easy transfer of data from XML files to relational or object databases, representing a many-to-many relationship with three concepts and two one-to-many relationships is a rule. One of the relationships must be internal and the other external.

With at least one many-to-many relationship a domain model becomes a network of concepts. In order to save a network model in hierarchically organized XML data files, a network must be decomposed in multiple hierarchies, each starting with an entry concept. This is accomplished by entry concepts as roots of hierarchies and internal one-to-many relationships. An external relationship is used to reference a concept in another hierarchy. This is accomplished by the reference property in the child concept of the external relationship. The presence of both the parent neighbor and the reference property in the child concept of the external relationship produces redundancy that must be maintained. The generic code that maintains the redundancy of a many-to-many relationship is rather complex. Fortunately, the generic code is generated.

The next section of the book is about web components. The next chapter will explain how web components are created in ModelibraWicket. Of course, ModelibraWicket uses Wicket for its web components. The difference between ModelibraWicket and Wicket components is that ModelibraWicket has an intimate knowledge of Modelibra, while Wicket does not know anything about Modelibra. This knowledge of Modelibra enables ModelibraWicket to do more than Wicket can.

### Questions

1. Is Modelibra an object oriented technology if it uses three concepts to represent a many-to-many relationship?
2. Explain why Modelibra uses three concepts to represent a many-to-many relationship?
3. Should an application programmer use a reference property in Modelibra?
4. Explain why there is a redundancy in a many-to-many relationship?
5. How would you represent a many-to-many relationship that has three participating concepts in addition to the many-to-many concept?

### Exercises

**Exercise 8.1.**

Make a JUnit test to add a new interest in the collection of interests of a specific category. Display in the log both collections of interests (for the category and for the member of the new interest).

**Exercise 8.2.**

Introduce a new validation in the model, but which is not present in the configuration of the model. Make a JUnit test to verify the validation.

**Exercise 8.3.**

Add some specific code in both Interest and Interests classes. Make a JUnit test to use the specific code.

**Exercise 8.4.**

Override the post actions in the GenInterests class by creating the corresponding post actions with an empty body in the specific sub-class. Use the web application and explain the consequences.

### Web Links

[Reflection] Java Reflection

<http://java.sun.com/docs/books/tutorial/reflect/index.html>