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# 写在前面的话

一直以来，Java都是一种很普遍的开发语言，功能强大，其入门相对比较简单，但是要想精通Java编程，还是需要对Java知识点有很深入的理解的，因此萌生了一个将Java相关知识点汇总的想法，以便便于自己更加理解Java开发。待本文完善之后，将会公开出来，希望能帮助到更多的Java爱好者。

本文的主要目的是梳理一遍Java开发技术，将其中非常重要的一些概念、框架、技巧、细节等汇总，便于查看。

本文内容来源于互联网Java技术文档、Java书籍以及本人经验汇总而成，主要是为了在工作、学习中便于查看，可能会有遗漏、或者错误之处，请多指正。

如果在文中发现有内容解释的不详细，可以对应在网上搜索相关知识点以便辅助理解，本文尽量做到面面俱到又保持精简。

本文面向的读者主要有：

* + 对Java有过一些基础开发经验，但是对很多细节不很了解的开发人员；
  + 即将参加Java相关职位的面试的程序员们，可以帮助大家对Java知识整体上有一个梳理；

# Java三大特性

封装可以隐藏实现细节，使得代码模块化；继承可以扩展已存在的代码模块（类）。它们的目的都是为了代码重用。而多态则是为了实现接口重用。

## 封装

封装从字面上来理解就是包装的意思，专业点就是信息隐藏，是指利用抽象数据类型将数据和基于数据的操作封装在一起，使其构成一个不可分割的独立实体，数据被保护在抽象数据类型的内部，尽可能地隐藏内部的细节，只保留一些对外接口使之与外部发生联系。系统的其他对象只能通过包裹在数据外面的已经授权的操作来与这个封装的对象进行交流和交互。也就是说用户是无需知道对象内部的细节（当然也无从知道），但可以通过该对象对外的提供的接口来访问该对象。

对于封装而言，一个对象它所封装的是自己的属性和方法，所以它是不需要依赖其他对象就可以完成自己的操作。

使用封装有几大好处：

1、良好的封装能够减少耦合。

2、类内部的结构可以自由修改。

3、可以对成员进行更精确的控制。

4、隐藏信息，实现细节。

## 继承

继承是使用已存在的类的定义作为基础建立新类的技术，新类的定义可以增加新的数据或新的功能，也可以用父类的功能，但不能选择性地继承父类。通过使用继承我们能够非常方便地复用以前的代码，能够大大的提高开发的效率。

继承定义了类如何相互关联，共享特性。

对于若干个相同或者相识的类，我们可以抽象出他们共有的行为或者属相并将其定义成一个父类或者超类，然后用这些类继承该父类，他们不仅可以拥有父类的属性、方法还可以定义自己独有的属性或者方法。

同时在使用继承时需要记住三句话：

1、子类拥有父类非private的属性和方法。

2、子类可以拥有自己属性和方法，即子类可以对父类进行扩展。

3、子类可以用自己的方式实现父类的方法。

对于构造器而言，它只能够被调用，而不能被继承。

对于protected而言，它指明就类用户而言，他是private，但是对于任何继承与此类的子类而言或者其他任何位于同一个包的类而言，他却是可以访问的。

将子类转换成父类，在继承关系上面是向上移动的，所以一般称之为向上转型。由于向上转型是从一个叫专用类型向较通用类型转换，所以它总是安全的，唯一发生变化的可能就是属性和方法的丢失。这就是为什么编译器在“未曾明确表示转型”活“未曾指定特殊标记”的情况下，仍然允许向上转型的原因。

上面讲了继承所带来的诸多好处，那我们是不是就可以大肆地使用继承呢？送你一句话：慎用继承。

首先我们需要明确，继承存在如下缺陷：

1、父类变，子类就必须变。

2、继承破坏了封装，对于父类而言，它的实现细节对与子类来说都是透明的。

3、继承是一种强耦合关系。

所以说当我们使用继承的时候，我们需要确信使用继承确实是有效可行的办法。那么到底要不要使用继承呢？《Think in java》中提供了解决办法：问一问自己是否需要从子类向父类进行向上转型。如果必须向上转型，则继承是必要的，但是如果不需要，则应当好好考虑自己是否需要继承。

## 多态

多态是同一个行为具有多个不同表现形式或形态的能力。

多态性是对象多种表现形式的体现。

比如我们说"宠物"这个对象，它就有很多不同的表达或实现，比如有小猫、小狗、蜥蜴等等。那么我到宠物店说"请给我一只宠物"，服务员给我小猫、小狗或者蜥蜴都可以，我们就说"宠物"这个对象就具备多态性。

所谓多态就是指程序中定义的引用变量所指向的具体类型和通过该引用变量发出的方法调用在编程时并不确定，而是在程序运行期间才确定，即一个引用变量到底会指向哪个类的实例对象，该引用变量发出的方法调用到底是哪个类中实现的方法，必须在由程序运行期间才能决定。因为在程序运行时才确定具体的类，这样，不用修改源程序代码，就可以让引用变量绑定到各种不同的类实现上，从而导致该引用调用的具体方法随之改变，即不修改程序代码就可以改变程序运行时所绑定的具体代码，让程序可以选择多个运行状态，这就是多态性。

# Java数据类型

## 基本数据类型

Java语言提供了八种基本类型。六种数字类型（四个整数型，两个浮点型），一种字符类型，还有一种布尔型。

### boolean

boolean数据类型表示一位的信息；

只有两个取值：true和false；

这种类型只作为一种标志来记录true/false情况；

默认值是false；

例子：boolean one = true。

### char

char类型是一个单一的16位Unicode字符；

最小值是’\u0000’（即为0）；

最大值是’\uffff’（即为65,535）；

char数据类型可以储存任何字符；

例子：char letter = ‘A’。

### byte

byte数据类型是8位、有符号的，以二进制补码表示的整数；

最小值是-128（-2^7）；

最大值是127（2^7-1）；

默认值是0；

byte类型用在大型数组中节约空间，主要代替整数，因为byte变量占用的空间只有int类型的四分之一；

例子：byte a = 100，byte b = -50。

### short

short数据类型是16位、有符号的以二进制补码表示的整数

最小值是-32768（-2^15）；

最大值是32767（2^15 - 1）；

Short数据类型也可以像byte那样节省空间。一个short变量是int型变量所占空间的二分之一；

默认值是0；

例子：short s = 1000，short r = -20000。

### int

int数据类型是32位、有符号的以二进制补码表示的整数；

最小值是-2,147,483,648（-2^31）；

最大值是2,147,485,647（2^31 - 1）；

一般地整型变量默认为int类型；

默认值是0；

例子：int a = 100000, int b = -200000。

### long

long数据类型是64位、有符号的以二进制补码表示的整数；

最小值是-9,223,372,036,854,775,808（-2^63）；

最大值是9,223,372,036,854,775,807（2^63 -1）；

这种类型主要使用在需要比较大整数的系统上；

默认值是0L；

例子： long a = 100000L，int b = -200000L。

### float

float数据类型是单精度、32位、符合IEEE 754标准的浮点数；

float在储存大型浮点数组的时候可节省内存空间；

默认值是0.0f；

浮点数不能用来表示精确的值，如货币；

例子：float f1 = 234.5f。

### double

double数据类型是双精度、64位、符合IEEE 754标准的浮点数；

浮点数的默认类型为double类型；

double类型同样不能表示精确的值，如货币；

默认值是0.0f；

例子：double d1 = 123.4。

## 数据类型转换

### 自动类型转换

在Java中，整型、实型、字符型被视为简单数据类型，这些类型由低到高分别为（byte，short，char）🡪 int 🡪long 🡪 float 🡪 double。简单数据类型之间的转换又可以分为：低级到高级的自动类型转换，高级到低级的强制类型转换、包装类过渡类型能够转换。

例如：

**byte** b = 0;

**int** i = b;

**long** l = i;

l = b;

**double** d = l;

### 强制类型转换

将高级变量转换为低级变量的时候，情况会复杂一点，可以使用强制类型转换。

例如：int i=99; byte b = (byte) i; char c= (char) i;

### 包装类过渡类型转换

Java中共有六个包装类，分别是Boolean、Character、Integer、Long、Float和Double，分别对应于boolean、char、int、long、float、double。而String和Data本身就是类，不存在包装类的概念。

例如：

double d = 100.0; Double D = new Double(d); int i = D.intValue();

### 字符串型与其他数据类型的转换

Object类派生的所有类都提供了toString()方法，即将该类转换为字符串。

例如：Integer i = new Integer(3); String s = i.toString();

### 将字符型直接作为数值转换为其他数据类型

将字符型变量转换为数值型变量实际上有两种对应关系：一种是将其转换成对应的ASCII码，另一种是转换关系，例如，’1’就是指数值1，而不是ASCII码，对于这种转换，可以使用Character的getNumericValue(char ch)方法。

## 对象型数据类型

### String

**问题1：**

String s1 = "abc";

String s2 = "abc";

s1==s2是否为true？"abc"是放在常量池的，所以s1和s2虽然都等于"abc"，但内存中只有一份副本，所以s1==s2。

**问题2：**

String s1 = new String("abc");

String s2 = new String("abc");

s1==s2是否为true？为false，因为new方法决定了两个不同的String "abc"被创建放在了内存的heap区。

原则：

1. “==”判断左右两个变量是否指向同一个内存地址；
2. “equals()”判断左右两个变量的值是否相同。

**问题3：**

String s = "a" + "b" + "c" + "d" + "e";

这条语句创建了几个对象？

一共创建1个对象，因为"a"、"b"、"c"、"d"、"e"都是常量，对于常量，编译时就直接存储它们的子面值，而不是它们的引用，在编译时就直接将它们连接的结果提取出来变成了"abcde"，该语句在class文件中就相当于String s = "abcde";

**扩展知识1：常量池的概念**

在编译好的calss文件中，有一个区域称为Constant Pool，它是一个由数组组成的表，类型为cp\_info constant\_pool[]，用来存储程序中使用的各种常量，包括Class、String、Integer等各种基本的Java数据类型。

在程序执行的时候，Constant Pool会存储在Method Area中，而不是堆中。另外，对于“”内容为空的字符串常量，会创建一个长度为0、内容为空的字符串到Constant Pool中，而且Constant Pool在运行期是可以动态扩展的。

**扩展知识2：关于String类的说明**

String使用private final char value[]来实现字符串的存储，也就是说，String对象创建之后，就不能再修改此对象中存储的字符串内容，就是因为如此，才说String类型是不可变的。

String类有一个特殊的创建方法，就是使用””双引号来创建。例如：new String(“abc”)实际上创建了2个String对象，一个是”abc”通过双引号创建的，另一个是通过new创建的，只不过它们创建的时期不同，一个是在编译器，另一个是在运行期。

Java对String类型重载了加号操作符，可以直接使用“+”对两个字符串进行连接。

运行期调用String类的intern()方法可以向String Pool中动态添加对象。

String的创建方法一般有如下几种：

* 直接使用””引号创建；
* 使用new String()创建；
* 使用new String(“some String”)创建，以及其它一些重载构造函数创建；
* 使用重载的字符串连接操作符“+”创建。

**问题4：**

String str = “ABCDEFGH”;

String str1 = str.substring(3, 5);

那么，str1应为什么？

许多人以为是DEF，实际应为DE，这是因为substring()是这样定义的：public String substring(int beginIndex, int endIndex)，其中beginIndex the beginning index, inclusive. endIndex the ending index, exclusive。也就是说，substring是包前不包后的，其长度为endIndex- beginIndex。

**扩展知识3：String和StringBuffer的区别**

StringBuffer关键点：

* 简单的认为append()效率好于“+”是错误的；
* 不要使用new创建String；
* 注意intern()的使用；
* 在编译器能够确定字符串值的情况下，使用“+”效率最高；
* 避免使用“+=”来构造字符串；
* 在声明StringBuffer对象的时候，指定合适的capacity，不要使用默认值；
* 注意以下两者的区别，后者开辟了两个内存段：

String s= “a” + “b”;

String s = “a”;

s += “b”;

### ArrayList

### LinkedList

### HashMap

### HashTable

### HashSet

### Stack

### Queue

### Vector

### Iterator

### TreeSet

### Set

# 多线程编程

参考链接：http://lavasoft.blog.51cto.com/62575/27069/

## Java线程概念和原理

## Java线程创建和启动

## Java线程状态转换

## Java线程调度

### 休眠

### 优先级

### 让步

### 合并

### 守护线程

## Java线程同步与锁

### 同步

在多线程程序中，同步修饰符用来控制对临界区代码的访问。其中一种方式是用synchronized关键字来保证代码的线程安全性。在Java中，synchronized修饰的代码块或方法不会被多个线程并发访问。它强制要求线程在进入一个方法之前获得一个锁，在离开方法时释放该锁。它保证了在同一时刻只有一个线程能执行被其修饰的方法。

如果我们把一个方法或代码块定义为同步的，就意味着在同一个对象中，只会有一个对同步方法的调用。如果在一个线程内部调用了一个同步方法，则其他线程会一直阻塞，直到第一个线程完成方法调用。

在进入一个对象的同步方法之前，需要申请对该对象上锁，完成方法调用后释放锁供其他线程申请。同步方法遵循happens-before机制，它保证了对象状态的改变在其他线程中都是可见的。

当标记一个代码块为同步时，需要用一个对象作为参数。当一个运行线程执行到该代码块时，要等到其他运行线程退出这个对象的同步代码区。然而，一个线程可以进入另一个对象的同步代码区。但是同一个对象的非同步方法可以不用申请锁。

如果定义一个静态方法为同步，则是在类上同步，而不是在对象上同步。也即如果一个静态同步方法在执行时，整个类被锁住，对该类中的其他静态方法调用会阻塞。

1）当一个线程进入了一个实例的同步方法，则其他任何线程都不能进入该实例的任何一个同步方法。

2）当一个线程进入了一个类的静态同步方法，则其他任何线程都不能进入该类的任何一个静态同步方法。

**注意：**

同步的静态方法和非静态方法之间没有关系。也即静态同步方法和非静态同步方法可以同时执行，除非非静态同步方法显式在该类上同步（例如，synchronized(MyClass.class){…}）

类的构造函数不能定义成同步的。

### 监视器或内部锁

锁限制了对某个对象状态的访问，同时保证了happens-before关系。

每个对象都有一个锁对象，一个线程在访问对象之前必须申请锁，完成以后释放锁。其他线程不能访问对象，知道获得该对象的锁。这保证了一个线程改变了对象的状态后，新的状态对其他在同一个监视器上线程可见。

当线程释放锁时，会将cache中的内容更新到主内存，这也就使得该对象的状态变化对其他线程是可见的——这就是happens-before关系。

synchronized和volatile，包括Thread.start()和Thread.join()方法，都能保证happens-before关系。

同步语句和同步方法获取的锁相同，某个线程可以请求同一个锁多次。

一个线程获得了对象锁后，不会影响其他线程访问对象的字段或调用对象的非同步方法。

同步语句首先尝试获取对象的锁，获取成功后立即开始执行同步代码块，执行完后释放锁。

如果方法是对象成员或对象实例，线程将锁住该实例。如果方法是静态的，线程锁住的是该类对应的Class对象。同步方法用SYNCHRONIZED标记，该标记被方法调用指令识别。

### 原子变量

来看语句 **int c++**，它包含多个操作，e.g. 从内存读取c的值，将c的值加1，然后写回内存。这个操作对单线程来说是正确的，但是在多线程环境却可能出错。它存在竞态条件，在多线程环境中可能多个线程同时读取c的值

原子访问保证所有操作作为一个整体一次完成。一个原子操作要么完全执行要么完全不执行。

以下这些操作能认为是原子操作：

对引用类型和大部分基本数据类型（long和double类型除外）的读和写操作。

声明为volatile类型变量的读和写操作（包括long和double变量）。

Java并发包[java.util.concurrent.atomic](http://docs.oracle.com/javase/8/docs/api/java/util/concurrent/atomic/package-summary.html)定 义了对单个变量进行原子操作的类。所有类都有get和set方法，就像对volatile变量的读写一样。这就意味着，一个写操作happens- before其他任何对该变量的读操作。原子方法compareAndSet同样有这些特性，就像对整型变量做原子的算术运算一样。

在Java 5.0的并发包中，定义了支持原子操作的类。Java虚拟机编译这些类时利用硬件提供的CAS（Compare and set）来实现。

AtomicInteger

AtomicLong

AtomicBoolean

AtomicReference

### volatile变量

volatile只能用来修饰变量。用volatile修饰的变量可能被异步地修改，所以编译器会对它们特殊处理。

volatile修饰符保证读取某个字段的任何线程都能看到该变量最近被写入的值。

使用volatile修饰的变量降低了内存一致性的风险，因为任何对volatile变量的写操作都能被其他线程可见。另外，当一个线程访问volatile变量时，不止能看到对该变量最近的修改，还能修改该变量的代码所带来的其他影响。

在多线程环境中，对象在不同线程中都保存有副本。但是volatile变量却没有，它们在堆中只有一个实例。这样对volatile变量的修改就能立即对其他线程可见。另外，本地线程缓存没有完成后刷新的工作。

volatile能够保证可见性，但是也带来了竞态条件。它不会锁定等待完成某个操作。例如：

|  |  |
| --- | --- |
| 1 | volatile int i=0; |

两 个线程同时执行 **i +=5** 时，会得到5-10之间的某个值（译者注：原文为i +=5 invoking by two simultaneously thread give result 5 or 10 but it guarantee to see immediate changes 感觉有问题）

**使用场景：**用一个volatile布尔变量作为一个线程终止的标志。

### 静态和volatile变量之间的差别

声明一个静态变量，意味着该类的多个实例将共享该变量，静态变量与类关联而不是与对象关联。线程可能会有静态变量的本地缓存值。

当两个线程同时更新静态（非volatile）变量的值时，可能有一个线程的缓存中是一个过期的值。虽然多线程能够访问的是同一个静态变量，每个线程还是可能会保存自己的缓存副本。

一个volatile变量则在内存中只保留一个副本，该副本在多个线程中共享。

### volatile变量和同步之间的差别

在线程内存和主内存之间，volatile只是同步了一个变量的值，synchronized则同步了（synchronized块中）所有变量的值，并且会锁住和释放一个监视器。所以，synchronized比volatile会有更多的开销。

volatile变量不允许有一个本地副本与主内存中的值不同。一个声明为volatile的变量必须保证所有线程中的副本同步，不管哪个线程修改了变量的值，另外其他线程都能立即看到该值。

### 锁对象

锁对象的作用像synchronized代码使用的隐式锁一样。像隐式锁一样，同时只能有一个线程持有锁。锁还支持wait/notify机制，通过他们之间的condition对象。

锁对象相对于隐式锁最大的优点是，他们能从尝试获得锁的状态返回。如果锁当前不可用或者在一个超时时间之前，tryLock()方法能够返回。在获得锁之前，如果其他线程发送了一个中断，lockInterruptibly()方法能返回。

### [Java内存回收](http://www.codeceo.com/article/java-gc-with-image.html)

在 Java中，创建的对象存放在堆中。Java堆被称为内存回收堆。内存收集不能强制执行。当内存收集器运行时，它释放掉那些不可达对象占用的内存。垃圾收集线程作为一个优先级较低的守护线程运行。你能通过System.gc()提示虚拟机进行垃圾回收，但是不能强迫其执行。

### 如何写一个死锁程序

在多线程环境中，死锁意味着两个或多个线程一直阻塞，等待其他线程释放锁。下面是死锁的一个示例：

public class DeadlockSample {

private final Object obj1 = new Object();

private final Object obj2 = new Object();

public static void main(String[] args) {

DeadlockSample test = new DeadlockSample();

test.testDeadlock();

}

private void testDeadlock() {

Thread t1 = new Thread(new Runnable() {

public void run() {

calLock12();

}

});

Thread t2 = new Thread(new Runnable() {

public void run() {

calLock21();

}

});

t1.start();

t2.start();

}

private void calLock12() {

synchronized (obj1) {

sleep();

synchronized (obj2) {

sleep();

}

}

}

private void calLock21() {

synchronized (obj2) {

sleep();

synchronized (obj1) {

sleep();

}

}

}

private void sleep() {

try {

Thread.sleep(100);

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

### Java中的引用类型

java.lang.ref包能用来声明软引用（soft reference），弱引用（weak reference）和虚引用（phantom reference）。

垃圾收集器不会回收强引用。

在内存不足时才会回收软引用，所以用它实现缓存可以避免内存不足。

垃圾收集器将会在下一次垃圾收集时回收弱引用。弱引用能被用来实现特殊的map。java.util.WeakHashMap中的key就是弱引用。

虚引用会被立即回收。能被用来跟踪对象被垃圾回收的活动。

## Java线程交互

## Java线程池

# 设计模式

参考链接：http://www.cnblogs.com/maowang1991/archive/2013/04/15/3023236.html

## 设计模式的六大原则

**1、开闭原则（Open Close Principle）**

开闭原则就是说**对扩展开放，对修改关闭**。在程序需要进行拓展的时候，不能去修改原有的代码，实现一个热插拔的效果。所以一句话概括就是：为了使程序的扩展性好，易于维护和升级。想要达到这样的效果，我们需要使用接口和抽象类，后面的具体设计中我们会提到这点。

**2、里氏代换原则（Liskov Substitution Principle）**

里氏代换原则(Liskov Substitution Principle LSP)面向对象设计的基本原则之一。 里氏代换原则中说，任何基类可以出现的地方，子类一定可以出现。 LSP是继承复用的基石，只有当衍生类可以替换掉基类，软件单位的功能不受到影响时，基类才能真正被复用，而衍生类也能够在基类的基础上增加新的行为。里氏代换原则是对“开-闭”原则的补充。实现“开-闭”原则的关键步骤就是抽象化。而基类与子类的继承关系就是抽象化的具体实现，所以里氏代换原则是对实现抽象化的具体步骤的规范。—— From Baidu 百科

**3、依赖倒转原则（Dependence Inversion Principle）**

这个是开闭原则的基础，具体内容：真对接口编程，依赖于抽象而不依赖于具体。

**4、接口隔离原则（Interface Segregation Principle）**

这个原则的意思是：使用多个隔离的接口，比使用单个接口要好。还是一个降低类之间的耦合度的意思，从这儿我们看出，其实设计模式就是一个软件的设计思想，从大型软件架构出发，为了升级和维护方便。所以上文中多次出现：降低依赖，降低耦合。

**5、迪米特法则（最少知道原则）（Demeter Principle）**

为什么叫最少知道原则，就是说：一个实体应当尽量少的与其他实体之间发生相互作用，使得系统功能模块相对独立。

**6、合成复用原则（Composite Reuse Principle）**

原则是尽量使用合成/聚合的方式，而不是使用继承。

## 工厂方法模式

## 抽象工厂模式

## 单例模式

## 建造者模式

## 原型模式

## 适配器模式

## 装饰器模式

## 代理模式

## 外观模式

## 桥接模式

## 组合模式

## 享元模式

## 策略模式

## 模板方法模式

## 观察者模式

## 迭代子模式

## 责任链模式

## 命令模式

## 备忘录模式

## 状态模式

## 访问者模式

## 中介者模式

## 解释器模式

# JVM

## JVM体系结构与工作方式

## JVM内存管理

Java的内存管理就是对象的分配和释放问题。在Java中，程序员需要通过关键字new为每个对象申请内存空间（基本类型除外），所有的对象都在堆（Heap）中分配空间。另外，对象的释放是由GC决定和执行的。在Java中，内存的分配是由程序完成的，而内存的释放是由GC完成的这种收支两条线的方法确实简化了程序员的工作，但同时也加重了JVM的工作，这样是Java程序运行速度慢的一个重要原因。

### 内存泄露

在Java中内存泄露就是存在一些被分配的对象，这些对象有下面两个特点：1）对象时可达的，即在有向图中，存在通路可以与其相连；2）对象是无用的，即程序以后不会再使用这些对象。如果满足这两个条件，这些对象就可以判定为Java中的内存泄露，这些对象不会被GC所回收，然而它们却占用内存。

## Class Loader工作机制

## JVM性能优化

### 性能优化工具

### 优化参数

## GC工作原理

在Java语言中，判断一块内存空间是否符合GC收集标准只有以下两个条件：

1. 给对象赋予了空值null，以后再也没有调用过；
2. 给对象赋予了新值，即重新分配了内存空间。

一块内存空间符合了GC的收集标准，并不意味着这块内存一定会被GC收集。并且显式调用System.gc()可以运行GC，但是不能保证立即回收指定的对象。GC发生的时间也是未知的，不要假定这个时间。

# Spring框架

## Spring框架设计理念和设计模式

### 核心组件

### DI

### Ioc

### AOP

## Spring MVC

### 总体设计

### Control设计

### Model设计

### View设计

## Spring Security

http://www.2cto.com/kf/201408/329607.html

# ORM框架

## iBatis

## Hibernate

## iBatis与Hibernate对比

# Java IO工作机制

## Java的IO类库的基本架构

### 基于字节的IO操作接口

### 基于字符的IO操作接口

### 字节与字符的转化接口

## 磁盘IO工作机制

### 访问文件的方式

### Java访问磁盘文件

### Java序列化技术

## 网络IO工作机制

### TCP状态变化

### 影响网络传输的因素

### Java Socket的工作机制

### 建立通信链路

### 数据传输

## NIO的工作方式

### BIO带来的挑战

### NIO的工作机制

### Buffer的工作机制

### NIO的数据访问方式

## IO调优

### 磁盘IO优化

### TCP网络参数优化

### 网络IO优化

# Servlet工作原理

## Servlet容器

## 创建Servlet实例

## Servlet体系结构

## Servlet如何工作

## Servlet中的Listener

## Filter如何工作

## Servlet中的url-patten

# Session和Cookie

## 理解Cookie

## 理解Session

## Cookie安全问题

## 分布式Session框架

## Cookie压缩

## 多终端Session统一

# 其它技术点

## 序列化和反序列化

### 基本概念

Java平台允许我们在内存中创建可复用的Java对象，但一般情况下，只有当JVM处于运行时，这些对象才可能存在，即，这些对象的生命周期不会比JVM的生命周期更长。但在现实应用中，就可能要求在JVM停止运行之后能够保存(持久化)指定的对象，并在将来重新读取被保存的对象。Java对象序列化就能够帮助我们实现该功能。

使用Java对象序列化，在保存对象时，会把其状态保存为一组字节，在未来，再将这些字节组装成对象。必须注意地是，对象序列化保存的是对象的"状态"，即它的成员变量。由此可知，对象序列化不会关注类中的静态变量。

除了在持久化对象时会用到对象序列化之外，当使用RMI(远程方法调用)，或在网络中传递对象时，都会用到对象序列化。Java序列化API为处理对象序列化提供了一个标准机制，该API简单易用。

如果仅仅只是让某个类实现Serializable接口，而没有其它任何处理的话，则就是使用默认序列化机制。使用默认机制，在序列化对象时，不仅会序列化当前对象本身，还会对该对象引用的其它对象也进行序列化，同样地，这些其它对象引用的另外对象也将被序列化，以此类推。所以，如果一个对象包含的成员变量是容器类对象，而这些容器所含有的元素也是容器类对象，那么这个序列化的过程就会较复杂，开销也较大。

当某个字段被声明为transient后，默认序列化机制就会忽略该字段。

### 序列化 ID 问题

**情境**：两个客户端 A 和 B 试图通过网络传递对象数据，A 端将对象 C 序列化为二进制数据再传给 B，B 反序列化得到 C。

**问题**：C 对象的全类路径假设为 com.inout.Test，在 A 和 B 端都有这么一个类文件，功能代码完全一致。也都实现了 Serializable 接口，但是反序列化时总是提示不成功。

**解决**：虚拟机是否允许反序列化，不仅取决于类路径和功能代码是否一致，一个非常重要的一点是两个类的序列化 ID 是否一致（就是 private static final long serialVersionUID = 1L）。

### 父类的序列化与 Transient 关键字

**情境：**一个子类实现了 Serializable 接口，它的父类都没有实现 Serializable 接口，序列化该子类对象，然后反序列化后输出父类定义的某变量的数值，该变量数值与序列化时的数值不同。

**解决：**要想将父类对象也序列化，就需要让父类也实现Serializable 接口。如果父类不实现的话的，就 需要有默认的无参的构造函数。在父类没有实现 Serializable 接口时，虚拟机是不会序列化父对象的，而一个 Java 对象的构造必须先有父对象，才有子对象，反序列化也不例外。所以反序列化时，为了构造父对象，只能调用父类的无参构造函数作为默认的父对象。因此当我们取父对象的变量值时，它的值是调用父类无参构造函数后的值。如果你考虑到这种序列化的情况，在父类无参构造函数中对变量进行初始化，否则的话，父类变量值都是默认声明的值，如 int 型的默认是 0，string 型的默认是 null。

Transient 关键字的作用是控制变量的序列化，在变量声明前加上该关键字，可以阻止该变量被序列化到文件中，在被反序列化后，transient 变量的值被设为初始值，如 int 型的是 0，对象型的是 null。

### 对敏感字段加密

**情境：**服务器端给客户端发送序列化对象数据，对象中有一些数据是敏感的，比如密码字符串等，希望对该密码字段在序列化时，进行加密，而客户端如果拥有解密的密钥，只有在客户端进行反序列化时，才可以对密码进行读取，这样可以一定程度保证序列化对象的数据安全。

**解决：**在序列化过程中，虚拟机会试图调用对象类里的 writeObject 和 readObject 方法，进行用户自定义的序列化和反序列化，如果没有这样的方法，则默认调用是 ObjectOutputStream 的 defaultWriteObject 方法以及 ObjectInputStream 的 defaultReadObject 方法。用户自定义的 writeObject 和 readObject 方法可以允许用户控制序列化的过程，比如可以在序列化的过程中动态改变序列化的数值。

### 序列化存储规则

Java 序列化机制为了节省磁盘空间，具有特定的存储规则，当写入文件的为同一对象时，并不会再将对象的内容进行存储，而只是再次存储一份引用。

## 浅拷贝和深拷贝

### clone方法

clone方法是在Object中定义的，而且是protected类型的，只有实现了这个接口，才可以在该类的实例上调用clone方法，否则会抛出CloneNotSupportedException。

Object中默认的实现是一个浅拷贝，也就是表面复制，如果需要实现深层次复制，必须对类中可变域生成新的实例。

### 什么是浅拷贝

浅拷贝是按位拷贝对象，它会创建一个新对象，这个对象有着原始对象属性值的一份精确拷贝。如果属性是基本类型，拷贝的就是基本类型的值；如果属性是内存地址（引用类型），拷贝的就是内存地址 ，因此如果其中一个对象改变了这个地址，就会影响到另一个对象。

### 什么是深拷贝

深拷贝会拷贝所有的属性，并拷贝属性指向的动态分配的内存。当对象和它所引用的对象一起拷贝时即发生深拷贝。深拷贝相比于浅拷贝速度较慢并且花销较大。

### 通过序列化实现深拷贝

也可以通过序列化来实现深拷贝。序列化是干什么的?它将整个对象图写入到一个持久化存储文件中并且当需要的时候把它读取回来, 这意味着当你需要把它读取回来时你需要整个对象图的一个拷贝。这就是当你深拷贝一个对象时真正需要的东西。请注意，当你通过序列化进行深拷贝时，必须确保对象图中所有类都是可序列化的。

## Date

## 抽象类和接口

## 参数传递

经典问题：Java到底是值传递还是引用传递？

Think in Java中的一个经典描述：如果Java中传值，那么传递的是值的副本；如果Java中传引用，那么传递的是引用的副本。

在Java中，变量分为两种：

1）对于基本数据类型 ，Java传递的是值；

2）对于一切对象型变量，Java都是传递的是引用的副本。其实传递引用副本的实质就是复制指向地址的指针，只不过Java不像C++那样有显著的\*和&符号。

需要注意的是，String类型也是对象型变量，所以它必然也是传引用副本。不要因为String类无需new，就蒙蔽的将其当做基本变量类型。只不过String是一个非可变类，使得其传值还是传引用显得没什么区别。

对于基本类型而言，传值就是把自己复制一份传递，即使自己的副本变了，自己也不变。而对于对象类型而言，它传递的是引用副本指向自己的地址，而不是自己实际值的副本。这是因为对象类型是存放在堆里面的，一方便，速度相对于基本类型比较慢，另一方面，对象类型本身一般比较大，如果采用重新复制值得方法，浪费内存并且速度又慢。

代码样例：

|  |
| --- |
| **public** **class** Value  {  **public** **int** i = 15;  }  **public** **class** Test  {  **public** **void** first()  {  **int** i = 5;  Value v = **new** Value();  v.i = 25;  second(v, i);  System.*out*.println(v.i + " " + i);  }  **public** **void** second(Value v, **int** i)  {  i = 0;  v.i = 20;  Value val = **new** Value();  v = val;  System.*out*.println(v.i + " " + i);  }  **public** **static** **void** main(String[] args)  {  Test t = **new** Test();  t.first();  }  } |

输出结果为：

15 0

20 5

分析：

按照上面的解释，对于second()方法中的两个参数，Value v是引用传递（传的是引用的副本），Int i是值传递（传的是值的副本）。在second()方法中，v.i改成了20，i改成了0，同时v指向了一个新Value对象的引用（该对象的默认i=15），所以在second()方法中输出的结果就是：15 0。接着分析first()方法，在first()中，i初始化为5，在执行second()方法的时候i被改成了0，但是只是其副本被改为了0，i本身并未改变，所以i值仍为5；Value对象v对象创建的时候v.i默认为15，后被改为25，然后作为引用传递给了second()方法，在second()中v.i改为了20，同时v指向了一个全新的Value对象（v.i=15），但是需要注意的是，在second()中v只是first()中v的一个引用副本，也就是说在second方法中只是其引用副本重新指向了一个新的Value对象，原始的对象v的引用未发生改变，只是v.i在second方法中被改为了20，所以first方法中输出20 5。

## 静态变量和私有变量

static表示“全局”或者“静态”的意思，用来修饰成员变量和成员方法，也可以形成静态static代码块，但是Java语言中没有全局变量的概念。

被static修饰的成员变量和成员方法独立于该类的任何对象。也就是说，它不依赖类特定的实例，被类的所有实例共享。

只要这个类被加载，Java虚拟机就能根据类名在运行时数据区的方法区内定找到他们。因此，static对象可以在它的任何对象创建之前访问，无需引用任何对象。

用public修饰的static成员变量和成员方法本质是全局变量和全局方法，当声明它类的对象市，不生成static变量的副本，而是类的所有实例共享同一个static变量。

static变量前可以有private修饰，表示这个变量可以在类的静态代码块中，或者类的其他静态成员方法中使用（当然也可以在非静态成员方法中使用--废话），但是不能在其他类中通过类名来直接引用，这一点很重要。实际上你需要搞明白，private是访问权限限定，static表示不要实例化就可以使用，这样就容易理解多了。static前面加上其它访问权限关键字的效果也以此类推。

static修饰的成员变量和成员方法习惯上称为静态变量和静态方法，可以直接通过类名来访问，访问语法为：

类名.静态方法名(参数列表...)

**类名.静态变量名**

用static修饰的代码块表示静态代码块，当Java虚拟机（JVM）加载类时，就会执行该代码块。

**1、static变量**

按照是否静态的对类成员变量进行分类可分两种：一种是被static修饰的变量，叫静态变量或类变量；另一种是没有被static修饰的变量，叫实例变量。

两者的区别是：

对于静态变量在内存中只有一个拷贝（节省内存），JVM只为静态分配一次内存，在加载类的过程中完成静态变量的内存分配，可用类名直接访问（方便），当然也可以通过对象来访问（但是这是不推荐的）。

对于实例变量，没创建一个实例，就会为实例变量分配一次内存，实例变量可以在内存中有多个拷贝，互不影响（灵活）。

所以一般在需要实现以下两个功能时使用静态变量：

* 在对象之间共享值时
* 方便访问变量时

**2、静态方法**

静态方法可以直接通过类名调用，任何的实例也都可以调用，

因此静态方法中不能用this和super关键字，不能直接访问所属类的实例变量和实例方法(就是不带static的成员变量和成员成员方法)，只能访问所属类的静态成员变量和成员方法。

因为实例成员与特定的对象关联！这个需要去理解，想明白其中的道理，不是记忆！！！

因为static方法独立于任何实例，因此static方法必须被实现，而不能是抽象的abstract。

例如为了方便方法的调用，Java API中的Math类中所有的方法都是静态的，而一般类内部的static方法也是方便其它类对该方法的调用。

静态方法是类内部的一类特殊方法，只有在需要时才将对应的方法声明成静态的，一个类内部的方法一般都是非静态的

**3、static代码块**

static代码块也叫静态代码块，是在类中独立于类成员的static语句块，可以有多个，位置可以随便放，它不在任何的方法体内，JVM加载类时会执行这些静态的代码块，如果static代码块有多个，JVM将按照它们在类中出现的先后顺序依次执行它们，每个代码块只会被执行一次。例如：

1. **public** **class** Test5 {
2. **private** **static** **int** a;
3. **private** **int** b;
5. **static**{
6. Test5.a=3;
7. System.out.println(a);
8. Test5 t=**new** Test5();
9. t.f();
10. t.b=1000;
11. System.out.println(t.b);
12. }
13. **static**{
14. Test5.a=4;
15. System.out.println(a);
16. }
17. **public** **static** **void** main(String[] args) {
18. // TODO 自动生成方法存根
19. }
20. **static**{
21. Test5.a=5;
22. System.out.println(a);
23. }
24. **public** **void** f(){
25. System.out.println("hhahhahah");
26. }
27. }

运行结果：

3

hhahhahah

1000

4

5

利用静态代码块可以对一些static变量进行赋值，最后再看一眼这些例子，都一个static的main方法，这样JVM在运行main方法的时候可以直接调用而不用创建实例。

**4、static和final一块用表示什么**

static final用来修饰成员变量和成员方法，可简单理解为“全局常量”！

对于变量，表示一旦给值就不可修改，并且通过类名可以访问。

对于方法，表示不可覆盖，并且可以通过类名直接访问。

有时你希望定义一个类成员，使它的使用完全独立于该类的任何对象。通常情况下，类成员必须通过它的类的对象访问，但是可以创建这样一个成员，它能够被它自己使用，而不必引用特定的实例。在成员的声明前面加上关键字static(静态的)就能创建这样的成员。如果一个成员被声明为static，它就能够在它的类的任何对象创建之前被访问，而不必引用任何对象。你可以将方法和变量都声明为static。static 成员的最常见的例子是main( ) 。因为在程序开始执行时必须调用main() ，所以它被声明为static。

声明为static的变量实质上就是全局变量。当声明一个对象时，并不产生static变量的拷贝，而是该类所有的实例变量共用同一个static变量。声明为static的方法有以下几条限制：

* 它们仅能调用其他的static 方法。
* 它们只能访问static数据。
* 它们不能以任何方式引用this 或super（关键字super 与继承有关，在下一章中描述）。

如果你需要通过计算来初始化你的static变量，你可以声明一个static块，Static 块仅在该类被加载时执行一次。下面的例子显示的类有一个static方法，一些static变量，以及一个static 初始化块：

1. // Demonstrate static variables，methods，and blocks.
3. **class** UseStatic {
4. **static** **int** a = 3;
5. **static** **int** b;
7. **static** **void** meth(**int** x) {
8. System.out.println("x = " + x);
9. System.out.println("a = " + a);
10. System.out.println("b = " + b);
11. }
13. **static** {
14. System.out.println("Static block initialized.");
15. b = a \* 4;
16. }
18. **public** **static** **void** main(String args[]) {
19. meth(42);
20. }
21. }

一旦UseStatic 类被装载，所有的static语句被运行。首先，a被设置为3，接着static 块执行(打印一条消息)，最后，b被初始化为a\*4 或12。然后调用main()，main() 调用meth() ，把值42传递给x。3个println ( ) 语句引用两个static变量a和b，以及局部变量x 。

注意：在一个static 方法中引用任何实例变量都是非法的。

下面是该程序的输出：

Static block initialized.

x = 42

a = 3

b = 12

在定义它们的类的外面，static 方法和变量能独立于任何对象而被使用。这样，你只要在类的名字后面加点号运算符即可。例如，如果你希望从类外面调用一个static方法，你可以使用下面通用的格式：

classname.method( )

这里，classname 是类的名字，在该类中定义static方法。可以看到，这种格式与通过对象引用变量调用非static方法的格式类似。一个static变量可以以同样的格式来访问——类名加点号运算符。这就是Java 如何实现全局功能和全局变量的一个控制版本。

下面是一个例子。在main() 中，static方法callme() 和static 变量b在它们的类之外被访问。

1. **class** StaticDemo {
2. **static** **int** a = 42;
3. **static** **int** b = 99;
4. **static** **void** callme() {
6. System.out.println("a = " + a);
7. }
8. }
10. **class** StaticByName {
12. **public** **static** **void** main(String args[]) {
13. StaticDemo.callme();
14. System.out.println("b = " + StaticDemo.b);
15. }
16. }

下面是该程序的输出：

a = 42

b = 99

static成员是不能被其所在class创建的实例访问的。

如果不加static修饰的成员是对象成员，也就是归每个对象所有的。

加static修饰的成员是类成员，就是可以由一个类直接调用，为所有对象共有的。

## 正则表达式

## 重载和重写

重载和重写都是针对方法的概念，在弄清楚这两个概念之前，我们先来了解一下什么叫方法的型构（英文名是signature，有的译作“签名”，虽然它被使用的较为广泛，但是这个翻译不准确的）。型构就是指方法的组成结构，具体包括方法的名称和参数，涵盖参数的数量、类型以及出现的顺序，但是不包括方法的返回值类型，访问权限修饰符，以及abstract、static、final等修饰符。比如下面两个就是具有相同型构的方法：

Java代码：

public void method(int i, String s) {

    // do something

}

public String method(int i, String s) {

    // do something

}

而这两个就是具有不同型构的方法：

Java代码

public void method(int i, String s) {

    // do something

}

public void method(String s, int i) {

    // do something

}

了解完型构的概念后我们再来看看重载和重写，请看它们的定义：

重写，英文名是overriding，是指在继承情况下，子类中定义了与其基类中方法具有相同型构的新方法，就叫做子类把基类的方法重写了。这是实现多态必须的步骤。

重载，英文名是overloading，是指在同一个类中定义了一个以上具有相同名称，但是型构不同的方法。在同一个类中，是不允许定义多于一个的具有相同型构的方法的。

## HashMap和HashTable

他们都属于Map接口的类，实现了将唯一键映射到特定的值上。

HashMap类没有分类或者排序。它允许一个null键和多个null值。

HashTable类似于HashMap，但是不允许null键和null值，它也比HashMap慢，因为它是同步的。

HashTable继承自Dictionary类，而HashMap是Java1.2引进的Map接口的一个实现。

两者最大的不同是，HashTable的方法是Synchronize的，而HashMap不是，在多个线程访问HashTable的时候，不需要自己为它的方法实现同步，而HashMap就必须为之提供外同步。

HashTable和HashMap采用的hash/rehash算法类似，所以性能不会有很大的差异。

## 构造函数和析构函数

构造函数可以被重载，但不能被覆盖。

派生类必须通过super调用父类的含有参数的构造函数。

## super关键字

Java里在类中用super调用父类构造函数的时候，为什么调用语句必须是子类的第一条语句？

这是因为如果不放在第一条的话，super之前的语句就起不到作用，也就是说子类所自定义的一些行为就会无效。例如下面一段代码：

class Father

{

public Fatcher()

{

String name = null;

}

}

class Son extends Father

{

public Son()

{

String name = "Son";

super();

}

}

super()之前的语句（String name = "Son";）实际上是无效的，因此要将super()放到第一句。

## 抽象类和接口

1.abstract class 在 Java 语言中表示的是一种继承关系，一个类只能使用一次继承关系。但是，一个类却可以实现多个interface。

2.在abstract class 中可以有自己的数据成员，也可以有非abstarct的成员方法，而在interface中，只能够有静态的不能被修改的数据成员（也就是必须是static final的，不过在 interface中一般不定义数据成员），所有的成员方法都是abstract的。

3.abstract class和interface所反映出的设计理念不同。其实abstract class表示的是"is-a"关系，interface表示的是"like-a"关系。

4.实现抽象类和接口的类必须实现其中的所有方法。抽象类中可以有非抽象方法。接口中则不能有实现方法。

5.接口中定义的变量默认是public static final 型，且必须给其初值，所以实现类中不能重新定义，也不能改变其值。

6.抽象类中的变量默认是 friendly 型，其值可以在子类中重新定义，也可以重新赋值。

7.接口中的方法默认都是 public,abstract 类型的。

**结论**

abstract class 和 interface 是 Java语言中的两种定义抽象类的方式，它们之间有很大的相似性。但是对于它们的选择却又往往反映出对于问题领域中的概 念本质的理解、对于设计意图的反映是否正确、合理，因为它们表现了概念间的不同的关系（虽然都能够实现需求的功能）。

## synchronized和java.util.concurrent.locks.Lock的异同

主要相同点是Lock能完成synchronized所实现的所有功能。

主要不同点事Lock有比synchronized更精确的线程语义和更好的性能。synchronized会自动释放锁，而Lock一定要求程序员手动释放，并且必须在finally从句中释放。

## 

## 

# 相关开发工具和技能

## 开源框架和技术

一般情况下，如果阅读过主流的一些开源框架（例如：Spring、iBatis、Hibernate等待），甚至自己实际参与过一些开源项目的开发或提交过bug/patch等，都会为自己加分。

## 版本管理工具

### Git

Git是一个分布式的版本管理工具。

一般可以通过下面两种方式使用Git来管理代码。

* 自行搭建git server；
* 采用git公共托管服务：
  + 国外的Github：<https://github.com>
  + 国内的CSDN：http://code.csdn.net/

### SVN

SVN是一种集中式的版本管理工具。

## Java编程规范

参考：《Google Java编程规范》

## eclipse中Java代码格式化

在eclipse中可以设置Java代码的Code Style，一般通过下图中的配置来完成，并可以通过xml文件导入导出，可以解决大部分的check style问题，使得编程过程中无需关注代码格式问题，项目组内成员采用统一的Java风格也有利于代码的维护。
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## 代码审查

## 项目管理工具

Jira等。

## Wiki系统

MediaWiki、Confluence系统等

## Bug追踪工具

BugZilla、Confluence、github等

## UML建模工具

Visio、Rational Rose、PowerDesign等。

## 文档编写能力

doc、ppt等。

## 技术博客

工作之余将学习心得等总结出来，放到个人技术博客上去。

## github

可以在github上编写自己的开源项目，也可以参与到其他的开源项目中去。