第一章 Java入门

运行环境：JRE（java runtime environment）

包括核心API，集成API，用户界面API，核心技术，JVM五个部分。

开发环境：JDK

包括了编译java程序的编译器（即javac命令）。

Java三个部分：

* J2EE(企业级开发应用的解决方案),
* J2SE（java技术的核心和基础）,
* J2ME（用于移动设备和信息家电的有限存储设备）。

高级语言程序执行方式分为两种，编译型和解释型

编译型：

使用专门的编译器、针对特定平台将高级编程语言源代码一次性“翻译”成该平台硬件执行的机器码，并包装成该平台所能识别的可执行程序格式，这个转换过程就叫编译。例如c,c++等语言。移植性差，即跨平台性差。

解释型：

使用专门的解释器对源程序逐行解释成特定平台的机器码并立即执行语言，相当于将编译型语言中编译和解释过程混合在一起同时完成。移植性好，效率差，不能脱离解释器独立运行。如RUBY,python。

Java程序运行机制：

Java语言编写的程序需要经过编译步骤，但这个编译步骤不会生成特定平台的机器码，而是生成一种与平台无关的字节码（\*.class文件），这种字节码不是可执行性的，需要通过java解释器来解释执行（即JVM）。

Java源文件（\*.java文件）->使用javac命令编译->字节码文件（\*.class文件）->使用java命令解释->特定平台的机器码。

开发前的准备

安装JDK

JDK(java SE development kit)即java标准版开发包。它提供了编译、运行java程序的所需的各种工具和资源，包括java编译器、java运行环境、常用的java类库。

安装了jdk就包含了jre(开发java程序)，如果只需要运行java程序，就只需要安装jre，JRE包含了JVM和运行java程序的其他环境支持。不提供单独的JVM下载。

JDK安装文件下的部分文件路径：

bin:存放JDK的各种工具命令，常用的如javac,java命令。

jre:运行java程序所必须的JRE环境。

lib:存放的是JDK工具命令的实际执行程序文件，典型的dt.jar和tools.jar

path环境变量：

计算机查找命令，windows操作系统根据Path环境变量来查找命令。

Path:追加：JDK的安装路径下各种工具命令所在的包eg.C:\java\jdk1.7.0\_80\bin

ClassPath环境变量：（用于定位类，即找寻\*.class编译文件，来实现解释）

Jdk1.4版本后，系统会自动查找.class文件位置，完全不用我们手动设置ClassPath变量。

但是能手动配置也没有错，配置格式为：

.;%JAVA\_HOME%\lib\dt.jar; %JAVA\_HOME%\lib\tools.jar;

一定不要忽略前面的（.），点代表当前路径，用以强制java解释器在当前路径下搜索java类。

Java源文件命名规则

后缀名为.java；主文件名可以是任意的。但是有一种情况例外，即java程序源代码中用public修饰了的类名，该文件的主文件名必须与类名称相同。

提示：一个java源文件中可以包涵多个类定义，但最多只能包涵一个public类定义，如果java源文件包涵public类定义，则该源文件的文件名必须与这个public类名称相同。

命名建议：

一个源文件中只定义一个类，不同类使用不同的源文件定义。

将每个源文件中单独定义的类都定义成public。

保持java源文件的主文件名与该源文件中定义的public类同名。

类的加载、连接和初始化

JVM和类

当我们调用java命令运行某个java程序时，该命令将会启动一条java虚拟机进程，不管该程序有多复杂，该程序启动了多少个线程，他们都处于该虚拟机进程里。当java程序运行结束时，jvm进程结束，该进程在内存中状态将会丢失。当系统出现以下几种情况，jvm进程将被终止：

* 程序运行到最后正常结束。
* 程序运行到使用System.exit()或Runtime.getRuntime().exit()代码结束程序。
* 程序执行过程中遇到未捕获的异常或错误而结束。
* 程序所在的平台强制结束了JVM进程。

类的加载

当程序主动使用某个类时，如果该类还未被加载到内存中，系统会通过加载、连接、初始化三个步骤来对该类进行初始化，如果没有意外，JVM将会连续完成这三个步骤，所以有时也把这三个步骤称为类加载或类初始化。

类的连接

当类被加载之后，系统为之生成一个对应的Class对象，接着将会进入连接阶段，连接阶段将会负责把类地二进制数据合并到jre中。

类加载指的是将类的class文件读入内存，并为之创建一个java.lang.Class对象，也就是说当程序中使用任何类时，系统都会为之建立一个java.lang.Class对象。

类的加载由类加载器完成，类加载器通常由JVM提供，类加载器是所有java程序运行的基础，JVM提供的这些类加载器通常称为系统加载器。除此之外，开发者可以通过继承ClassLoader基础类来创建自己的类加载器。

第二章 数据类型

一、八种基本数据类型

|  |  |  |  |
| --- | --- | --- | --- |
| 数据类型 | 表示符 | 内存 | 范围 |
| 整 型 | byte | 1字节 | -128~127(-2^7~2^7-1) |
| short | 2字节 | -2^15~2^15-1 |
| int | 4字节 | -2^31~2^31-1 |
| long | 8字节 | -2^63~2^63-1 |
| 浮点型 | float | 4字节 | 有效位数为6~7 |
| double | 8字节 | 有效位数为15位 |
| 字符型 | char |  |  |
| 布尔型 | boolean |  |  |

二、变量及常量

1、标识符：

1.由字母、数字、下划线和“$”中任意字符组合而成。

2.首字母必须是字母、下划线和“$”。

3.需具有一定的意义，不能是系统关键字。

4.严格区分大小写，例如Student和student是两个不同的标识符。

2、声明变量及变量初始化：

语法格式1：数据类型 变量名；

语法格式2：数据类型 变量名 = 值；

**float** floatNum; //声明一个变量

floatNum = 18.5f;//为变量赋值即初始化

**int** price = 20;//声明变量并初始话

3、常量

常量通过关键字final来指示，表示该变量只能被赋值一次，一旦赋值之后就不能再更改，习惯上常量名用大写来表示。

语法格式：final 数据类型 变量名 = 值；

**final int** UNITPRICE = 20;//声明常量并赋值

三、运算符

1、位运算符（重点）

位运算包括：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 与 | 或 | 异或 | 非 | 右移 | 左移 | 无符号右移 |
| & | **|** | **^** | **~** | **>>** | **<<** | **>>>** |
| 5&7 | 5|7 | 5^7 | ~4 | 8>>3 | 2<<3 | -2>>>2 |
| 5 | 7 | 2 | -5 | 1 | 16 |  |

运算法则关系表

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 第一个数 | 第二个数 | 按位与& | 按位或| | 按位异或^ |
| 0 | 0 | 0 | 0 | 0 |
| 1 | 0 | 0 | 1 | 1 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |

运算原理（&，|，^，~）

00000101

^ 00001001

00001100

-5的原码：10000000 00000000 00000000 00000101

-5的反码：11111111 11111111 11111111 11111010

-5的补码：11111111 11111111 11111111 11111011

~运算结果：00000000 00000000 00000000 00000100

00000101

& 00001001

00000001

00000101

| 00001001

00001101

**int** numb1 = 5&9; //输出结果为1

**int** numb2 = 5|9; //输出结果为13

5对应的二进制为：00000101;(省略前24位0)

9对应的二进制为：00001001;

numb1,numb2运算过程：

numb1=2^0\*1=1；numb2=2^3\*1+2^2\*1+2^0\*1=13;

所以位运算在进行运算的时候会以二进制的形式对每一位上的数值进行位运算。

**int** numb3 = ~-5; //输出结果为4

**int** numb4 = 5^9; //输出结果为12

numb3,numb4运算过程：

注意：

①、负数在计算机中以其正数的补码形式存储，

②、反码除符号位不变，其它位全部取反，

③、补码是在反码的基础上加1，

④、正数的原码、反码、补码一致。

提示：&与|两个运算符，与&&和||这两个运算符非常相似，&与|在计算结果前，一定要计算两个操作数的值。

**boolean** flag1 = a>b && a>c;

**boolean** flag2 = a>b & a>c;

flag1的计算过程：先比较条件1，也就是a>b是否为真，如果不为真，不会再对条件2进行计算，直接返回结果；

flag2的计算过程：不管条件1是否为真，都会对条件2进行计算，然后再返回结果；

运算原理（<<，>>，>>>）

11111111 11111111 11111111 11111011 ——-5的补码

11111111 11111111 11111111 1111101100 ——左移2位,0填充低位

11111111 11111111 11111111 11101100 ——截断高位,新补码

10000000 00000000 00000000 00010011 ——新反码

10000000 00000000 00000000 00010100 ——新补码,最终结果

-（24+22）=-20 ——换算成十进制最终结果

11111111 11111111 11111111 11110110 ——-11的补码

11111111 11111111 11111111 11110110 ——右移2位

1111111111 11111111 11111111 11110110 ——符号位填充高位

11111111 11111111 11111111 11111101 ——截断低位,新补码

10000000 00000000 00000000 00000010 ——新反码

10000000 00000000 00000000 00000011 ——新补码,最终结果

-（21+1）=-3 ——换算成十进制最终结果

11111111 11111111 11111111 11110110 ——-11的补码

11111111 11111111 11111111 11110110 ——右移2位

0011111111 11111111 11111111 11110110 ——0填充高位

00111111 11111111 11111111 11111101 ——截断低位,新原码

换算成十进制最终结果：230-3

**int** numb1 = 5<<2; //输出结果为20

**int** numb2 = -5<<2; //输出结果为-20

-5对应的二进制补码为：11111111 11111111 11111111 11111011;

numb2运算过程：

**int** numb3 = 8>>2; //输出结果为2

**int** numb4 = -11>>2; //输出结果为-3

numb4运算过程：

**int** numb5 = -11>>>2; //输出结果为230-3

numb5运算过程：

小结：

①、<<，>>，>>>三个位运算符只适合**byte,short,char,int,long**等整数型 数据类型的运算；

②、对于低于**int**型（如**byte,short,char**）的操作数总是先自动类型转换成 **int**类型后再移位；

③、没有无符号左移运算符，对于a<<b运算：

当log2a + b< L-1(L为a的字长)时，SD = a\*2b>0；

当log2a + b= L-1时，SD = a\*2b <0,值为负数(java程序运算结果)；

当log2a + b= L时，SD = a\*2b =0,值为零；

当log2a + b> L(b<L)时，SD = a\*2b >0；

当b>L时，系统先用b对L取余，得到的结果才是真正的移位的位数。例 如对于**int**类型的a<<33与a<<1的结果是一样的。

④、有符号右移，对于a>>b运算，SD=a/2b,当b>L时，系统先用b对L取余， 得到的结果才是真正的移位的位数。例如对于**int**类型的a>>33与a>>1 的结果是一样的。

2、其他运算符

|  |  |
| --- | --- |
| 算术运算符 | + - \* / % ++ -- |
| 关系运算符 | > < == != >= <= |
| 逻辑运算符 | 或（||）与（&&）非（！） |
| 赋值运算符 | = |
| 条件运算符 | 条件表达式？语句1：语句2 |
| 运算符的优先级：  {() []}（结合性：从左到右）  {！ +（正） -（负） ++ --}（结合性：从右到左）  {（\* / % + -）（ == != ）（&& ||）}（结合性：从左到右）  {（？：）（= += -= \*= /= %=）}(结合性：从右向左) | |

四、数据类型转换

1、自动类型转换

Java允许7种基本数值类型的值或变量之间进行相互转换，当把表数范围小的值或变量直接赋予表数范围大的值或变量的时候，java会自动进行类型转换。

任何基本类型的值和字符串值进行连接运算时，基本类型的值将自动转换为字符串类型。

2、强制类型转换

强制类型转换等价于自动类型转换的逆过程，是把表数范围大的值或变量赋予表数范围小的变量，强制类型转的运算符为（()）。强制类型转换的过程中，整数位按字长小的位数取值，字长大的数值的高位全部被截断，如果是将浮点型转换成整型，小数位会直接被截断。所以强制类型转换很容易造成数据丢失。

**public** **class** NarrowConversion {

**public** **static** **void** main(String[] args) {

**int** iValue = 233;

**byte** bValue = (**byte**) iValue;

//输出-23

System.*out*.println(bValue);

**double** dValue = 3.98;

**int** tol = (**int**)dValue;

//输出3

System.*out*.println(tol);

}

}

在上述示例中，int类型的233强制类型转换为byte类型的数值就造成了数据丢失，转换过程如下：

**int**: 00000000 00000000 00000000 11101001

**byte**: ~~00000000 00000000 00000000~~ 11101001

反码：10010110

原码：10010111 结果：-(24+22+21+1)=-23

第三章 流程控制语句

一、顺序结构

顺序结构是流程控制语句中最简单的，就是程序从上到下一行一行的执行，期间没有任何判断和跳转。

二、选择结构

1、**if** /**else**结构语句

**import** java.util.Scanner;

**public** **class** OrderConstruct {

**public** **static** **void** main(String[] args) {

**int** score;

String section;

Scanner sc = **new** Scanner(System.in);

score = sc.nextInt();

section = sc.next();

**if**(section.equals("理")){

**if**(score>=550){

System.out.println("2012湖北一本理工科分数线");

}**else** **if**(490<=score && score<550){

System.out.println("2012湖北二本理工科分数线");

}**else** **if**(400<=score && score<490){

System.out.println("2012湖北三本理工科分数线");

}**else**{

System.out.println("咋们复读吧");

}

}**else** **if**(section.equals("文")){

**if**(score>=540){

System.out.println("2012湖北一本文史科分数线");

}**else** **if**(480<=score && score<540){

System.out.println("2012湖北二本文史科分数线");

}**else** **if**(360<=score && score<480){

System.out.println("2012湖北三本文史科分数线");

}**else**{

System.out.println("还是复读吧");

}

}**else**{

System.out.println("体育艺术生不在该系统查询范围类!");

}

}

}

2、**switch-case**结构语句

**import** java.util.Scanner;

//问题描述：统计一个字符串中+、-、\*、/、%的个数已经对应的索引位置，例如：1+2+3\*4-5/5+6

**public** **class** OrderConstruct2 {

**public** **static** **void** main(String[] args) {

Scanner sc = **new** Scanner(System.*in*);

String expression = sc.next();

**int** length = 0;

**int**[] index = **new** **int**[expression.length()];

**for**(**int** i=0;i<expression.length();i++){

**char** operatorJudge = expression.charAt(i);

**switch**(operatorJudge){

**case** '+':index[length]=i;

length++;

**break**;

**case** '-':index[length]=i;

length++;

**break**;

**case** '\*':index[length]=i;

length++;

**break**;

**case** '/':index[length]=i;

length++;

**break**;

**case** '%':index[length]=i;

length++;

**break**;

}

}

System.*out*.println("算术运算符个数："+length);

**for**(**int** i=0;i<length;i++){

System.*out*.println("第"+i+1+"个运算符位置："+index[i]);

}

}

}

三、循环结构

1、**While**语句

语法结构：

**While**（条件表达式）{

循环体;

}

**import** java.util.Scanner;

//题目3：一球从100米高度自由落下，每次落地后反跳回原高度的一半；再落下，那么它第10次落地时，共经过多少米？第10次反弹多高？

**public** **class** algorithm3 {

**public** **static** **void** main(String[] args) {

**double** height = 100;

**double** distance = 100;

**int** i=1;

**while**(i<=10){

distance = distance +height;

height = height/2;

i++;

}

System.*out*.println("路程："+distance);

System.*out*.println("高度："+height/2);

}

}

2、**do-while**语句

语法结构：

**do**{

循环体;

}**while**（条件表达式）;

**import** java.util.Scanner;

//问题：求1!+2!+...+n!;用do\_while语句实现

**public** **class** DoWhileTest {

**public** **static** **void** main(String[] args) {

Scanner sc = **new** Scanner(System.*in*);

**int** n = sc.nextInt();

**int** count = 1;

**int** sum = 0;

**int** sn =1;

**do**{

sn\*=count;

sum+=sn;

count++;

}**while**(count<=n);

System.*out*.println("总和sum="+sum);

}

}

3、**for**语句

语法结构：

**for**(表达式1;条件表达式;表达式2){

循环体;

}

//题目2：一个数如果恰好等于它的因子数之和，这个数就称为"完数"。例如6=1+2+3，编程找出1000以内的所有完数。

**public** **class** algorithm2 {

**public** **static** **void** main(String[] args) {

**for**(**int** i=1;i<=1000;i++){

**int** perfect = 0;

**for**(**int** j =1;j<=i/2;j++){

**if**(i%j == 0){

perfect +=j;

}

}

**if**(perfect == i){

System.*out*.println(i);

}

}

}

}

四、控制循环结构

1、使用**Break**结束循环

break语句用于循环体语句中时，当循环语句中执行至break语句时，将立即结束循环，执行循环体外的语句。

2、使用**continue**结束本次循环

Continue语句用于结束本次循环，在循环语句中执行至continue语句时，循环体中continue语句后面的语句不会被执行，而跳到下一次循环。

3、使用**return**结束方法

五、大数值

如果基本的整数和浮点数精度不能满足需求，那么可以使用java.Math包中的两个很有用的类：BigInteger和BigDecimal。这两个类可以处理包含任意长度的数字序列的数值。BigInteger类实现了任意精度的整数运算，BigDecimal实现了任意精度的浮点数运算。

使用静态的valueof()方法可以将普通的数值转化为大数值：

BigInteger a = BigInteger.*valueOf*(100);

BigDecimal b = BigDecimal.*valueOf*(99.99);

大数值不能用算术运算符处理，需由其提供的相应的方法来完成加减乘除等运算。

|  |  |
| --- | --- |
| BigInteger API | |
| BigInteger add(BigeInteger other) | 加法 |
| BigInteger subtract(BigeInteger other) | 减法 |
| BigInteger multiply(BigeInteger other) | 乘法 |
| BigInteger divide(BigeInteger other) | 除法 |
| BigInteger mod(BigeInteger other) | 余数 |
| BigDecimal API | |
| BigDecimal add(BigDecimal other) | 加法 |
| BigDecimal subtract(BigDecimal other) | 减法 |
| BigDecimal multiply(BigDecimal other) | 乘法 |
| BigDecimal divide(BigDecimal other，roundmode) | 除法，需给出舍入方式 |

第四章 数组

一、数组基础知识

1、定义数组的两种方式

**type**[] arrayName;

**type** arrayName[];

一般使用第一种方式。

2、初始化的两种方式

静态初始化：初始化时由程序员显示指定每个数组元素的值，由系统决定需要的数组长度。

动态初始化：初始化时程序员只指定数组长度，由系统为数组元素分配初始值。

语法格式及示例：

语法格式：

1.静态初始化：arrayName=**new** **type**[]{element1,element2,…}或简写为：

arrayName={element1,element2,…}

2.动态初始化：arrayName= **new** **type**[length]

示例：（以下为定义并初始化）

**int**[] x={1,2,23,4,5,56,6,6,7};

**int**[] x=**new** **int**[]{1,2,4,5,6,7,8,8,9,54};

**int**[] y=**new** **int**[10];

注意：在java中允许数组的长度为0，可以new elementType[0];

3、命令行参数

每一个java程序都会在main方法中带一个**String**[] args的参数，这个参数表明main方法将接收一个字符串数组，也就是命令行参数，命令行参数即java程序在编译之后，解释运行的时候所传入的参数，也称运行时参数。

示例：

**public** **class** argsTest {

**public** **static** **void** main(String[] args) {

**if**(args[0].equals("-h")){

System.*out*.print("hello,");

}**else** **if**(args[0].equals("-g")){

System.*out*.print("goodbye,");

}

**for**(**int** i=1;i<args.length;i++){

System.*out*.print(" "+args[i]);

}}

}

首先我们通过myeclipse的Run As->java application命令运行程序会看到：
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这是因为运行时，并没有传入运行时参数，所以args没有参数值，为空。接着我们通过myclipse的run as ->run configurations命令，选择arguments,输入-h,如下所示：
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单击Run，就能在控制台看到我们代码中编写的结果：hello。

通过命名提示符同样可以进行命令行参数的演示：

1.首先通过cmd命令进入命名提示符控制台

2.选择java文件所在盘符，如D盘，输入D:进入d盘

3.通过cd 文件夹名称进入java文件所在的根目录

4.通过javac java文件名带后缀编译成class文件

5.通过java java文件名不带后缀 参数值运行java程序

如图所示：

![args3.png](data:image/png;base64,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)

4、数组的遍历

数组的遍历都是通过循环的方法来访问数组元素，可以通过for循环，也可以通过foreach循环来访问。

**foreach**语法结构：

**for**(type varribleName:arrays|collection){

//varribleName自动迭代访问每一个元素…

}

例：

**public** **class** argsTest {

**public** **static** **void** main(String[] args) {

**int**[] codes = new **int**[]{9,4,3,2,5,6,8,10,12,14};

**for**(**int** code:codes){

System.*out*.print(code);

}

}

}

5、数组排序

对数值型数组排序，可以使用java.util.Arrays工具类的sort()方法，sort方法可以对数组中的部分元素进行排序，需要添加索引参数。

**import** java.util.Arrays;

**public** **class** OrderArrayTest {

**public** **static** **void** main(String[] args) {

**int**[] codes = **new** **int**[]{9,8,5,6,7,4,2,1,3};

//Arrays.*sort*(codes,1,5);

Arrays.*sort*(codes);

**for**(**int** code:codes){

System.*out*.print(" "+code);

}

}

}

冒泡排序：其思想就是将相邻的两个数逐次比较，不满足要求就更换顺序，示例：

**public** **class** OrderArrayTest {

**public** **static** **void** main(String[] args) {

**int** [] order=**new** **int**[]{1,4,45,6,7,47,61,23,55,33};

**int** temp;

**for**(**int** i=1;i<order.length;i++){

**for**(**int** j=0;j<order.length-i;j++){

**if**(order[j]<order[j+1]){

temp=order[j];

order[j]=order[j+1];

order[j+1]=temp;

}

}

}

**for**(**int** i=0;i<order.length;i++){

System.*out*.print(" "+order[i]);

}

}

}

选择排序：主要思想是每一轮循环选出最大和最小的数与对应顺序的值进行交换。示例：

**public** **class** OrderArrayTest {

**public** **static** **void** main(String[] args) {

**int** [] order=**new** **int**[]{1,4,56,67,34,23,12,78,97,7};

**int** temp;

**int** k;

**for**(**int** i=0;i<order.length;i++){

k=i;

**for**(**int** j=i+1;j<order.length;j++){

**if**(order[k]<order[j]){

k=j;

}

}

**if**(k!=i){

temp=order[k];

order[k]=order[i];

order[i]=temp;

}

}

**for**(**int** i=0;i<order.length;i++){

System.*out*.print(" "+order[i]);

}}

}

二、深入数组

1、数组初始化

Java语言是典型的静态语言，因此Java的数组是静态的，即当数组被初始化之后，该数组的长度是不可变的，所谓初始化，就是为数组对象的元素分配内存空间，并为每个数组元素指定初始值。

动态初始化时，系统自动为数组元素分配的默认值：

|  |  |
| --- | --- |
| 数据类型 | 默认值 |
| byte[],short[],int[],long[] | 0 |
| float[],double[] | 0.0 |
| boolean[] | Flase |
| char[] | ‘\u00000’ |
| 引用类型数组 | null |

一旦为数组初始化完成，数组元素的内存空间分配即结束，程序只能改变数组元素的值，而无法改变数组的长度。

Java的数组变量是一种引用类型的变量，数组变量并不是数组本身，它只是指向堆内存中的数组对象。

2、栈内存与堆内存

栈（stack）：栈的优势是，存取速度比堆要快，仅次于直接位于CPU中的寄存器，当超过变量的作用域后，java会自动释放掉为该变量分配的内存空间，该内存空间可以立刻被另作他用。但缺点是，存在栈中的数据大小与生存期必须是确定的，缺乏灵活性。栈数据可以共享。

堆（heap）：堆的优势是可以动态地分配内存大小，生存期也不必事先告诉编译器。堆数据在没有引用变量指向它的时候，才变成垃圾，不能再被使用，但是仍然占着内存，在随后的一个不确定的时间被垃圾回收器释放掉。但缺点是，由于要在运行时动态分配内存，存取速度较慢。

当一个方法执行时，每个方法都会建立自己的内存栈，在这个方法内定义的变量将逐个放入这块栈内存中，随着方法的执行结束，这个方法的内存栈也将自然销毁。因此，所有在方法中定义的变量（非静态变量）都是放在栈内存中的。当创建一个对象时，这个对象将保存到运行时数据区中，以便反复利用，这个运行时数据区就是堆内存。

所有局部变量都是放在栈内存里保存的，不管其是基本类型的变量，还是引用类型的变量，都是存储在各自的方法栈区中；但引用类型变量所引用的对象（包括数组、普通Java对象）则总是存储在堆内存中。

堆内存中的对象（不管是数组对象，还是普通的Java对象）通常不允许直接访问，为了访问堆内存中的对象，通常只能通过引用变量。

引用变量本质上只是一个指针，只要程序通过引用变量访问属性，或者通过引用变量来调用方法，该引用变量将会由它所引用的对象代替。

main方法声明的变量都属于局部变量，因此它们都被保存在main方法栈中；但数组元素则作为数组对象的一部分，总是保存在堆内存中，不管它们是基本类型的数组元素，还是引用类型的数组元素。

3、多维数组

所谓多维数组，其实只是数组元素依然是数组的1维数组，2维数组是数组元素是1维数组的数组，3维数组是数组元素是2维数组的数组，4维数组是数组元素是3维数组的数组……N维数组是数组元素是N−1维数组的数组。

数组的length属性应该返回系统为该数组所分配的连续内存空间的长度。

以下示例可以很好的理解数组在内存中的分配机制

**public** **class** ObjectArrayTest {

**public** **static** **void** main(String[] args) {

//定义并初始化一个Object数组

Object[] objArr=**new** Object[3];

//让objArr所引用数组的第2个元素再次指向一个长度为2的Object[]数组

objArr[1]=**new** Object[2];//①

//将objArr[1]的值赋给objArr2，即让objArr2和objArr[1]指向同一个数组对象

Object[] objArr2=(Object[])objArr[1]; //②

//让objArr2所引用数组的第2个元素再次指向一个长度为3的Object[]数组

objArr2[1]=**new** Object[3]; //③

//将objArr2[1]的值赋给objArr3，即让objArr3和objArr2[1]指向同一个数组对象

Object[] objArr3 = (Object[])objArr2[1];//④

//让objArr2所引用数组的第2个元素再次指向一个长度为3的int[]数组

objArr3[1] = **new** **int**[5]; //⑤

//将objArr3[1]的值赋给iArr，即让iArr和objArr3[1]指向同一个数组对象

**int**[] iArr = (**int**[])objArr3[1]; //⑥

//依次为iArr数组的每个元素赋值

**for**(**int** i=0;i<iArr.length;i++){

iArr[i] = i \* 3 + 1;

}

//直接通过objArr访问iArr数组的第3个元素

System.*out*.println(

((**int**[])((Object[])((Object[])objArr[1])[1])[1])[2]);//⑦

}

}

第五章 类与对象

一、面向对象的基本特征

三个基本特征为：封装，继承，多态。封装是将对象的属性即实现细节隐藏起来，然后通过相关的公用方法来暴露该对象的功能；继承是面向对象实现软件复用的重要手段，当子类继承父类后，子类作为一种特殊的父类，将直接获得父类的属性和方法；多态是子类对象可以直接赋给父类变量，但运行时仍然表现出子类的行为特征，这意味着同一个类型的对象在运行时可能表现出不同的行为特征。

二、类与对象之间的关系

抽象的说，类是对象的抽象，对象是类的实现。类是构造对象的模版或蓝图，由类构造对象的过程称为创建类的实例。

三、类与类之间存在的关系

1、依赖：一个类的方法操作另一个类的对象，就说一个类依赖与另一个类。

2、聚合：一个类对象包含另一个类对象，比如A类的一个属性是B类。

3、继承：父子类关系。

四、类的定义

1、定义语法

**[**修饰符①**]** **class** 类名 {

//类属性的声明或定义;

[修饰符②] **属性类型** 属性名 [= 默认值];

//构造器的声明定义；

[修饰符③] 构造器名(形参列表){

执行体…

}

//类方法的声明与定义;

[修饰符④] **返回类型** 方法名(形参列表){

方法执行体…

}

}

2、访问修饰符说明

修饰符①：可以是public、final，或者完全省略这两个修饰符；

修饰符②：可以是public、protect、private、final、static;public、protect、private三者中只能出现其一，可与static、final组合修饰属性；

修饰符③：可省略，可以是public、protect、private其中之一；

修饰符④：可省略，可以是public、protect、private、static、final、abstract;public、protect、private三者中只能出现其一，final、abstract二者只能出现其一，它们可与static组合修饰方法；

3、修饰符关键字说明

|  |  |
| --- | --- |
| public | 最宽松级别，public修饰的成员（成员变量或方法）可以被所以类访问 |
| protect | protect修饰的成员（成员变量或方法）可被同一个包中其他类访问，也可被不同包中子类访问，非子类不可访问，如果用protect修饰一个方法，通常是希望子类重写该方法 |
| default | defalut修饰的成员（成员变量或方法）只能被相同包下的其他类访问 |
| private | private修饰的成员（成员变量或方法）只能在当前类内部访问 |

五、对象的产生与使用

1、语法

创建对象的根本途径是通过构造器，通过new关键字来调用某个类的构造器即可创建该类的实例。Eg.Person p = new Person();

类的属性和方法的调用可以通过类.属性|方法，实例.属性|方法来调用；使用static修饰的方法或属性（注意static不可修饰类），既可使用类.属性|方法来调用，也可使用实例.属性|方法来调用；没有使用static修饰的方法或属性只能通过实例.属性|方法来调用。

2、对象、引用和指针

当一个对象创建成功后，该对象保存在堆内存中，java程序不允许直接访问堆内存中的对象，只能通过该对象的引用来操作该对象。堆内存中的对象可以有多个引用，多个引用可以指向同一个对象。

3、this关键字

this关键字是java对象的默认引用，this关键字总是指向调用该方法的对象。根据this出现的位置的不同，this做为对象的默认引用有两种情况：

* 构造器中引用该构造器执行初始化的对象；
* 在方法中引用调用该方法的对象。

如果在static中直接使用this关键字，则this关键字无法指向合适的对象。所以static修饰的方法不能使用this引用。由于static修饰的方法不能使用this引用，所以static修饰的方法不能访问非static修饰的成员。即静态成员不能访问非静态成员。

4、形参长度可变的方法

从jdk1.5以后，java允许定义形参长度可变的参数，从而允许为方法指定数量不确定的形参。在最后一个形参后加三点（…），表明该形参可以接受多个参数值，多个参数值被当成数组传入。即便是采用形参长度可变形式来定义的方法，调用该方法时依然可以为该方法传入一个数组。数组形式的参数可以位于形参列表任何位置，但个数可变的形参只能处于形参列表的最后。也就是说，一个方法中最多只能有一个可变长度的形参。

示例如下：

**public** **class** VarArgs {

//定义形参长度可变方法

**public** **static** **void** test(**int** a,String... books){

**for**(String temp:books){

System.*out*.println(temp);

}

}

**public** **static** **void** main(String[] args) {

*test*(3,"xiaomi","huawei","meizu");

}

}

5、递归方法

一个方法体内调用它自身，被称为方法的递归。定义递归方法的一条最重要规定：递归一定要向已知方向进行。否则会造成死循环。示例：

//问题描述：汉诺塔问题是指有三根杆子A,B,C。C杆上有若干碟子，把所有碟子从A杆上移到C杆上，每次只能移动一个碟子，大的碟子不能叠在小的碟子上面。求最少要移动多少次,且打印出每一步的移动位置？

2:A-B,A-C,B-C

3:A-C,A-B,C-B,A-C,B-A,B-C,A-C

4:A-B,A-C,B-C,A-B,C-A,C-B,A-B,A-C,B-C,B-A,C-A,B-C,A-B,A-C,B-C

**public** **class** DiguiTest {

**public** **static** **void** main(String[] args) {

System.*out*.println(*totalFn*(3));

*moveDisk*(4,"A","B","C");

}

//只求移动次数总和

**public** **static** **int** totalFn(**int** n){

**int** sum = 0;

sum = n==1?1:2\**totalFn*(n-1)+1;

**return** sum;

}

//打印移动步骤

**public** **static** **void** moveDisk(**int** diskQuantity,String A,String B,String C){

**if**(diskQuantity == 1){

System.*out*.println("Move disk from "+A+" to "+C);

}**else**{

*moveDisk*(diskQuantity-1,A,C,B);

*moveDisk*(1,A,B,C);

*moveDisk*(diskQuantity-1,B,A,C);

}

}

}

6、方法重载

如果同一个类中包含两个或两个以上的方法的方法名相同，但形参列表不同，则被称为方法重载。至于其他的，如返回值类型、修饰符等与方法重载没有关系。注意，不推荐重载具有形参长度可变的方法。java中最常见的例子就是构造方法的重载。

7、成员变量和局部变量

成员变量是在类范围内定义的变量，即类的属性；局部变量指的是在一个方法中定义的变量。以下是所有变量分类：

|  |  |  |
| --- | --- | --- |
| 所有变量 | 成员变量 | 实例属性（不以static修饰） |
| 类属性（static修饰） |
| 局部变量 | 形参（方法签名中定义的变量） |
| 方法局部变量（在方法内定义的变量） |
| 代码块局部变量（在代码块内定义） |

成员变量可以不用显式的初始化，当系统加载类或创建类实例的时候，系统自动为成员变量分配内存空间，并在分配内存空间后，自动为成员变量指定初始值。

局部变量定义后，必须经过显式初始化才能使用，系统不会为局部变量执行初始化。局部变量不属于任何类或实例，它总是保存在其所在方法的栈内存中。如果局部变量是基本类型，则直接把这个变量的值保存在该变量对应的内存中，如过是引用类型变量，则这个变量存放的是地址，通过该地址引用到该变量实际引用的对象或数组。

栈内存中的变量无需进行系统垃圾回收，栈内存中的变量往往是随方法或代码块的运行的结束而结束的。

六、封装

将对象内部的状态信息隐藏在对象内部，不允许外部程序直接访问对象内部信息，而是通过该类所提供的方法来实现对内部信息的操作和访问。例：

**public** **class** Token {

**private** String accessToken; //接口访问凭证

**private** **int** expiresIn; //凭证有效期，单位:秒

**public** String getAccessToken() {

**return** accessToken;

}

**public** **void** setAccessToken(String accessToken) {

**this**.accessToken = accessToken;

}

**public** **int** getExpiresIn() {

**return** expiresIn;

}

**public** **void** setExpiresIn(**int** expiresIn) {

**this**.expiresIn = expiresIn;

}

}

七、继承

1、继承的特点

Java继承通过extends关键字来实现，实现继承的类被称为子类，被继承的类称为父类。语法格式如下：

**[**修饰符**]** **class** subClass **extends** superClass {

//类定义部分

}

2、重写父类方法

子类包含与父类重名的方法的现象称为方法重写（Override）。重写遵循“两同两小一大”原则，两同即方法名、形参列表相同；两小即子类方法返回值类型应比父类方法返回值类型的范围更小或相同，子类方法声明抛出的异常类应比父类方法声明抛出的异常类更小或相同；一大即子类方法的访问权限应比父类方法更大或相同。特别注意的是，覆盖方法和被覆盖方法要么都是类方法，要么都是实例方法，不能一个是类方法，一个是实例方法。

当子类覆盖了父类方法后，依然可以在子类的方法中调用父类中被覆盖的方法，使用super关键字调用。如果父类方法具有private权限，则该方法对子类也是隐藏的，子类无法访问该方法，也无法重写该方法。即便子类中有与父类同名的方法也不是重写。

如果子类定义了和父类同名的属性，也会发生子类属性覆盖父类属性的的情形。在子类定义的实例方法中可以通过super来访问父类被覆盖的属性。

3、调用父类构造器

子类不会获得父类的构造器，但有时候子类构造器需要调用父类构造器的初始化代码。示例：

**class** base{

**private** String name;

**private** **int** age;

**public** base(String name,**int** age){

**this**.name = name;

**this**.age = age;

}

}

**class** subBase **extends** base{

**private** String sex;

**public** subBase(String name, **int** age,String sex) {

**super**(name, age);

**this**.sex = sex;

}

}

在上述代码中，如果我们不为subBase创建构造器，系统会提示我们编译错误，因为直接父类具有显示构造器，系统此时并不会再为我们创建无参的隐式构造器，所以此时子类可以调用父类构造器的初始化代码。我们所见的哪些没有显示构造器而没有编译错误的类，其实都会有系统为它们创建了隐式的无参构造器，这个过程就是通过super关键字来隐式调用它们父类的构造器。

子类构造器调用父类构造器分以下几种情况：

* 子类构造器执行体中第一行使用super显式调用父类构造器，系统将根据super调用传入的实参列表调用父类对应的构造器。
* 子类构造器执行体中第一行代码使用this显式调用本类中重载的构造器，系统将根据this调用里传入的实参列表调用本类另一个构造器。执行本类中另一个构造器时即会调用父类的构造器。
* 子类构造器既没有super调用，也没有this调用，系统将会在执行子类构造器之前，隐式的调用父类无参的构造器。

八、多态

Java引用变量有两个类型：一个是编译时的类型，一个是运行时的类型，编译时的类型由声明该变量时使用的类型决定，运行时类型由实际赋给该变量的对象决定。如果编译时类型和运行时类型不一直，就会出现所谓的多态。

Java允许把一个子类对象直接赋值给一个父类引用变量，无须任何类型转换，该过程由系统自动完成。

九、代码块与静态代码块

1、基本概念

代码块也称初始化块，与构造器相似都是对对像或类进行初始化操作，它是java对象中的第四种成员，一个类里可以有多个初始化块，相同类型的初始化块之间有顺序：前面定义的初始化块先执行，后面定义的初始化块后执行。语法格式：

**[**修饰符**]** {

//初始化块的可执行代码

}

初始化块的修饰符只能是static,static修饰的代码块称为静态代码块。初始化块只在创建java对象时隐式执行，而且在构造器之前执行。

2、初始化块与构造器

初始化块总是在构造器之前执行，系统同样可以使用初始化块来进行对象的初始化操作。与构造器不同的是，初始化块不接受任何参数。

与构造器相似，创建一个java对象时，不仅会执行该类的初始化块和构造器，系统会一直上溯到java.lang.Object类，先执行Object类的初始化块，执行object类的构造器，依次向下执行其父类的的初始化块和构造器，最后才执行该类的初始化块和构造器。

3、静态初始化块

静态初始化块是类相关的，系统将在类初始化阶段执行静态初始化块，而不是在创建对象时才执行。因此静态代码块总是比普通初始化块先执行。

静态初始化块不能访问非静态成员，不能对实例属性进行初始化处理。

//代码块测试

**public** **class** CodeBlockTest {

**public** **static** **void** main(String[] args) {

**new** chlidClass("O","jamas");

}

}

**class** ParentClass{

**private** String bloodType;

**private** **static** String *surname*;

//构造器

**public** ParentClass(String bloodType,String surname){

**this**.bloodType = bloodType;

**this**.*surname* =surname;

System.*out*.println("parent的构造器");

}

//父类普通代码块

{

System.*out*.println("parent的普通代码块");

}

//父类静态代码块

**static**{

*surname* = "Thomas";

System.*out*.println("parent的静态初始化块,surname="+*surname*);

}

}

**class** chlidClass **extends** ParentClass{

//构造器

**public** chlidClass(String bloodType, String surname) {

**super**(bloodType, surname);

System.*out*.println("chlid的构造器");

}

//初始化块

{

System.*out*.println("child的初始化块");

}

//静态代码块

**static**{

System.*out*.println("child的静态初始化块");

}

}

运行结果：
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九、内存中的对象

1、对象与垃圾回收

垃圾回收只负责回收堆内存中的对象，不会回收任何物理资源（例如数据库连接、网络io等资源）。

程序无法精确控制垃圾回收的运行，垃圾回收会在何时的时候运行。当对象永久性的失去后、系统就会在合适的时候回收它所占有的内存。

垃圾回收回收任何对象之前，总会调用它的finalize方法，该方法可以是对象重新复合（让一个引用变量重新引用该对象），从而导致垃圾回收机制取消回收。

2、对象在内存中的状态

激活状态：

当一个对象被创建后，有一个以上的引用变量引用它，则这个对象在程序中处于激活状态，程序可通过引用变量来调用该对象的属性和方法。

去活状态：

如果程序中某个对象不再有任何引用变量引用它，它就进入了去活状态。在这个状态下，系统的垃圾回收机制准备回收该对象所占用的内存，在回收该对象之前，系统会调用所有去活状态对象的finalize方法进行资源清理，如果系统在调用finalize方法重新让一个引用变量引用该对象，则这个对象会再次变为激活状态，否则进入死亡状态。

死亡状态：

当对象的所有引用变量的关联被切断，且系统已经调用所有对象的finalize方法依然没有使该对象变成激活状态，那这个对象将永久性失去引用，最后变为死亡状态。只有当一个对象处于死亡状态时，系统才会真正回收该对象占有的资源。

强制垃圾回收：

程序无法精确的控制垃圾回收的时机，但我们依然可以强制系统进行垃圾回收——只是这种强制是通知系统进行垃圾回收，但系统是否进行垃圾回收依然不确定。两种方法：

System类的gc()静态方法：System.gc();

Runtime对象的gc()实例方法：Runtime.getRuntime().gc()

第六章 面向对象（下）

一、基本数据类型的包装类

1、对应包装类

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| byte | short | int | long | float | double | boolean | char |
| Byte | Short | Integer | Long | Float | Double | Boolean | Character |

2、基本类型到包装类的转换

**public** **void** baseType2packType(){

**char** ch = 'A';

**int** i = 20;

**float** f = 20.55f;

**boolean** bl= **true**;

//通过new关键字转化

Character cter = **new** Character(ch);

Integer iter = **new** Integer(i);

Float fter = **new** Float(f);

Boolean blter = **new** Boolean(bl);

//自动装箱

Character cterAuto = ch;

Integer iterAuto = i;

Float flterAuto = f;

Boolean blterAuto = bl;

}

3、包装类到基本类型的转换

**public** **void** packType2baseType(){

Character cterAuto = 'B';

Integer iterAuto = 20;

Float flterAuto = 19.55f;

Boolean blterAuto = **true**;

//通过对象的xxxValue方法转换

**char** ch = cterAuto.charValue();

**int** i = iterAuto.intValue();

**float** f = flterAuto.floatValue();

**boolean** bl = blterAuto.booleanValue();

//自动拆箱

**char** chAuto = cterAuto;

**int** iAuto = iterAuto;

**float** fAuto = flterAuto;

**boolean** blAuto = blterAuto;

}

4、包装类实现基本数据类型与字符串之间的转换

除了Character类外，所有包装类都提供的一个parseXXX(String s)静态方法，用于将字符串转换成基本数据类型；String类也提供了大量重载的valueOf（）方法，用于将基本类型转换成字符串。

**public** **static** **void** baseType1String(){

String si = "110";

String sf = "14.55";

String sb = "true";

//转换成基本类型

**int** ii = Integer.*parseInt*(si);

**float** ff = Float.*parseFloat*(sf);

**boolean** bb = Boolean.*parseBoolean*(sb);

System.*out*.println("ii="+ii+"\nff="+ff+"\nbb="+bb);

//转化成字符串

String is = String.*valueOf*(ii);

String fs = String.*valueOf*(ff);

String bs = String.*valueOf*(bb);

System.*out*.println("is="+is+"\nfs="+fs+"\nbs="+bs);

}

二、单例类

如果一个类始终只能创建一个实例，这个类被称为单例类。

实现原理：第一，将类的构造器用private修饰，这样其他类就不能通过该类的构造器来创建该类的实例；第二，需要提供一个public方法做为该类的访问点，用于创建该类的唯一对象，且该方法必须用static修饰（因为调用该方法时，该类的实例并不存在，因此调用该方法的不可能是对象，只能是类）；第三，该类还必须缓存已经创建的对象，否则该类无法知道曾经是否已经创建过对象，也就无法保证只创建一个对象。

懒汉模式（不考虑线程安全）：

**public** **class** Singleton {

//缓存曾经创建过实例的变量

**private** **static** Singleton *instance*;

**private** Singleton(){}

//保证能创建实例的静态方法

**public** **static** Singleton getInstance(){

**if**(*instance* == **null**){

*instance* = **new** Singleton();

}

**return** *instance*;

}

}

保证线程安全的懒汉模式：

//懒汉模式，考虑线程安全，方法加synchronized

**class** Singleton1{

**private** **static** Singleton1 *instance*;

**private** Singleton1(){}

//同步方法

**public** **static** **synchronized** Singleton1 getInstance(){

**if**(*instance* == **null**){

*instance* = **new** Singleton1();

}

**return** *instance*;

}

}

//懒汉模式，考虑线程安全，双重检查锁定

**class** Singleton2{

**private** **static** Singleton2 *instance*;

**private** Singleton2(){}

**public** **static** Singleton2 getInstance(){

**if**(*instance* == **null**){

//同步代码块

**synchronized**(Singleton2.**class**){

**if**(*instance* ==**null**){

*instance* = **new** Singleton2();

}

}

}

**return** *instance*;

}

}

//懒汉模式，考虑线程安全，静态内部类

**class** Singleton3{

**private** Singleton3(){}

//静态内部类

**private** **static** **class** LazyHolder {

**private** **static** **final** Singleton3 *INSTANCE*=**new** Singleton3();

}

**public** **static** Singleton3 getInstance(){

**return** LazyHolder.*INSTANCE*;

}

}

饿汉模式（天生线程安全）：

**public** **class** Singleton {

//缓存曾经创建过实例的变量

**private** **static** Singleton *instance =* **new** Singleton();

**private** Singleton(){}

//保证能创建实例的静态方法

**public** **static** Singleton getInstance(){

**return** *instance*;

}

}

三、final修饰符

final关键字可用于修饰类、变量和方法。

1、final修饰变量

final修饰变量时，表示该变量一旦获得了初始值之后就不可被改变。final既可修饰成员变量，也可修饰局部变量、形参。

final修饰成员变量

成员变量是随类初始化或对象初始化而初始化的。因此，成员变量的值可以在定义该变量时指定，也可以在初始化块和构造方法中指定。所以对final修饰的成员变量不可在普通方法中对成员变量赋值。当使用final修饰成员变量时，要么在定义成员变量的时候指定初始值，要么在初始化块、构造器中为成员变量赋初始值。final修饰的类属性、实例属性赋初始值的地方：

* 类属性：静态代码块中、声明该属性时指定；
* 实例属性：非静态代码块，声明该属性、构造器中指定初始值。

final修饰的成员变量，必须由程序员显式初始化，系统不会对final成员变量进行隐式初始化。

示例：

**public** **class** FinalPropertyTest {

**final** **int** a = 6;

**final** String str;

**final** **int** c;

**final** **static** **double** *d*;

{c = 9;}

**public** FinalPropertyTest(String str){

**this**.str = str;

}

**static**{*d* = 20.5;}

**public** **static** **void** main(String[] args) {

FinalPropertyTest ft = **new** FinalPropertyTest("hello");

System.*out*.println(ft.a+"\n"+ft.str+"\n"+ft.c+"\n"+ft.*d*);

}

}

Final修饰局部变量

系统不会对局部变量进行初始化，必须有程序员显式初始化。因此使用final修饰局部变量既可以在定义是指定默认值，也可以不指定默认值。如果定义是没有指定默认值，后续代码中可以对其初始化，但只能赋值一次。final修饰的形参不能被赋值，由方法调用时传入指定值。

Final修饰基本类型和引用类型的区别

Final修饰基本类型时，不能对基本类型变量重新赋值，因此基本类型变量不能被改变。对于引用类型的变量而言，它保存的仅仅是一个引用，final只保证这个引用引用的地址不会发生改变，即一直引用同一个对象，但这个对象完全可以发生改变。

2、final方法

final方法不可被重写，javat提供的Object类就有一个final方法：getClass();

3、final类

final修饰的类不可以有子类，例如java.lang.Math类就是一个final类。

4、不可变类

不可变类是值创建该类的实例后，该实例的属性是不可改变的。Java提供的八个包装类和java.lang.String类都是不可变类。

创建自定义类遵循规则：

* 使用private和final修饰属性；
* 提供带参构造器，用于传入参数来初始化类里的属性；
* 提供getter方法，不提供setter方法；
* 如果有必要，重新Object类中hashCode和equals方法。

四、抽象类

1、概念及语法

抽象方法是抽象类的重点，抽象方法和抽象类都必须用abstract修饰，有抽象方法的类只能被定义成抽象类，抽象类中可以没有抽象方法，但是这样抽象类将毫无意义。

语法格式：

**[**修饰符**] abstract** **class** 类名 {

//类属性的声明或定义;

//构造器的声明定义；

//抽象方法：只有方法签名，没有执行体；

[修饰符] **abstract 返回类型** 方法名(形参列表)；

}

2、抽象类、抽象方法规则说明

* 抽象类不能被实例化，无法使用new关键字来调用抽象类的构造器创建抽象类实例；
* 可以包含属性，构造器，方法（普通方法和抽象方法），初始化块，内部类，枚举类；抽象类的构造器不能用于创建实例，主要是用于被其子类调用；
* 含有抽象方法的类只能被定义成抽象类，即含有抽象方法的类一定不是普通类，因此普通类也一定不会有抽象方法；
* 由于final修饰的方法不能被重写，final修饰的类不能有子类，所以final与abstrat不能共存；
* 由于static修饰的方法是类方法，抽象类是不能被实例化的，所以static与abstract不能同时修饰同一个方法；
* abstract不能用于修饰属性；

五、接口

1、接口的定义

**[**修饰符**] interface** 接口名 **extends** 父接口1,父接口2…{

//零到多个常量定义…

//零到多个抽象方法定义…

[修饰符] **abstract 返回类型** 方法名(形参列表)；

}

2、接口规则说明

* 接口中的方法只能是抽象方法；接口中的属性只能是常量；
* 接口中方法可以不显式使用abstract修饰，系统会自动使用abstract修饰；
* 接口里的属性系统默认使用public static final修饰的；可以不显式使用public static final;
* 接口中没有构造器和初始化块；因此属性只能在定义时初始化，即所有属性都该是常量;

3、使用接口

接口不能用于创建实例，但是可以用于声明引用类型变量。当使用接口声明引用类型变量时，这个引用变量必须引用到其实现类的对象。实现类使用implements关键字，一个类可以实现多个接口。

语法格式：

**[**修饰符**] class** 类名 **extends** 父类 **implements** 接口1，接口2…{

……

}

六、内部类

1、概念阐述

定义在其他类内部的类被称为内部类；内部类作用：

* 内部类提供更好的封装，可以把内部类隐藏在外部类之内，不允许同一个包中的其他类访问该类；
* 内部类成员可以直接访问外部类的私有数据，外部内不能访问内部类的实现细节；
* 匿名内部类可用于仅需要一次调用的类；

2、内部类分类

内部类可以定义在类中的任何位置，甚至可以定义在方法中，通常内部类都作为成员内部类定义，而不是作为局部内部类。

|  |  |  |
| --- | --- | --- |
| 内部类 | 成员内部类 | 静态内部类 |
| 非静态内部类 |
| 局部内部类 | |
| 匿名内部类 | |

3、非静态内部类

语法即示例：

**public** **class** NSInnerClass{

**private** String name;

**private** String age;

//非静态内部类

**class** Secret{

**private** String name;

**private** String date;

{name = "小明";}

**public** Secret(String name,String date){

**this**.name =name;

**this**.date =date;

}

**private** **void** doSomething(){

System.*out*.println(NSInnerClass.**this**.name+"在"+date+name+"嘿嘿嘿，你懂的...");

}

}

**public** **void** test(){

Secret s = **new** Secret("seeMovie","2007-10-09");

s.doSomething();

}

**public** **static** **void** main(String[] args) {

NSInnerClass ts = **new** NSInnerClass();

ts.test();

}

}

注意事项：

* 编译包含内部类文件会生成两个.class文件，成员内部类的编译文件总是这种形式：OuterClass$InnerClass.class;
* 非静态内部类可以直接访问外部类的private成员；
* 非静态内部类的方法访问某个变量时，先查找当前方法是否存在该名字的局部变量，如果存在则使用；如果不存在，则到该方法所在内部类中查找是否存在该名字的属性，如果存在则使用；如果不存在，则到该内部类所在的外部类查找是否存在该名字的属性，如果存在则使用；如果不存在，系统将出现编译错误：提示找不到该变量；
* 如果外部类属性、内部类属性、内部类方法的局部变量同名，可通过this、外部类类名.this作为限定区分；
* 非静态内部类中不能有静态方法、静态属性、静态代码块；

4、静态内部类

使用static修饰的成员内部类为静态内部类，是与类相关的。静态内部类可以包含非静态成员，静态内部类不能访问外部类的实例成员，只能访问外部内的类成员。

接口中允许定义内部类，但是只能是静态内部类；

5、局部内部类

定义在方法中的内部类称为局部内部类，局部内部类仅在该方法中有效。局部内部类不能在外部类以外的地方使用，那么局部内部类也无需使用访问控制符和static修饰。

局部内部类的编译文件命名规则为：outerClass$NinnerClass.class,N为随机数（1，2，3…）;

6、匿名内部类

匿名内部类语法格式：

**new** 父类构造器（实参列表）|实现接口（）{

//匿名内部类类体部分

}

**interface** Product{

**public** **double** getPrice();

**public** String getName();

}

**public** **class** NoneInnerClass {

**public** **void** test(Product p){

System.*out*.println("购买一个"+p.getName()+"花掉了"+p.getPrice());

}

**public** **static** **void** main(String[] args) {

NoneInnerClass nic = **new** NoneInnerClass();

//匿名内部类类体部分

nic.test(**new** Product(){

**public** **double** getPrice(){

**return** 1466;

}

**public** String getName(){

**return** "Inter core i5 4460 CPU";

}

});

}}

匿名内部类必须继承一个父类，或实现一个接口，但最多只能继承一个父类，或实现一个接口。

匿名内部类不能是抽象类，因为系统创建匿名内部类的时候会立即创建匿名内部类的对象。

匿名内部类不能定义构造器，因为匿名内部类没有类名，但匿名内部类可以定义实例初始化块。

七、枚举类

1、概念

把实例有限且固定的类称之为枚举类。枚举类用关键字enum定义，枚举类是一种的特殊的类，但一样可以有自己的属性和方法，一样可以实现一个或多个接口，也可以定义自己的构造器。

枚举类与普通类的区别：

* 可以实现一个或多个接口，使用enum定义的枚举类默认继承了java.lang.Enum类，而不是Object类，Enum类实现了java.lang.serializable和java.lang.Comparable类。
* 枚举类的构造器只能用private访问控制符，若省略，默认为private,显式指定，只能用private。
* 枚举类的实例必须在枚举类中显式列出，否则这个枚举类永远不能产生实例。列出的实例，系统会自动添加public static final 修饰。
* 所有枚举类都提供了一个values方法，该方法可方便遍历枚举值。

2、枚举类的属性、方法、构造器

枚举类通常设计为不可变类，也就说明它的属性值不应该允许改变，这样会更安全。所以枚举类的属性都应该用private final修饰。

**public** **enum** EnumGendar {

//枚举类的实例

*MALE*("男"),*FAMALE*("女");

**private** **final** String name;

//带参的构造函数

**private** EnumGendarTest(String name){

**this**.name = name;

}

**public** String getName(){

**return** **this**.name;

}

**public** **static** **void** main(String[] args){

//枚举类的调用

EnumGendar egt = Enum.*valueOf*(EnumGendar.**class**,"MALE");

System.*out*.println(egt.getName());

}

}

一旦属性使用final修饰，属性的初始化就只能由带参的构造器来完成。

3、实现接口的枚举类

如果由枚举类实现接口里的方法，则每个枚举值在调用该方法时，都有相同的行为方法，如果需要每个枚举值在调用该方法时呈现不同的行为方式，则可以让每个枚举值来实现该方法。例：

**interface** Season{

**public** **void** info();

}

//枚举类实现接口

**public** **enum** EnumSeasonImpl **implements** Season {

//匿名内部类为每个实例实现方法，定义不同的行为

*SPRING*{

**public** **void** info(){

System.*out*.println("春暖花开，蝴蝶自来");

}

},

*SUMMER*{

**public** **void** info(){

System.*out*.println("炎炎夏日，烈日 灼灼");

}

},

*FALL*{

**public** **void** info(){

System.*out*.println("一叶知秋，金风送爽");

}

},

*WINTER*{

**public** **void** info(){

System.*out*.println("寒冬腊月，傲雪凌霜");

}

};

**public** **static** **void** main(String[] args) {

//枚举类单个实例调用

EnumSeasonImpl esi = Enum.*valueOf*(EnumSeasonImpl.**class**, "SPRING");

esi.info();

//枚举类所有实例遍历

**for**(EnumSeasonImpl es:EnumSeasonImpl.*values*()){

es.info();

}

}

}

4、包含抽象方法的枚举类

枚举类里定义抽象方法时无需显式使用abstract关键字将枚举类定义成抽象类，但因枚举类需显式创建枚举值，而不是作为父类，所以定义每个枚举值时必须为抽象方法提供实现，否则将出现编译错误。例：

**public** **enum** EnumOperation {

*PLUS*{

**public** **double** eval(**double** x,**double** y){

**return** x+y;

}

},*MINUS*{

**public** **double** eval(**double** x,**double** y){

**return** x-y;

}

},*TIMES*{

**public** **double** eval(**double** x,**double** y){

**return** x\*y;

}

},*DIVIDE*{

**public** **double** eval(**double** x,**double** y){

**return** x/y;

}

};

//枚举类中抽象方法

**public** **abstract** **double** eval(**double** x,**double** y);

//测试方法

**public** **static** **void** main(String[] args) {

**for**(EnumOperation eo:EnumOperation.*values*()){

**double** result = eo.eval(9, 3);

System.*out*.println(result);

}

}

}

第七章 泛型

一、泛型入门

1、为什么需要泛型

在没有泛型之前，一旦把一个对象保存到集合中，集合就会忘记对象的类型，把所有的对象当成Object处理。当程序从集合中取出对象后，需要进行强制类型转换，这种强制类型转换不仅代码臃肿，而且很容易造成ClassCastException异常。

2、泛型的好处

增加泛型支持后的集合，完全可以记住集合中元素的类型，并可以在编译时检查集合中元素的类型，如果试图向集合中添加不满足类型需求的对象，编译器就会提示错误。增加泛型支持后的集合，让代码更简洁，程序更健壮。除此外java泛型还增加了枚举类、反射等方面的功能。

3、泛型的概念

把java的参数化类型称之为泛型，所谓参数化类型即创建集合时允许为之指定集合元素的类型。

二、定义泛型接口、类

1、java集合使用泛型的部分代码示例：

//定义接口时指定一个类型形参，形参名为E

**public** **interface** List<E> **extends** Collection<E> {

//E可以作为返回类型，E可以作为形参类型

Iterator<E> iterator();

**boolean** add(E e);

List<E> subList(**int** fromIndex, **int** toIndex);

}

//定义接口时指定两个类型形参，形参名为K,V

**public** **interface** Map<K,V> {

//K, V可以作为返回类型，K,V可以作为形参类型

Set<K> keySet();

V put(K key, V value);

}

泛型实质：允许在定义接口、类时指定类型形参，类型形参在整个接口、类体内中可以当成类型使用，几乎所有可使用其他普通类型的地方都可以使用这种类型形参。

2、自定义泛型类

我们可以为任何类增加泛型声明，并不是只有集合类才可以使用泛型声明，虽然泛型是集合类的重要使用场所。

当创建带泛型声明的自定义类，为该类定义构造器时，构造器名还是原来的类名，不要增加泛型声明。通过构造器实例化对象的时候可以使用Apple<T>形式。

示例：

**public** **class** Apple<T> {

**private** T info;

**public** Apple(T info){

**this**.info = info;

}

**public** T getInfo(){

**return** **this**.info;

}

**public** **static** **void** main(String[] args) {

Apple<String> ap1 = **new** Apple<String>("apple");

Apple<Integer> ap2 = **new** Apple<Integer>(2);

}

}

3、从泛型类派生子类

当创建了带泛型声明的接口、父类之后，可以为该接口创建实现类，或从该父类派生子类，父类或接口的类型参数应特别注意，如下：

//父类不带类型参数

**class** AppleA **extends** Apple{

//……

}

}

//父类带类型形参，子类也要带类型形参，否则编译出错

**class** AppleB<T> **extends** Apple<T>{

**public** AppleB(T info) {

**super**(info);

}

}

//父类带类型实参，即指定具体的类型参数

**class** AppleC **extends** Apple<String>{

**public** AppleC(String info) {

**super**(info);

}

}

4、实际并不存在泛型类

系统并不会为ArrayList<String>生成新的class文件，也不会把ArrayList<String>当成新类来处理。不管泛型类型的实际类型参数是什么，它们在运行时总有同样的类。

类的静态方法、静态初始化块和静态变量的声明和初始化都不允许使用类型参数。

instanceof运算符后不能使用泛型类。

三、类型通配符

1、使用类型通配符

类型通配符是一个问号（？），是为了表示某一个类的各种泛型类的父类，例如：List<String>,List<Integer>,都是类型参数类型已知的，而List的所有泛型类可以用List<?>，List<?>可以代表List<String>,List<Integer>中的任意。

带通配符的List近代表它是各种泛型List的父类，并不能将元素加入其中。

2、使用类型通配符上限

被限制的泛型通配符表示：

//它表示所有sharp泛型List的父类

List<? **extends** sharp>

3、设定类型形参的上限

Java泛型不仅允许在使用通配符形参时设定类型上限，也可以在定义类型形参时设定上限。用于表示传入该类型形参的实际类型必须是该上限类型，或该上限类型的子类。

**class** Apple1<T **extends** Number>{

T col;

**public** **static** **void** main(String[] args) {

Apple1<Integer> ai =**new** Apple1<Integer>();

Apple1<Double> ad =**new** Apple1<Double>();

//编译错误

Apple1<String> ac =**new** Apple1<String>();

}

}

四、泛型方法

有这样一种情况，我们在定义类，接口时没有使用泛型，但定义方法时想自己定义类型形参，也是可以的。

1、定义泛型方法

泛型方法用法格式：

修饰符 <T,S> 返回值类型 方法名(形参列表){

//方法体

}

**public** **class** MethodGeneric {

//声明一个泛型方法

**public** **static** <T> **void** fromArrayToCollection(T[] a,Collection<T> c){

**for**(T o:a){

c.add(o);

}

}

**public** **static** **void** main(String[] args) {

Object[] oa = **new** Object[20];

Collection<Object> co = **new** ArrayList<Object>();

*fromArrayToCollection*(oa,co);

String[] sa = **new** String[20];

Collection<String> cs = **new** ArrayList<String>();

*fromArrayToCollection*(sa,cs);

*fromArrayToCollection*(sa,co);

Integer[] ia = **new** Integer[20];

Double[] da = **new** Double[20];

Collection<Number> cn = **new** ArrayList<Number>();

*fromArrayToCollection*(ia,cn);

*fromArrayToCollection*(da,cn);

//编译出错，

*fromArrayToCollection*(da,cs);

}

}

2、泛型方法与类型通配符的区别

通配符是用来支持灵活的子类化的。

泛型方法允许类型形参被用来表示方法的一个或多个参数之间的类型依赖关系，或者方法返回值与参数之间的类型依赖关系。如果没有这种依赖关系，不应该使用泛型。

3、设定通配符下限

**public** **static** <T> T copy(Collection<T> dest,Collection<? **extends** T> src){

T last = **null**;

**for**(T el:src){

last = el;

dest.add(el);

}

**return** last;

}

//设定通配符下限

**public** **static**<T> T copy(Collection<? **super** T> dest,Collection<T> src){

T last = **null**;

**for**(T el:src){

last = el;

dest.add(el);

}

**return** last;

}