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## Цель работы

Научиться использовать итераторы для работы с двоичными деревьями.

## Постановка задачи:

Реализовать для двоичного дерева поиска методы поиск элемента в дереве по ключу, добавление элемента в дерево по ключу, удаление элемента дерева по ключу, создание итератора, реализующего один из методов обхода в глубину, создание итератора, реализующего методы обхода в ширину.

## Описание алгоритмов:

## Описание классов:

Классы BSTREE и Node хранят в себе все необходимые указатели и данные дерева двоичного поиска.

## Описание методов:

**-rec\_ins**  
Рекурсивный алгоритм поиска места для добавления нового элемента с последующим добавлением.  
**-find**  
Ищет в дереве элемент, сокращая с каждой итерацией область поиска.  
**-find\_min**  
Ищет минимальный элемент в поддереве.  
**-insert**  
Удаляет созданные итераторы и вызывает recursive\_ins.  
**-contains**  
Вызывает find и возвращает true, если возвращаемое значение find не равно NULL.  
**-remove**  
Удаляет созданные ранее итераторы, с помощью вызова find находит нужный элемент и удаляет его.  
**-Алгоритмы работы итераторов.**  
Итератор для обхода в глубину использует стэк.   
Итератор для обхода в ширину использует очередь, в которую помещается сначала левый дочерний элемент текущего элемента, а затем — правый.

## Оценка временной сложности методов:

1)rec\_ins O(log(n))

2)find O(log(n))

3)find\_min O(log(n))

4)insert O(log(n))

5)remove O(log(n))

## Текст UnitTest:

#include "pch.h"

#include "CppUnitTest.h"

#include "../Lab3Aistrd\_Ushin/main.cpp"

using namespace Microsoft::VisualStudio::CppUnitTestFramework;

namespace UnitTest1

{

TEST\_CLASS(UnitTest1)

{

public:

TEST\_METHOD(insert\_and\_bft)

{

BSTREE T;

T.insert(7);

T.insert(3);

T.insert(1);

T.insert(5);

T.insert(11);

T.insert(12);

T.insert(8);

Iterator\* BFT = T.create\_bft\_iterator();

Assert::AreEqual(BFT->next(), 7);

Assert::AreEqual(BFT->next(), 3);

Assert::AreEqual(BFT->next(), 11);

Assert::AreEqual(BFT->next(), 1);

Assert::AreEqual(BFT->next(), 5);

Assert::AreEqual(BFT->next(), 8);

Assert::AreEqual(BFT->next(), 12);

}

TEST\_METHOD(bft\_except)

{

BSTREE T;

Iterator\* BFT = T.create\_bft\_iterator();

bool indicator = 0;

try

{

BFT->next();

}

catch (exception& exception)

{

indicator = 1;

}

Assert::IsTrue(indicator);

}

TEST\_METHOD(insert\_and\_dft)

{

BSTREE T;

T.insert(9);

T.insert(5);

T.insert(3);

T.insert(7);

T.insert(14);

T.insert(16);

T.insert(10);

Iterator\* BFT = T.create\_dft\_iterator();

Assert::AreEqual(BFT->next(), 9);

Assert::AreEqual(BFT->next(), 5);

Assert::AreEqual(BFT->next(), 3);

Assert::AreEqual(BFT->next(), 7);

Assert::AreEqual(BFT->next(), 14);

Assert::AreEqual(BFT->next(), 10);

Assert::AreEqual(BFT->next(), 16);

}

TEST\_METHOD(dft\_except)

{

BSTREE T;

Iterator\* DFT = T.create\_dft\_iterator();

bool indicator = 0;

try

{

DFT->next();

}

catch (exception& exception)

{

indicator = 1;

}

Assert::IsTrue(indicator);

}

TEST\_METHOD(contains)

{

BSTREE T;

T.insert(7);

T.insert(3);

T.insert(17);

Assert::IsTrue(T.contains(17));

Assert::IsFalse(T.contains(1));

}

TEST\_METHOD(remove)

{

BSTREE T;

T.insert(7);

T.insert(3);

T.insert(1);

T.insert(5);

T.insert(10);

T.insert(12);

T.insert(8);

T.remove(1);

Iterator\* BFT = T.create\_bft\_iterator();

Assert::AreEqual(BFT->next(), 7);

Assert::AreEqual(BFT->next(), 3);

Assert::AreEqual(BFT->next(), 10);

Assert::AreEqual(BFT->next(), 5);

Assert::AreEqual(BFT->next(), 8);

Assert::AreEqual(BFT->next(), 12);

}

};

}

## Результат выполнения unit-тестов:

![](data:image/png;base64,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)

## Результат работы программы:
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## Текст программы:

**main.cpp**

#include <iostream>

#include <stdexcept>

using namespace std;

class Iterator

{

public:

virtual int next() = 0;

virtual bool has\_next() = 0;

};

class BSTREE

{

class Node

{

public:

int key;

Node\* left;

Node\* right;

Node\* parent;

Node(int val, Node\* prev = NULL)

{

key = val;

parent = prev;

left = NULL;

right = NULL;

}

};

Node\* head;

Iterator\* dft;

Iterator\* bft;

void rec\_ins(Node\* current, int key)

{

if (key >= current->key)

{

if (current->right == NULL)

current->right = new Node(key, current);

else

rec\_ins(current->right, key);

}

else

{

if (current->left == NULL)

current->left = new Node(key, current);

else

rec\_ins(current->left, key);

}

}

Node\* find(Node\* current, int key)

{

if (current == NULL)

return NULL;

else if (current->key == key)

return current;

else if (key > current->key)

return find(current->right, key);

else

return find(current->left, key);

}

Node\* find\_min(Node\* current)

{

if (current->left == NULL)

return current;

else

return find\_min(current->left);

}

public:

BSTREE()

{

head = NULL;

dft = NULL;

bft = NULL;

}

class DFT :public Iterator

{

class Stack

{

public:

Node\* inf;

Stack\* next;

Stack(Node\* Inf, Stack\* Next)

{

inf = Inf;

next = Next;

}

};

Stack\* Head;

Node\* Current;

public:

DFT(Node\* begin)

{

Head = NULL;

Current = begin;

}

int next() override

{

if (!has\_next())

throw out\_of\_range("Tree is over\n");

int returning\_value = Current->key;

if (Current->right != NULL)

{

Stack\* New = new Stack(Current->right, Head);

Head = New;

}

if (Current->left != NULL)

{

Current = Current->left;

}

else

{

if (Head != NULL)

{

Current = Head->inf;

Stack\* Next;

Next = Head->next;

delete Head;

Head = Next;

}

else

Current = NULL;

}

return returning\_value;

}

bool has\_next() override

{

return (Current != NULL);

}

};

Iterator\* create\_dft\_iterator()

{

if (dft != NULL)

delete dft;

dft = new DFT(head);

return dft;

}

class BFT :public Iterator

{

class Tree\_queue

{

public:

Node\* inf;

Tree\_queue\* next;

Tree\_queue(Node\* Inf, Tree\_queue\* Next)

{

inf = Inf;

next = Next;

}

};

Tree\_queue\* First;

Tree\_queue\* Last;

Node\* Current;

public:

BFT(Node\* Start)

{

First = NULL;

Last = NULL;

Current = Start;

}

int next() override

{

if (!has\_next())

throw out\_of\_range("Tree is over\n");

int returning\_value = Current->key;

if (Current->left != NULL)

{

Tree\_queue\* New = new Tree\_queue(Current->left, Last);

if (First == NULL)

{

First = New;

}

Last = New;

}

if (Current->right != NULL)

{

Tree\_queue\* New = new Tree\_queue(Current->right, Last);

if (First == NULL)

{

First = New;

}

Last = New;

}

Tree\_queue\* CURRENT = Last;

if (CURRENT != NULL)

{

if (CURRENT == First)

{

Current = CURRENT->inf;

delete CURRENT;

Last = NULL;

First = NULL;

}

else

{

while (CURRENT->next != First)

{

CURRENT = CURRENT->next;

}

Current = CURRENT->next->inf;

delete First;

First = CURRENT;

CURRENT->next = NULL;

}

}

else

Current = NULL;

return returning\_value;

}

bool has\_next() override

{

return (Current != NULL);

}

};

Iterator\* create\_bft\_iterator()

{

if (bft != NULL)

delete bft;

bft = new BFT(head);

return bft;

}

void insert(int key)

{

if (bft != NULL)

{

delete bft;

bft = NULL;

}

if (dft != NULL)

{

delete dft;

dft = NULL;

}

if (head == NULL)

head = new Node(key);

else

rec\_ins(head, key);

}

bool contains(int key)

{

return (find(head, key) != NULL);

}

void remove(int key)

{

if (bft != NULL)

{

delete bft;

bft = NULL;

}

if (dft != NULL)

{

delete dft;

dft = NULL;

}

Node\* deleter = find(head, key);

if (deleter == NULL)

throw invalid\_argument("Element is not included in tree\n");

if ((deleter->left == NULL) && (deleter->right == NULL))

{

if (deleter->parent == NULL)

head = NULL;

else if (deleter->parent->left == deleter)

deleter->parent->left = NULL;

else

deleter->parent->right = NULL;

delete deleter;

}

else if ((deleter->left == NULL) && (deleter->right != NULL))

{

if (deleter->parent == NULL)

{

head = deleter->right;

deleter->right->parent = NULL;

}

else if (deleter->parent->left == deleter)

{

deleter->parent->left = deleter->right;

deleter->right->parent = deleter->parent;

}

else

{

deleter->parent->right = deleter->right;

deleter->right->parent = deleter->parent;

}

delete deleter;

}

else if ((deleter->left != NULL) && (deleter->right == NULL))

{

if (deleter->parent == NULL)

{

head = deleter->left;

deleter->left->parent = NULL;

}

else if (deleter->parent->left == deleter)

{

deleter->parent->left = deleter->left;

deleter->left->parent = deleter->parent;

}

else

{

deleter->parent->right = deleter->left;

deleter->left->parent = deleter->parent;

}

delete deleter;

}

else if ((deleter->left != NULL) && (deleter->right != NULL))

{

Node\* Min = find\_min(deleter->right);

if (deleter->parent == NULL)

head = Min;

if (Min->parent->left == Min)

Min->parent->left = Min->right;

else

Min->parent->right = Min->right;

if (Min->right != NULL)

Min->right->parent = Min->parent;

Min->parent = deleter->parent;

if (Min->parent != NULL)

{

if (Min->parent->right == deleter)

Min->parent->right = Min;

else

Min->parent->left = Min;

}

Min->left = deleter->left;

Min->right = deleter->right;

Min->left->parent = Min;

if (Min->right != NULL)

Min->right->parent = Min;

delete deleter;

}

}

~BSTREE()

{

if (bft != NULL)

{

delete bft;

bft = NULL;

}

if (dft != NULL)

{

delete dft;

dft = NULL;

}

while (head != NULL)

remove(head->key);

}

};

int main()

{

BSTREE T;

T.insert(12);

T.insert(14);

T.insert(4);

T.insert(1);

T.insert(2);

T.insert(7);

T.insert(11);

Iterator\* BFT = T.create\_bft\_iterator();

Iterator\* DFT = T.create\_dft\_iterator();

cout << "BFT operator finished his work: " << endl;

while (BFT->has\_next())

{

cout << BFT->next();

if (BFT->has\_next())

{

cout << "->";

}

}

cout << endl;

cout << "DFT operator finished his work: " << endl;

while (DFT->has\_next())

{

cout << DFT->next();

if (DFT->has\_next())

{

cout << "->";

}

}

cout << endl;

}