定义实体

一个EntityMetadataMap告诉NgRx关于实体的数据。向每个实体名称的集合中添加一个属性。

import { EntityMetadataMap } from '@ngrx/data';

const entityMetadata: EntityMetadataMap = {

Hero: {},

Villain: {}

};

// 因为"hero"的复数不是"heros"

const pluralNames = { Hero: 'Heroes' };

export const entityConfig = {

entityMetadata,

pluralNames

};

导出在AppModule中注册时要使用的实体配置。

注册实体存储

@NgModule({

imports: [

HttpClientModule,

StoreModule.forRoot({}),

EffectsModule.forRoot([]),

EntityDataModule.forRoot(entityConfig)

]

})

export class AppModule {}

创建实体数据服务

NgRx数据通过在你的服务类中扩展EntityCollectionServiceBase来处理服务器上的创建、检索、更新和删除数据。

@Injectable({ providedIn: 'root' })

export class HeroService extends EntityCollectionServiceBase<Hero> {

constructor(serviceElementsFactory: EntityCollectionServiceElementsFactory) {

super('Hero', serviceElementsFactory);

}

}

在组件中使用NgRx数据

要访问实体数据，组件应该注入实体数据服务。

@Component({

selector: 'app-heroes',

templateUrl: './heroes.component.html',

styleUrls: ['./heroes.component.scss']

})

export class HeroesComponent implements OnInit {

loading$: Observable<boolean>;

heroes$: Observable<Hero[]>;

constructor(private heroService: HeroService) {

this.heroes$ = heroService.entities$;

this.loading$ = heroService.loading$;

}

ngOnInit() {

this.getHeroes();

}

add(hero: Hero) {

this.heroService.add(hero);

}

delete(hero: Hero) {

this.heroService.delete(hero.id);

}

getHeroes() {

this.heroService.getAll();

}

update(hero: Hero) {

this.heroService.update(hero);

}

}

你用几行实体元数据向NgRx数据描述你的实体模型，然后让库来完成剩下的工作。

你的组件会注入一个NgRx Data EntityCollectionService，并调用一个或多个标准的命令方法来分派动作。

你的组件还订阅了一个或多个服务的可观察选择器，以便响应性地处理和显示由这些命令产生的实体状态变化。

NgRx数据实际上只是NgRx的外壳。数据以典型的NgRx方式流动。下面的图表演示了持久化实体操作的历程，比如Hero实体类型的QUERY\_ALL。

![1](data:image/png;base64,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)

1 - 视图/组件调用EntityCollectionService.getAll()，它会把英雄的QUERY\_ALL实体动作分派到存储中。

2 - NgRx启动…

（1）NgRx Data EntityReducer读取动作的entityName属性(本例中是Hero)，并将动作和现有实体的集合状态转发给heroes的EntityCollectionReducer。

（2）collection reducer根据操作的entityOp (operation)属性选择一个开关箱。这个例子将动作和集合状态处理成一个新的(更新后的)英雄集合。

（3）store使用更新后的集合更新状态树中的实体缓存。

（4）NgRx可观察对象选择器会检测并向视图中的订阅者报告这些变化(如果有的话)。

3 - 原始的EntityAction然后转到entityeeffects。

4 - 效果为该实体类型选择一个EntityDataService。数据服务向服务器发送一个HTTP请求。

5 - 这个效果会把HTTP响应变成一个新的带有英雄的成功动作(如果请求失败，则会变成一个错误动作)。

6 - NgRx特效把这个动作分派给商店，这就重复了第2步，用英雄来更新集合，刷新视图。

## Entity Metadata

NgRx Data在NgRx存储中维护了一个实体收集数据的缓存

你用EntityMetadataMap (实体元数据)告诉NgRx -Data这些集合和它们包含的实体。

集合中的实体属于相同的实体类型。每种实体类型都以NgRx Data EntityMetadata<T>接口的命名实例的形式出现。

您可以在EntityMetadataMap中同时为多个实体指定元数据。

下面是一个EntityMetadataMap的例子，它与演示应用中定义了Hero和Villain两个实体的元数据的例子类似。

export const appEntityMetadata: EntityMetadataMap = {

Hero: {

/\* optional settings \*/

filterFn: nameFilter,

sortComparer: sortByName

},

Villain: {

villainSelectId, // necessary if key is not `id`

/\* optional settings \*/

entityName: 'Villain', // 可选，因为与map键相同

filterFn: nameAndSayingFilter,

entityDispatcherOptions: { optimisticAdd: true, optimisticUpdate: true }

}

};

## Register metadata

你必须在NgRx -Data EntityDefinitionService中注册元数据

注册元数据最简单的方法是为整个应用定义一个单一的EntityMetadataMap，并在初始化NgRx数据库的地方指定它:

EntityDataModule.forRoot({

entityMetadata: appEntityMetadata,

})

如果你在不同 eagerly-loaded Angular modules中定义了几个实体，你就可以用multi-provider为每个模块添加元数据。

{ provide: ENTITY\_METADATA\_TOKEN, multi: true, useValue: someEntityMetadata }

这种技术不适用于惰性加载的模块。ENTITY\_METADATA\_TOKEN提供程序已经设置好，并在惰性加载模块到达时被使用。

该模块应该注入EntityDefinitionService，并直接向其中一个注册方法注册元数据。

@NgModule({...})

class LazyModule {

constructor(eds: EntityDefinitionService) {

eds.registerMetadataMap(this.lazyMetadataMap);

}

...

}

## Metadata Properties

EntityMetadata<T>接口描述了实体类型的各个方面，告诉NgRx -Data如何管理T类型的实体数据集合。

Type T是你的应用程序在TypeScript中对该实体的表示;它可以是接口或类。

#entityName

类型的entityName是唯一必需的元数据属性。它是缓存中实体类型元数据的唯一键，它必须为单个EntityMetadata实例指定。如果在EntityMetadataMap中忽略它，则映射键就会变成entityName，如本例所示。

const map = {

Hero: {} //“Hero”成为entityName

};

entityName的拼写和大小写(通常是PascalCase)对于NgRx-Data约定很重要。它出现在生成的实体操作、错误消息和持久性操作中。

重要的是，默认的实体dataservice从该名称的小写版本创建HTTP资源url。例如，如果entityName是"Hero"，默认的数据服务将会POST到一个URL，比如'api/ Hero '。

默认情况下，它在准备集合资源URL时生成实体名称的复数形式。它不擅长多元化。它会为URL生成api/heros来获取所有英雄，因为它盲目地在小写实体名后面加了一个s。

当然，hero的正确复数形式是“heroes”，而不是“heros”。下面您将看到如何纠正这个问题。

**#filterFn**

许多应用程序允许用户过滤缓存的实体集合。在附带的演示应用中，用户可以通过姓名来过滤英雄，也可以通过姓名或恶棍的说法来过滤恶棍。我们觉得这个常见的场景值得构建到NgRx-Data中。所以每个实体都可以有一个可选的过滤器函数。

每个集合的filteredEntities选择器根据用户的筛选条件(保存在存储实体集合的filter属性中)对集合应用筛选函数。如果没有筛选函数，filteredEntities选择器与selectAll选择器相同，后者返回集合中的所有实体。

过滤器函数(参见EntityFilterFn)接受实体集合和用户的过滤条件(过滤器模式)，并返回所选实体的数组。

下面是一个筛选具有name属性(其值包含搜索字符串)的实体的示例。

export function nameFilter(entities: { name: string }[], search: string) {

return entities.filter(e => -1 < e.name.indexOf(search));

}

NgRx-Data包含一个辅助函数PropsFilterFnFactory<T>，它创建一个实体筛选函数，将用户的输入作为一个不区分大小写的正则表达式，并将其应用到实体的一个或多个属性。

演示程序使用这个助手来创建英雄和恶棍过滤器。以下是应用程序如何为恶人创建nameAndSayingFilter函数。

/\*\*

\* 筛选名称或语句匹配大小写不敏感模式的实体。

\*/

export function nameAndSayingFilter(entities: Villain[], pattern: string) {

return PropsFilterFnFactory<Villain> ['name', 'saying'](entities, pattern);

}

**#selectId**

每种实体类型都必须有一个主键，其值为整数或字符串。NgRx-Data假设实体有一个id属性，它的值是主键。并不是每个实体都有一个名为id的主键属性。对于某些实体，主键可以是两个或多个属性的组合值。

在这些情况下，您指定一个selectId函数，给定一个实体实例，该函数返回一个整数或字符串主键值。

在EntityCollectionReducer测试中，Villain类型有一个名为key的string主键属性。selectorId函数是这样的:

selectId: (villain: Villain) => villain.key;

**#sortComparer**

NgRx数据库以特定的顺序保存集合实体。这实际上是底层NgRx实体库的一个特性。默认顺序是实体从服务器到达的顺序。添加的实体被推到集合的末尾。

您可能更喜欢按其他顺序维护集合。当你提供sortComparer函数时，NgRx-lib会按照你的comparer所规定的顺序来保存这个集合。

在演示应用程序中，反派元数据没有比较器，所以它的实体是默认顺序。hero元数据有一个sortByName比较器，它将集合按名称的字母顺序保存。

export function sortByName(a: { name: string }, b: { name: string }): number {

return a.name.localeCompare(b.name);

}

运行演示应用程序，尝试更改现有英雄的名字或添加新的英雄。你的应用程序可以调用selectKey选择器来查看集合的ids属性，它会返回一个集合的主键值的数组，这个数组是按排序的。

**#entityDispatcherOptions**

这些选项决定集合的分派器的默认行为，该分派器将动作发送给reducer和effects。

dispatcher save命令将在发送相应的HTTP请求之前(乐观)或之后(悲观)添加、删除或更新集合。调用者可以在可选的isOptimistic参数中指定。如果调用方没有指定，则调度程序将基于默认选项进行选择。

默认值是安全的:乐观值用于删除，悲观值用于添加和更新。您可以在这里重写这些选项。

**#additionalCollectionState**

存储中的每个NgRx数据实体集合都有预定义的属性。通过将additionalCollectionState属性设置为具有这些自定义集合属性的对象，您可以添加自己的集合属性。

EntitySelectors测试通过添加foo和bar集合属性来测试英雄元数据。

additionalCollectionState: {

foo: 'Foo',

bar: 3.14

}

当NgRx Data第一次在存储中创建集合时，属性值成为这些属性的初始集合值。

NgRx Data会为这些属性生成选择器，但无法更新它们。您必须自己创建或扩展现有的reducer来实现这一点，如果您想要添加的属性来自后端，您将需要一些额外的工作，以确保属性可以从Effects正确地保存到存储中。

步骤1:实现PersistenceResultHandler将数据从后端保存到action.payload

创建一个新的类AdditionalPersistenceResultHandler，它扩展DefaultPersistenceResultHandler并覆盖handlessuccessess方法，其目的是解析从DataService接收到的数据，检索附加属性，然后将其保存到action.payload。注意，成功动作的默认减速机需要action.payload。数据是实体的数组或实体。这需要在获取附加属性后进行设置，下面的示例中没有显示。

export class AdditionalPersistenceResultHandler extends DefaultPersistenceResultHandler {

handleSuccess(originalAction: EntityAction): (data: any) => Action {

const actionHandler = super.handleSuccess(originalAction);

// 返回一个工厂以获取数据处理程序

// 从DataService解析数据并保存到action.payload

return function(data: any) {

const action = actionHandler.call(this, data);

if (action && data && data.foo) {

// save the data.foo to action.payload.foo

(action as any).payload.foo = data.foo;

}

return action;

};

}

}

步骤2:覆盖EntityCollectionReducerMethods以从操作中保存额外的属性。EntityCollection实例的有效负载

按照前面的步骤，我们已经向action.payload添加了附加属性。接下来，我们需要将其设置为reducer中的EntityCollection实例。为了实现这一点，我们需要创建一个额外的EntityCollectionReducerMethods来扩展EntityCollectionReducerMethods。此外，我们还需要覆盖该方法以匹配您的操作。例如，如果附加属性foo仅在queryMany操作中可用(由EntityCollectionService.getWithQuery触发)，则可以采用此方法。

export class AdditionalEntityCollectionReducerMethods<T>

extends EntityCollectionReducerMethods<T> {

constructor(public entityName: string, public definition: EntityDefinition<T>) {

super(entityName, definition);

}

protected queryManySuccess(

collection: EntityCollection<T>,

action: EntityAction<T[]>

): EntityCollection<T> {

const ec = super.queryManySuccess(collection, action);

if ((action.payload as any).foo) {

// save the foo property from action.payload to entityCollection instance

(ec as any).foo = (action.payload as any).foo;

}

return ec;

}

}

步骤3:注册定制的EntityCollectionReducerMethods和AdditionalPersistenceResultHandler。

最后，我们需要注册AdditionalPersistenceResultHandler和AdditionalEntityCollectionReducerMethods来替换默认的实现。

在NgModule中注册AdditionalPersistenceResultHandler，

@NgModule({

{ provide: PersistenceResultHandler, useClass: AdditionalPersistenceResultHandler },

})

注册AdditionalEntityCollectionReducerMethods，要做到这一点，我们需要创建一个AdditionalEntityCollectionReducerMethodFactory，详细信息请参见Entity Reducer

@Injectable()

export class AdditionalEntityCollectionReducerMethodsFactory {

constructor(private entityDefinitionService: EntityDefinitionService) {}

/\*\* Create the {EntityCollectionReducerMethods} for the named entity type \*/

create<T>(entityName: string): EntityCollectionReducerMethodMap<T> {

const definition = this.entityDefinitionService.getDefinition<T>(entityName);

const methodsClass = new AdditionalEntityCollectionReducerMethods(entityName, definition);

return methodsClass.methods;

}

}

把AdditionalEntityCollectionReducerMethodsFactory注册到NgModule中，

@NgModule({

{

provide: EntityCollectionReducerMethodsFactory,

useClass: AdditionalEntityCollectionReducerMethodsFactory

},

})

现在你可以从后端获得foo，就像另一个EntityCollection级别的属性一样。

##复数实体名称

NgRx数据的DefaultDataService依赖于HttpUrlGenerator来为每种实体类型创建常规的HTTP资源名(url)。

按照约定，针对单个实体项的HTTP请求包含实体类型名称的小写单数版本。例如，如果实体类型entityName是"Hero"，默认的数据服务将会POST到一个URL，比如'api/ Hero '。

按照约定，针对多个实体的HTTP请求包含实体类型名称的小写、复数版本。获取所有英雄的GET请求的URL应该是类似于“api/heroes”的URL。

HttpUrlGenerator本身不能将实体类型名称复数化。它委托给一个注入的多元化类，称为Pluralizer。

Pluralizer类有一个pluralize()方法，它接受单数字符串并返回复数字符串。

默认的复数形式处理许多常见的英语复数规则，比如附加一个's'。这对于Villain类型(变成了“Villains”)，甚至对于Company(变成了“Companies”)来说都没问题。

它远非完美。例如，它错误地将Hero变成了Heros而不是Heroes。

幸运的是，默认的Pluralizer也注入了一个从单数到复数字符串的映射(使用PLURAL\_NAMES\_TOKEN)。

它的pluralize()方法查找映射中的单数实体名，如果找到，则使用相应的复数值。否则，它将返回实体名称的默认复数形式。

如果这个方案适合你，为例外情况创建一个单数到复数实体名的映射:

export const pluralNames = {

// Case matters. Match the case of the entity name.

Hero: 'Heroes'

};

然后在配置NgRx数据库时指定这个映射。

EntityDataModule.forRoot({

pluralNames: pluralNames

})

如果你在单独的Angular模块中定义实体模型，你就可以在multi-provider中递增地添加一个复数名称映射。

{ provide: PLURAL\_NAMES\_TOKEN, multi: true, useValue: morePluralNames }

如果此方案不适用于您，请用您自己的发明替换Pluralizer类。

{ provide: Pluralizer, useClass: MyPluralizer }

Entity Actions

当你调用EntityCollectionService的一个命令来查询或更新缓存集合中的实体时，它会将一个EntityAction分派给NgRx store。

##Action and EntityAction

一个普通的NgRx动作是一个消息。该消息描述了可以更改存储中的状态的操作。

操作的类型标识操作。它是可选的有效负载，携带执行操作所需的消息数据。

EntityAction是NgRx动作的超集。它有额外的属性来指导NgRx数据对动作的处理。这是完整的界面。

export interface EntityAction<P = any> extends Action {

readonly type: string;

readonly payload: EntityActionPayload<P>;

}

export interface EntityActionPayload<P = any> extends EntityActionOptions {

readonly entityName: string;

readonly entityOp: EntityOp;

readonly data?: P;

// EntityActionOptions (also an interface)

readonly correlationId?: any;

readonly isOptimistic?: boolean;

readonly mergeStrategy?: MergeStrategy;

readonly tag?: string;

error?: Error;

skip?: boolean

}

type - action name, 通常由标记和entityOp生成.

entityName - 实体类型的名称.

entityOp - 实体操作的名称.

data? - 操作的消息数据.

correlationId? - 用于关联相关操作的可序列化对象(通常是字符串).

isOptimistic? - 如果应该乐观地执行操作(在服务器响应之前)，则为true

mergeStrategy - 如何将实体合并到缓存中。看到变更跟踪。

tag? - 要在生成的类型中使用的标记。如果没有指定，实体名就是标签。

error? - 意外的操作处理错误。

skip? -如果下游消费者应该跳过处理操作，则为true.

type 是NgRx唯一需要的属性。它是一个字符串，在所有可以分派到存储区的操作类型集合中唯一标识操作。

NgRx数据不关心类型。它关注的是entityName和entityOp属性。

entityName是实体类型的名称。它在NgRx数据缓存中识别这个动作应用的实体集合。这个名称对应于该集合的NgRx数据元数据。一个实体接口或类名，比如'Hero'，就是一个典型的实体名。

entityOp标识要在实体集合上执行的操作，它是entityOp枚举的一种，对应于NgRx数据可以在集合上执行的近60种不同的操作之一。

data在概念上是消息的主体。其类型和内容应符合所要执行的操作的要求。

可选correlationId吗?是一个可选的可序列化对象(通常是一个GUID)，它关联两个或多个动作，比如发起服务器动作的动作(“获取所有英雄”)，以及服务器动作完成后的后续动作(“成功获取英雄”或“获取英雄时出错”)。

可选的merge strategy告诉NgRx Data如何将动作的结果“合并”到缓存中。大多数情况下，这是一个指令到变更跟踪子系统。

当EntityActionFactory创建这个EntityAction时，可选的tag出现在生成的type文本中。

entityName是格式化类型中出现在方括号之间的默认标记，例如'[Hero] NgRx Data/query-all'。您可以设置这个标记来标识操作的目的和“谁”分派了它。NgRx Data会把你的标签放在格式化类型的括号中。

error属性指示在处理操作时出现了错误。请参阅下面的更多。

skip属性告诉下游的动作接收者，它们应该跳过通常的动作处理。这个标志通常是缺失的，并且默认为false。请参阅下面的更多。

##EntityAction consumers

NgRx库会忽略Action.type。所有的NgRx数据库行为都是由entityName和entityOp属性单独决定的。

NgRx Data EntityReducer根据entityName将一个动作重定向到一个EntityCollectionReducer上，而这个reducer根据entityOp处理这个动作。

如果一个操作的entityOp是一个持久化的EntityAction的小集合，EntityEffects将拦截该操作。entityOp名字。effect为该操作的entityName选择正确的数据服务，然后告诉服务发出适当的HTTP请求并处理响应。

##Creating an EntityAction

如果你愿意，你可以手动创建EntityAction。NgRx数据库认为任何带有entityName和entityOp属性的动作都是一个EntityAction。

create()方法帮助您创建一个一致的格式良好的EntityAction实例，该实例的类型是由标签(默认情况下是entityName)和entityOp组成的字符串。

例如，生成的默认操作。在服务器上查询所有英雄的操作类型是'[Hero] NgRx Data/query-all'。

EntityActionFactory.create()方法调用工厂的formatActionType()方法生成操作。字符串类型。

因为NgRx Data忽略了类型，如果你喜欢不同的格式，你可以用自己的方法替换formatActionType()，或者提供并注入你自己的EntityActionFactory。

注意，每个实体类型对于每个操作都有自己唯一的操作，就像您手工单独创建它们一样。

##Tagging the EntityAction

一种形式良好的行动类型可以告诉读者是什么改变了，是谁改变了它。

NgRx数据库不会查看EntityAction的类型，只查看它的entityName和entityOp。因此，只要它们共享相同的entityName和entityOp，您就可以从几个不同的操作获得相同的行为，每个操作都有自己的信息类型。

EntityActionFactory.create()方法的可选标记参数可以很容易地生成有意义的entityaction。

您不必指定标记。entityName是格式化类型中出现在方括号之间的默认标记，例如'[Hero] NgRx Data/query-all'。

下面是一个使用可注入的EntityActionFactory来构造默认的“query all heroes”动作的例子。

const action = this.entityActionFactory.create<Hero>(

'Hero',

EntityOp.QUERY\_ALL

);

store.dispatch(action);

由于NgRx数据的影响，这会在日志中产生两个动作，第一个是发起请求，第二个是成功响应:

[Hero] ngrx/data/query-all

[Hero] ngrx/data/query-all/success

这个默认的entityName标记标识操作的目标实体集合。但是您无法从这些日志条目中理解操作的上下文。你不知道是谁发动了这次行动，也不知道为什么。动作类型太泛了。

您可以通过提供一个标记来创建一个信息更丰富的操作，该标记可以更好地描述正在发生的事情，也可以更容易地找到代码将该操作分派到何处。

比如：

const action = this.entityActionFactory.create<Hero>(

'Hero',

EntityOp.QUERY\_ALL,

null,

{ tag: 'Load Heroes On Start' }

);

store.dispatch(action);

操作日志现在看起来像这样:

[Load Heroes On Start] ngrx/data/query-all

[Load Heroes On Start] ngrx/data/query-all/success

##Handcrafted EntityAction

您不必使用EntityActionFactory创建实体操作。任何带有entityName和entityOp属性的操作对象都是实体操作，如下所述。

下面的示例手动创建初始化的“查询所有英雄”动作。

const action = {

type: 'some/arbitrary/action/type',

entityName: 'Hero',

entityOp: EntityOp.QUERY\_ALL

};

store.dispatch(action);

它通过NgRx数据效果触发HTTP请求，就像前面的例子一样。

请注意，NgRx Data effects使用EntityActionFactory来创建第二个success动作。如果没有tag属性，它将生成一个通用的成功操作。

这两种操作类型的日志如下所示:

some/arbitrary/action/type

[Hero] NgRx Data/query-all-success

##Where are the EntityActions?

在一个NgRx数据应用中，NgRx数据库为你创建和调度实体动作。

在调用EntityCollectionService API时，entityaction在很大程度上是不可见的。你可以在NgRx store开发工具中看到它们的实际应用。

#为什么这很重要

在一个普通的NgRx应用程序中，你手工为存储中的每个状态编写每个动作以及处理这些动作的reducer。

它需要很多动作，一个复杂的减速机，以及NgRx效果的帮助来管理单个实体类型的查询和保存。

NgRx实体库让这一工作变得简单多了。

NgRx数据库内部将大部分繁重的工作委托给了NgRx实体。

但是，您仍然必须为每种实体类型编写大量代码。你需要为每个实体类型创建8个动作，并通过调用NgRx EntityAdapter的8个方法来写一个reducer来响应这8个动作。

这些构件只处理缓存的实体集合。

您可以编写多达18个附加操作来支持典型的异步CRUD(创建、检索、更新、删除)操作。你必须将它们发送到商店，在那里你将使用更多的reducer方法和效果来处理它们，你也必须手工编写代码。

使用普通的NgRx，您将对每种实体类型进行此练习。这需要编写、测试和维护大量代码。

在NgRx数据的帮助下，您无需编写任何数据。NgRx数据创建响应这些动作的动作、调度程序、减少程序和效果。

##EntityAction.error

EntityAction.error属性指示在处理操作时发生了不好的事情。

EntityAction应该是不可变的。EntityAction。error属性是唯一的例外，它是NgRx数据系统的内部属性。您应该很少(如果有的话)自己设置。

error的主要用例是捕获减速机异常。如果减少器中有一个抛出异常，NgRx将停止订阅。捕获减速机异常允许应用程序继续运行。

NgRx数据会捕捉由EntityCollectionReducer抛出的错误，并设置EntityAction。属性设置为捕获的错误对象。

当错误操作是持久性操作(例如SAVE\_ADD\_ONE)时，error属性很重要。EntityEffects将看到这样的操作有一个错误，并立即返回相应的失败操作(SAVE\_ADD\_ONE\_ERROR)，而不尝试HTTP请求。

这是我们发现的防止坏动作通过效果触发HTTP请求的唯一方法。

##EntityAction.skip

skip属性告诉下游的动作接收者，它们应该跳过通常的动作处理。这个标志通常是缺失的，并且默认为false。

当你试图删除一个未保存的新实体时，NgRx数据集skip=true。当EntityEffects。当持久化$方法在EntityAction信封上看到这个标志设置为true时，它跳过HTTP请求并使用原始请求有效负载分派一个适当的\_SUCCESS动作。

当你试图删除一个已经添加到集合但没有保存的实体时，这个特性允许NgRx Data避免发出删除请求。这样的请求在服务器上可能会失败，因为没有要删除的实体。

有关变更跟踪的更多信息，请参阅EntityChangeTracker页面。

##EntityCache-level actions

有一些操作将实体缓存作为一个整体作为目标。

SET\_ENTITY\_CACHE用action有效负载中的对象替换整个缓存，有效地将实体缓存重新初始化到已知状态。

MERGE\_ENTITY\_CACHE将当前实体缓存中的特定实体集合替换为动作有效负载中的那些集合。它不影响其他当前集合。

在“EntityReducer”文档中了解它们

##Entity Collection

NgRx数据库为NgRx存储中的每种实体类型维护了一个实体集合的缓存(EntityCache)。

entity\_collection为实体类型实现了EntityCollection接口。

PROPERTY MEANING

ids 默认排序顺序的主键值

entities 主键到实体数据值的映射

filter 用户的过滤条件

loaded 集合是否由QueryAll填充;清除后强制false

loading 当前是否正在等待来自服务器的查询结果

changeState 当启用更改跟踪时，未保存实体的更改属性

您可以通过实体元数据使用附加属性扩展实体类型。

##EntityCollectionService

EntityCollectionService是一个建立在NgRx数据分派器和选择器$之上的facade，它管理缓存在NgRx存储中的实体集合。

Dispatcher提供了命令方法来将实体的动作分派到NgRx存储中。这些命令要么直接更新实体集合，要么触发对服务器的HTTP请求。当服务器响应时，NgRx数据库会用响应数据分派新的动作，这些动作会更新实体集合。

EntityCommands接口列出了所有的命令以及它们的作用。

你的应用程序调用这些命令方法来更新NgRx存储中的缓存实体集合。

Selectors$是返回selector observable的属性。每个可观察对象都在缓存的实体集合中观察特定的变化，并发出变化后的值。

EntitySelectors$ interface列出了所有预定义的selector observable属性，并解释了它们观察的集合属性。

您的应用程序订阅选择器可观察对象，以便处理和显示集合中的实体。

##示例来自演示应用程序

下面是演示应用的HeroesComponent的一些简化摘录，展示了该组件如何调用命令方法和订阅selector observable。

constructor(EntityCollectionServiceFactory: EntityCollectionServiceFactory) {

this.heroService = EntityCollectionServiceFactory.create<Hero>('Hero');

this.filteredHeroes$ = this.heroService.filteredEntities$;

this.loading$ = this.heroService.loading$;

}

getHeroes() { this.heroService.getAll(); }

add(hero: Hero) { this.heroService.add(hero); }

deleteHero(hero: Hero) { this.heroService.delete(hero.id); }

update(hero: Hero) { this.heroService.update(hero); }

#使用工厂创建EntityCollectionService

该组件注入NgRx数据实体实体集合服务factory，并为英雄实体创建一个实体集合服务实体。

我们将在稍后的指南中进入工厂内部。

#Create the EntityCollectionService as a class

另外，你也可以在其他地方创建一个HeroEntityService，比如在AppModule中，然后把它注入到组件的构造函数中。

有两种创建服务类的基本方法。

1 - 来自EntityCollectionServiceBase < T >

2 - 用你需要的API编写一个HeroEntityService。

当HeroEntityService派生自EntityCollectionServiceBase<T>时，它必须将EntityCollectionServiceFactory注入到它的构造函数中。在演示应用程序中有这种方法的例子。

当用有限的API定义HeroEntityService时，你也可以注入EntityCollectionServiceFactory作为你要公开的功能的源。

让你喜欢的风格和应用程序需要决定你选择哪种创建技术。

#设置组件selector$属性

selector$ property是一个可观察对象，当所选的state属性发生变化时，它就会触发。

示例组件有两个这样的属性，它们公开了两个EntityCollectionService选择器observable: filteredEntities$和loading$。

filteredEntities$ observable会生成一个数组，其中包含当前缓存的英雄实体，这些实体满足用户的过滤条件。如果用户改变了过滤器，或者某个动作改变了缓存集合中的英雄，这个可观察对象就会生成一个新的英雄数组。

当数据服务正在等待服务器上的英雄时，正在加载的$ observable会生成true。它在服务器响应时生成false。这个演示应用程序订阅了loading$，这样它就可以打开和关闭一个可视的加载指示器。

这些component和EntityCollectionService选择器属性名以'$'结尾，这是返回可观察对象的属性的常见约定。EntityCollectionService的所有选择器可观察属性都遵循这个约定。

#选择器可观察对象与选择器函数

选择器$ observable(以'$'结尾)不同于同名且密切相关的选择器函数(没有'$'后缀)

选择器是从实体集合中选择状态片的函数。当状态发生变化时，selector$ observable会发出该状态片。

NgRx Data通过把selector函数传递给NgRx select操作符，并把它管道到NgRx存储中，来创建一个selector$ observable，如下面的例子所示:

loading$ = this.store.select(selectLoading);

#Using selectors$

组件类不订阅这些selector$属性，但组件模板订阅了。

模板绑定到它们，并把它们的可观察对象转发给Angular的AsyncPipe，后者会订阅它们。以下是filteredHeroes$绑定的摘录。

<div \*ngIf="filteredHeroes$ | async as heroes">

...

</div>

#调用命令方法

大多数HeroesComponent方法委托给了EntityCollectionService命令方法，比如getAll()和add()。

有两种命令:

1 - 触发对服务器请求的命令。

2 - 仅缓存命令，用于更新缓存的实体集合

服务器命令是简单的动词，如“add”和“getAll”。它们将触发异步请求的操作分派到远程服务器。

仅缓存命令方法是更长的动词，如“addManyToCache”和“removeOneFromCache”，它们的名称都包含单词“cache”。它们立即(同步地)更新缓存的集合。

大多数应用程序调用服务器命令是因为它们想要查询和保存实体数据。

应用程序很少调用仅缓存命令，因为当应用程序关闭时，实体集合的直接更新会丢失。

许多EntityCollectionService命令方法都有一个值。这个值是有类型的(通常是Hero)，所以你不会因为传入了错误类型的值而出错。

在内部，实体服务方法创建与方法意图相对应的实体动作。操作的有效负载要么是传递给方法的值，要么是该值的适当导数。

不可变性是还原模式的核心原则。一些命令方法有实体参数，比如Hero。实体参数永远不能是缓存的实体对象。它可以是缓存的实体对象的副本，通常也是这样。演示应用程序总是使用实体数据的副本来调用这些命令方法。

所有的命令方法返回void。redux模式的核心原则是命令永远不会返回值。他们只会做一些有副作用的事。

与其期待命令的结果，不如订阅反映命令效果的selector$属性。如果命令做了一些您关心的事情，选择器$ property应该能够告诉您。

##EntityCollectionServiceFactory

NgRx数据EntityCollectionServiceFactory的create<T>()方法产生了一个EntityCollectionServiceBase<T>类的新实例，它实现了实体类型为T的EntityCollectionService接口。

##Entity DataService

NgRx数据库希望通过调用一个类似rest的web api来持久化实体数据，每个实体类型都有端点。

EntityDataService维护一个服务类注册表，这些服务类专用于为特定的实体类型持久化数据。

当NgRx数据库看到一个实体持久化操作的动作时，它会向EntityDataService请求注册的数据服务，该数据服务会对该实体类型进行HTTP调用，并调用相应的服务方法。

数据服务是实现EntityCollectionDataService的类的实例。该接口支持实体的基本CRUD操作集。返回observable的每一个:

add(entity: T): Observable<T> 添加一个新的实体 POST /api/hero/

delete(id: number | string)

: Observable<number | string> 按主键值删除实体 DELETE /api/hero/5

getAll(): Observable<T[]> 获取此实体类型的所有实例 GET /api/heroes/

getById(id: number | string)

: Observable<T> 通过主键获取实体 GET /api/hero/5

getWithQuery(

queryParams: QueryParams

| string)

: Observable<T[]> 获取满足查询的实体 GET /api/heroes/?name=bombasto

update(update: Update<T>)

: Observable<T> 更新现有的实体 PUT /api/hero/5

QueryParams是一个参数名/值映射，您也可以提供查询字符串本身。HttpClient安全地将两者编码到一个编码过的查询字符串中。

Update<T>是一个具有实体属性严格子集的对象。它必须包括参与主键的属性(例如，id)。update属性值是要更新的属性;未提及的属性应保留其当前值。

默认的数据服务方法会返回相应的Angular HttpClient方法返回的observable。

你的API应该以每个数据服务方法的返回类型的形式返回一个对象。例如:当调用.add(entity)时，你的API应该创建实体，然后返回匹配T的完整实体，因为它的值将被设置为实体主键的存储记录。与其他方法不同的一个方法是delete。delete需要实体主键的响应类型，string | number，而不是已删除的完整对象T。

如果您创建了自己的数据服务替代方案，它们应该返回类似的observable。

##Register data services

默认情况下，EntityDataService注册表为空。

您可以通过创建这些类的实例，并通过以下两种方式之一向EntityDataService注册它们，从而向其添加自定义数据服务。

1 - 使用registerService()方法按实体名称注册单个数据服务。

2 - 通过使用实体名称/服务映射调用registerServices，同时注册多个数据服务。

您可以创建并导入一个模块，该模块注册您的自定义数据服务，如EntityDataService测试所示

如果你决定注册一个实体数据服务，一定要在你要求NgRx data为这个实体执行持久化操作之前注册。

否则，NgRx数据库将为该实体类型创建并注册一个默认数据服务DefaultDataService<T>的实例。

##The DefaultDataService

演示应用程序没有注册任何实体数据服务。它完全依赖于由注入的DefaultDataServiceFactory为每个实体类型创建的DefaultDataService。

DefaultDataService<T>会使用Angular的HttpClient对服务器的web api进行类似rest的调用。

它从根路径(参见下面的“配置”)和实体名称组成HTTP url。

例如,

1 如果持久化操作是删除id=42和

2 根路径是'api'和

3 那么，实体名称是'Hero'

4 删除请求的URL将是'api/hero/42'。

当持久性操作涉及多个实体时，DefaultDataService用实体类型名称的复数形式替换资源名称。

QUERY\_ALL获取所有英雄的动作会导致一个指向URL 'api/heroes'的HTTP get请求。

DefaultDataService不知道如何将实体类型名称改为复数。它甚至不知道如何创建基本资源名。

实体元数据指南解释了如何配置默认的Pluralizer。

#配置DefaultDataService

集合级数据服务为HTTP调用构建自己的url。它们通常依赖于共享的配置信息，比如每个资源URL的根。

共享配置值几乎总是特定于应用程序，并且可能根据运行时环境而变化。

NgRx数据库定义了一个DefaultDataServiceConfig来传递共享配置到实体集合数据服务。

最重要的配置属性root返回每个web api URL的根，即实体资源名称之前的部分。如果您正在使用远程API，该值可以包括协议、域、端口和根路径，如https://my-api-domain.com:8000/api/v1。

对于DefaultDataService<T>，它的默认值是'api'，它会产生像api/heroes这样的url。

timeout属性设置ng-lib持久化操作放弃接收服务器应答并取消操作之前的最大时间(单位为ms)。默认值是0，这意味着请求不会超时。

delete404OK标志告诉数据服务，如果服务器以404 - Not Found响应删除请求，该做什么。

通常，找不到要删除的资源是没有危害的，您可以通过将此标志设置为true来避免忽略delete 404错误，这是DefaultDataService<T>的默认值。

在本地运行演示应用程序时，服务器的响应速度可能比在生产环境中更快。您可以通过设置getDelay和saveDelay属性来模拟真实世界。

#提供自定义配置

首先，创建一个DefaultDataServiceConfig类型的自定义配置对象:

const defaultDataServiceConfig: DefaultDataServiceConfig = {

root: 'https://my-api-domain.com:8000/api/v1',

timeout: 3000, // request timeout

}

在一个eagerly-loaded的NgModule中提供它，比如示例应用中的EntityStoreModule:

@NgModule({

providers: [{ provide: DefaultDataServiceConfig, useValue: defaultDataServiceConfig }]

})

##Custom EntityDataService

虽然NgRx数据库提供了一个配置对象来修改DefaultDataService的某些方面，但你可能想要进一步自定义当你为一个特定的集合保存或检索数据时会发生什么。

例如，您可能需要修改获取的实体以将字符串转换为日期，或向实体添加额外的属性。

您可以通过创建一个自定义数据服务并向EntityDataService注册该服务来实现这一点。

为了说明这一点，示例应用程序在Hero实体中添加了一个dateLoaded属性，以便记录何时将英雄从服务器加载到NgRx-store实体缓存中。

export class Hero {

readonly id: number;

readonly name: string;

readonly saying: string;

readonly dateLoaded: Date;

}

为了支持这个特性，我们将创建一个HeroDataService类，它实现了EntityCollectionDataService<T>接口。

在样例应用中，HeroDataService派生自NgRx的数据DefaultDataService<T>，以利用它的基本功能。它只会覆盖它真正需要的东西。

@Injectable()

export class HeroDataService extends DefaultDataService<Hero> {

constructor(http: HttpClient, httpUrlGenerator: HttpUrlGenerator, logger: Logger) {

super('Hero', http, httpUrlGenerator);

logger.log('Created custom Hero EntityDataService');

}

getAll(): Observable<Hero[]> {

return super.getAll().pipe(map(heroes => heroes.map(hero => this.mapHero(hero))));

}

getById(id: string | number): Observable<Hero> {

return super.getById(id).pipe(map(hero => this.mapHero(hero)));

}

getWithQuery(params: string | QueryParams): Observable<Hero[]> {

return super.getWithQuery(params).pipe(map(heroes => heroes.map(hero => this.mapHero(hero))));

}

private mapHero(hero: Hero): Hero {

return { ...hero, dateLoaded: new Date() };

}

}

这个HeroDataService挂钩到get操作中来设置英雄。在已获取的英雄实体上加载日期。它还会告诉记录器何时创建它(请参阅正在运行的示例的控制台输出)。

最后，我们必须告诉NgRx Data这个新的数据服务。

这个示例应用提供了HeroDataService，并通过调用应用的entity store模块中的EntityDataService的registerService()方法来注册它:

import { EntityDataService } from '@ngrx/data'; // <-- import the NgRx Data data service registry

import { HeroDataService } from './hero-data-service';

@NgModule({

imports: [ ... ],

providers: [ HeroDataService ] // <-- provide the data service

})

export class EntityStoreModule {

constructor(

entityDataService: EntityDataService,

heroDataService: HeroDataService,

) {

entityDataService.registerService('Hero', heroDataService); // <-- register it

}

}

##一个自定义DataService

您不必重写DefaultDataService的成员。您可以编写一个完全自定义的替代方案，通过您选择的任何机制查询和保存实体。

只要它符合接口，您就可以用同样的方式注册它。

// Register custom data service

entityDataService.registerService('Hero', peculiarHeroDataService);

Entity Effects

Work in Progress

Effects是用动作触发副作用的一种方式。

一个常见的、理想的副作用是对远程服务器的异步HTTP调用，以获取或保存实体数据。

你可以在NgRx效果库的帮助下实现一个或多个效果。

分派给NgRx存储的动作可以被你的effect方法检测和处理。处理之后，无论是同步的还是异步的，您的方法都可以将新的操作分派到存储区

NgRx数据库在它的entityeeffects类中实现了一个名为persist$的效果。

persist$方法过滤特定的EntityAction。op的价值观。这些值将转换为带有实体数据的HTTP GET、PUT、POST和DELETE请求。当服务器响应时(不管是顺利响应还是出现错误)，persist$方法将新的EntityActions发送到存储区，并提供相应的响应数据。

#取消Cancellation

您可以尝试取消保存，方法是使用要取消的持久化操作的相关id分派一个CANCEL\_PERSIST EntityAction。

EntityCache。取消此操作的$ watches，并通过管道进入EntityCache。持久化$，它可以尝试取消实体集合查询或保存操作，或者至少阻止服务器响应更新缓存。

对于保存操作来说，这显然不是一个好主意。您不能以这种方式告诉服务器取消，也不能知道服务器是否保存了。也不能指望在客户端接收到服务器响应并将更改应用到服务器或缓存之前处理取消请求。

如果在服务器结果到达之前取消，entityeeffect将不会尝试用迟到达的服务器结果更新缓存的集合。这个效果将发出一个CANCELED\_PERSIST操作。EntityCollection reducer会忽略这个操作，但是你可以在store操作中监听它，从而知道取消操作在客户端上生效了。

Entity Reducer

实体Reducer是存储在实体缓存中的所有实体集合的主Reducer。

该库没有命名的实体缩小器类型。相反，它依赖于EntityCacheReducerFactory.create()方法来产生这个reducer，它是一个NgRx ActionReducer<EntityCache, EntityAction>。

这样的Reducer函数接受一个EntityCache状态和一个EntityAction动作，并返回一个EntityCache状态。

Reducer要么响应一个entitycache级别的动作(罕见)，要么响应一个以实体集合为目标的EntityAction(通常情况下)。所有其他类型的操作都会被忽略，而Reducer只返回给定的状态。

Reducer专门针对操作的entityType属性进行筛选。它将任何带有entityType属性的操作视为EntityAction。

实体Reducer的主要工作是

1 从状态中提取操作的实体类型的EntityCollection。

2 如果需要，创建一个新的、初始化的实体集合。

3 获取或创建该实体类型的EntityCollectionReducer。

4 使用集合和动作调用实体集合Reducer

5 用实体集合缩减器返回的新集合替换EntityCache中的实体集合。

##EntityCollectionReducers

EntityCollectionReducer将动作应用到NgRx存储中的EntityCache中的EntityCollection中。

对于给定的实体类型，总是有一个reducer。EntityCollectionReducerFactory维护它们的注册表。如果它找不到实体类型的Reducer，它会在注入的EntityCollectionReducerFactory的帮助下创建一个Reducer，并注册这个Reducer，以便下次再次使用。

#Register custom reducers

你可以为一个实体类型创建一个自定义的Reducer，并直接注册到EntityCollectionReducerRegistry.registerReducer()。

通过调用EntityCollectionReducerRegistry.registerReducers(reducerMap)，您可以同时注册几个自定义reducers，其中reducerMap是reducers的散列，以entity-type-name为键值。

##Default EntityCollectionReducer

EntityCollectionReducerFactory根据应用程序的实体元数据创建了一个默认的reducer，它利用了NgRx EntityAdapter的功能。

默认的Reducer根据EntityAction决定要做什么。属性，它期望其字符串值是EntityOp enum的成员

许多EntityOp值被忽略;Reducer只返回给定的实体集合。

例如，某些面向持久化的操作需要由NgRx数据持久化$ effect来处理。它们不更新收集数据(可能除了翻转加载标志之外)。

其他人则从集合中添加、更新和删除实体。

记住，不可变对象是redux/NgRx模式的核心原则。这些缩减器实际上不会改变原始集合或其中的任何对象。它们创建集合的副本，并且只更新集合内对象的副本。

请参阅NgRx Entity EntityAdapter收集方法，了解默认的Entity collection reducer执行的缓存更改操作的基本指南。

EntityCollectionReducerFactory类及其测试是默认reducer实际工作方式的权威。

##Initializing collection state

NgRxDataModule为NgRx数据存储添加了一个空的EntityCache。此缓存中没有集合。

如果主EntityReducer无法找到操作的实体类型的集合，它将在EntityCollectionCreator的帮助下创建一个新的、初始化的集合，该集合被注入到EntityCacheReducerFactory中。

创建者从实体的实体定义中的initialState返回一个已初始化的集合。如果实体类型没有定义或定义没有initialState属性值，创建者将返回一个EntityCollection。

然后，实体reducer在实体集合reducer的state参数中传递新的集合。

##定制实体Reducer行为

您可以通过注册一个自定义替代来替换任何实体集合减少器。

可以通过提供EntityCollectionReducerFactory的自定义替代来替换默认的entity reducer。

您甚至可以通过提供EntityCacheReducerFactory的自定义替代来替换主实体Reducer。

但通常你会想要用一些额外的Reducer逻辑来扩展集合Reducer逻辑，这些逻辑在集合Reducer逻辑之前或之后运行。

##EntityCache-level actions

有一些操作将实体缓存作为一个整体作为目标。

SET\_ENTITY\_CACHE用action有效负载中的对象替换整个缓存，有效地将实体缓存重新初始化到已知状态。

MERGE\_ENTITY\_CACHE将当前实体缓存中的特定实体集合替换为动作有效负载中的那些集合。它不影响其他当前集合。

看到entity-reducer.spec。ts为这些操作的示例。

这些操作可能是您计划的一部分，以支持脱机场景或同时回滚多个集合的更改。

例如，您可以订阅EntityServices。entityCache选择美元。当缓存更改时，您可以将缓存序列化到浏览器本地存储。你可能想要反弹几秒钟以减少流失。

稍后，当重新启动应用程序时，您可以分派SET\_ENTITY\_CACHE操作来初始化实体缓存，即使在断开连接时也是如此。或者您可以分派MERGE\_ENTITY\_CACHE来将选定的集合回滚到错误恢复或“假设”场景中的已知状态。

重要提示:MERGE\_ENTITY\_CACHE用其有效负载中的实体集合替换当前缓存的集合。它没有像名称所暗示的那样将有效负载集合实体合并到现有集合中。也许以后会重新考虑并这样做。

如果您想要创建和减少额外的、缓存范围的操作，请考虑EntityCache MetaReducer，下一节将描述它。

##MetaReducers

NgRx/store支持MetaReducers，它可以检查和处理流经存储的动作，并可能改变存储中的状态。

一个MetaReducer是一个接受一个reducer并返回一个reducer的函数。NgRx将这些reducer与其他reducer组成一个责任链。

NgRx调用由MetaReducer返回的reducer，就像它调用任何reducer一样。它使用一个状态对象和一个操作来调用它。

MetaReducer可以对状态和动作做它想做的事情。它可以记录操作、自己处理操作、委托给传入的reducer、后处理更新后的状态，或者以上所有操作。

记住，动作本身是不可变的。不要改变行动!

像每个reducer一样，传递给MetaReducer的reducer的状态只是在这个reducer的作用域中存储的部分。

NgRx数据支持两个级别的MetaReducer

1 EntityCache MetaReducer，作用域到整个实体缓存

2 ntityCollection MetaReducer，作用域为特定的集合。

#Entity Cache MetaReducers

EntityCache MetaReducer帮助您检查和应用影响整个实体缓存的操作。您可以添加自定义操作和EntityCache MetaReducer来同时更新多个集合。

一个EntityCache MetaReducer必须满足以下三个要求:

1 总是返回整个实体缓存。

2 同步返回(不等待服务器响应)。

3 永远不要改变原来的动作;克隆它来改变它。

我们打算在文档更新中解释如何更新。现在，请参阅NgRx Data entity-data.module.spec。ts为例子。

# Entity Collection MetaReducers

实体集合的MetaReducer以一个实体集合的reducer作为它的reducer参数，并返回一个新的实体集合的reducer。

新的Reducer将接收EntityCollection和EntityAction参数，这些参数将被发送到原来的Reducer。

它可以使用这些参数做它想做的事情，例如:

1 记录操作，

2 将操作转换为不同的操作(对于相同的实体集合)，

3 调用原始Reducer，

4 对原始Reducer的结果进行后处理。

新的实体集合Reducer必须满足三个要求

1 总是返回同一个实体的EntityCollection。

2 同步返回(不等待服务器响应)。

3 永远不要改变原来的动作;克隆它来改变它。

#与Store MetaReducers相比

虽然实体集合的MetaReducer是基于NgRx Store的MetaReducer(“Store MetaReducer”)建模的，但它在几个方面有很大的不同。

Store MetaReducer广泛地针对Store reducers。它包装存储缩减器，查看所有操作，并可以更新其范围内的任何状态。

但是Store MetaReducer既不会看到也不会包装实体集合reducer。这些实体集合缩减器是注册到NgRx数据特性的EntityCache缩减器内部的。

实体集合元Reducer只关注单个目标实体集合的操作。它封装了所有实体集合缩减器。

注意，它不能访问其他集合、实体缓存或存储中的任何其他状态。如果您需要一个跨集合的MetaReducer，请尝试上面描述的EntityCache MetaReducer。

#Provide Entity MetaReducers to the factory

创建一个或多个实体集合元简化器，并将它们添加到数组中。

为这个数组提供ENTITY\_COLLECTION\_META\_REDUCERS注入令牌，在这里你可以导入NgRxDataModule。

EntityCollectionReducerRegistry将其注入，并将元reducers数组组合到单个元metareducer中。较早的metareducer将较晚的metareducer封装在数组中。

当工厂注册一个EntityCollectionReducer时，包括它创建的reducer，它会在将其添加到注册表之前将该reducer包装在元元reducer中

所有分派到存储的entityaction在进出特定于实体的reducer时都要经过这个包装器。

我们打算在文档更新中解释如何创建和提供实体集合MetaReducers。目前，请参阅entity-reducer.spec。ts为例子。

EntityServices

EntityServices是NgRx Data services and the NgRx Data EntityCache.的facade。

##Registry of EntityCollectionServices

EntityServices主要是EntityCollectionServices的注册中心。

调用它的EntityServices.getEntityCollectionService(entityName)方法来获得该实体类型的单例EntityCollectionService。

这里有一个组件可以做到这一点。

@Component({...})

export class HeroesComponent implements OnInit {

heroesService: EntityCollectionService<Hero>;

constructor(entityServices: EntityServices) {

this.heroesService = entityServices.getEntityCollectionService('Hero');

}

}

##Create a custom EntityCollectionService

正如EntityCollectionService文档中所解释的那样，您通常会创建带有额外功能和便利成员的自定义EntityCollectionService类

@Injectable()

export class HeroesService extends EntityCollectionServiceBase<Hero> {

constructor(elementsFactory: EntityCollectionServiceElementsFactory) {

super('Hero', elementsFactory);

}

// ... your special sauce here

}

当然，在使用这个自定义服务之前，你必须先提供它，通常是在Angular的NgModule中。

...

import { HeroesService } from './heroes.service';

@NgModule({

imports: [...],

declarations: [...],

providers: [HeroesService]

})

export class HeroesModule {}

下面的替代示例使用了首选的“可摇树”Injectable()来在根模块中提供服务。

@Injectable({ providedIn: 'root' })

export class HeroesService extends EntityCollectionServiceBase<Hero> {

...

}

您可以将该定制服务直接注入到组件中。

@Component({...})

export class HeroesComponent {

heroes$: Observable<Hero[]>;

loading$: Observable<boolean>;

constructor(public heroesService: HeroesService) {

this.heroes$ = this.heroesService.entities$;

this.loading$ = this.heroesService.loading$;

}

...

}

到目前为止没有什么新东西。但我们希望能够从EntityServices.getEntityCollectionService()中获取HeroesService，就像我们获取默认的集合服务一样。

当应用程序有大量的收集服务时，这种一致性就会得到回报

##Register the custom EntityCollectionService

当您用EntityServices注册一个自定义EntityCollectionService实例时，EntityServices. getentitycollectionservice()的其他调用者将获得该自定义服务实例。

你会想要在任何东西试图通过EntityServices获取它之前这样做。

一种解决方案是将自定义集合服务注入到提供它们的模块的构造函数中，并在那里注册它们。

@NgModule({ ... })

export class AppModule {

// Inject the service to ensure it registers with EntityServices

constructor(

entityServices: EntityServices,

// custom collection services

hs: HeroesService,

vs: VillainsService

){

entityServices.registerEntityCollectionServices([hs, vs]);

}

}

## 子类实体服务方便应用程序类

另一个有用的解决方案是创建EntityServices的子类，它既注入了自定义集合服务，又为应用程序添加了便利成员

import { Injectable } from '@angular/core';

import { EntityServicesBase, EntityServicesElements } from '@ngrx/data';

import { SideKick } from '../../model';

import { HeroService, VillainService } from '../../services';

@Injectable()

export class AppEntityServices extends EntityServicesBase {

constructor(

elements: EntityServicesElements,

// 注入自定义服务，在EntityServices中注册它们，并在API中公开.

readonly heroesService: HeroesService,

readonly villainsService: VillainsService

) {

super(elements);

this.registerEntityCollectionServices([heroesService, villainsService]);

}

/\*\* get the (default) SideKicks service \*/

get sideKicksService() {

return this.getEntityCollectionService<SideKick>('SideKick');

}

}

AppEntityService首先注入EntityServicesElements助手，并直接将其传递给基类的构造函数。“元素”包含基类需要制作和管理元数据中描述的实体的成分

然后，它会注入你的两个自定义集合服务HeroesService和VillainsService，并将它们作为方便的属性直接公开给消费者，以便他们访问这些服务。

在本例中，我们不需要SideKick实体的自定义集合服务。默认的服务就可以了。

尽管如此，我们添加了一个sideKicksService属性，它为SideKick获取或创建一个默认服务。消费者会发现它比getEntityCollectionService()更容易发现，也更容易调用。

当然，基类EntityServices成员，如getEntityCollectionService()、entityCache$和registerEntityCollectionService()都是可用的

接下来，在Angular的NgModule中，把AppEntityServices作为它自己(AppEntityServices)和实体服务(EntityServices)的别名来提供

通过这种方式，应用程序类引用这个相同的AppEntityServices服务实例，无论它注入的是AppEntityServices还是EntityServices。

@NgModule({

imports: [ ... ],

providers: [

AppEntityServices,

{ provide: EntityServices, useExisting: AppEntityServices },

...

]

})

export class EntityStoreModule { ... }

##访问多个EntityCollectionServices

一个复杂的组件可能需要访问多个实体集合。EntityServices注册表使这变得很容易，即使EntityCollectionServices是为每种实体类型定制的。

您只需要一个注入的构造函数参数，即EntityServices。

@Component({...})

export class CharacterContainerComponent implements OnInit {

heroesService: HeroService;

sideKicksService: EntityCollectionService<SideKick>;

villainService: VillainService;

heroes$: Observable<Hero>;

...

constructor(entityServices: EntityServices) {

this.heroesService = entityServices.getEntityCollectionService('Hero');

this.sidekicksService = entityServices.getEntityCollectionService('SideKick');

this.villainService = entityServices.getEntityCollectionService('Villain');

this.heroes$ = this.heroesService.entities$;

...

}

...

}

EntityServices的一个特定于应用程序的子类，比如上面的AppEntityServices，使它看起来更好一些。

import { AppEntityServices } from '../../services';

@Component({...})

export class CharacterContainerComponent implements OnInit {

heroes$: Observable<Hero>;

...

constructor(private appEntityServices: AppEntityServices) {

this.heroes$ = appEntityServices.heroesService.entities$;

...

}

...

}