## 官网

<https://github.com/dbfannin/ngx-logger>

## 安装

yarn add ngx-logger

## 文章一

<https://www.codemag.com/Article/1711021/Logging-in-Angular-Applications>

程序员经常使用console.log在其Angular应用程序中记录错误或其他参考消息。尽管这在调试应用程序时很好，但是对于生产应用程序来说，这不是最佳实践。由于Angular与服务有关，因此最好创建一个日志服务，您可以从其他服务和组件中调用它。在此日志记录服务中，您仍然可以调用console.log，但是您以后也可以修改该服务以记录消息，以通过Web API将消息存储在本地存储或数据库表中。

在本文中，您将通过一系列步骤来构建日志记录服务。首先，创建一个简单的日志服务类以使用来记录消息console.log()。接下来，添加一些日志记录级别，以便可以报告调试，警告，错误和其他类型的日志消息。然后，您创建一个通用的日志记录服务类，以调用其他类以登录到控制台，本地存储和Web API。最后，您创建一个日志发布服务，该服务读取JSON文件以选择要使用的日志服务类。

简单的日志服务

首先，创建一个非常简单的日志记录服务，该服务仅记录到控制台。这里的重点是用对服务的调用替换Angular应用程序中的所有console.log语句。调出现有的Angular应用程序或创建一个新的应用程序。如果还没有，请在该文件夹shared下添加一个名为的\src\app文件夹。创建一个名为的新TypeScript文件log.service.ts。添加以下代码段中显示的代码。

import { Injectable } from '@angular/core';

@Injectable()

export class LogService {

log(msg: any) {

console.log(new Date() + ": " + JSON.stringify(msg));

}

}

这段代码创建了一个可注入服务，可以由Angular创建并注入到您的任何Angular类中。该log()方法接受可以是任何类型的消息。将创建一个新日期，以便可以将每条消息及其附带的日期和时间记录到控制台中。仅登录到控制台时，日期/时间并不那么重要，但是一旦您开始登录到本地存储或数据库，就希望附加日期/时间，以便知道何时创建日志消息。注意参数JSON.stringify周围的使用msg。这使您可以传递对象，并且可以将其记录为字符串。

为了跟随本文的目的，创建一个名为的新文件夹\log-test并添加一个log-test.component.html页面。添加一个按钮以测试日志记录服务。

<button (click)="testLog()">Log Test</button>

创建一个log-test.component.tsTypeScript文件，并添加清单1中所示的代码以响应按钮单击事件。

清单1：用于测试LogService类的LogTestComponent

import { Component } from "@angular/core";

import { LogService } from '../shared/log.service';

@Component({

selector: "log-test",

templateUrl: "./log-test.component.html"

})

export class LogTestComponent {

constructor(private logger: LogService) {

}

testLog(): void {

this.logger.log("Test the `log()` Method");

}

}

在构造函数中添加一个logger变量，以便Angular可以将此服务注入到此组件中。请注意，testLog()您现在在方法中调用this.logger.log()而不是console.log()。结果是相同的（请参见图1），因为消息出现在控制台窗口中。但是，您现在可以灵活地将此消息记录到本地存储，数据库表，控制台或所有这三个消息中。而且，最好的部分是，除了LogService类中的代码外，您无需更改应用程序中的任何代码。要在Angular应用程序中使用此服务，需要将其导入app.module.ts文件中。还要导入LogTestComponent您创建的。

不同类型的日志记录

有时，您可能希望在运行应用程序时仅打开某些类型的日志记录。许多其他语言的日志记录系统允许您记录调试消息，参考消息，警告消息等。通过添加枚举和可以设置为控制显示消息的属性，可以向LogService类添加此功能。首先，在log.service.ts文件中添加一个LogLevel枚举，以跟踪执行哪种日志记录。log.service.ts在文件中的import语句之后添加此枚举。不要将其添加到LogService类中。

export enum LogLevel {

All = 0,

Debug = 1,

Info = 2,

Warn = 3,

Error = 4,

Fatal = 5,

Off = 6

}

将一个属性添加到名为levelLogLevel类型的名为LogService的类中。默认值为“所有”枚举。在添加属性时，请添加一个Boolean名为的属性，logWithDate以指定是否要将日期/时间添加到邮件的开头。

level: LogLevel = LogLevel.All;

logWithDate: boolean = true;

无需level在调用记录器之前设置属性。log()方法，将新方法debug，info，warn，error和致命添加到LogService类（清单2）。这些方法中的每一个都调用ToLog()传递消息的write方法，适当的枚举值和可选的参数数组。删除log()您先前编写的方法，并将其替换为清单2中的所有方法。

清单2：向您的LogService类添加方法以编写不同种类的消息

debug(msg: string, ...optionalParams: any[]) {

this.writeToLog(msg, LogLevel.Debug, optionalParams);

}

info(msg: string, ...optionalParams: any[]) {

this.writeToLog(msg, LogLevel.Info, optionalParams);

}

warn(msg: string, ...optionalParams: any[]) {

this.writeToLog(msg, LogLevel.Warn, optionalParams);

}

error(msg: string, ...optionalParams: any[]) {

this.writeToLog(msg, LogLevel.Error, optionalParams);

}

fatal(msg: string, ...optionalParams: any[]) {

this.writeToLog(msg, LogLevel.Fatal, optionalParams);

}

log(msg: string, ...optionalParams: any[]) {

this.writeToLog(msg, LogLevel.All, optionalParams);

}

可选参数数组意味着您可以传递要记录的任何参数。例如，以下任何调用均有效。

this.logger.log("Test 2 Parameters", "Paul", "Smith");

this.logger.debug("Test Mixed Parameters", true, false, "Paul", "Smith");

let values = ["1", "Paul", "Smith"];

this.logger.warn("Test String and Array", "Some log entry", values);

的writeLog()方法，清单3，检查由针对在值集的方法之一传递的水平level特性。level在shouldLog()方法中检查此属性。这两个方法现在都应该添加到您的LogService类中。

清单3：writeToLog（）方法创建消息以写入日志

private writeToLog(msg: string, level: LogLevel, params: any[]) {

if (this.**shouldLog**(level)) {

let value: string = "";

// Build log string

if (this.logWithDate) {

value = new Date() + " - ";

}

value += "Type: " + LogLevel[this.level];

value += " - Message: " + msg;

if (params.length) {

value += " - Extra Info: " + this.formatParams(params);

}

// Log the value

console.log(value);

}

}

该*shouldLog*()方法根据levelLogService类中设置的属性确定是否应该进行日志记录。该服务由Angular创建为单例，因此一旦level设置了此属性，它将保留该值，直到您在应用程序中对其进行更改为止。该shouldLog()检查的参数传递对level在属性集LogService类。如果传入的级别大于或等于该level属性，并且未关闭日志记录，则true此方法返回一个值。一个true返回值告诉writeToLog()记录的消息的方法。

private shouldLog(level: LogLevel): boolean {

let ret: boolean = false;

if ((level >= this.level && level !== LogLevel.Off) || this.level === LogLevel.All) {

ret = true;

}

return ret;

}

有一个在一个多方法调用writeToLog()方法调用的formatParams()。此方法用于创建参数数组的逗号分隔列表。如果数组中的所有参数都是简单数据类型而不是对象，则在使用ret该join()方法从数组创建逗号分隔列表之后，将返回名为local的变量。如果有一个对象，则循环遍历params数组中的每个项目，并ret使用该JSON.stringify()方法构建变量以将每个参数转换为字符串，然后在每个变量后面添加逗号。

private formatParams(params: any[]): string {

let ret: string = params.join(",");

// Is there at least one object in the array?

if (params.some(p => typeof p == "object")) {

ret = "";

// Build comma-delimited string

for (let item of params) {

ret += JSON.stringify(item) + ",";

}

}

return ret;

}

创建日志条目类

无需构建日志信息的字符串并格式化writeToLog()方法中的参数，而是创建一个名为的类LogEntry来为您完成所有这些工作。将此新类放置在log.service.ts文件中。清单4中所示的LogEntry类具有以下属性：日志条目的日期，要记录的消息，日志级别，要记录的额外信息数组，以及您设置为指定在日志中包括日期的布尔值信息。

清单4：创建一个LogEntry类，使创建日志消息更加容易

export class LogEntry {

// Public Properties

entryDate: Date = new Date();

message: string = "";

level: LogLevel = LogLevel.Debug;

extraInfo: any[] = [];

logWithDate: boolean = true;

buildLogString(): string {

let ret: string = "";

if (this.logWithDate) {

ret = new Date() + " - ";

}

ret += "Type: " + LogLevel[this.level];

ret += " - Message: " + this.message;

if (this.extraInfo.length) {

ret += " - Extra Info: " + this.formatParams(this.extraInfo);

}

return ret;

}

private formatParams(params: any[]): string {

let ret: string = params.join(",");

// Is there at least one object in the array?

if (params.some(p => typeof p == "object")) {

ret = "";

// Build comma-delimited string

for (let item of params) {

ret += JSON.stringify(item) + ",";

}

}

return ret;

}

}

该buildLogString()方法类似于您writeToLog()先前在方法中编写的内容。此方法从此类的属性中收集值，并以一个长字符串返回它们，该字符串可用于输出到控制台窗口。建立类后，formatParams()从LogService类中删除方法LogEntry。您将LogEntry在本文其余部分中使用的每个不同的日志记录类中使用此类。

现在您已经建立了这个LogEntry类，并且已经formatParams()从LogService该类中删除了该类，然后重写该writeToLog()方法，使其看起来像下面的代码。

private writeToLog(msg: string, level: LogLevel, params: any[]) {

if (this.shouldLog(level)) {

let entry: LogEntry = new LogEntry();

entry.message = msg;

entry.level = level;

entry.extraInfo = params;

entry.logWithDate = this.logWithDate;

console.log(entry.buildLogString());

}

}

修改writeToLog()方法后，重新运行应用程序，您仍然应该在控制台窗口中看到日志消息。

日志发布系统

在记录异常或任何类型的消息时，最好将这些日志条目写入不同的位置，以防其中之一无法访问。这样，您就更有可能不会丢失任何消息。为此，您需要创建三种不同的日志记录类。第一个发布者是一个LogConsole登录到控制台窗口的类。第二个发布者是LogLocalStorage将消息记录到Web本地存储。第三发布者LogWebApi用于调用Web API以将消息记录到数据库的后端表中。

您将创建一个publishers属性（图2），而不是在LogService类中对每个这些类进行硬编码，该属性是一个名为的抽象类的数组LogPublisher。您创建的每个日志记录类都将扩展此抽象类。
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本LogPublisher类包含一个属性命名位置。此属性用于设置本地存储的密钥和Web API的URL。此类还需要两种方法：log()和clear()。该log()方法在扩展的每个类中均被覆盖，LogPublisher并负责执行日志记录。该clear()方法从数据存储中删除所有日志条目。

将一个名为log-publishers.ts的新TypeScript文件添加到\shared项目中的文件夹中。您将需要在该文件顶部添加一些import语句。事实上，你会更晚加，但现在，只需添加Observable的Observable of，和LogEntry类。编写下一个代码片段中显示的代码，以创建您的抽象LogPublisher类。

import { Observable } from 'rxjs/Observable';

import 'rxjs/add/observable/of';

import { LogEntry } from './log.service';

export abstract class LogPublisher {

location: string;

abstract log(record: LogEntry):

Observable<boolean>

abstract clear(): Observable<boolean>;

}

现在您已经有了用于创建每个日志发布类的模板，让我们开始构建它们。

登录控制台

您创建的用于扩展LogPublisher类的第一个类将消息写入控制台。您最终将要从先前创建console.log()的LogService类中删除对的调用。LogConsole这是一个非常简单的类，它使用来将日志数据显示到控制台窗口console.log()。LogPublisher在log-publisher.ts文件中的类下方添加以下代码。

export class LogConsole extends LogPublisher {

(entry: LogEntry): Observable<boolean> {

// Log to console

console.log(entry.buildLogString());

return Observable.of(true);

}

clear(): Observable<boolean> {

console.clear();

return Observable.of(true);

}

}

请注意，此类中的log()方法接受该类的实例LogEntry。名为的此参数传入entry，调用该buildLogString()方法以创建要显示在控制台窗口中的完整日志条目数据的字符串。每个log()方法都需要将布尔类型的observable返回给调用方。因为登录到控制台不会出错，所以只需对True返回值进行硬编码。

所述clear()`` method must also be overridden in any class that extends the LogPublisherclass. For the console window, call the清晰（）`方法来清除发布到控制台窗口的所有消息。

日志发布者服务

如您在图2中看到的，publishers在LogService类中有一个array属性。您需要使用LogPublisher类的实例填充此数组。到目前为止，您唯一已构建的类是LogConsole，但很快您还将构建LogLocalStorage并进行LogWebApi类化。无需构建LogService该类中的发布者列表，而是创建另一个服务类来构建日志发布者列表。这个名为的服务类LogPublishersService负责构建日志发布类的数组。将该服务传递到LogService类中，因此publishers可以从中分配数组LogPublishersService（图3）。首先，您将仅对每个日志类进行硬编码，但是在本文的后面，您将从JSON文件中读取列表发布者。

![1](data:image/png;base64,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)

需要将LogPublishersService类（清单5）定义为可注入服务，以便Angular可以将其注入到LogService类中。在此类的构造函数中，您调用名为的方法buildPublishers()。此方法创建a的每个实例，LogPublisher并将每个实例添加到publishers数组中。现在，只需添加代码即可创建LogConsole该类的新实例，并将其推入publishers数组。

清单5：LogPublishersService负责创建发布对象列表

import { Injectable } from '@angular/core';

import { LogPublisher, LogConsole } from "./log-publishers";

@Injectable()

export class LogPublishersService {

constructor() {

// Build publishers arrays

this.buildPublishers();

}

// Public properties

publishers: LogPublisher[] = [];

// Build publishers array

buildPublishers(): void {

// Create instance of LogConsole Class

this.publishers.push(new LogConsole());

}

}

更新AppModule类

像任何Angular服务一样，一旦创建它，​​就必须app.module.ts通过导入它并将其添加到@NgModule的providers属性中来在文件中注册它。打开app.module.ts并在文件顶部附近添加导入。

import { LogPublishersService }

from "./shared/log-publishers.service";

接下来，将服务添加到@NgModuledecorator函数中的provider属性。

@NgModule({

imports: [BrowserModule, FormsModule, HttpModule],

declarations: [AppComponent, LogTestComponent],

bootstrap: [AppComponent],

providers: [LogService, LogPublishersService]

})

修改LogService类

现在是时候修改LogService该类以使用LogPublishersService该类了。打开log.service.tsTypeScript文件，并在文件顶部附近添加两个import语句。

import { LogPublisher } from "./log-publishers";

import { LogPublishersService }

from "./shared/log-publishers.service";

添加名为属性publishers的LogPublisher类型数组。

publishers: LogPublisher[];

在LogService类中添加一个构造函数，以便Angular注入LogPublishersService。在此构造函数中，从中获取publishers属性LogPublishersService并将内容分配给类中的publishers属性LogService。

constructor(private publishersService: LogPublishersService) {

// Set publishers

this.publishers = this.publishersService.publishers;

}

找到该writeToLog()方法，然后从该方法中删除以下代码行。

console.log(entry.buildLogString());

在删除上述代码行的位置，添加一个for循环以遍历发布者列表。每次循环时，调用log()记录器的方法，并传入LogEntry对象。因为该log()方法返回一个可观察的值，所以您应该订阅结果并将布尔返回值写入控制台窗口。

for (let logger of this.publishers) {

logger.log(entry).subscribe(response => console.log(response));

}

再次运行该应用程序，然后单击“测试日志”按钮以查看写入控制台窗口的日志条目。您添加了一些类和服务，仅用于发布到控制台窗口。您应该能够看到这种方法的优点。现在LogPublisher，您可以添加新的类，将它们添加到LogPublishersService该类的数组中，然后将其发布到其他位置。

登录到本地存储

下一个要添加的发布者是将一系列LogEntry对象存储到Web浏览器的本地存储中的发布者。打开log-publishers.ts文件，并将清单6中所示的代码添加到该文件。本LogLocalStorage类需要设置的项目到本地存储设置键值。使用该location属性设置要使用的键值。在这种情况下，location在构造函数中设置。当派生类中有构造函数时，始终需要调用该super()方法才能调用基类的构造函数。

清单6：创建一个LogLocalStorageService类以将消息存储到本地存储中

export class `LogLocalStorage` extends LogPublisher {

constructor() {

// Must call `super()`from derived classes

super();

// Set location

this.location = "logging";

}

// Append log entry to local storage

log(entry: LogEntry): Observable<boolean> {

let ret: boolean = false;

let values: LogEntry[];

try {

// Get previous values from local storage

values = JSON.parse(localStorage.getItem(this.location)) || [];

// Add new log entry to array

values.push(entry);

// Store array into local storage

localStorage.setItem(this.location, JSON.stringify(values));

// Set return value

ret = true;

} catch (ex) {

// Display error in console

console.log(ex);

}

return Observable.of(ret);

}

// Clear all log entries from local storage

clear(): Observable<boolean> {

localStorage.removeItem(this.location);

return Observable.of(true);

}

}

本地存储使您可以存储大量数据，因此让我们在每次log()调用该方法时添加每个日志条目。该setItem()方法用于将值设置到本地存储中。如果调用setItem()并传递一个值，则键位置中的任何旧值都将被新值替换。首先使用该getItem()方法从本地存储中读取先前的值。将其解析为LogEntry对象数组，或者如果该键位置中没有存储值，则返回一个空数组。将新LogEntry对象推到数组上，对新数组进行字符串化，然后将字符串化的数组放入本地存储中。

关于本地存储的注意事项之一；每个浏览器都设置了一个限制，可以存储多少数据。限制因浏览器而异，在撰写本文时，限制从2MB到10MB不等。您可能需要考虑在方法的catch块中编写一些其他代码，以log()在存储新的日志条目之前从数组中删除最旧的值。

该clear()方法用于清除指定键位置上的本地存储。调用对象的removeItem()方法localStorage以清除该位置内的所有值。

现在您有了新的类来将日志条目存储到本地存储中，您需要将其添加到Publishers数组中。打开log-publishers.service.ts文件并修改import语句以包含您的新LogLocalStorage类。

import { LogPublisher, LogConsole, `LogLocalStorage` } from "./log-publishers";

修改类的buildPublishers()方法LogPublishersService以创建该类的实例，LogLocalStorage并将其推送到Publishers数组，如以下代码所示。

buildPublishers(): void {

// Create instance of LogConsole Class

this.publishers.push(new LogConsole());

// Create instance of `LogLocalStorage` Class

this.publishers.push(new `LogLocalStorage`());

}

现在，您可以重新运行该应用程序，并且应该同时登录到控制台窗口和本地存储。为了测试这一点，请log()在LogLocalStorage类的方法中设置一个断点，然后查看它是否检索您登录到本地存储中的先前值。

登录到Web API

您要创建的最后一个日志记录类是将LogEntry类的实例发送到Web API方法的类。然后，您可以从该Web API编写代码以将日志条目存储到数据库表中。我不会为您提供桌子-我会留给您。我正在使用Visual Studio和C＃创建我的Web API调用，因此我将向我的项目中添加一个与我在Angular中创建的LogEntry类具有相同名称和相同属性的C＃类。

public class LogEntry

{

public DateTime EntryDate { get; set; }

public string Message { get; set; }

public LogLevel Level { get; set; }

public object[] ExtraInfo { get; set; }

}

我还在项目中添加了C＃枚举，以映射到TypeScriptLoggingLevel枚举。

public enum LogLevel

{

All = 0,

Debug = 1,

Info = 2,

Warn = 3,

Error = 4,

Fatal = 5,

Off = 6

}

最后，我将向我的项目中添加一个Web API控制器类（清单7）。此类此时具有一个方法，以允许Angular将LogEntry记录发布到此方法。通过这种Post()方法，您可以编写代码以将日志数据存储到数据库表中。为了本文的目的，我将把OK（true）的结果返回给调用者。

清单7：LogController允许您通过Web API调用存储日志条目

public class LogController : ApiController

{

// POST api/<controller>

[HttpPost]

public IHttpActionResult Post([FromBody]LogEntry value)

{

IHttpActionResult ret;

// TODO: Write code to store logging data in a database table

// Return OK for now

ret = Ok(true);

return ret;

}

}

现在，您已经创建了Web API类，您可以返回该log-publishers.ts文件并添加一些导入语句以调用Web API。在此文件顶部附近添加以下导入语句。

import { Http, Response, Headers, RequestOptions } from '@angular/http';

import 'rxjs/add/operator/map';

import 'rxjs/add/operator/catch';

import 'rxjs/add/observable/throw';

在文件底部添加清单8中LogWebApi所示的类。该类的构造函数与您为该类编写的构造函数非常相似。您确实需要包括HTTP服务，因为您将需要此服务来调用Web API。您还必须调用以执行基类的构造函数。最后，将属性设置为Web API调用的URL。log-publishers.tsLogLocalStoragesuper()location

清单8：创建一个LogWebApiService类以调用用于跟踪日志消息的Web API

export class `LogWebApi` extends LogPublisher {

constructor(private http: Http) {

// Must call `super()`from derived classes

super();

// Set location

this.location = "/api/log";

}

// Add log entry to back end data store

log(entry: LogEntry): Observable<boolean> {

let headers = new Headers({ 'Content-Type': 'application/json' });

let options = new RequestOptions({ headers: headers });

return this.http.post(this.location, entry, options).map(response => response.json()).catch(this.handleErrors);

}

// Clear all log entries from local storage

clear(): Observable<boolean> {

// TODO: Call Web API to clear all values

return Observable.of(true);

}

private handleErrors(error: any): Observable<any> {

let errors: string[] = [];

let msg: string = "";

msg = "Status: " + error.status;

msg += " - Status Text: " + error.statusText;

if (error.json()) {

msg += " - Exception Message: " + error.json().exceptionMessage;

}

errors.push(msg);

console.error('An error occurred', errors);

return Observable.throw(errors);

}

}

该log()方法接受LogEntry发送到Web API方法的对象。由于您要POST对Web API执行操作，因此需要创建适当的标头以指定要发送的内容类型application/json。在post()对角HTTP服务方法被调用到传递LogEntry的对象为您创建的Web API类。

clear()在此类中，您还需要一个方法来覆盖基类中的抽象方法。为了使本文的长度更短，我没有展示如何清除日志条目，但是它与log()方法类似。您调用Web API方法，该方法编写适当的SQL来从数据库中的日志表中删除所有行。

打开log-publishers.service.ts文件并修改import语句以包含您的新LogWebApi类。

import { LogPublisher, LogConsole, `LogLocalStorage`, LogWebApi } from "./log-publishers";

打开log-publishers.service.ts文件，并在文件顶部附近为HTTP服务添加导入。

import { Http } from '@angular/http';

接下来，将HTTP服务添加到此类的构造函数中。

constructor(private http: Http) {

// Build publishers arrays

this.buildPublishers();

}

最后，在该buildPublishers()方法中，创建LogWebApi该类的新实例并传递HTTP服务，如下面的代码所示。

buildPublishers(): void {

// Create instance of LogConsole Class

this.publishers.push(new LogConsole());

// Create instance of `LogLocalStorage` Class

this.publishers.push(new `LogLocalStorage`());

// Create instance of `LogWebApi` Class

this.publishers.push(new LogWebApi(this.http));

}

您需要使用来注册HTTP服务AppModule。打开app.module.ts并在文件顶部附近添加以下导入。

import { HttpModule } from '@angular/http';

将添加HttpModule到@NgModule()函数装饰器中的imports属性。

imports: [BrowserModule, HttpModule],

现在您已经将此新发布者添加到数组中，您应该可以运行日志记录应用程序，并且当您单击Log Test按钮时，您应该看到它正在调用Web API方法。

从JSON文件读取发布者

打开log-publishers.ts文件并添加一个名为的新类LogPublisherConfig。该类将保存从清单9中看到的JSON文件中读取的各个对象。

class LogPublisherConfig {

loggerName: string;

loggerLocation: string;

isActive: boolean;

}

通过\assets在下方添加一个文件夹来构建JSON文件\src\app folder。log-publishers.json在该\assets文件夹中添加一个名为的JSON文件，并添加清单9中的代码。JSON数组中的每个对象文字都与您创建的用于登录到控制台，本地存储和Web API的类之一有关。

清单9：创建一个LogLocalStorage Service类以将消息存储到本地存储中

[

{

"loggerName": "console",

"loggerLocation": "",

"isActive": true

},

{

"loggerName": "localstorage",

"loggerLocation": "logging",

"isActive": true

},

{

"loggerName": "webapi",

"loggerLocation": "/api/log",

"isActive": true

}

]

在您的log-publishers.service.ts文件中再添加一些导入语句。

import { Observable } from 'rxjs/Observable';

import 'rxjs/add/operator/map';

import 'rxjs/add/operator/catch';

import 'rxjs/add/observable/throw';

在这些导入之后添加一个常量，以指向此文件。

const PUBLISHERS\_FILE = "/src/app/assets/log-publishers.json";

在LogPublishersService该类中，添加一个名为handleErrors的新方法（清单10）来处理任何HTTP服务调用期间可能发生的任何错误。另外，在LogPublishersService该类中，创建一个新方法以从此JSON文件读取数据。让我们将此方法称为getLoggers()。因为您已经将HTTP服务注入到此类中，所以可以使用此服务从JSON文件读取。

getLoggers(): Observable<LogPublisherConfig[]> {

return this.http.get(PUBLISHERS\_FILE).map(response => response.json()).catch(this.handleErrors);

}

清单10：使用HTTP服务时，您始终应该有一种方法来处理错误

private handleErrors(error: any):

Observable<any> {

let errors: string[] = [];

let msg: string = "";

msg = "Status: " + error.status;

msg += " - Status Text: " + error.statusText;

if (error.json()) {

msg += " - Exception Message: " + error.json().exceptionMessage;

}

errors.push(msg);

console.error('An error occurred', errors);

return Observable.throw(errors);

}

现在您已经有了从该文件返回数组的buildPublishers()方法，请修改该方法以订阅此ObservableLogPublisherConfig对象数组。清单11中buildPublishers()显示了该方法的新代码。

清单11：通过读取JSON文件中的值来创建发布者数组

buildPublishers(): void {

let logPub: LogPublisher;

this.getLoggers().subscribe(response => {

for (let pub of response.filter(p => p.isActive)) {

switch (pub.loggerName.toLowerCase()) {

case "console":

logPub = new LogConsole();

break;

case "localstorage":

logPub = new `LogLocalStorage`();

break;

case "webapi":

logPub = new LogWebApi(this.http);

break;

}

// Set location of logging

logPub.location = pub.loggerLocation;

// Add publisher to array

this.publishers.push(logPub);

}

});

}

该buildPublishers()方法调用getLoggers()方法并预订该方法的输出。输出是LogPublisherConfig对象数组。对配置对象数组进行过滤以仅遍历那些将其isActive属性设置为True值的对象。对于循环中的每次迭代，请检查loggerName属性并将该值与每个case语句中列出的值进行比较。如果找到匹配项，则创建对应的LogPublisher类的新实例。该loggerLocation属性设置为每个LogPublisher类的location属性。然后将新实例化的发布者对象添加到publishers数组属性。因为所有这些都发生在该服务类的构造函数中；当Publishers数组被注入到LogService类中时，已经将其设置为要使用的发布者列表。您应该能够运行Angular应用程序，然后单击Log Test按钮，并查看发布到JSON文件中标记为isActive的所有发布者的日志消息。