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## Part One - Project Description

The data is related with direct marketing campaigns of a Portuguese banking institution. The marketing campaigns were based on phone calls. Often, more than one contact to the same client was required, in order to access if the product (bank term deposit) would be (or not) subscribed.

There is dataset bank-full.csv with all examples, ordered by date (from May 2008 to November 2010). The classification goal is to predict if the client will subscribe a term deposit (variable y).

ROC (Receiver Operating Characteristic) Curve is a way to visualize the performance of a binary classifier.

TPR or True Positive Rate answers the question — When the actual classification is positive, how often does the classifier predict positive? FPR or False Positive Rate answers the qestion — When the actual classification is negative, how often does the classifier incorrectly predict positive?

The questions that we want to answer is,

Can we predict loan status which is described as loanyes using other features considering age, job, martial, education, balance, housing, contact, loan, day, month, duration, campaign, pdays, previous, poutcome, and others? If yes, which classifier is the best fit for the case using ROC curve.

## Part One -Loading and Prepare Data

###1.a Reading Data

bank\_df<- read.csv("./bank-full.csv", sep = ";")

###1.b Label Decoding

In simple terms, label encoding is the process of replacing the different levels of a categorical variable with dummy numbers. For instance, the variable loanyes has two levels, “yes” and “no”. These can be encoded to 1 and 0, respectively.

bank\_df <- bank\_df %>%  
 mutate(housing = ifelse(housing == "no",0,1))

###1.c One Hot Decoder

In this technique, one-hot (dummy) encoding is applied to the features, creating a binary column for each category level and returning a sparse matrix. In each dummy variable, the label “1” will represent the existence of the level in the variable, while the label “0” will represent its non-existence.

We will apply this technique to all the remaining categorical variables. The decoding comes from caret package, while the first line uses the dummyVars() function to create a full set of dummy variables. The dummyVars() method works on the categorical variables. It is to be noted that the first line contains the argument fullrank=T, which will create n-1 columns for a categorical variable with n unique levels.

The second line uses the output of the dummyVars() function and transforms the dataset, dat, where all the categorical variables are encoded to numerical variables. The fourth line of code prints the structure of the resulting data, dat-transfored, which confirms that one-hot encoding is completed.

dmy <-dummyVars("~ .", data = bank\_df, fullRank = T)  
bank\_df\_transformed<- data.frame(predict(dmy, newdata = bank\_df))  
  
bank\_df\_transformed<-na.omit(bank\_df\_transformed)

###1.d Checking Data Types

Using sapply method to see the data types of the column values. It is important because, models usually uses numeric values and it requries all data to be in same type. We can see that all the data is converted to numeric data type.

bank\_df\_transformed<-na.omit(bank\_df\_transformed)  
sapply(bank\_df\_transformed, class)

## age jobblue.collar jobentrepreneur jobhousemaid   
## "numeric" "numeric" "numeric" "numeric"   
## jobmanagement jobretired jobself.employed jobservices   
## "numeric" "numeric" "numeric" "numeric"   
## jobstudent jobtechnician jobunemployed jobunknown   
## "numeric" "numeric" "numeric" "numeric"   
## maritalmarried maritalsingle educationsecondary educationtertiary   
## "numeric" "numeric" "numeric" "numeric"   
## educationunknown defaultyes balance housing   
## "numeric" "numeric" "numeric" "numeric"   
## loanyes contacttelephone contactunknown day   
## "numeric" "numeric" "numeric" "numeric"   
## monthaug monthdec monthfeb monthjan   
## "numeric" "numeric" "numeric" "numeric"   
## monthjul monthjun monthmar monthmay   
## "numeric" "numeric" "numeric" "numeric"   
## monthnov monthoct monthsep duration   
## "numeric" "numeric" "numeric" "numeric"   
## campaign pdays previous poutcomeother   
## "numeric" "numeric" "numeric" "numeric"   
## poutcomesuccess poutcomeunknown yyes   
## "numeric" "numeric" "numeric"

###1.e Representing Binary Features

In order to represent the features in graph, it is better to categorize them with their value type considering if they are binary values or not. I have visualize the binary features with their percentages, so we can see what are the percentages of the customer’s job, their martial status, education and so on.

We can see some binary features, %22 of the customers have a blue collar job %3 of the customers are entrepreneur %5 of the customers are retired %21 of the customers are manager %2 of the customers are student %60 of the customers are married %51 of the customers have secondary degree %29 of the customers have tertiary %56 of the customers have house

binary\_features <- data.frame(  
 binary\_columns = factor(c(  
 "$jobblue.collar",  
 "$jobentrepreneur",  
 "$jobretired",  
 "$jobmanagement",  
 "$jobstudent",  
 "$maritalmarried",  
 "$educationsecondary",  
 "$educationtertiary",  
 "$housing"),  
 levels = c(  
 "$jobblue.collar",  
 "$jobentrepreneur",  
 "$jobretired",  
 "$jobmanagement",  
 "$jobstudent",  
 "$maritalmarried",  
 "$educationsecondary",  
 "$educationtertiary",  
 "$housing")),  
 percantage = c(  
 mean(bank\_df\_transformed$jobblue.collar)\*100,  
 mean(bank\_df\_transformed$jobentrepreneur)\*100,  
 mean(bank\_df\_transformed$jobretired\*100),  
 mean(bank\_df\_transformed$jobmanagement\*100),  
 mean(bank\_df\_transformed$jobstudent\*100),  
 mean(bank\_df\_transformed$maritalmarried\*100),  
 mean(bank\_df\_transformed$educationsecondary\*100),  
 mean(bank\_df\_transformed$educationtertiary\*100),  
 mean(bank\_df\_transformed$housing\*100)  
 ))  
  
  
b1 <- ggplot(data = binary\_features, aes(x = binary\_columns, y = percantage, fill = binary\_columns)) +  
 geom\_bar(stat = "identity") +  
 geom\_text(aes(label= round(percantage)), vjust=-0.3, color="black", size=3.5) +  
 theme(axis.text.x = element\_text(angle = 90))   
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I have checked for missing values, but did not go into further pre -processing of data since my objective is to demonstrate ROC curves here and not model fine tuning.There are no missing values. We can find more details about the column stats using summary function for non-binary features.

summary(bank\_df\_transformed[c("age", "balance")])

## age balance   
## Min. :18.00 Min. : -8019   
## 1st Qu.:33.00 1st Qu.: 72   
## Median :39.00 Median : 448   
## Mean :40.94 Mean : 1362   
## 3rd Qu.:48.00 3rd Qu.: 1428   
## Max. :95.00 Max. :102127

dfs<- stack(bank\_df\_transformed)  
dfs<- filter(dfs, ind == "age")  
ggplot(dfs, aes(x=values)) + geom\_density()
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dfs<- stack(bank\_df\_transformed)  
dfs<- filter(dfs, ind == "balance")  
ggplot(dfs, aes(x=values)) + geom\_density() + xlim(-5000,5000)

## Warning: Removed 2847 rows containing non-finite values (stat\_density).
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The train-test split procedure is used to estimate the performance of machine learning algorithms when they are used to make predictions on data not used to train the model.

It is a fast and easy procedure to perform, the results of which allow you to compare the performance of machine learning algorithms for your predictive modeling problem. Although simple to use and interpret, there are times when the procedure should not be used, such as when you have a small dataset and situations where additional configuration is required, such as when it is used for classification and the dataset is not balanced.

Train Dataset: Used to fit the machine learning model. Test Dataset: Used to evaluate the fit machine learning model.

###2.a Splittig data to train and test data set

We can see that 33908 examples (75 percent) were allocated to the training set and 11303 examples (25 percent) were allocated to the test set, as we specified.

sample = sample.split(bank\_df\_transformed, SplitRatio = .75)  
  
train = subset(bank\_df\_transformed, sample == TRUE)  
test = subset(bank\_df\_transformed, sample == FALSE)  
  
dim(train)

## [1] 33645 43

dim(test)

## [1] 11566 43

## Part Three - ROC

ROC (Receiver Operating Characteristic) Curve is a way to visualize the performance of a binary classifier.

TPR or True Positive Rate answers the question — When the actual classification is positive, how often does the classifier predict positive? FPR or False Positive Rate answers the qestion — When the actual classification is negative, how often does the classifier incorrectly predict positive?

###3.a Logistic Regression

The code below estimates a logistic regression model using the glm (generalized linear model) function. Since we gave our model a name (mylogit), R will not produce any output from our regression. In order to get the results we use the summary command.

lr\_fit <- glm(loanyes~., data = train, family = binomial())  
lr\_predict <- predict(lr\_fit, newdata = test, type = "response")  
  
summary(lr\_fit)

##   
## Call:  
## glm(formula = loanyes ~ ., family = binomial(), data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.5407 -0.6282 -0.5124 -0.3358 3.5795   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.464e+00 1.780e-01 -8.227 < 2e-16 \*\*\*  
## age -1.676e-03 1.901e-03 -0.882 0.377832   
## jobblue.collar -1.147e-01 5.518e-02 -2.079 0.037630 \*   
## jobentrepreneur 2.213e-01 8.733e-02 2.534 0.011288 \*   
## jobhousemaid -4.720e-01 1.125e-01 -4.197 2.71e-05 \*\*\*  
## jobmanagement -1.637e-01 6.514e-02 -2.514 0.011953 \*   
## jobretired -1.294e-01 9.306e-02 -1.390 0.164443   
## jobself.employed -1.966e-01 9.711e-02 -2.024 0.042949 \*   
## jobservices -5.038e-02 6.265e-02 -0.804 0.421325   
## jobstudent -2.175e+00 3.096e-01 -7.024 2.15e-12 \*\*\*  
## jobtechnician -1.059e-02 5.600e-02 -0.189 0.850044   
## jobunemployed -8.423e-01 1.238e-01 -6.804 1.02e-11 \*\*\*  
## jobunknown -2.238e+00 5.872e-01 -3.811 0.000138 \*\*\*  
## maritalmarried 4.902e-03 4.767e-02 0.103 0.918099   
## maritalsingle -2.540e-01 5.668e-02 -4.481 7.42e-06 \*\*\*  
## educationsecondary 2.093e-01 4.912e-02 4.261 2.04e-05 \*\*\*  
## educationtertiary -3.798e-02 6.357e-02 -0.597 0.550186   
## educationunknown -7.104e-01 1.143e-01 -6.216 5.09e-10 \*\*\*  
## defaultyes 8.792e-01 8.763e-02 10.033 < 2e-16 \*\*\*  
## balance -1.402e-04 1.021e-05 -13.730 < 2e-16 \*\*\*  
## housing 3.198e-02 3.646e-02 0.877 0.380400   
## contacttelephone -2.004e-01 6.783e-02 -2.954 0.003133 \*\*   
## contactunknown 1.741e-01 5.401e-02 3.224 0.001264 \*\*   
## day -4.848e-03 2.143e-03 -2.262 0.023694 \*   
## monthaug -2.590e-01 8.914e-02 -2.905 0.003670 \*\*   
## monthdec -7.050e-01 3.967e-01 -1.777 0.075547 .   
## monthfeb 1.867e-01 9.748e-02 1.915 0.055470 .   
## monthjan 3.213e-01 1.132e-01 2.838 0.004536 \*\*   
## monthjul 1.083e+00 7.655e-02 14.154 < 2e-16 \*\*\*  
## monthjun 3.207e-02 9.505e-02 0.337 0.735800   
## monthmar -3.632e-01 2.387e-01 -1.522 0.128107   
## monthmay -1.733e-02 7.879e-02 -0.220 0.825954   
## monthnov 5.315e-01 8.467e-02 6.277 3.44e-10 \*\*\*  
## monthoct -1.347e-01 1.767e-01 -0.762 0.445858   
## monthsep -5.817e-01 2.334e-01 -2.492 0.012707 \*   
## duration 1.264e-04 6.647e-05 1.901 0.057309 .   
## campaign -1.308e-03 5.052e-03 -0.259 0.795666   
## pdays -1.568e-04 3.696e-04 -0.424 0.671461   
## previous 3.148e-02 1.005e-02 3.132 0.001734 \*\*   
## poutcomeother -9.770e-02 9.250e-02 -1.056 0.290889   
## poutcomesuccess -6.722e-01 1.442e-01 -4.661 3.15e-06 \*\*\*  
## poutcomeunknown -1.100e-01 1.089e-01 -1.009 0.312868   
## yyes -4.925e-01 6.775e-02 -7.269 3.61e-13 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 29740 on 33644 degrees of freedom  
## Residual deviance: 27607 on 33602 degrees of freedom  
## AIC: 27693  
##   
## Number of Fisher Scoring iterations: 6

###3.b Conditional Inference Trees

The party package provides non-parametric regression trees for nominal, ordinal, numeric, censored, and multivariate responses, which is called Conditional Inference Trees.

ct\_fit<-ctree(loanyes~., data = train)  
ct\_predict<- predict(ct\_fit, newdata = test)

###3.c Decision Tree

Decision tree is a type of supervised learning algorithm that can be used in both regression and classification problems. It works for both categorical and continuous input and output variables.

tr\_fit<-tree(loanyes~., data = train)  
tr\_predict<- predict(tr\_fit, newdata = test)  
  
summary(tr\_fit)

##   
## Regression tree:  
## tree(formula = loanyes ~ ., data = train)  
## Variables actually used in tree construction:  
## [1] "monthjul" "balance"   
## Number of terminal nodes: 3   
## Residual mean deviance: 0.1301 = 4376 / 33640   
## Distribution of residuals:  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -0.3050 -0.1237 -0.1237 0.0000 -0.1237 0.8763

###3.d Visualizing ROC Curve

Now, if I plot this data on a graph, I will get a ROC curve. The ROC curve is the graph plotted with TPR on y-axis and FPR on x-axis for all possible threshold. Both TPR and FPR vary from 0 to 1. Therefore, a good classifier will have an arc/ curve and will be further away from the random classifier line. To quantify a good classifier from a bad one using a ROC curve, is done by AUC (Area under Curve). From the graph it is quite clear that a good classifier will have AUC higher than a bad classifier as the area under curve will be higher for the former.

AUC is also visible making Conditional Inference Trees a slightly better than other classifiers Logistic Regression, and Decision Tree Classifier.

lr\_roc <- roc(test$loanyes ~ lr\_predict,plot=TRUE,print.auc=TRUE,col="green",lwd =4,legacy.axes=TRUE,main="ROC Curves")

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

ct\_roc <- roc(test$loanyes ~ ct\_predict,plot=TRUE,print.auc=TRUE,col="blue",lwd = 4,print.auc.y=0.4,legacy.axes=TRUE,add = TRUE)

## Setting levels: control = 0, case = 1

## Warning in roc.default(response, predictors[, 1], ...): Deprecated use a matrix  
## as predictor. Unexpected results may be produced, please pass a numeric vector.

## Setting direction: controls < cases

tr\_roc <- roc(test$loanyes ~ tr\_predict,plot=TRUE,print.auc=TRUE,col="red",lwd = 4,print.auc.y=0.3,legacy.axes=TRUE,add = TRUE)

## Setting levels: control = 0, case = 1  
## Setting direction: controls < cases

legend("bottomright",legend=c("Logistic Regression","CT", "Decision Tree"),col=c("green","blue", "red"),lwd=4)

![](data:image/png;base64,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)