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# Preface

This is an R-manual that accompanies the textbook Triola (2022) for the courses STAT 2670: Elementary Statistics offered at Auburn University at Montgomery.

Credits:

* Jerome Goddard (Chapters 2 and 3)
* Yi Wang (chapters 4 and 5; Overall editing)
* Wen Tang (chapters 6 and 7)
* Jieun Park (chapters 7, 8 and 10)

# 1. Setting-up Computing Environment

## 1.1 Setting up your own computing environment on a personal computer

This is the recommended way and the advantage is that it’s easy to handle files.

* Go to the website <https://posit.co/download/rstudio-desktop/>.
* Follow the two steps: 1) download and install R: Choose the appropriate operating system, and then choose “base” to “install R for the first time”. You can simply accept all default options.

1. download Rstudio Desktop and Install it.

After installation, start R-Studio, and you are ready to use it.

## 1.2 Use R-Studio Cloud (No setting-up needed)

Alternatively, one can save the hassle of setting up on a personal computer and use the R-Studio Cloud for **free**. Here are the steps:

* Go to the website <https://login.rstudio.cloud/>.
* Either create a new account using an email address such as your AUM email or simply “Log in using Google” or click on other log-in alternative.

After log-in to your account, you are ready to use R Studio.

# 2. Probability

## 2.1 Basic concepts of probability

In this code:

* We calculate the probability of drawing a Heart from a sample space (a deck of cards).
* We simulate random events such as a coin toss and rolling a six-sided die.
* We simulate multiple die rolls and visualize the resulting probability distribution.
* We calculate the probability of a specific outcome (rolling a 3).

# Set a seed for reproducibility  
set.seed(42)  
  
# Define a sample space (e.g., a deck of cards)  
sample\_space <- c("Hearts", "Diamonds", "Clubs", "Spades")  
  
# Calculate the probability of drawing a Heart from the sample space  
probability\_heart <- sum(sample\_space == "Hearts") / length(sample\_space)  
  
cat("Probability of drawing a Heart:", probability\_heart, "\n")

Probability of drawing a Heart: 0.25

# Simulate a random event (e.g., coin toss)  
coin\_toss <- sample(c("Heads", "Tails"), size = 1)  
  
cat("Result of a random coin toss:", coin\_toss, "\n")

Result of a random coin toss: Heads

# Simulate rolling a six-sided die  
die\_roll <- sample(1:6, size = 1)  
  
cat("Result of rolling a die:", die\_roll, "\n")

Result of rolling a die: 5

# Simulate multiple die rolls and visualize the probability distribution  
num\_rolls <- 1000  
die\_rolls <- sample(1:6, size = num\_rolls, replace = TRUE)  
  
# Calculate the relative frequencies for each outcome  
relative\_frequencies <- table(die\_rolls) / num\_rolls  
relative\_frequencies

die\_rolls  
 1 2 3 4 5 6   
0.171 0.192 0.164 0.157 0.154 0.162

# Calculate the probability of rolling a 3  
probability\_roll\_3 <- relative\_frequencies[3]  
  
cat("Probability of rolling a 3:", probability\_roll\_3, "\n")

Probability of rolling a 3: 0.164

# Visualize the probability distribution with a bar plot  
barplot(relative\_frequencies, main = "Probability Distribution of Die Rolls",  
 xlab = "Die Face", ylab = "Probability", col = "lightblue")
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## 2.2 Addition rule and multiplication rule

## 2.3 Complements, conditional probability, and Bayes’ theorem

## 2.4 Counting

### 2.4.1 Calculate factorial

R provides a built-in function to calculate factorial. You can use the factorial() function in R to compute the factorial of a number.

n <- 5  
factorial\_result <- factorial(n)  
cat("Factorial of", n, "is", factorial\_result, "\n")

Factorial of 5 is 120

Replace the value of n with the number for which you want to calculate the factorial, and the factorial() function will return the result.

### 2.4.2 Find all permutations and the number of all permutations

To do this, we can use the permutations function from the **gtools** package. For any list of size n, this function computes all the different permutations we can get when we select r items. Here are all the ways we can choose two numbers from a list consisting of 1,2,3:

library(gtools)  
permutations(3, 2)

[,1] [,2]  
[1,] 1 2  
[2,] 1 3  
[3,] 2 1  
[4,] 2 3  
[5,] 3 1  
[6,] 3 2

Notice that the order matters here: 3,1 is different than 1,3. Also, note that (1,1), (2,2), and (3,3) do not appear because once we pick a number, it can’t appear again.

To get the actual number of permutations, one can use the R-function nrow() to find the total number of rows in the output of permutations:

library(gtools)  
nrow(permutations(3,2))

[1] 6

Alternatively, we can add a vector v to indicate the objects that a permutation is performed on. If you want to see five random seven digit phone numbers out of all possible phone numbers (without repeats), you can type:

all\_phone\_numbers <- permutations(10, 7, v = 0:9) # Use digits 0, 1, ..., 9   
n <- nrow(all\_phone\_numbers)  
cat("total number of phone numbers n = ", n, "\n")

total number of phone numbers n = 604800

print("Randomly sample 5 phone numbers:")

[1] "Randomly sample 5 phone numbers:"

# Randomly sample 5 phone numbers  
index <- sample(n, 5)  
all\_phone\_numbers[index,]

[,1] [,2] [,3] [,4] [,5] [,6] [,7]  
[1,] 8 9 5 1 6 0 3  
[2,] 4 0 2 3 5 7 8  
[3,] 0 4 6 1 3 2 7  
[4,] 5 8 2 6 4 0 3  
[5,] 7 5 1 0 9 2 6

Instead of using the numbers 1 through 10, the default, it uses what we provided through v: the digits 0 through 9.

### 2.4.3 Find all combinations and the number of all combinations

How about if the order doesn’t matter? For example, in Blackjack if you get an Ace and a face card in the first draw, it is called a *Natural 21* and you win automatically. If we wanted to compute the probability of this happening, we would enumerate the *combinations*, not the permutations, since the order does not matter.

combinations(3,2)

[,1] [,2]  
[1,] 1 2  
[2,] 1 3  
[3,] 2 3

In the second line, the outcome does not include (2,1) because (1,2) already was enumerated. The same applies to (3,1) and (3,2).

To get the actual number of combinations, one can do

nrow(combinations(3,2))

[1] 3

(**optional**) Of course, one can define a R-function to calculate a permutation number.

# Function to calculate permutation (nPr)  
nPr <- function(n, r) {  
 if (n < r) {  
 return(0)  
 } else {  
 return(factorial(n) / factorial(n - r))  
 }  
}  
nPr(3,2)

[1] 6

# Function to calculate combination (nCr)  
nCr <- function(n, r) {  
 if (n < r) {  
 return(0)  
 } else {  
 return(factorial(n) / (factorial(r) \* factorial(n - r)))  
 }  
}  
nCr(3,2)

[1] 3

# 3. Discrete probability distribution

## 3.1 Calculate mean, standard deviation and variance with equal probability

You can use R to calculate the mean, standard deviation, and variance of a given data set using built-in functions like mean(), sd(), and var(). Here’s some sample R code to do that:

# Sample data set  
data\_set <- c(12, 15, 18, 21, 24, 27, 30, 33, 36, 39)  
  
# Calculate the mean  
mean\_value <- mean(data\_set)  
cat("Mean:", mean\_value, "\n")

Mean: 25.5

# Calculate the standard deviation  
std\_deviation <- sd(data\_set)  
cat("Standard Deviation:", std\_deviation, "\n")

Standard Deviation: 9.082951

# Calculate the variance  
variance <- var(data\_set)  
cat("Variance:", variance, "\n")

Variance: 82.5

Just replace the data\_set vector with your actual data, and this code will compute and print the mean, standard deviation, and variance for your data set. Note the results calculated by mean(), sd() and var() assumes each data points occurs with the equal probability , where is the number of data points.

## 3.2 Expectation and standard deviation with a given probability distribution

By definition,

# Define the possible values and their corresponding probabilities  
values <- c(1, 2, 3, 4, 5)  
probabilities <- c(0.1, 0.2, 0.3, 0.2, 0.2)  
  
# Calculate the mean (expected value)  
mean\_value <- sum(values \* probabilities)  
  
# Print the result  
cat("Mean (Expected Value) =", mean\_value, "\n")

Mean (Expected Value) = 3.2

Or one can use the following built-in function:

wt <- c(5, 5, 4, 1)/15  
x <- c(3.7,3.3,3.5,2.8)  
xm <- weighted.mean(x, wt)  
xm

[1] 3.453333

To calculate the variance of a probability distribution in R, you can use the Here’s how you can do it:

# Define the values of the random variable (x\_i)  
values <- c(1, 2, 3, 4, 5)  
  
# Define the probabilities (P(x\_i))  
probabilities <- c(0.2, 0.3, 0.1, 0.2, 0.2)  
  
# Calculate the mean (expected value) of the random variable  
mean\_x <- sum(values \* probabilities)  
  
# Calculate the variance using the formula  
variance <- sum((values - mean\_x)^2 \* probabilities)  
  
# Print the variance  
cat("Variance:", variance, "\n")

Variance: 2.09

## 3.3 Median

# Create a sample vector  
data\_vector <- c(12, 45, 23, 67, 8, 34, 19)  
  
# Calculate the median  
median\_value <- median(data\_vector)  
  
# Print the median  
cat("Median:", median\_value, "\n")

Median: 23

## 3.4 Binomial probability distributions

You can generate a data set with a binomial distribution in R using the rbinom() function. This function simulates random numbers following a binomial distribution. Here’s an example code to generate a data set with a binomial distribution:

# Set the parameters for the binomial distribution  
n <- 100 # Number of trials  
p <- 0.3 # Probability of success in each trial  
  
# Generate a dataset with a binomial distribution  
binomial\_data <- rbinom(n, size = n, prob = p)  
  
# Print the generated dataset  
print(binomial\_data)

[1] 27 30 28 26 29 22 26 24 27 29 25 34 25 37 21 30 34 32 34 28 30 31 34 35 27  
 [26] 31 29 36 34 23 34 24 33 28 33 31 28 28 40 28 30 31 35 25 30 31 26 31 30 29  
 [51] 27 28 18 28 33 29 28 32 34 34 31 32 27 26 32 24 31 36 26 34 30 30 25 24 26  
 [76] 31 32 35 24 24 31 34 36 32 26 34 31 34 33 29 31 27 20 33 35 27 22 30 21 30

# Create a histogram to visualize the data  
hist(binomial\_data, main = "Binomial Distribution", xlab = "Number of Successes", ylab = "Frequency", col = "lightblue", border = "black")

![](data:image/png;base64,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)

# verify the mean =np, and var=npq  
# Sample mean  
mean(binomial\_data)

[1] 29.5

# Theoretical mean  
n\*p

[1] 30

# Sample variance   
var(binomial\_data)

[1] 17.38384

# Theoretical variance   
n\*p\*(1-p)

[1] 21

You can calculate the probability of specific outcomes in a binomial distribution in R using the dbinom() function, which calculates the *probability mass function* (PMF) of the binomial distribution. Here’s how to use it:

# Set the parameters for the binomial distribution  
x <- 2 # Number of successes (the outcome you want to calculate the probability for)  
n <- 10 # Number of trials  
p <- 0.3 # Probability of success in each trial  
  
# Calculate the probability of getting 'x' successes in 'n' trials  
probability <- dbinom(x, size = n, prob = p)  
  
# Print the calculated probability  
cat("Probability of", x, "successes in", n, "trials:", probability, "\n")

Probability of 2 successes in 10 trials: 0.2334744

The pbinom() function in R is used to calculate cumulative probabilities for a binomial distribution. Specifically, it calculates the cumulative probability that a random variable following a binomial distribution is less than or equal to a specified value. In other words, it gives you the *cumulative distribution function* (CDF) for a binomial distribution.

Here’s the basic syntax of the pbinom() function:

pbinom(q, size, prob, lower.tail = TRUE)

q: The value for which you want to calculate the cumulative probability.

size: The number of trials or events in the binomial distribution.

prob: The probability of success in each trial.

lower.tail: A logical parameter that determines whether you want the cumulative probability for values less than or equal to q (TRUE) or greater than q (FALSE). By default, it is set to TRUE.

The pbinom() function returns the cumulative probability for the specified value q based on the given parameters.

Here’s an example of how to use pbinom():

# Calculate the cumulative probability that X is less than or equal to 3  
cumulative\_prob <- pbinom(3, size = 10, prob = 0.3)  
  
# Print the cumulative probability  
cat("Cumulative Probability:", cumulative\_prob, "\n")

Cumulative Probability: 0.6496107

In this example, we’re calculating the cumulative probability that a random variable following a binomial distribution with parameters size = 10 and prob = 0.3 is less than or equal to 3. The result is stored in the cumulative\_prob variable and printed to the console.

You can use the pbinom() function to answer questions like “What is the probability of getting at most 3 successes in 10 trials with a success probability of 0.3?” by specifying the appropriate values for q, size, and prob.

## 3.5 Poisson probability distributions (Optional)

To generate a data set with a Poisson distribution in R, you can use the rpois() function. The Poisson distribution is often used to model the number of events occurring in a fixed interval of time or space when the events happen with a known constant mean rate. Here’s how you can use rpois():

# Set the parameters for the Poisson distribution  
lambda <- 3 # Mean (average) rate of events  
  
# Generate a dataset with a Poisson distribution  
poisson\_data <- rpois(n = 100, lambda = lambda)  
  
# Print the generated dataset  
print(poisson\_data)

[1] 4 1 3 2 9 3 2 3 2 2 5 3 2 1 3 3 2 3 2 4 1 3 3 3 3 0 2 1 4 5 5 2 3 3 0 2 2  
 [38] 6 3 2 1 2 3 4 6 3 5 0 4 3 2 2 2 5 0 5 5 1 2 3 1 4 2 2 7 5 5 2 4 6 3 2 1 0  
 [75] 5 2 1 4 5 3 4 4 2 2 3 2 2 1 6 3 4 1 6 1 4 2 7 1 5 3

# Create a histogram to visualize the data  
hist(poisson\_data, main = "Poisson Distribution", xlab = "Number of Events", ylab = "Frequency", col = "lightblue", border = "black")

![](data:image/png;base64,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)

# Verify the theoretical mean and variance  
mean(poisson\_data)

[1] 2.97

#Theoretical mean = lambda  
  
var(poisson\_data)

[1] 2.999091

#Theoretical variance = lambda

To calculate the probability of a specific value occurring in a Poisson distribution in R, you can use the dpois() function. This function calculates the *probability mass function* (PMF) of the Poisson distribution. Here’s how to use it:

# Set the parameters for the Poisson distribution  
x <- 2 # The specific value for which you want to calculate the probability  
lambda <- 3 # Mean (average) rate of events  
  
# Calculate the probability of getting exactly 'x' events  
probability <- dpois(x, lambda)  
  
# Print the calculated probability  
cat("Probability of", x, "events:", probability, "\n")

Probability of 2 events: 0.2240418

To calculate the *cumulative distribution function* (CDF) for a Poisson distribution in R, you can use the ppois() function. This function calculates the cumulative probability that a Poisson random variable is less than or equal to a specified value. Here’s how to use it:

# Set the parameters for the Poisson distribution  
x <- 2 # The specific value for which you want to calculate the cumulative probability  
lambda <- 3 # Mean (average) rate of events  
  
# Calculate the cumulative probability of getting less than or equal to 'x' events  
cumulative\_prob <- ppois(x, lambda)  
  
# Print the calculated cumulative probability  
cat("Cumulative Probability of less than or equal to", x, "events:", cumulative\_prob, "\n")

Cumulative Probability of less than or equal to 2 events: 0.4231901

# 4. NORMAL PROBABILITY DISTRIBUTION

### 4.0.1 THE standard normal distribution

#### 4.0.1.1 Normal distribution graph (Displaying only).

set.seed(123) # Set the seed for reproducibility  
x <- rnorm(1000, mean = 0, sd = 1) # Generate data for a standard normal distribution  
  
# Plot the data with density curve  
hist(x, prob = TRUE, col = "lightblue", main = "Standard Normal Distribution")  
lines(density(x), col = "red", lwd = 2)
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#### 4.0.1.2 Find the probability (area) when z scores are given.

# Find the area under the curve to the left of a certain value: P(z<1)  
pnorm(1, mean = 0, sd = 1)

[1] 0.8413447

# Find the area under the curve to the right of a certain value: P(z>1)  
1-pnorm(1, mean = 0, sd = 1)

[1] 0.1586553

# Find the area under the curve between two values: P(-1<z<1)  
diff(pnorm(c(-1, 1), mean = 0, sd = 1))

[1] 0.6826895

#### 4.0.1.3 Find z scores when the area is given.

# Find the value with a certain area under the curve to its left: critical value   
alpha <- 0.05  
qnorm(1-alpha, mean = 0, sd = 1) # find the critical Z score.

[1] 1.644854

### 4.0.2 REAL application of normal distribution

#### 4.0.2.1 Convert an individual x value to a z-score

x <- 80 # the individual value  
mu <- 75 # the mean of the distribution   
sigma <- 10 # the standard deviation of the distribution   
  
# Calculate z-scores for the individual value using scale()  
z\_scores <- scale(x, center = mu, scale = sigma)  
cat("Z-score:", z\_scores, "\n") # print the z-score

Z-score: 0.5

z <- (x - mu) / sigma # find the z-score by using the formula   
cat("Z =", z, "\n") # print the z-score

Z = 0.5

#### 4.0.2.2 Find the probability when x value is given (page 269 Pulse Rates Question)

x1 <- 60  
x2 <- 80  
mu <- 69.6  
sigma <- 11.3  
# Find the probability that X is less than 60: P(X<60)  
pnorm(x1, mean = mu, sd = sigma)

[1] 0.1977856

# Find the probability that X is great than 80: P(X>80)  
1-pnorm(x2, mean = mu, sd = sigma)

[1] 0.1786939

# Find the probability between two values: P(60<X<80)  
diff(pnorm(c(x1, x2), mean = mu, sd = sigma))

[1] 0.6235205

#### 4.0.2.3 Convert a z-score back to x value

z <- 1.96 # the z-score  
mu <- 100 # the mean of the distribution  
sigma <- 15 # the standard deviation of the distribution  
x <- z \* sigma + mu # convert the z score to individual x value using formula  
cat("X =", x, "\n") # print the individual x value

X = 129.4

### 4.0.3 SAMPLING distributions and estimators (Displaying only/Optional)

#### 4.0.3.1 general behavior of sampling distribution of the sample proportion

# Set the seed for reproducibility  
set.seed (123)  
# Generate data  
n <- 10 # sample size  
p <- 0.5 # population proportion  
samples <- replicate(50000, rbinom(1, size = n, prob = p))  
  
# Calculate sample proportions  
sample\_props <- samples / n  
  
# Plot the histogram  
  
hist(sample\_props, breaks = seq( 0, 1, by = 0.1 ), col = "lightblue", main = "Sampling Distribution of Sample Proportion")
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#### 4.0.3.2 general behavior of sampling distribution of the sample mean

#input the parameter values  
mu <- 3.5   
sigma <- 1.7   
n <- 5   
# Simulate sampling distribution  
sample\_means <- replicate(10000, mean(rnorm(n, mu, sigma)))  
  
# Create a histogram of the sampling distribution of the sample mean  
hist(sample\_means, breaks ="FD", main = "Sampling Distribution of Sample Mean", xlab = "Sample Mean", ylab = "Frequency", col = "lightblue", border = "black")
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#### 4.0.3.3 general behavior of sampling distribution of the sample variance

mu <- 4 # True population mean  
sigma <- 8 # Population standard deviation  
sample\_size <- 10 # Sample size  
num\_samples <- 10000 # Number of samples  
# Function to calculate sample variance  
sample\_variance <- function(sample) {  
 n <- length(sample)  
 mean\_sample <- mean(sample)  
 sum\_squared\_deviations <- sum((sample - mean\_sample)^2)  
 return(sum\_squared\_deviations / (n - 1))  
}  
# Simulate sampling distribution  
sample\_variances <- replicate(num\_samples, sample\_variance(rnorm(sample\_size, mu, sigma)))  
  
# Create a histogram of the sampling distribution of sample variance  
hist(sample\_variances, breaks = "FD", freq = FALSE, main = "Sampling Distribution of Sample Variance",  
 xlab = "Sample Variance", ylab = "Frequency", col = "lightblue", border = "black")

![](data:image/png;base64,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)

### 4.0.4 THE central limit theorem

#### 4.0.4.1 Find the probability when individual value is used (Page 292 Ejection Seat Question)

mu <- 171 # population mean  
sigma <- 46 # population standard deviation  
n <- 25 # sample size  
x\_lower <- 140  
x\_upper <- 211  
  
# Find the probability between two X values  
probability\_range <- diff(pnorm(c(x\_lower, x\_upper), mean = mu, sd = sigma))  
probability\_range

[1] 0.5575477

#### 4.0.4.2 Find the probability when sample mean is used (Page 292 Ejection Seat Question)

# Find the probability between two mean values $x/bar$ (CLT)  
standard\_error <- sigma / sqrt(n) # Calculate the standard error of the sample mean  
probability\_range <- diff(pnorm(c(x\_lower, x\_upper), mean = mu, sd = standard\_error))# Find the probability   
probability\_range

[1] 0.9996167

## 4.1 ESTIMATING PARAMETERS AND DETERMINGING SAMPLE SIZES

### 4.1.1 ESTIMATING a population proportion (Page 313 Online Course Example)

#### 4.1.1.1 Getting the CI directly

p\_hat <- 0.53 # 0.53 for 53% sample proportion  
n <- 950 # sample size  
success <- n\*p\_hat # number of success  
  
# Calculate a 95% confidence interval for the population proportion  
result <- prop.test(success, n, conf.level = 0.95)  
  
# Extract the confidence interval  
conf\_interval <- result$conf.int  
# Print the confidence interval  
cat("Confidence Interval:", conf\_interval[1], "to", conf\_interval[2], "\n")

Confidence Interval: 0.4976792 to 0.5620751

#### 4.1.1.2 Getting the CI step by step

1.Critical value

# Confidence level (e.g., 0.95 for 95% confidence)  
confidence\_level <- 0.95   
# get alpha value  
alpha <- 1-confidence\_level  
  
# Find the critical Z-value using qnorm()  
critical\_z <- qnorm (1 - alpha/2)  
# Print the result  
cat("Critical Z =", critical\_z, "\n")

Critical Z = 1.959964

1. Margin of error

# Calculate the standard error  
standard\_error <- sqrt((p\_hat \* (1 - p\_hat)) / n)  
# Calculate the margin of error  
margin\_of\_error <- critical\_z \* standard\_error  
# Print the result  
cat("E=", margin\_of\_error, "\n")

E= 0.03173753

1. Confidence interval

# Calculate the confidence interval  
confidence\_interval <- c (p\_hat - margin\_of\_error,  
 p\_hat + margin\_of\_error)  
  
# Print the confidence interval  
cat("Confidence Interval:", confidence\_interval[1], "to", confidence\_interval[2], "\n")

Confidence Interval: 0.4982625 to 0.5617375

### 4.1.2 ESTIMATING a population mean

#### 4.1.2.1 Get the CI directly with Original data values are given. (Page 343 Mercury question)

# Calculate a 98% confidence interval for the population mean  
#Sample data   
mercury <- c(0.56, 0.75, 0.10, 0.95, 1.25, 0.54, 0.88)  
result <- t.test(mercury,conf.level = 0.98)  
  
# Extract the confidence interval  
conf\_interval <- result$conf.int  
  
# Print the confidence interval  
cat("Confidence Interval:", conf\_interval[1], "to", conf\_interval[2], "\n")

Confidence Interval: 0.2841145 to 1.153028

#### 4.1.2.2 Get the CI step by step with given mean and standard deviation (Page 341 Hershey kisses question)

1. Critical value

confidence\_level <- 0.99 # Confidence level (e.g., 0.99 for 99% confidence)  
alpha <- 1- confidence\_level  
n <- 32 # Sample size  
  
# Calculate the degrees of freedom  
degrees\_of\_freedom <- n - 1  
  
# Find the critical t-value using qt()  
critical\_t <- qt(1 - alpha/ 2, df = degrees\_of\_freedom)  
  
# Print the result  
cat("Critical t-value for degrees of freedom =", degrees\_of\_freedom, "and confidence level =", confidence\_level, ":", critical\_t, "\n")

Critical t-value for degrees of freedom = 31 and confidence level = 0.99 : 2.744042

1. Margin of error

# Given sample standard deviation (this is s value)  
sample\_standard\_deviation <- 0.1077  
  
# Calculate the standard error  
standard\_error <- sample\_standard\_deviation / sqrt(n)  
  
# Calculate the margin of error  
margin\_of\_error <- critical\_t \* standard\_error  
  
# Print the result  
cat("Margin of Error for confidence level =", confidence\_level, "and sample size =", n, ":", margin\_of\_error, "\n")

Margin of Error for confidence level = 0.99 and sample size = 32 : 0.0522434

1. Confidence interval

x\_bar<- 4.5210 # Sample mean  
  
# Calculate the lower and upper bounds of the confidence interval  
lower\_bound <- x\_bar - margin\_of\_error  
upper\_bound <- x\_bar + margin\_of\_error  
  
# Print the result  
cat("Confidence Interval:", lower\_bound, "to", upper\_bound, "\n")

Confidence Interval: 4.468757 to 4.573243

### 4.1.3 ESTIMATING a population variance (body temperature example page 353)

#### 4.1.3.1 Critical values

confidence\_level <- 0.95 # Confidence level ( 0.95 for 95% confidence)  
alpha <- 1- confidence\_level  
sample\_size <- 106 # Sample size  
degrees\_of\_freedom <- sample\_size - 1 # Degrees of freedom for the chi-squared distribution  
  
# Find the critical values using the chi-squared distribution  
lower\_critical\_value <- qchisq(1-alpha/2, df = degrees\_of\_freedom)  
upper\_critical\_value <- qchisq(alpha/2, df = degrees\_of\_freedom)  
  
# Print the results  
cat("Lower Critical Value:", lower\_critical\_value, "\n")

Lower Critical Value: 135.247

cat("Upper Critical Value:", upper\_critical\_value, "\n")

Upper Critical Value: 78.5364

#### 4.1.3.2 Confidence interval

sample\_standard\_deviation <- 0.62 # sample standard deviation s  
sample\_variance <- sample\_standard\_deviation^2 # Sample variance  
  
# Calculate the confidence interval for variance  
confidence\_interval <- c(((sample\_size - 1) \* sample\_variance) / lower\_critical\_value,  
 ((sample\_size - 1) \* sample\_variance) / upper\_critical\_value)  
  
# Print the confidence interval  
confidence\_interval

[1] 0.2984318 0.5139273

## 4.2 SAMPLE QUESTIONS FOR CHAPTER 6 AND 7

### 4.2.1 SECTION 6.1

#### 4.2.1.1 Bone density scores are normally distributed with a mean of 0 and a standard deviation of 1. Find the probability of the given bone density test scores. Please use r instead of table and round your answers to four decimal places.

1. Less than -2.00
2. Greater than 2.33
3. Between -0.77 and 1.42

#### 4.2.1.2 Bone density scores are normally distributed with a mean of 0 and a standard deviation of 1.Find the bone desity test scores corresponding to the given information. Round your answer to two decimal places.

1. Find the 99th percentile . This is the bone density score separating the bottom 99% from the top 1%.
2. Find the bone density scores that are the three Quartiles: , ,.

#### 4.2.1.3 Find the indicated critical value. Round results to two decimal places.

### 4.2.2 SECTION 6.2

#### 4.2.2.1 The IQ test scores of adults are normally distributed with a mean of 100 and a standard deviation of 15 (As on the Wechsler IQ test).

1. Find the probability that a person has IQ score greater than 125.
2. Find the probability that a person has IQ score between 90 and 105.
3. Find the , which is the IQ score to separating the bottom 90% from the top 10%.

### 4.2.3 SECTION 6.4

#### 4.2.3.1 Assume that weights of men are normally distributed with a mean of 189 lb and a standard deviation of 39 lb.

1. If one man is randomly selected, What is the probability that his weight exceeds 140 lb.
2. If 30 men are randomly selected, what is the probability that their mean weight exceeds 140 lb.

### 4.2.4 SECTION 7.1

#### 4.2.4.1 One of Mendel’s famous genetics experiments yielded 580 peas, with 428 of them green and 152 yellow.

Find a 99% confidence interval estimate of the percentage of green peas. a) Find the critical value. b) Find the margin of error. c) Find the confidence interval

### 4.2.5 SECTION 7.2

#### 4.2.5.1 The summary statistics for the weights of Pepsi in randomly selected cans are n=36, =0.82410 lb, s=0.00570 lb. Use a confidence level of 95%

1. Find the critical value.
2. Find the margin of error.
3. Find the confidence interval

### 4.2.6 SECTION 7.3

#### 4.2.6.1 Assume the weights of dollar coins are normally distributed. Find the 95% confidence interval given n=20, s= 0.04111.

1. Find the critical values
2. Find the confidence interval.

# 5. Hypothesis Testing

### 5.0.1 Basic of Hypothesis Testing

We will use the following functions to perform hypothesis tests.

library(BSDA)

Warning: package 'BSDA' was built under R version 4.2.3

# prop.test(x, n, p = NULL,  
# alternative = c("two.sided", "less", "greater"),  
# conf.level = 0.95, correct = TRUE)  
  
# t.test(x, y = NULL,  
# alternative = c("two.sided", "less", "greater"),  
# mu = 0, paired = FALSE, var.equal = FALSE,  
# conf.level = 0.95, ...)  
  
# z.test(  
# x, y = NULL,  
# alternative = "two.sided",  
# mu = 0, sigma.x = NULL, sigma.y = NULL,  
# conf.level = 0.95)

We use qnorm() and qt() functions to calculate critical values. For example, we can obtain using the qnorm(0.95) for a normal distribution, and the critical value using qt(0.95, 5) for a t-distribution with 5 degree of freedom with as below.

qnorm(0.95)

[1] 1.644854

qt(0.95, 5)

[1] 2.015048

### 5.0.2 Testing a Claim About a Proportion

mtcars dataset has data for 32 automobiles in 1973-1974 with 11 variables. Among these variable, we are interested to check if the proportion of V-shaped engine (vs = 0) is 0.5. That is, . We set the null hypothesis as follows: the population proportion of cars with a V-shaped engine (vs = 0) among all automobiles in 1973-1974 is equal to 0.5. We first check if we can use a normal approximation to perform a proportion test. With a sample size of and a proportion of interest , both the expected number of successes and failures are . Since they are greater than 5, we can apply the proportion test using a normal approximation. In our sample, the number of success (vs=0) is 18 and the sample proportion is 0.56.

data(mtcars)  
attach(mtcars)  
table(vs)

vs  
 0 1   
18 14

prop.table(table(vs))

vs  
 0 1   
0.5625 0.4375

We use one sample proportion test with prop.test() function if and where is the null hypothesized proportion and is the sample size. The syntax is below if we want to test with a sample vector (categorical variable with two levels) for with . x is the number of success, nis the sample size, and p\_0 is the null hypothesized proportion.

# prop.test(x, n, p = p\_0, conf.level=0.95, alternative=c("two.sided", "less", "greater"))

Depending on the alternative hypothesis , we can choose one among two.sided, less, and greater. Under , we can use each alternative option for prop.test() function.

1. : alternative = "two.sided"
2. :alternative = "less"
3. : alternative = "less"

For the proportion of vs , we test for the proportion of vs = 0 with and .

#### 5.0.2.1 Two-sided Proportion Test

res <- prop.test(x=18, n=32, p = 0.50, alternative = "two.sided", conf.level = 0.95)  
res

1-sample proportions test with continuity correction  
  
data: 18 out of 32, null probability 0.5  
X-squared = 0.28125, df = 1, p-value = 0.5959  
alternative hypothesis: true p is not equal to 0.5  
95 percent confidence interval:  
 0.3788033 0.7316489  
sample estimates:  
 p   
0.5625

**Decision:**

* **P-Value**: we fail to reject the null hypothesis since p-value 0.596 is greater than .
* **Critical Value**: the z-test statistic 0.53 is closer to 0 than the critical values. Thus, we fail to reject the null hypothesis.

# the critical value can be calculated by the following code.  
c(qnorm(0.025), qnorm(0.975))

[1] -1.959964 1.959964

* **Confidence Interval**: the claimed proportion 0.5 falls within the confidence interval of (0.379, 0.732). Thus we fail to reject the null hypothesis.

#### 5.0.2.2 One-sided Proportion Test

res <- prop.test(x=18, n=32, p = 0.50, alternative = "greater", conf.level = 0.95)  
res

1-sample proportions test with continuity correction  
  
data: 18 out of 32, null probability 0.5  
X-squared = 0.28125, df = 1, p-value = 0.2979  
alternative hypothesis: true p is greater than 0.5  
95 percent confidence interval:  
 0.4041836 1.0000000  
sample estimates:  
 p   
0.5625

**Decision:**

* **P-Value**: we fail to reject the null hypothesis since p-value 0.298 is greater than .
* **Critical Value**: the test statistic 0.53 does not fall in the critical region which is greater than = 1.645. Thus, we fail to reject the null hypothesis.

# the critical value can be calculated by the following code.  
qnorm(0.95)

[1] 1.644854

* **Confidence Interval**: the claimed proportion 0.5 falls within the confidence interval of (0.404, 1). Thus we fail to reject the null hypothesis.

### 5.0.3 Tesing a Claim About a Mean

#### 5.0.3.1 Unknown with Normality Assumption

We use one sample t-test with t.test() function when we assume normality for population or the sample size is large enough. The syntax is below if we want to test with a sample vector (variable) x for with .

# t.test(x, mu= m, conf.level=0.95, alternative=c("two.sided", "less", "greater"))

Depending on the alternative hypothesis , we can choose one among two.sided, less, and greater. Under , use each alternative option for t.test() function.

1. : alternative = "two.sided"
2. :alternative = "less"
3. : alternative = "less"

As an example, we test for mpg with . That is, we test if the population mean of mpg is equal to 22. mtcars cars have 32 samples and we can understand that we have a large enough sample to use t-test with .

##### 5.0.3.1.1 Two-sided t-test

res <- t.test(mpg, mu=22, alternative = "two.sided", conf.level = 0.95)  
res

One Sample t-test  
  
data: mpg  
t = -1.7921, df = 31, p-value = 0.08288  
alternative hypothesis: true mean is not equal to 22  
95 percent confidence interval:  
 17.91768 22.26357  
sample estimates:  
mean of x   
 20.09062

**Decision:**

* **P-Value**: we fail to reject the null hypothesis since p-value 0.083 is greater than .
* **Critical Value**: the test statistic -1.792 is closer to 0 than the critical values. Thus, we fail to reject the null hypothesis.

# the critical value can be calculated by the following code.  
c(qt(0.025, df=31), qt(0.975, df=31))

[1] -2.039513 2.039513

* **Confidence Interval**: the claimed mean 22 falls within the confidence interval of (17.918, 22.264). Thus we fail to reject the null hypothesis.

##### 5.0.3.1.2 One-sided t-test

res <- t.test(mpg, mu=22, alternative = "less", conf.level = 0.95)  
res

One Sample t-test  
  
data: mpg  
t = -1.7921, df = 31, p-value = 0.04144  
alternative hypothesis: true mean is less than 22  
95 percent confidence interval:  
 -Inf 21.89707  
sample estimates:  
mean of x   
 20.09062

**Decision:**

* **P-Value**: we reject the null hypothesis since p-value 0.041 is less than .
* **Critical Value**: the test statistic -1.792 falls in the critical region which is less than = -1.696. Thus, we reject the null hypothesis.

# the critical value can be calculated by the following code.  
qt(0.05, df=31)

[1] -1.695519

* **Confidence Interval**: the claimed mean does not fall within the confidence interval of (, 21.897). Thus we reject the null hypothesis.

#### 5.0.3.2 Known with Normality Assumption

We use one sample z-test or normal test with z.test() function when we assume normality for population with known population standard deviation . The syntax is below if we want to test with a sample vector (variable) x for with and known sigma.

#library(BSDA)  
# z.test(x, mu = m, sigma.x = sigma, conf.level = 0.95, alternative = c("two.sided", "less", "greater"))

Depending on the alternative hypothesis , we can choose one among two.sided, less, and greater. Under , use each alternative option for t.test() function.

1. : alternative = "two.sided"
2. :alternative = "less"
3. : alternative = "less"

For example, we test for mpg with . Assume mpg follows a normal distribution with , then we can use z-test with .

##### 5.0.3.2.1 Two-sided z-test

library(BSDA)  
res <- z.test(mpg, mu=22, sigma.x = 6, alternative = "two.sided", conf.level = 0.95)  
res

One-sample z-Test  
  
data: mpg  
z = -1.8002, p-value = 0.07183  
alternative hypothesis: true mean is not equal to 22  
95 percent confidence interval:  
 18.01177 22.16948  
sample estimates:  
mean of x   
 20.09062

**Decision:**

* **P-Value**: we fail to reject the null hypothesis since p-value 0.072 is greater than .
* **Critical Value**: the test statistic -1.8 is closer to 0 than the critical values. Thus, we fail to reject the null hypothesis.

# the critical value can be calculated by the following code.  
c(qnorm(0.025), qnorm(0.975))

[1] -1.959964 1.959964

* **Confidence Interval**: the claimed mean 22 falls within the confidence interval of (18.012, 22.169). Thus we fail to reject the null hypothesis.

##### 5.0.3.2.2 One-sided z-test

res <- z.test(mpg, mu=22, sigma.x = 6, alternative = "less", conf.level = 0.95)  
res

One-sample z-Test  
  
data: mpg  
z = -1.8002, p-value = 0.03592  
alternative hypothesis: true mean is less than 22  
95 percent confidence interval:  
 NA 21.83526  
sample estimates:  
mean of x   
 20.09062

**Decision:**

* **P-Value**: we reject the null hypothesis since p-value 0.036 is less than .
* **Critical Value**: the test statistic -1.8 falls in the critical region which is less than = -1.645. Thus, we reject the null hypothesis.

# the critical value can be calculated by the following code.  
qnorm(0.05)

[1] -1.644854

* **Confidence Interval**: the claimed mean does not fall within the confidence interval of (, 21.835). Thus we reject the null hypothesis.

## 5.1 Correlation and Regression

### 5.1.1 Correlation

We check if a linear correlation exists between two variables using cor() function.

# We can calculate the correlation coefficient between x and y with the following code.  
# cor(x, y)

library(tidyverse)

Warning: package 'tidyverse' was built under R version 4.2.3

Warning: package 'ggplot2' was built under R version 4.2.3

Warning: package 'tibble' was built under R version 4.2.3

Warning: package 'tidyr' was built under R version 4.2.3

Warning: package 'readr' was built under R version 4.2.3

Warning: package 'purrr' was built under R version 4.2.3

Warning: package 'dplyr' was built under R version 4.2.3

Warning: package 'stringr' was built under R version 4.2.3

Warning: package 'forcats' was built under R version 4.2.3

Warning: package 'lubridate' was built under R version 4.2.3

── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
✔ dplyr 1.1.3 ✔ readr 2.1.4  
✔ forcats 1.0.0 ✔ stringr 1.5.0  
✔ ggplot2 3.4.3 ✔ tibble 3.2.1  
✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
✔ purrr 1.0.2   
── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
✖ dplyr::filter() masks stats::filter()  
✖ dplyr::lag() masks stats::lag()  
ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(patchwork)

Warning: package 'patchwork' was built under R version 4.2.3

data("mtcars")  
names(mtcars)

[1] "mpg" "cyl" "disp" "hp" "drat" "wt" "qsec" "vs" "am" "gear"  
[11] "carb"

attach(mtcars)  
# positive correlation  
qplot(wt, disp, data = mtcars) +  
 geom\_text(aes(x=2, y=400, label="r = 0.888"))

Warning: `qplot()` was deprecated in ggplot2 3.4.0.

![](data:image/png;base64,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)

cor(wt, disp)

[1] 0.8879799

# negative correlation  
qplot(mpg, wt, data = mtcars) +  
 geom\_text(aes(x=30, y=5, label="r = - 0.868"))

![](data:image/png;base64,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)

cor(mpg, wt)

[1] -0.8676594

# no correlation  
qplot(drat, qsec, data = mtcars) +  
 geom\_text(aes(x=4.5, y=22, label="r = 0.091"))
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cor(drat, qsec)

[1] 0.09120476

* wt and disp have a positive correlation with r =0.888.
* wt and disp have a negative correlation with r = -0.868.
* wt and disp does not have a significant correlation with r = -0.175.

### 5.1.2 Regression

Assume we have a data set data with x and y variables and we check their linear relationship. We can find the slope and the intercept of the estimated regression line using the following code.

# res <- lm(y ~ x, data)  
# summary(res)

For example, we can find the regression line equation between disp(x, predictor) and wt(y, response) as below.

library(tidyverse)  
data("mtcars")  
  
res <- lm(wt ~ disp, mtcars)  
summary(res)

Call:  
lm(formula = wt ~ disp, data = mtcars)  
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.89044 -0.29775 -0.00684 0.33428 0.66525   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 1.5998146 0.1729964 9.248 2.74e-10 \*\*\*  
disp 0.0070103 0.0006629 10.576 1.22e-11 \*\*\*  
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.4574 on 30 degrees of freedom  
Multiple R-squared: 0.7885, Adjusted R-squared: 0.7815   
F-statistic: 111.8 on 1 and 30 DF, p-value: 1.222e-11

The estimated regression line is since the intercept is 1.6 and the slope is 0.007. Both of them are significantly different from 0 with a significance level . It means that one inch increase in disp (displacement) makes 7 lbs increase in wt (weight). On average, if a car has a one-inch longer displacement, it is 7 pounds heavier.

If a car has 200 inches displacement, then its estimated weight can be calculated as
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# 6. Summary

In summary, TBA.
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