**1. [Json Validator]**

어떠한 JSON이 특정한 규칙을 지키는 지 여부를 점검하는 기능이다.

![Image](data:image/png;base64,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)

검증대상(Target-Json)이 특정한 규칙(Validation Rule)에 따르는 지 점검하는 것으로  
점검내용은 아래와 같이 구분된다.

**[ 검증 내용의 구분 ]**

|  |  |
| --- | --- |
| 구조에 대한 검증 | 검증Rule의 구조자체(Json Structure)가 Target-Json이 따라야할 구조를 결정함. |
| 값에 대한 검증 | 값이 규칙에 따르는 지 점검(SyntaxValue 절 참고) |
| 값들간 관계에 대한 검증 | 값들이 특정한 관계를 지키는 점검( SyntaxObject 절 참고) |

점검할 내용은 Validation Rule에 따라 결정되므로, 이하에서는 Validation Rule의 문법과 작성방법, 사용방법을 살펴보자.

**2. Json Validation Rule 샘플과 특징**

**[ 간단한 Validation Rule]**

[ {

"**\_?\_:**TRT\_KEY": "\_regex('1234-.\*')",

"YYK\_ID": "\_longerThan(3)",

"PAT\_ID": "\_digit",

"INSURE\_TYPE": "\_oneOf(건강보험,요향보험)",

"INSURE\_TYPE\_CD": "\_digitOr(갑을병-)",

"DEPT\_CD": "between(999, 9999)",

"DEPT\_NM": "\_oneOf(원무과,총무과) || \_regex('우리병원.\*실')",

"DR\_NM": "\_longerThan(2) && \_shorterThan(7)",

"RCPT\_GB": "\_oneOf(입원,외래,응급,퇴원,중간)",

"TRT\_YMD": "\_digitOr(-)",

"$$$$" : "${CUSTOM1} > ${CUSTOM1}",

"TRT\_S\_YMD": "\_date(${yyyy}-${mm}-${dd}) || \_digitOr(-)",

"TRT\_E\_YMD": "\_any || \_between(0, 1000)",

"DR\_CD": "\_any",

"TRT\_AMT": "lt(1000) && gt(100)",

"CUSTOM1": "\_length(8)"

} ]

**[ Validation Rule의 특징 ]**Validation Rule을 살펴보면, 다음과 같은 특징을 볼 수 있다.

1. Json 구조로 작성한다.  
   ( Rule의 형식오류를 쉽게 발견할 수 있다. )
2. 검증대상 Json의 구조를 그대로 반영하여 작성할 수 있다.  
   (룰 작성시에 불필요한 작업을 최소화 )
3. 특정한 Key값은 예약어이다. (붉은색 표시부분)
4. 필드의 값들은 Target-Json의 값들이 지켜야할 규칙이다.

**[ 참고: Validation Rule 작업 순서 ]**

\* 실무에서 검증 규칙을 제작하는 순서는 다음과 같다.  
 1. Target Json의 구조를 살펴보고  
 2. 값에 해당하는 부분을 값검증규칙(이하 SyntaxValue )으로 치환하고  
 3. 구조의 관계에 해당하는 규칙(이하 SyntaxObject, SyntaxArray) 을 추가한다.  
 4. 작업한 Rule이 정상적으로 작성되었고, 원하는 규칙이 들어가 있는 지 확인한다.  
 5. Sample Target-Json을 이용해서, 검증결과를 확인한다.

**2. Json Validation Rule**

[ { ### 1 : json-array of json-object

"**\_?\_:**TRT\_KEY": "\_regex('1234-.\*')", ### **선택필드**

"YYK\_ID": "\_longerThan(3)", ### 으로 end-line주석을 달수 있다.

"PAT\_ID": "\_digit", ### \_digit은 값검증규칙(**SyntaxValue**)

"INSURE\_TYPE": "\_oneOf(건강보험,요향보험)", ### 3

"INSURE\_TYPE\_CD": "\_digitOr(갑을병-)",

"DEPT\_CD": "between(999, 9999)",

"DEPT\_NM": "\_oneOf(원무과,총무과) || \_regex('우리병원.\*실')",

"DR\_NM": "\_longerThan(2) && \_shorterThan(7)",

"RCPT\_GB": "\_oneOf(입원,외래,응급,퇴원,중간)",

"TRT\_YMD": "\_digitOr(-)",

"**$$$$**" : "${CUSTOM1} > ${CUSTOM1}", ### 객체검증규칙(**SyntaxObject**)

"TRT\_S\_YMD": "\_date(${yyyy}-${mm}-${dd}) || \_digitOr(-)",

"TRT\_E\_YMD": "\_any || \_between(0, 1000)",

"DR\_CD": "\_any",

"TRT\_AMT": "lt(1000) && gt(100)",

"CUSTOM1": "\_length(8)"

} ]

앞서 본 Rule을 조금 상세히 살펴보자.

1. **Rule에서 Array와 Object가 등장하는 이유  
     
   Target-Json**이 지켜야하는 구조를 정의한 것이다.   
   위의 샘플은 Target-Json이 Object가 반복되는 Array 구조를 가진 Array라고 정의한 것이다.
2. Target-json에서 **반복되는 Json-Obejct**는 다음과 같은 형식과 값을 가져야 한다.
3. Target-Json 지정한 **모든 key**를 가져야 한다.
4. 단, key이름이 **\_?\_:** 로 시작하는 경우, Target-json에는 그 필드가 없어도 된다. (**선택필드**)  
   ( 선택필드가 존재하는 경우에는 선택필드도 값검증규칙에 부합해야 함)
5. 객체의 **필드의 값**들은 값검증규칙(SyntaxValue)에 부합해야 한다.  
   ( SyntaxValue는 아래 참고)
6. Json-Objec의 **필드간의 관계**는 객체검증규칙(SyntaxObject)에 부합해야 한다.  
   ( SyntaxObject는 아래 참고)

**\* Developer Note : 검증 규칙을 정상적으로 만들었는 지 확인하는 방법?**

검증 Rule은 Rule-parser를 통해, AST(Abstract Syntax Tree)로 변환되어 메모리에 loading된다.  
작성한 규칙이 정상적으로 만든 것인지, 또, 제대로 loading되었는지 확인하고 싶은 상황은 Rule작성과정에서 빈번하게 발생할 수 있다.

이러한 상황을 대비하여, 메모리에 Loading된 AST를 읽기 쉬운 스타일로 화면에 출력하는 기능이 포함되어 있다.

아래는 “showRules”함수를 호출하여, Rule AST를 출력한 것과 (호출함수명은 달라질 수 있음)   
Rule작성을 잘못한 경우에 표시되는 정보의 예이다.

wordy: ===== un-commented rule =====

[

{

"\_?\_:TRT\_KEY": "\_regex('1234-.\*')",

"YYK\_ID": "\_longerThan(3)",

"PAT\_ID": "\_digit",

"INSURE\_TYPE": "\_oneOf(건강보험,요향보험)",

"INSURE\_TYPE\_CD": "\_digitOr(갑을병-)",

"DEPT\_CD": "between(999, 9999)",

"DEPT\_NM": "\_oneOf(원무과,총무과) || \_regex('우리병원.\*실')",

"DR\_NM": "\_longerThan(2) && \_shorterThan(7)",

"RCPT\_GB": "\_oneOf(입원,외래,응급,퇴원,중간)",

"TRT\_YMD": "\_digitOr(-)",

"$$$$" : "${CUSTOM1} > ${CUSTOM1}",

"TRT\_S\_YMD": "\_date(${yyyy}-${mm}-${dd}) || \_digitOr(-)",

"TRT\_E\_YMD": "\_any || \_between(0, 1000)",

"DR\_CD": "\_any",

"TRT\_AMT": "lt(1000) && gt(100)",

"CUSTOM1": "\_length(8)"

}

]

=============================

wordy: CUSTOM1 Term( key= CUSTOM1, default= \_)

wordy: CUSTOM1 Term( key= CUSTOM1, default= \_)

**[ 정상적으로 작성한 Rule이 AST로 변환 된 것을 다시 화면에 출력한 것]**

wordy: ===== un-commented rule =====

[

{

"\_?\_:TRT\_KEY": "\_regex('1234-.\*')",

"YYK\_ID": "\_longerThan(3)",

"PAT\_ID": "\_digit",

"INSURE\_TYPE": "\_oneOf(건강보험,요향보험)",

"INSURE\_TYPE\_CD": "\_digitOr(갑을병-)",

"DEPT\_CD": "between(999, 9999)",

"DEPT\_NM": "\_oneOf(원무과,총무과) || \_regex('우리병원.\*실')",

"DR\_NM": "\_longerThan(2) && \_shorterThan(7)",

"RCPT\_GB": "\_oneOf(입원,외래,응급,퇴원,중간)",

"TRT\_YMD": "\_digitOr(-)",

"$$$$" : "${CUSTOM1} > ${CUSTOM1}",

"TRT\_S\_YMD": "\_date(${yyyy}-${mm}-${dd}) || \_digitOr(-)",

"TRT\_E\_YMD": "\_any || \_between(0, 1000)",

"DR\_CD": "\_any",

"TRT\_AMT": "lt(1000) **& &** gt(100)",

"CUSTOM1": "\_length(8)"

}

]

=============================

wordy: CUSTOM1 Term( key= CUSTOM1, default= \_)

wordy: CUSTOM1 Term( key= CUSTOM1, default= \_)

show: syntax error :: lt(1000) & & gt(100)

--------------------

lt(1000) & & gt(100)

--------------------

^^^

show: syntax error in rule

[ {

"TRT\_AMT" : "syntax error :: lt(1000) & & gt(100)"

} ]

**[ 잘못 작성했을 때 표시되는 정보 ]**  
\* 위의 붉은색과 같이 syntax error가 어디에서 발생했는지 설명하는 오류정보를 얻을 수 있다.  
( 위 사례의 경우는 && 사이에 space를 하나 넣어서 틀리게 했음. )  
어느 지점에서 실수를 했는지 쉽게 발견할 수 있도록 하기 위해서, 오류정보도 Validation-Rule과 마찬가지로 계층구조에 따라서 표시된다.

**2. Json Validation Rule Syntax**

본 절 이하에서는 Rule작성을 위한 문법을 설명한다.

참고)   
특수한 용도로 새로운 문법을 정의하는 것을 DSL (Doman Specific Language)라고 한다.  
Rule문법은 Rule DSL을 설명한다는 것과 같은 의미이다.

Target-Json이 지켜야할 구조(Array와 배열이 재귀적으로 반복되는 Tree)는 Rule-Json의 구조와 같으므로, 값들이 지켜야할 규칙(SyntaxValue)를 먼저 살펴보자.

**2.1 SyntaxValue**

Target-Json의 “**값**”들이 따라야 하는 규칙을 정의하는 방법

### **SyntaxValue 공통**

1. 규칙은 함수의 조합으로 작성한다. (사용가능한 목록은 아래 참고)
2. SyntaxValue에서 사용가능한 **함수의 이름**은 다음과 같은 규칙을 따른다.

1. Target-Json의 문자열값에 적용하는 함수는 \_ (underscore)로 시작한다.

2. Target-Json의 실수값에 적용되는 함수는 함수명이 0 으로 끝난다.

3. Target-Json의 정수값에 적용되는 함수는 함수명이 영문으로 끝난다. (뒤에 붙는게 없다.)

4. Target-Json의 문자열값을 실수로 변환해야 하는 함수는 \_ (underscore)로 시작하고 0 으로 끝난다.

1. 작성한 규칙의 실행결과는 Boolean(True/false)로 반환한다.  
    만약, 함수에서 예외를 발생하는 경우 (예를 들면, 숫자로 변환이 불가능한 문자열에 대한 숫자비교)에는 false를 반환한다.
2. 규칙은 함수와 괄호(), 조합연산( || , && 연산자)을 이용하여 반복적으로 조합할 수 있다.
3. 함수의 인자로 문자열을 써야할 경우, `(quotation) 또는 “(double-quotation)으로 감싸서 작성할 수 있다.  
   문자열 내에서 `(quotation) 또는 “(double-quotation)를 써야할 경우, \ (back-slash)를 이용하여 escape할 수 있다.  
   단, white-space가 없는 문자열은 `(quotation) 또는 “(double-quotation)없이 입력할 수 있다.

### **SyntaxValue에서 사용할 수 있는 함수목록**

|  |  |
| --- | --- |
| **함수** | **설명** |
| \_any | 항상 참 |
| \_between(100,200) | 100~200사이의 정수를 표현하는 문자열 |
| \_between0(100, 200) | 100~200사이의 실수를 표현하는 문자열 |
| \_charsIn(가, 나, 다) | 가, 나, 다로만 이루어진 문자열 |
| \_date(${yyyy}-${mm}-${dd} | 2024-02-12 와 같은 형식의 문자열 |
| \_digit | 숫자(0-9)로만 이루어진 문자열 |
| \_digitOr(a,b,c) | 숫자와 a, b, c로만 이루어진 문자열 |
| \_gt(100) | 100보다 큰 정수를 표현하는 문자열 |
| \_gt0(100) | 100보다 큰 실수를 표현하는 문자열 |
| \_gte(100) | 1000보다 크거나 같은 정수를 표현하는 문자열 |
| \_gte0(100) | 1000보다 크거나 같은 실수를 표현하는 문자열 |
| \_isString | 문자열인 경우 참. |
| \_length(10) | 길이가 10인 문자열 |
| \_longerThan(10) | 길이가 10보다 긴 문자열 |
| \_lt(999) | 999보다 작은 정수를 표현하는 문자열 |
| \_lt0(999) | 999보다 작은 실수를 표현하는 문자열 |
| \_lte(999) | 999보다 작거나 같은 정수를 표현하는 문자열 |
| \_lte0(999) | 999보다 작거나 같은 실수를 표현하는 문자열 |
| \_oneOf(this, is) | this 또는 is |
| \_regex([0-9].\*) | 정규표현식에 부합하는 문자열 (사례는 숫자로 시작하는 문자열) |
| \_shorterThan(10) | 길이가 10보다 작은 문자열 |
| between(10, 100) | 10~100 사이의 정수 |
| between0(10, 100) | 10~100 사이의 실수 |
| gt(10) | 10 보다 큰 정수 |
| gt0(10) | 10 보다 큰 실수 |
| gte(10) | 10 보다 크거나 같은 정수 |
| gte0(10) | 10 보다 크거나 같은 실수 |
| lt(10) | 10 보다 작은 정수 |
| lt0(10) | 10 보다 작은 실수 |
| lte(10) | 10 보다 작거나 같은 정수 |
| lte0(10) | 10 보다 작거나 같은 실수 |

### **SyntaxValue 사례**

1) "\_longerThan(8) && \_shorterThan(20)"  
8~20길이의 문자열. 논리 연산자(&&, ||를 사용할 수 있음)  
\_(underscore)로 시작하는 함수들은 문자열값에 적용하는 함수.

2) "gt(100) && lt(200) || gt(200) && lt(300)"  
100200 또는 200300인 숫자값  
&&연산자가 ||연산자보다 우선순위가 높음.  
( 괄호없이 작성해도 됨. )

3) "\_gt(100) && (\_lt(200) || lt(200))"  
규칙들은 ()를 이용해서 우선순위 조정하거나, 복합 구성을 할 수 있음.  
\_gt(100)은 대상값이 문자열인데, 숫자로 바꾸어서 비교하라는 의미.

4) "\_oneOf(this, is, go'od, 'my holiday')"  
공백없는 문자열은 그대로 사용하면 되고,  
공백을 쓸 경우, '(single-quote)를 사용.  
문자열에서 '(single-quote)를 사용할 때는 (back-slash)로 escape 함.

**2.1 SyntaxObject**

![Image](data:image/png;base64,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)객체내의 필드간 관계검증 규칙.

예를 들면,   
“진료비와 진단비의 합이 청구금액과 같아야 한다”는 식으로,  
  
Target-Json의 값들간에 어떤 관계를 검증하는 경우가 있다.

이러한 경우를 검증하는 규칙(SyntaxObject)를 살펴보자.

wordy: ===== un-commented rule =====

[

{

"\_?\_:TRT\_KEY": "\_regex('1234-.\*')",

"YYK\_ID": "\_longerThan(3)",

"PAT\_ID": "\_digit",

"INSURE\_TYPE": "\_oneOf(건강보험,요향보험)",

"INSURE\_TYPE\_CD": "\_digitOr(갑을병-)",

"DEPT\_CD": "between(999, 9999)",

"DEPT\_NM": "\_oneOf(원무과,총무과) || \_regex('우리병원.\*실')",

"DR\_NM": "\_longerThan(2) && \_shorterThan(7)",

"RCPT\_GB": "\_oneOf(입원,외래,응급,퇴원,중간)",

"TRT\_YMD": "\_digitOr(-)",

"$$$$" : "${CUSTOM1} > ${CUSTOM1}",

"TRT\_S\_YMD": "\_date(${yyyy}-${mm}-${dd}) || \_digitOr(-)",

"TRT\_E\_YMD": "\_any || \_between(0, 1000)",

"DR\_CD": "\_any",

"TRT\_AMT": "lt(1000) && gt(100)",

"CUSTOM1": "\_length(8)"

}

]

=============================

wordy: CUSTOM1 Term( key= CUSTOM1, default= \_)

wordy: CUSTOM1 Term( key= CUSTOM1, default= \_)

(붉은색으로 표시한 부분이 SyntaxObject를 정의한 부분이다.)  
위의 경우, Target-Json은 같은 형식의 Json-object가 반복되는 Json-Array구조를 가지는데,  
반복되는 Json-object에는 CUSTOM1과 CUSTOM2필드가 있고, 숫자로 변환 가능한 값을 가지는데, CUSTOM1필드의 값이 CUSTOM2필드의 값보다 커야 한다.

### **SyntaxObject 공통**

1. SyntaxObject는 “**$$$$**” 키의 값으로 정의한다. (예약어)

2. SyntaxObject는 Target-Json에서 비교대상 필드가 **함께 존재하는 Object노드에 정의**한다.  
( 만약, 하위의 노드를 따라가야 할 경우, 필드명을 “.”으로 구분하면, “.”으로 지정된 경로를 따라서 값을 찾는다.)

3. SynaxObject의 검증규칙( “$$$$”필드의 값)은 문자열로 작성한다.

4. (검증규칙에서) Target-Json의 특정한 필드값은 **${필드명1.필드명2:디폴트값}** 과 같은 방식으로 지정한다.

해당 필드값이 없을 경우, Default 값을 대신 사용하며, Default값이 없을 경우, 검증통과하지 못함으로 판정한다.( Evaluation-Fail)

1. 검증규칙은 지정필드(Target-Json에서 참조할 필드)와 4칙연산 ( +, \*, -, / ) 연산과 비교연산( >, <, >=, <=, ==, !=), Booean 조합연산(&&, ||) 을 이용하여 정의한다.

[ 필드지정방법 ]

규칙내에서 Target-json의 필드는 **${** 필드명**:** Default값 **}** 으로 지정함.

하위필드 지정을 할 경우, **.** 으로 구분된 필드명 연속을 사용한다.  
  
( 필드명 내에서 . 을 사용해야 할 경우, 필드명을 ‘ (quotation) 으로 지정한다.  
  
‘ (quotation) 을 사용하여 필드명을 지정한 경우, 필드명 내에서 ‘ (quotation)를 써야할 경우,  
\ ( back-slash)로 escaping 하여 지정한다.

**[ 4칙연산 ]**

규칙에서 지정한 Target-Json의 필드값을 숫자로 취급하여, **4칙연산과 괄호()**를 쓸수 있다.

( 문자열의 경우에는 숫자현으로 변환하여 계산함. )  
( 만약, 숫자형으로 변환이 불가한 문자열에 대한 계산을 해야 하는 경우, Default값을 대신 사용하거나 Evaluation-Fail을 반환함. )

**[ 4칙연산결과 비교 ]**

4칙연산의 결과 또는 필드로 지정한 값들 사이의 비교연산( >, <, >=, <=, ==, !=)를 할 수 있다.

**[ Boolean결과의 조합 ]**

각 비교결과를 괄호()와 &&, || 조합연산을 조합할 수 있고, 이렇게 정의된 검증규칙을 실행한 결과로 SyntaxObject규칙을 판정한다.

### **SyntaxObject 사례**

|  |  |
| --- | --- |
| **규칙 Expression** | **설명** |
| ${key\_1:11} < ${key\_2} | key1의 값이 없을 경우, 11 을 사용 |
| 10 == ( ${key\_1:10} / {key\_1:1} ) | key1의 디폴드 값은 사용되는 지점마다 다르게 정할 수 있음. (덧셈의 항등원과 곱셈의 항등원이 다른 것 처럼 사용되는 지점에서 다르게 Default를 정할 수 있어야 하므로) ( 왼쪽식은 key\_1 필드가 없을 경우를 조건으로 만드는 trick ) |
| (${key:1} / {key\_2} \* ( ${key\_3} + ${key\_4} ) ) != 1 | 4칙연산의 우선순위는 통상의 4칙연산과 같음 (오른쪽 괄호가 있고, 없고의 결과는 다름) |
| ((${key:1} / {key\_2} \* ( ${key\_3} + ${key\_4} ) ) != 1) && (( ${key\_3} == ${key\_4} ) ) || ${key\_4} != 7 | 임의의 조합이 가능함 |

### **[Developer Note]**

1. SyntaxObject 규칙식은 Boolean(true/false)으로 평가되도록 작성해야 한다.  
( 규칙에 따르는가? 라는 질문의 답이므로 당연한 사항.)

**2. 각 연산들의 우선순위**  
괄호 (조합연산)  
=> \*, / (4칙연산 : 동시에 존재할 경우, 순차적으로 계산)   
=> +, - (4칙연산)  
=> 비교연산 (>, <, <=, >=, !=, ==)   
=> && 연산   
=> || 연산 순의 우선순위를 갖는다.  
  
우선순위에 대해서 확신이 없으면, 괄호를 사용하자.

**3. 프로그램에 제대로 입력되었는지 확인하려면..?**

다른 규칙과 마찬자지로 입력한 Rule은 parer를 통해 AST(Abstract Syntax Tree)로 변환되어 사용된다. AST 의 내용은 “showRules: 함수명은 달라질 수 있음” 호출을 통해 확인할 수 있다.

입력식:

(${key:11} < ${key\_2}) && 0 < ( ${key:1} / ${key\_2} \* ${key\_3} + ${key\_4} ) / ${key\_5} + ${key\_6} \* 12 - ${key\_11} + ${key\_12} \* ${key\_13\_\_4:5} + ${key\_14} / ${key:15} + ${key:16}

show: **AST의 내용**

( ( ${key:11} < ${key\_2:\_} ) && ( Number(0) < ( ( ( ( ${key:1} / ${key\_2:\_} \* ${key\_3:\_} ) + ${key\_4:\_} ) / ${key\_5:\_} ) + ( ${key\_6:\_} \* Number(12) ) - ${key\_11:\_} + ( ${key\_12:\_} \* ${key\_13\_\_4:5} ) + ( ${key\_14:\_} / ${key:15} ) + ${key:16} ) ) )

\* AST는 의도적으로 입력식과 비슷하게 보이도록 구현하였음.(확인이 쉽도록)  
\* 입력식에 쓰지않은 괄호들이 명시적으로 추가되어 있는 것을 볼 수 있고,. Default값을 지정하였는지 여부도 명시적으로 표시 (:\_)됨을 알 수 있다.

### **[한가지 더]**

표현식을 제대로 작성했더라도, Target-Json에서 어떤 값들을 추출해서 결과가 나온 것인지 궁금할 수 있다.(왜 검증 통과 못했는 지 확인하려면)

그런 상황에 대비한 기능이 있다.

syntaxObjectRule.**expressionWith**( target)

// 작성한 syntaxObjectRule에 TargetJson을 넣어서 어떤 식을 계산하는 지 표시하는 기능.

show: 실행한 결과

( (\_:11 < 2) && (0 < ( ( ( ( \_:1 / 2 \* 3 ) + 4 ) / 6 ) + ( 6 \* 12 ) - 11 + ( 12 \* \_:5 ) + ( 14 / \_:15 ) + \_:16 )) )

\* \_:5는 해당필드의 값이 없어서 Default로 지정한 값을 썼다는 뜻.