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**Section 01. Bit Manipulation**

**136. Single number I (E) [bit]**

**Problem**: Given a non-empty array of integers, every element appears twice except for one. Find that single one.

**Example:** Input: [4, 1, 2, 1, 2]

Output: 4

**Analysis:** Solution1 used C++ xor operation.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <numeric>
4. #include <functional>
6. **class** Solution
7. {
8. **public**:
9. **int** singleNumber(std::vector<**int**>& nums)
10. {
11. **return** accumulate(nums.cbegin(), nums.cend(),
12. 0, std::bit\_xor<**int**>());
13. }
14. };
16. **class** Solution1
17. {
18. **public**:
19. **int** singleNumber(std::vector<**int**>& nums)
20. {
21. **int** result = nums[0];
22. **for** (**int** i = 1; i < nums.size(); i++)
23. {
24. result ^= nums[i];
25. }
26. **return** result;
27. }
28. };
30. **int** main()
31. {
32. std::vector<**int**> v{ 4, 1, 2, 1, 2};
33. Solution1 a;
34. **int** result = a.singleNumber(v);
35. std::cout << result << std::endl;
36. std::cin.get();
37. **return** 0;
38. }

**137. Single number II (M) [bit]**

**Problem:** Given a non-empty array of integers, every element appears three times except for one, which appears exactly once. Find that single one.

**Example:** Input: [2, 2, 3, 2]

Output: 3

**Note:** Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**Analysis:** Assume *int* is a 32-bit binary variable. Since all the other elements appear to three times, it is reasonable to use 1-bit binary variable (B) *Ones* to define that element appears one time; use 1-bit binary variable (A) *Twos* to define that element appears two times. A is upper bit and B is lower bit. Then a state transition table can be summarized as followed:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| A (*Twos*) | B (*Ones*) | C (*Input*) | D (*Next\_Twos*) | E *(Next\_Ones*) |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 0 | 1 |
| 1 | 0 | 0 | 1 | 0 |
| 0 | 0 | 1 | 0 | 1 |
| 0 | 1 | 1 | 1 | 0 |
| 1 | 0 | 1 | 0 | 0 |

This is the flow chart:

C=0

C=1

C=1

C=1

C=0

C=0

Karnaugh map for D (*Twos*): Karnaugh map for E (*Ones*):

|  |  |  |  |
| --- | --- | --- | --- |
| C \ AB | 00 | 01 | 10 |
| 0 | 0 | 0 | 1 |
| 1 | 0 | 1 | 0 |

|  |  |  |  |
| --- | --- | --- | --- |
| C \ AB | 00 | 01 | 10 |
| 0 | 0 | 1 | 0 |
| 1 | 1 | 0 | 0 |

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** singleNumber(vector<**int**>& nums)
10. {
11. **int** ones = 0, twos = 0;
12. **for** (**size\_t** i = 0; i < nums.size(); i++)
13. {
14. **int** ones\_next = ((~twos)&(~ones)&(nums[i])) | ((~twos)&(ones)&(~nums[i]));
15. **int** twos\_next = ((~twos)&(ones)&(nums[i])) | ((twos)&(~ones)&(~nums[i]));
17. ones = ones\_next;
18. twos = twos\_next;
19. }
20. **return** ones;
21. }
22. };
24. **int** main()
25. {
26. vector<**int**> v{ 2, 2, 3, 2 };
27. Solution a;
28. **int** result = a.singleNumber(v);
29. cout << result << endl;
30. cin.get();
31. **return** 1;
32. }

**190. Reverse bits (E) [bit]**

**Problem:** Reverse bits of a given 32 bits unsigned integer

**Example:** Input: 00000010100101000001111010011100

Output: 00111001011110000010100101000000

**Analysis:** first,get one lowest (right) bit from input. If it is 1, left shift one bit result and plus 1; if it is zero, left shift one bit result. Then right shift one bit input and repeat the process. Following is the flow chat:

Lowest bit == 1

No

Yes

Input (uint\_32t)

result left shift 1 bit

result + 1

result left shift 1 bit

result left shift 1 bit

**Solution:**

1. #include <stdint.h>
2. #include <iostream>
3. #include <bitset>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. uint32\_t reverseBits(uint32\_t input)
10. {
11. **size\_t** count = 32;
12. uint32\_t result = 0;
13. **for** (**size\_t** i = 0; i < count; i++)
14. {
15. **if** (input & 1 == 1)
16. {
17. result = result << 1;
18. result++;
19. }
20. **else**
21. {
22. result = result << 1;
23. }
24. input = input >> 1;
25. }
26. **return** result;
27. }
28. };
30. **int** main()
31. {
32. Solution a;
33. uint32\_t input = 55;
34. uint32\_t result = a.reverseBits(input);
35. cout << "Input is " << bitset<32>(input) << endl;
36. cout << "Output is " << bitset<32>(result) << endl;
37. cin.get();
38. **return** 1;
39. }

**Caution:**

* For result, first left shift 1 bit, then plus one (think about the last bit!).

**191. Number of 1 bits (E) [bit]**

**Problem:** Write a function that takes an unsigned integer and return the number of '1' bits it has (also known as the Hamming weight).

**Example:** Input: 00000000000000000000000000001011

Output: 3 **Analysis:** Determine the lowest bit of input: if it is 1, sum plus 1; if it is 0, nothing. Input right shift 1 bit. Then repeat this process for all bit of input.

Improvement would be consider n&(n-1). This operation will remove the rightmost 1 in n. This will reduce the iteration times from 32 to sum.

**Solution:**

1. #include <stdint.h>
2. #include <iostream>
3. #include <bitset>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. uint32\_t numberof1Bits(uint32\_t input)
11. {
12. uint32\_t result = 0;
13. **while** (input != 0)
14. {
15. input = input & (input - 1);
16. result++;
17. }
18. **return** result;
19. }
20. };
22. **void** main()
23. {
24. Solution a;
25. uint32\_t input = 55;
26. uint32\_t result = a.numberof1Bits(input);
28. cout << "Input is " << bitset<32>(input) << endl;
29. cout << "Number of 1 bits is: " << result << endl;
30. cin.get();
31. }

**201. Bit wise AND of number range (M) [bit]**

**Problem:** Given a range [m, n] where 0 <= m <= n <= 2147483647, return the bitwise AND of all numbers in this range, inclusive.

**Example:** Input: [5,7]

Output: 4

**Analysis:** similar to 191…

**Solution:**

1. #include <iostream>
2. #include <stdint.h>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. uint32\_t bitWiseAndofNumberRange(uint32\_t m, uint32\_t n)
10. {
11. **while** (m < n)
12. {
13. n &= n - 1;
14. }
15. **return** n;
16. }
17. };
19. **void** main()
20. {
21. Solution a;
22. uint32\_t m = 5, n = 7;
23. uint32\_t result = a.bitWiseAndofNumberRange(m, n);
24. cout << "Result is: " << result << endl;
25. cin.get();
26. }

**231. Power of two (E) [bit, math]**

**Problem:** Given an integer, write a function to determine if it is a power of two.

**Example:** Input: 1

Output: true

Explanation: 12 = 1

**Analysis:** Similar to 191…

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **bool** isPowerofTwo(**int** input)
9. {
10. **return** (input > 0) && ((input&(input - 1)) == 0);
11. }
12. };
14. **int** main()
15. {
16. Solution a;
17. **int** input = 4;
18. **bool** result = a.isPowerofTwo(input);
19. cout << input << " is power of two: " << boolalpha << result << endl;
20. cin.get();
21. **return** 1;
22. }

**Caution:** line 10, (input&(input - 1)) == 0, ==higher priority than &

**260. Single Number III (M) [bit]**

**Problem:** Given an array of numbers nums, in which exactly two elements appear only once and all the other elements appear exactly twice. Find the two elements that appear only once.

**Example:** Input: [1,2,1,3,2,5]

Output: [3,5]

**Note:** 1. The order of the result is not important. So in the above example, [5, 3] is also correct.

2. Your algorithm should run in linear runtime complexity. Could you implement it using only constant space complexity?

**Analysis:**

1. First, xor for all the elements;
2. Get the last bit where 1 occurs by “x & ~(x-1)”. Because –(x-1) = ~(x-1)+1 ⬄ -x = ~(x-1), the last bit can also calculated by x & -x;
3. Get one subset where the number has the bit and get the other subset where the number doesn’t have the bit
4. Xor the two subsets to get the two numbers

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<**int**> singleNumber(vector<**int**>& input)
10. {
11. // store xor result
12. **int** temp = 0;
13. **for** (**int** i = 0; i < input.size(); i++)
14. {
15. temp ^= input[i];
16. }
18. // get last different bit position
19. **int** diff = temp &(~(temp - 1));
21. vector<**int**> result(2, 0);
22. **for** (**int** j = 0; j < input.size(); j++)
23. {
24. **if** (diff&input[j])
25. result[0] ^= input[j];
26. **else**
27. result[1] ^= input[j];
28. }
29. **return** result;
30. }
31. };
33. **int** main()
34. {
35. Solution a;
36. vector <**int**> input{1, 2, 1, 3, 2, 5};
37. vector<**int**> result = a.singleNumber(input);
38. cout << "The results are: " << result[0] << ", " << result[1] << endl;
39. cin.get();
40. **return** 0;
41. }

**268. Missing number (M) [bit, array, math]**

**Problem:** Given an array containing n distinct numbers taken from 0, 1, 2, .., n, find the one that is missing from the array.

**Example:** Input: [3, 0, 1]

Output: 2

**Note:** Your algorithm should run in linear runtime complexity. Could you implement it using only constant extra space complexity?

**Analysis:**

Solution first calculate the sum from 0-n; then subtract the sum of all elements from the result; the left would be the missing number.

Solution1 performs xor operation for all elements and 0 – n numbers; then the only one left would be the missing number.

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** missingNumber(vector<**int**>& input)
10. {
11. **int** sum = 0;
12. **for** (**int** i = 0; i < input.size(); i++)
13. {
14. sum += input[i];
15. }
16. **return** 0.5\*input.size()\*(input.size() + 1) - sum;
17. }
18. };
20. **class** Solution1
21. {
22. **public**:
23. **int** missingNumber(vector<**int**>& input)
24. {
25. **int** result = 0;
26. **for** (**int** i = 0; i < input.size(); i++)
27. {
28. result ^= (i + 1) ^ input[i];
29. }
30. **return** result;
31. }
32. };
34. **int** main()
35. {
36. Solution1 a;
37. vector<**int**> input{ 1, 0, 3 };
38. **int** result = a.missingNumber(input);
39. cout << "The missing number is: " << result << endl;
40. cin.get();
41. **return** 0;
42. }

**287. Find the duplicate number (M) [bit]**

**Problem:** Given an array nums containing n + 1 integers where each integer is between 1 and n (inclusive), prove that at least one duplicate number must exist. Assume that there is only one duplicate number, find the duplicate one.

**Note:**

* You must not modify the array (assume the array is read only).
* You must use only constant, O(1) extra space.
* Your runtime complexity should be less than O(n2).
* There is only one duplicate number in the array, but it could be repeated more than once.

**Example:** Input: [1,3,4,2,2]

Output: 2

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **int** findDuplicate(vector<**int**>& nums)
6. {
7. **int** res = 0;
8. **for** (**int** i = 0; i < 32; i++)
9. {
10. **int** bit = (1 << i);
11. **int** cnt1 = 0, cnt2 = 0;
12. **for** (**int** k = 0; k < nums.size(); k++)
13. {
14. **if** ((k+1) & bit) cnt1++;
15. **if** (nums[k] & bit) cnt2++;
16. }
17. **if** (cnt2 > cnt1) res += bit;
18. }
19. **return** res;
20. }
22. **int** main()
23. {
24. vector<**int**> nums = { 1, 3, 4, 5, 5 };
25. cout << findDuplicate(nums);
26. system("pause");
27. **return** 1;
28. }

**318. Maximum product of word lengths (M) [bit, string]**

**Problem:** Given a string array words, find the maximum value of length(word[i]) \* length(word[j]) where the two words do not share common letters. You may assume that each word will contain only lower case letters. If no such two words exist, return 0.

**Example:** Input: ["abcw","baz","foo","bar","xtfn","abcdef"]

Output: 16

Explanation: The two words can be "abcw", "xtfn".

**Analysis:** This problem defines only small letter from a to z. 32 bit int data type can be used to represent each word. The lower 26 of 32 bits of int are used. For example:

abcd -> 0000 0000 0000 0000 0000 0000 0000 1111

acxy -> 0000 0001 1000 0000 0000 0000 0000 0101

1. Claim a int vector to store each word;
2. Use AND operation to determine each two int pair are same (not same -> 0);
3. Compare and return the maximum value;

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <string>
4. #include <algorithm>
6. **using** **namespace** std;
8. **class** Solution
9. {
10. **public**:
11. **int** maxLength(vector<string>& input)
12. {
13. vector<**int**> temp(input.size(), 0);
14. **int** result = 0;
15. **for** (**int** i = 0; i < input.size(); i++)
16. {
17. **for** (**int** j = 0; j < input[i].size(); j++)
18. {
19. temp[i] |= (1 << (input[i][j] - 'a'));
20. //cout << input[i][j];
21. }
23. **for** (**int** k = 0; k < i; k++)
24. {
25. **if** ((temp[i] & temp[k]) == 0) // (temp[i] & temp[k])!!!
26. {
27. result = max(result, **static\_cast**<**int**>(input[i].size()\*input[k].size()));
28. }
29. }
30. }
31. **return** result;
32. }
33. };
35. **int** main()
36. {
37. Solution a;
38. vector<string> input{ "abcw", "baz", "foo", "bar", "xtfn", "abcdef" };
39. **int** result = a.maxLength(input);
40. cout << "The result is: " << result << endl;
41. cin.get();
42. **return** 0;
43. }

**Caution:**

* In line 25, since “==” has higher precedence than “&”, brackets are must!
* To use std::max(), include header <algorithm>

**338. Counting bits (M) [bit]**

**Problem:** Given a non negative integer number num. For every numbers i in the range 0 ≤ i ≤ num calculate the number of 1's in their binary representation and return them as an array.

**Example:** Input: 5

Output: [0,1,1,2,1,2]

**Follow up:**

* It is very easy to come up with a solution with run time O(n\*sizeof(integer)). But can you do it in linear time O(n) /possibly in a single pass?
* Space complexity should be O(n).
* Can you do it like a boss? Do it without using any builtin function like \_\_builtin\_popcount in c++ or in any other language.

**Solution:**

1. #include <vector>
2. #include <iostream>
3. **using** **namespace** std;
5. vector<**int**> countingBits(**int** num)
6. {
7. vector<**int**> res(num + 1, 0);
8. **for** (**int** i = 1; i <= num; i++)
9. {
10. res[i] = res[i&(i - 1)] + 1;
11. }
12. **return** res;
13. }
15. **int** main()
16. {
17. vector<**int**> res = countingBits(5);
18. **for**(**int** i = 0; i < res.size(); i++)
19. {
20. cout << res[i] << " ";
21. }
22. system("pause");
23. **return** 1;
24. }

**342. Power of four (E) [bit]**

**Problem:** Given an integer (signed 32 bits), write a function to check whether it is a power of 4.

**Example:** Input: 16

Output: true

**Analysis:** similar to 231

**Solution:**

1. #include <iostream>
2. #include <math.h>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **bool** powerOfFour(**int** data)
9. {
10. **if** ((data > 0) && ((data&(data-1)) == 0) && ((data-1)%3 == 0))
11. {
12. **return** **true**;
13. }
14. **else** **return** **false**;
15. }
16. };
18. **int** main()
19. {
20. Solution a;
21. cout << a.powerOfFour(16) << endl;
22. system("pause");
23. **return** 1;
24. }

**371. Sum of two integers (E) [bit]**

**Problem:** Calculate the sum of two integers a and b, but you are not allowed to use the operator + and -

**Example:** Input: a = 1, b = 2

Output: 3

**Analysis:** easy…

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **int** sumTwoInt(**int** a, **int** b)
9. {
10. **while**(b)
11. {
12. **int** carry = (a & b) << 1;
13. **int** add = a ^ b;
14. a = add;
15. b  = carry;
16. }
17. **return** a;
18. }
19. };
21. **int** main()
22. {
23. Solution a;
24. cout << a.sumTwoInt(11, -1) << endl;
25. system("pause");
26. **return** 1;
27. }

**389. Find the difference (E) [bit, string]**

**Problem:** Given two strings s and t which consist of only lowercase letters. String t is generated by random shuffling string s and then add one more letter at a random position. Find the letter that was added in t.

**Example:** Input: s = "abcd" t = "abcde"

Output: e

**Analysis:** similar to 268

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **char** findDifference(string s, string t)
9. {
10. **int** res = t[0] - 'a';
11. **for**(**int** i = 0; i < s.size(); i++)
12. {
13. res ^= (s[i] - 'a') ^ (t[i + 1] - 'a');
14. }
15. **return** res + 'a';
16. }
17. };
19. **int** main()
20. {
21. Solution a;
22. cout << a.findDifference("abcd", "bdeca") << endl;
23. system("pause");
24. **return** 1;
25. }

**401. Binary watch (E) [bit]**

**Problem:** A binary watch has 4 LEDs on the top which represent the hours (0-11), and the 6 LEDs on the bottom represent the minutes (0-59). Each LED represents a zero or one, with the least significant bit on the right.

Given a non-negative integer n which represents the number of LEDs that are currently on, return all possible times the watch could represent.

**Example:** Input: n = 1

Return: ["1:00", "2:00", "4:00", "8:00", "0:01", "0:02", "0:04", "0:08", "0:16", "0:32"]

**Note:**

* The order of output does not matter.
* The hour must not contain a leading zero, for example "01:00" is not valid, it should be "1:00".
* The minute must be consist of two digits and may contain a leading zero, for example "10:2" is not valid, it should be "10:02".
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For example, the above binary watch reads "3:25".

**Analysis:** easy…

**Solution:**

1. #include <iostream>
2. #include <bitset>
3. #include <string>
4. #include <vector>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. vector<string> binaryWatch(**int** n)
11. {
12. vector<string> res;
13. **for** (**int** h = 0; h < 12; h++)
14. {
15. **for** (**int** m = 0; m < 60; m++)
16. {
17. **if** (bitset<10>(h << 6 | m).count() == n)
18. {
19. res.push\_back(to\_string(h) + (m < 10 ? ":0" : ":") + to\_string(m));
20. }
21. }
22. }
23. **return** res;
24. }
25. };

28. **int** main()
29. {
30. Solution a;
31. vector<string> res = a.binaryWatch(1);
32. **for** (**int** i = 0; i < res.size(); i++)
33. cout << res[i] << ", ";
34. system("Pause");
35. **return** 1;
36. }

**421. Maximum XOR of two number in an array (M) [bit, array]**

**Problem:** Given a non-empty array of numbers, a0, a1, a2, … , an-1, where 0 ≤ ai < 231. Find the maximum result of ai XOR aj, where 0 ≤ i, j < n.

Could you do this in O(n) runtime?

**Example:** Input: [3, 10, 5, 25, 2, 8]

Output: 28

**Solution:**

1. #include <vector>
2. #include <iostream>
3. #include <unordered\_set>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** maxXor(vector<**int**>& num)
10. {
11. **int** res = 0, mask = 0;
12. **for** (**int** i = 31; i >= 0; i--)
13. {
14. mask |= (1 << i);
15. unordered\_set<**int**> s;
16. **for** (**int** val : num)
17. {
18. s.insert(mask&val);
19. }
21. **int** t = res | (1 << i);
22. **for** (**int** val : s)
23. {
24. **if** (s.count(t^val))
25. {
26. res = t;
27. **break**;
28. }
29. }
30. }
31. **return** res;
32. }
33. };
35. **int** main()
36. {
37. vector<**int**> num{ 3, 10, 5, 25, 2, 8 };
38. Solution a;
39. cout << a.maxXor(num) << endl;
40. system("pause");
41. **return** 1;
42. }

**461. Hamming distance (E) [bit]**

**Problem:** The Hamming distance between two integers is the number of positions at which the corresponding bits are different.

Given two integers x and y, calculate the Hamming distance.

Note: 0 ≤ x, y < 231

**Example:** Input: x = 1, y = 4

Output: 2

**Analysis:** similar to 191

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **int** hammingDistance(**int** a, **int** b)
9. {
10. **int** temp = a ^ b;
11. **int** result = 0;
12. **while** (temp)
13. {
14. temp = temp & (temp - 1);
15. result++;
16. }
17. **return** result;
18. }
19. };
21. **int** main()
22. {
23. Solution a;
24. cout << a.hammingDistance(1, 4) << endl;
25. system("pause");
26. **return** 1;
27. }

**477. Total hamming distance (M) [bit]**

**Problem:** TheHamming distance between two integers is the number of positions at which the corresponding bits are different.

Now your job is to find the total Hamming distance between all pairs of the given numbers.

**Example:** Input: 4, 14, 2

Output: 6

**Note:**

* Elements of the given array are in the range of 0 to 10^9
* Length of the array will not exceed 10^4.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **int** totalHammingDistance(vector<**int**>& nums)
6. {
7. **int** res = 0;
8. **for** (**int** i = 0; i < 32; i++)
9. {
10. **int** cnt = 0;
11. **for** (**int** j = 0; j < nums.size(); j++)
12. {
13. **if** (nums[j] & (1 << i)) cnt++;
14. }
15. res += (cnt\*(nums.size() - cnt));
16. }
17. **return** res;
18. }
20. **int** main()
21. {
22. vector<**int**> nums{ 4, 14, 2 };
23. cout << totalHammingDistance(nums);
24. system("pause");
25. **return** 1;
26. }

**645. Set mismatch (E) [array]**

**Problem:** The set S originally contains numbers from 1 to n. But unfortunately, due to the data error, one of the numbers in the set got duplicated to another number in the set, which results in repetition of one number and loss of another number.

Given an array nums representing the data status of this set after the error. Your task is to firstly find the number occurs twice and then find the number that is missing. Return them in the form of an array.

**Example:** Input: nums = [1,2,2,4]

Output: [2,3]

**Analysis:** similar to 268

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. vector<**int**> setMismatch(vector<**int**>& input)
9. {
10. vector<**int**> res;
11. **int** dup, mis;
12. **for** (**int** i = 0; i < input.size(); i++)
13. {
14. **for** (**int** j = i + 1; j < input.size(); j++)
15. {
16. **if** (input[j] == input[i])
17. {
18. dup = input[j];
19. }
20. }
21. }
22. res.push\_back(dup);
24. **int** sum = 0;
25. **for** (**int** i = 0; i < input.size(); i++)
26. {
27. sum += input[i];
28. }
29. mis = (1 + input.size())\*input.size() / 2 - (sum - dup);
30. res.push\_back(mis);
32. **return** res;
33. }
34. };
36. **int** main()
37. {
38. vector<**int**> input{ 1, 2, 2, 4 };
39. Solution a;
40. vector<**int**> res = a.setMismatch(input);
42. cout << res[0] << ", " << res[1] << endl;
43. system("Pause");
44. **return** 1;
45. }

**693. Binary number with alternating bits (E) [bit]**

**Problem:** Given a positive integer, check whether it has alternating bits: namely, if two adjacent bits will always have different values.

**Example:** Input: 5

Output: True

**Analysis:**

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **bool** alternatingBits(**int** num)
9. {
10. **int** bit = -1;
11. **while** (num)
12. {
13. **if** (num & 1)
14. {
15. **if** (bit == 1) **return** **false**;
16. **else** bit = 1;
17. }
18. **else**
19. {
20. **if** (bit == 0) **return** **false**;
21. **else** bit = 0;
22. }
23. num >>= 1;
24. }
25. **return** **true**;
26. }
27. };
29. **int** main()
30. {
31. Solution a;
32. cout << a.alternatingBits(5) << endl;
33. system("pause");
34. **return** 1;
35. }

**Section 02. Array**

**015. 3 sum (M) [array, two pointers]**

**Problem:** Given an array nums of n integers, are there elements a, b, c in nums such that a + b + c = 0? Find all unique triplets in the array which gives the sum of zero.

**Example:** Given array nums = [-1, 0, 1, 2, -1, -4],

A solution set is:

[ [-1, 0, 1],

[-1, -1, 2] ]

**Note:** The solution set must not contain duplicate triplets.

**Analysis:**

1. Sort nums in increasing order;
2. Start the loop from 0 – nums.size()-2;
3. If it is a positive number, break; because this is an order sequence;
4. Add condition, if repetition, continue;
5. Define a target = 0 – nums[i], then find another two elements whose sum equals to the target;
6. Define two “pointers”, one at the next position after target, and the last position after target;

* If this two numbers add up to the target, push back; also need to avoid repetition;
* If this two numbers’ sum smaller than target, left pointer +1
* If this two number’s sum larger than target, right pointer - 1

1. Return the result.

**Solution:**

1. #include <vector>
2. #include <iostream>
3. #include <algorithm>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. vector<vector<**int**>> threeSum(vector<**int**>& input)
11. {
12. vector<vector<**int**>> res;
13. If (input.size() < 3) return {};
14. sort(input.begin(), input.end());
16. **for** (**int** i = 0; i < input.size() - 2; i++)
17. {
18. **if** (input[i] > 0) **break**;
20. **if** (i > 0 && (input[i] == input[i - 1])) **continue**;
22. **int** target = 0 - input[i];
23. **int** m = i + 1, n = input.size() - 1;
24. **while** (m < n)
25. {
26. **if** (input[m] + input[n] == target)
27. {
28. res.push\_back({ input[i], input[m], input[n] });
29. **while** ((m < n) && (input[m] == input[m + 1])) m++;
30. **while** ((m < n) && (input[n] == input[n - 1])) n--;
31. m++;
32. n--;
33. }
34. **else** **if** (input[m] + input[n] < target)
35. {
36. m++;
37. }
38. **else**
39. n--;
40. }
41. }
42. **return** res;
43. }
44. };
46. **int** main()
47. {
48. Solution a;
49. vector<**int**> input{ -1, 0, 1, 2, -1, -4 };
50. vector<vector<**int**>> res = a.threeSum(input);
51. cout << "The result is: " << endl;
52. **for** (**int** i = 0; i < res.size(); i++)
53. {
54. **for** (**int** j = 0; j < res[i].size(); j++)
55. {
56. cout << res[i][j] << ", ";
57. }
58. cout << endl;
59. }
60. cin.get();
61. **return** 0;
62. }

**016. 3 sum closest (M) [array, two pointers]**

**Problem:** Given an array nums of n integers and an integer target, find three integers in nums such that the sum is closest to target. Return the sum of the three integers. You may assume that each input would have exactly one solution.

**Example:** Given array nums = [-1, 2, 1, -4], and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2).

**Analysis:** Similar to 015…

**Solution:**

1. #include <iostream>
2. #include <algorithm>
3. #include <vector>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **int** threeSumClosest(vector<**int**> input, **int** target)
11. {
12. sort(input.begin(), input.end());
13. if(input.size() < 3) return 0;
14. **int** min\_diff = numeric\_limits<**int**>::max();
15. **int** res = numeric\_limits<**int**>::max();
16. **for** (**int** i = 0; i < input.size() - 2; i++)
17. {
18. **if** ((i > 0) && (input[i] == input[i - 1])) **continue**;
20. **int** c = target - input[i];
21. **int** a = i + 1, b = input.size() - 1;
22. **while** (a < b)
23. {
24. **int** sum = input[a] + input[b];
25. **if** (sum == c)
26. {
27. **return** target;
28. }
29. **else** **if** (sum < c)
30. {
31. ++a;
32. }
33. **else**
34. {
35. --b;
36. }
38. **if** (abs(sum - c) < min\_diff)
39. {
40. min\_diff = abs(sum - c);
41. res = sum + input[i];
42. }
43. }
44. }
46. **return** res;
47. }
48. };
50. **int** main()
51. {
52. vector<**int**> input{ -1, 2, 1, -4 };
53. **int** target = 1;
54. Solution a;
55. **int** res = a.threeSumClosest(input, target);
56. cout << res << endl;
57. cin.get();
58. **return** 0;
59. }

**Caution:**

* Line 24 must! Or m, n will change!!!
* If want to return the vector, determine the abs() and diff first.

**018. 4 sum (M) [array, two pointers]**

**Problem:** Given an array nums of n integers and an integer target, are there elements a, b, c, and d in nums such that a + b + c + d = target? Find all unique quadruplets in the array which gives the sum of target.

**Example:** Given array nums = [1, 0, -1, 0, -2, 2], and target = 0.

A solution set is: [ [-1, 0, 0, 1],

[-2, -1, 1, 2],

[-2, 0, 0, 2] ]

**Note:** The solution set must not contain duplicate quadruplets.

**Analysis:** similar to 015…

**Solution:**

1. #include <iostream>
2. #include <algorithm>
3. #include <vector>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. vector<vector<**int**>> fourSum(vector<**int**>& input, **int** target)
11. {
12. sort(input.begin(), input.end());
14. vector<vector<**int**>> res{};
15. **for** (**int** i = 0; i < input.size() - 3; i++)
16. {
17. **if** ((i > 0) && (input[i] == input[i - 1])) **continue**;
18. **for** (**int** j = i + 1; j < input.size() - 2; j++)
19. {
20. **if** ((j > i + 1) && (input[j] == input[j - 1])) **continue**;
21. **int** a = j + 1, b = input.size() - 1;
22. **while** (a < b)
23. {
24. **int** sum = input[i] + input[j] + input[a] + input[b];
25. **if** (sum == target)
26. {
27. res.push\_back({ input[i], input[j], input[a], input[b] });
28. **while** ((a < b) && (input[a] == input[a + 1])) a++;
29. **while** ((a < b) && (input[b] == input[b - 1])) b--;
30. a++;
31. b--;
32. }
33. **else** **if** (sum < target)
34. a++;
35. **else**
36. b--;
37. }
38. }
39. }
40. **return** res;
41. }
42. };
44. **int** main()
45. {
46. Solution a;
47. vector<**int**> input{ 0, 0, 0, 0 }; // {0, 0, 0, 0}
48. **int** target = 0;
49. vector<vector<**int**>> res{};
50. res = a.fourSum(input, target);
51. **for** (**int** i = 0; i < res.size(); i++)
52. {
53. **for** (**int** j = 0; j < res[i].size(); j++)
54. {
55. cout << res[i][j] << " ";
56. }
57. cout << endl;
58. }
59. system("pause");
60. **return** 0;
61. }

**Caution:**

* i loops from 0 – input.size()-3; j loops from i+1 – input.size()-2.
* Three places to add to exclude duplicates.

**026. Remove duplicates from sorted array (E) [array, two pointers]**

**Problem:** Given a sorted array nums, remove the duplicates in-place such that each element appear only once and return the new length.

**Example:** Given nums = [1,1,2],

Your function should return length = 2, with the first two elements of nums being 1 and 2 respectively.

It doesn't matter what you leave beyond the returned length.

**Note:** Do not allocate extra space for another array, you must do this by modifying the input array in-place with O(1) extra memory.

**Analysis:** easy…

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** removeDuplicates(vector<**int**>& input)
10. {
11. **int** sum = 0;
12. **for** (**int** i = 0; i < input.size(); i++)
13. {
14. **if** ((i > 0) && (input[i] == input[i - 1])) **continue**;
15. sum++;
16. }
17. **return** sum;
18. }
19. };
21. **int** main()
22. {
23. vector<**int**> input{ 0,0,1,1,1,2,2,3,3,4 };
24. **int** res = 0;
25. Solution a;
26. res = a.removeDuplicates(input);
27. cout << res << endl;
28. cin.get();
29. **return** 0;
30. }

**027. Remove element (E) [array, two pointers]**

**Problem:** Given an array nums and a value val, remove all instances of that value in-place and return the new length.

Do not allocate extra space for another array, you must do this by modifying the input array in-place with O(1) extra memory.

The order of elements can be changed. It doesn't matter what you leave beyond the new length.

**Example:** Given nums = [3,2,2,3], val = 3,

Your function should return length = 2, with the first two elements of nums being 2.

**Analysis:** Easy…

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **int** removeElement(vector<**int**>& input, **int** target)
11. {
12. sort(input.begin(), input.end());
14. **int** res = 0;
15. **for** (**int** i = 0; i < input.size(); i++)
16. {
17. **if** (input[i] == target) **continue**;
18. res++;
19. }
20. **return** res;
21. }
22. };
24. **int** main()
25. {
26. Solution a;
27. vector<**int**> input{ 0,1,2,2,3,0,4,2 };
28. **int** target = 2;
29. **int** res = a.removeElement(input, target);
30. cout << res << endl;
31. cin.get();
32. **return** 0;
33. }

**031. Next permutation (M) [array, math]**

**Problem**: Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).

The replacement must be in-place and use only constant extra memory.

**Example:** 1,2,3 → 1,3,2

3,2,1 → 1,2,3

1,1,5 → 1,5,1

**Analysis:**

* Solution: use c++ std::next\_permutation
* Solution1: given an array (325421); first, from the lowest bit, find the first element (2) that descending; then switch this element with the one that is smallest one that is larger than this element in the right hand side (345221); finally, order the right hand side element in ascending order (341225).

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **void** nextPermutation(vector<**int**>& input)
11. {
12. next\_permutation(input.begin(), input.end());
13. }
14. };
16. **class** Solution1
17. {
18. **public**:
19. **void** nextPermutation(vector<**int**>& input)
20. {
21. **int** keyIndex = input.size() - 1;
22. **while** ((keyIndex > 0) && (input[keyIndex] <= input[keyIndex - 1]))
23. {
24. keyIndex--;
25. }
27. **if** (keyIndex == 0)
28. {
29. sort(input.begin(), input.end());
30. }
31. **else**
32. {
33. **int** minNum = input[keyIndex - 1];
34. **for** (**int** i = input.size() - 1; i > keyIndex - 1; i--)
35. {
36. **if** (input[i] > minNum)
37. {
38. **int** temp;
39. temp = input[i];
40. input[i] = input[keyIndex - 1];
41. input[keyIndex - 1] = temp;
42. **break**;
43. }
44. }
45. }
46. sort(input.begin() + keyIndex, input.end());
47. }
48. };
50. **int** main()
51. {
52. vector<**int**> input{ 3,2,5,4,2,1 };
53. Solution1 a;
54. a.nextPermutation(input);
55. **for** (**int** i = 0; i < input.size(); i++)
56. cout << input[i] << ", ";
57. cin.get();
58. **return** 0;
59. }

**036. Valid Sudoku (M) [array]**

**Problem:** Determine if a 9x9 Sudoku board is valid. Only the filled cells need to be validated according to the following rules:

* Each row must contain the digits 1-9 without repetition.
* Each column must contain the digits 1-9 without repetition.
* Each of the 9 3x3 sub-boxes of the grid must contain the digits 1-9 without repetition.

**Example:** Input: [ ["5","3",".",".","7",".",".",".","."],

["6",".",".","1","9","5",".",".","."],

[".","9","8",".",".",".",".","6","."],

["8",".",".",".","6",".",".",".","3"],

["4",".",".","8",".","3",".",".","1"],

["7",".",".",".","2",".",".",".","6"],

[".","6",".",".",".",".","2","8","."],

[".",".",".","4","1","9",".",".","5"],

[".",".",".",".","8",".",".","7","9"] ]

Output: true

Note:

* A Sudoku board (partially filled) could be valid but is not necessarily solvable.
* Only the filled cells need to be validated according to the mentioned rules.
* The given board contain only digits 1-9 and the character '.'.
* The given board size is always 9x9.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **bool** isSudoku(vector<vector<**char**>>& s)
6. {
7. **int** m = s.size(), n = s[0].size();
8. vector<vector<**bool**>> rowFlag(m, vector<**bool**>(n, **false**));
9. vector<vector<**bool**>> colFlag(m, vector<**bool**>(n ,**false**));
10. vector<vector<**bool**>> subFlag(m, vector<**bool**>(n, **false**));
12. **for** (**int** i = 0; i < s.size(); i++)
13. {
14. **for** (**int** j = 0; j < s[i].size(); j++)
15. {
16. **if** ((s[i][j] >= '1') && (s[i][j] <= '9'))
17. {
18. **int** c = s[i][j] - '1';
19. **if** ((rowFlag[i][c]) || (colFlag[c][j]) || (subFlag[3 \* (i / 3) + j / 3][c])) **return** **false**;
20. rowFlag[i][c] = **true**;
21. colFlag[c][j] = **true**;
22. subFlag[3 \* (i / 3) + j / 3][c] = **true**;
23. }
24. }
25. }
26. **return** **true**;
27. }
29. **int** main()
30. {
31. vector<vector<**char**>> s{ {'5', '3', '.', '.', '7', '.', '.', '.', '.'},
32. {'6', '.', '.', '1', '9', '5', '.', '.', '.'},
33. {'.', '9', '8', '.', '.', '.', '.', '6', '.'},
34. {'8', '.', '.', '.', '6', '.', '.', '.', '3'},
35. {'4', '.', '.', '8', '.', '3', '.', '.', '1'},
36. {'7', '.', '.', '.', '2', '.', '.', '.', '6'},
37. {'.', '6', '.', '.', '.', '.', '2', '8', '.'},
38. {'.', '.', '.', '4', '1', '9', '.', '.', '5'},
39. {'.', '.', '.', '.', '8', '.', '.', '7', '9'} };
40. cout << isSudoku(s) << endl;
41. system("pause");
42. **return** 1;
43. }

**041. First missing positive (H)**

**Problem:** Given an unsorted integer array, find the smallest missing positive integer.

**Example:** Input: [1,2,0]

Output: 3

**Note:** Your algorithm should run in O(n) time and uses constant extra space.

**Analysis:**

1. sort the array in ascending order;
2. find the first positive element position i (if not, result is the last element potion);
3. start the loop from i to end of array;
4. if there is repeat element, continue;
5. if A[i] – res != 1, return res+1 (res initial value set as 0);
6. else res=A[i];
7. finish the loop and return res+1.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **int** firstMissing(vector<**int**> input)
11. {
12. sort(input.begin(), input.end());
14. **int** res = 0;
15. **int** i = 0;
16. **while** ((i < input.size()) && (input[i] <= 0)) i++;
18. **for** (; i < input.size(); i++)
19. {
20. **if** ((i > 0) && (input[i] == input[i - 1])) **continue**;
22. **if** (input[i] - res != 1) **return** res + 1;
23. **else** res = input[i];
24. }
25. **return** res + 1;
26. }
27. };
29. **int** main()
30. {
31. vector<**int**> input{ 7,8,9,11,12 };
32. Solution a;
33. **int** res = a.firstMissing(input);
34. cout << res << endl;
35. cin.get();
36. **return** 1;
37. }

**048. Rotate image (M)**

**Problem:** You are given an n x n 2D matrix representing an image. Rotate the image by 90 degrees (clockwise).

**Example:** Given input matrix =

[ [1,2,3],

[4,5,6],

[7,8,9]],

rotate the input matrix in-place such that it becomes:

[

[7,4,1],

[8,5,2],

[9,6,3]

]

**Note:** You have to rotate the image in-place, which means you have to modify the input 2D matrix directly. DO NOT allocate another 2D matrix and do the rotation.

**Analysis:**

* i loops from 0 – input.size()/2
* j loops from i – input[i].size-1-i

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<vector<**int**>> rotateImage(vector<vector<**int**>>& input)
10. {
11. **int** n = input.size() - 1;
13. **for** (**int** i = 0; i < input.size() / 2; i++)
14. {
15. **for** (**int** j = i; j < input[i].size() - 1 - i; j++)
16. {
17. **int** temp = input[i][j];
18. input[i][j] = input[n - j][i];
19. input[n - j][i] = input[n - i][n - j];
20. input[n - i][n - j] = input[j][n - i];
21. input[j][n - i] = temp;
22. }
23. }
24. }
25. };

**054. Spiral matrix (M) [array]**

**Problem:** Given a matrix of m x n elements (m rows, n columns), return all elements of the matrix in spiral order.

**Example:** Input: [ [1, 2, 3, 4],

[5, 6, 7, 8],

[9,10,11,12]]

Output: [1,2,3,4,8,12,11,10,9,5,6,7]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;

6. vector<**int**> spiralMatrix(vector<vector<**int**>>& mat)
7. {
8. **int** u = 0, d = mat.size() - 1, l = 0, r = mat[0].size() - 1;
9. vector<**int**> res;
10. **if** (mat.empty()) **return** res;
11. res.push\_back(mat[0][0]);
13. **int** i = 0, j = 0;
14. **char** direction = 'r';
15. **while** ((l <= r) && (u <= d))
16. {
17. **switch** (direction)
18. {
19. **case** 'r':
20. {
21. **while** (j < r)
22. {
23. res.push\_back(mat[i][j + 1]);
24. j++;
25. }
26. direction = 'd';
27. u++;
28. **break**;
29. }
31. **case** 'd':
32. {
33. **while** (i < d)
34. {
35. res.push\_back(mat[i + 1][j]);
36. i++;
37. }
38. direction = 'l';
39. r--;
40. **break**;
41. }
43. **case** 'l':
44. {
45. **while** (j > l)
46. {
47. res.push\_back(mat[i][j - 1]);
48. j--;
49. }
50. direction = 'u';
51. d--;
52. **break**;
53. }
55. **case** 'u':
56. {
57. **while** (i > u)
58. {
59. res.push\_back(mat[i - 1][j]);
60. i--;
61. }
62. direction = 'r';
63. l++;
64. **break**;
65. }
66. }
67. }
68. **return** res;
69. }
71. **int** main()
72. {
73. vector<vector<**int**>> mat{ {1, 2, 3, 4}, {5, 6, 7, 8}, {9, 10, 11, 12} };
74. vector<**int**> res = spiralMatrix(mat);
75. **for** (**int** i = 0; i < res.size(); i++)
76. {
77. cout << res[i] << " ";
78. }
79. system("pause");
80. **return** 1;
81. }

**059. Spiral matrix II (M) [array]**

**Problem:** Given a positive integer n, generate a square matrix filled with elements from 1 to n2 in spiral order.

**Example:** Input: 3

Output: [ [ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ]]

**Analysis:** similar to 54..

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. vector<vector<**int**>> spiralMat(**int** n)
6. {
7. **if** (n <= 0) **return** {};
8. vector<vector<**int**>> res(n, vector<**int**>(n, 0));
10. **int** l = 0, r = n - 1, u = 0, d = n - 1;
11. **int** data = 1;
12. res[0][0] = data;
13. **char** direction = 'r';
14. **int** i = 0, j = 0;
15. **while** ((l <= r) && (u <= d))
16. {
17. **switch** (direction)
18. {
19. **case** 'r':
20. {
21. **while** (j < r) res[i][++j] = ++data;
22. direction = 'd';
23. u++;
24. **break**;
25. }
26. **case** 'd':
27. {
28. **while** (i < d) res[++i][j] = ++data;
29. direction = 'l';
30. r--;
31. **break**;
32. }
33. **case** 'l':
34. {
35. **while** (j > l) res[i][--j] = ++data;
36. direction = 'u';
37. d--;
38. **break**;
39. }
40. **case** 'u':
41. {
42. **while** (i > u) res[--i][j] = ++data;
43. direction = 'r';
44. l++;
45. **break**;
46. }
47. }
48. }
49. **return** res;
50. }
52. **int** main()
53. {
54. vector<vector<**int**>> res = spiralMat(5);
55. **for** (**int** i = 0; i < res.size(); i++)
56. {
57. **for** (**int** j = 0; j < res[i].size(); j++)
58. {
59. cout << res[i][j] << " ";
60. }
61. cout << endl;
62. }
63. system("pause");
64. **return** 1;
65. }

**066. Plus one (E) [array]**

**Problem:** Given a non-empty array of digits representing a non-negative integer, plus one to the integer. The digits are stored such that the most significant digit is at the head of the list, and each element in the array contain a single digit.

You may assume the integer does not contain any leading zero, except the number 0 itself.

**Example:** Input: [4,3,2,1]

Output: [4,3,2,2]

**Analysis:** similar to 067

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<**int**> plusOne(vector<**int**>& input)
10. {
11. reverse(input.begin(), input.end());
12. **int** carry = 0;
13. input[0]++;
14. **for** (**int** i = 0; i < input.size(); i++)
15. {
16. input[i] += carry;
17. carry = input[i] / 10;
18. input[i] %= 10;
19. }
20. **if** (carry == 1)
21. {
22. input.push\_back(1);
23. }
24. reverse(input.begin(), input.end());
25. **return** input;
26. }
27. };
29. **int** main()
30. {
31. vector<**int**> input{ 9,9,9 };
32. Solution a;
33. vector<**int**> res = a.plusOne(input);
34. **for** (**int** i = 0; i < res.size(); i++)
35. cout << res[i] << ", ";
36. system("pause");
37. **return** 1;
38. }

**073. Set matrix zeros (M) [array]**

**Problem:** Given a m x n matrix, if an element is 0, set its entire row and column to 0. Do it in-place.

**Example:** Input: [ [1,1,1],

[1,0,1],

[1,1,1] ]

Output: [ [1,0,1],

[0,0,0],

[1,0,1] ]

**Follow up:**

* A straight forward solution using O(mn) space is probably a bad idea.
* A simple improvement uses O(m + n) space, but still not the best solution.
* Could you devise a constant space solution?

**Analysis:**

1. Scan first col and row, if 0 exists, corresponding flag true;
2. Scan entire matrix except first col and row, if find 0 element, corresponding first element in col and row set to 0;
3. Scan entire matrix except first col and row, if first element in col and row is 0, set entire col and row to 0;
4. Determine flag, if true, set corresponding first col or row to 0.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **void** setZeros(vector<vector<**int**>>& mat)
6. {
7. **if** ((mat.empty()) || (mat[0].empty())) **return**;
8. **int** m = mat.size() - 1, n = mat[0].size() - 1;
9. **bool** rowFlag = **false**, colFlag = **false**;
11. **for** (**int** i = 0; i <= m; i++)
12. {
13. **if** (mat[i][0] == 0) rowFlag = **true**;
14. }
15. **for** (**int** j = 0; j <= n; j++)
16. {
17. **if** (mat[0][j] == 0) colFlag = **true**;
18. }
20. **for** (**int** i = 1; i <= m; i++)
21. {
22. **for** (**int** j = 1; j <= n; j++)
23. {
24. **if** (mat[i][j] == 0)
25. {
26. mat[0][j] = 0;
27. mat[i][0] = 0;
28. }
29. }
30. }
32. **for** (**int** i = 1; i <= m; i++)
33. {
34. **for** (**int** j = 1; j <= n; j++)
35. {
36. **if** ((mat[0][j] == 0) || (mat[i][0] == 0))
37. {
38. mat[i][j] = 0;
39. }
40. }
41. }
43. **if** (rowFlag)
44. {
45. **for** (**int** i = 0; i <= m; i++)
46. {
47. mat[i][0] = 0;
48. }
49. }
50. **if** (colFlag)
51. {
52. **for** (**int** j = 0; j <= n; j++)
53. {
54. mat[0][j] = 0;
55. }
56. }
57. }
59. **int** main()
60. {
61. vector<vector<**int**>> mat{ {1, 1, 1}, {1, 0, 1}, {1, 1, 1} };
62. setZeros(mat);
63. **for** (**int** i = 0; i < mat.size(); i++)
64. {
65. **for** (**int** j = 0; j < mat[i].size(); j++)
66. {
67. cout << mat[i][j] << " ";
68. }
69. cout << endl;
70. }
71. system("pause");
72. **return** 1;
73. }

**080. Remove Duplicates from Sorted Array II (M) [array, two pointers]**

**Problem:** Given a sorted array nums, remove the duplicates in-place such that duplicates appeared at most twice and return the new length.

Do not allocate extra space for another array, you must do this by modifying the input array in-place with O(1) extra memory.

**Example:** Given nums = [0,0,1,1,1,1,2,3,3],

Your function should return length = 7, with the first seven elements of nums being modified to 0, 0, 1, 1, 2, 3 and 3 respectively.

It doesn't matter what values are set beyond the returned length.

**Analysis:** similar to 026…

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **int** removeDuplicates(vector<**int**>& nums)
6. {
7. **if** (nums.size() <= 2) **return** nums.size();
8. **int** flag = 1, index = 0;
9. **for** (**int** i = 1; i < nums.size(); i++)
10. {
11. **if** ((nums[index] == nums[i]) && (flag == 1))
12. {
13. nums[++index] = nums[i];
14. flag = 2;
15. }
16. **else** **if** (nums[index] != nums[i])
17. {
18. nums[++index] = nums[i];
19. flag = 1;
20. }
21. }
22. **return** index + 1;
23. }
25. **int** main()
26. {
27. vector<**int**> nums{ 0,0,1,1,1,1,2,3,3 };
28. **int** length = removeDuplicates(nums);
29. cout << length << endl;
30. **for** (**int** i = 0; i < length; i++)
31. {
32. cout << nums[i] << " ";
33. }
34. system("pause");
35. **return** 1;
36. }

**118. Pascal’s triangle (E) [array]**

**Problem:** Given a non-negative integer numRows, generate the first numRows of Pascal's triangle.

**Example:** Input: 5

Output: [ [1],

[1,1],

[1,2,1],

[1,3,3,1],

[1,4,6,4,1] ]

**Analysis:** easy

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<vector<**int**>> pascalTriangle(**int** n)
10. {
11. vector<vector<**int**>> res;
12. vector<**int**> prev;
14. **for** (**int** i = 1; i <= n; i++)
15. {
16. vector<**int**> curr;
17. curr.push\_back(1);
18. **for** (**int** j = 1; j < i - 1; j++)
19. {
20. **int** prev2 = prev.at(j - 1);
21. **int** prev1 = prev.at(j);
22. curr.push\_back(prev2 + prev1);
23. }
24. **if** (i > 1)
25. {
26. curr.push\_back(1);
27. }
28. prev = curr;
29. res.push\_back(curr);
30. }
31. **return** res;
32. }
33. };
35. **int** main()
36. {
37. Solution a;
38. vector<vector<**int**>> res = a.pascalTriangle(30);
39. **for** (**int** i = 0; i < res.size(); i++)
40. {
41. **for** (**int** j = 0; j < res[i].size(); j++)
42. {
43. cout << res[i][j] << " ";
44. }
45. cout << endl;
46. }
47. system("pause");
48. **return** 1;
49. }

**119. Pascal’s triangle II (E) [array]**

**Problem:** Given a non-negative index k where k ≤ 33, return the kth index row of the Pascal's triangle.

Note that the row index starts from 0.

**Example:** Input: 3

Output: [1,3,3,1]

**Follow up:** Could you optimize your algorithm to use only O(k) extra space?

**Analysis:** easy..

**Solution:** similar to 118

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<**int**> addRow(**int** n)
10. {
11. vector<**int**> prev;
12. **for** (**int** i = 0; i <= n; i++)
13. {
14. vector<**int**> curr;
15. curr.push\_back(1);
16. **for** (**int** j = 1; j <= i - 1; j++)
17. {
18. **int** prev2 = prev.at(j - 1);
19. **int** prev1 = prev.at(j);
20. curr.push\_back(prev2 + prev1);
21. }
22. **if** (i >= 1)
23. {
24. curr.push\_back(1);
25. }
26. prev = curr;
27. }
28. **return** prev;
29. }
30. };
32. **int** main()
33. {
34. Solution a;
35. vector<**int**> res = a.addRow(3);
36. **for** (**int** i = 0; i < res.size(); i++)
37. cout << res[i] << " ";
38. system("pause");
39. **return** 1;
40. }

**121. Best time to buy and sell stock (E) [array]**

**Problem:** Say you have an array for which the ith element is the price of a given stock on day i. If you were only permitted to complete at most one transaction (i.e., buy one and sell one share of the stock), design an algorithm to find the maximum profit.

Note that you cannot sell a stock before you buy one.

**Example:** Input: [7,1,5,3,6,4]

Output: 5

**Analysis:** easy…

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **int** buySellStock(vector<**int**>stock)
11. {
12. **int** profit = 0;
13. **for** (**int** i = 0; i < stock.size() - 1; i++)
14. {
15. **for** (**int** j = i + 1; j < stock.size(); j++)
16. {
17. **if** (stock[j] > stock[i])
18. {
19. profit = max(stock[j] - stock[i], profit);
20. }
21. }
22. }
23. **return** profit;
24. }
25. };
27. **class** Solution1
28. {
29. **public**:
30. **int** buySellStock(vector<**int**>stock)
31. {
32. **int** profit = 0;
33. **int** minPrice = stock[0];
34. **for** (**int** i = 1; i < stock.size(); i++)
35. {
36. profit = max(stock[i] - minPrice, profit);
37. minPrice = min(minPrice, stock[i]);
38. }
39. **return** profit;
40. }
41. };
43. **int** main()
44. {
45. Solution1 a;
46. cout << a.buySellStock({ 7, 1, 5, 3, 6, 4 }) << endl; // 7,6,4,3,1
47. system("pause");
48. **return** 1;
49. }

**128. Longest consecutive sequence (H) [array, hash map]**

**Problem:** Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

Your algorithm should run in O(n) complexity.

**Example:** Input: [100, 4, 200, 1, 3, 2]

Output: 4

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <unordered\_map>
4. #include <algorithm>
5. **using** **namespace** std;
7. **int** longestConsecutiveSeuqnce(vector<**int**>& nums)
8. {
9. unordered\_map<**int**, **bool**> count;
10. **for** (auto num : nums) count[num] = **true**;
11. **int** res = 0;
12. **for** (auto num : nums)
13. {
14. **int** len = 1;
15. **int** tmp = num + 1;
16. **while** (count.count(tmp))
17. {
18. count.erase(tmp);
19. tmp++;
20. len++;
21. }
22. tmp = num - 1;
23. **while** (count.count(tmp))
24. {
25. count.erase(tmp);
26. tmp--;
27. len++;
28. }
29. res = max(res, len);
30. }
31. **return** res;
32. }
34. **int** main()
35. {
36. vector<**int**> nums{ 100, 4, 200, 1, 3, 2 };
37. cout << longestConsecutiveSeuqnce(nums) << endl;
38. system("pause");
39. **return** 1;
40. }

**169. Majority element (E) [array, hash map]**

**Problem:** Given an array of size n, find the majority element. The majority element is the element that appears more than ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

**Example:** Input: [2,2,1,1,1,2,2]

Output: 2

**Analysis:**

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. #include <unordered\_map>
6. **using** **namespace** std;
8. **class** Solution
9. {
10. **public**:
11. **int** majorityElement(vector<**int**>& input)
12. {
13. unordered\_map<**int**, **int**> count;
14. **for** (**int** i = 0; i < input.size(); i++)
15. {
16. count[input[i]]++;
17. }
19. **for** (auto it : count)
20. {
21. **if** (it.second > input.size() / 2)
22. **return** it.first;
23. }
24. }
25. };
27. **class** Solution1
28. {
29. **public**:
30. **int** majorityElement(vector<**int**>& input)
31. {
32. sort(input.begin(), input.end());
33. **return** input.at(input.size() / 2);
35. }
36. };
38. **int** main()
39. {
40. Solution1 a;
41. vector<**int**> input{ 2,2,1,1,1,2,2 };
42. cout << a.majorityElement(input) << endl;
43. system("pause");
44. **return** 1;
45. }

**189. Rotate array (E) [array]**

**Problem:** Given an array, rotate the array to the right by k steps, where k is non-negative.

**Example:** Input: [1,2,3,4,5,6,7] and k = 3

Output: [5,6,7,1,2,3,4]

**Note:**

* Try to come up as many solutions as you can, there are at least 3 different ways to solve this problem.
* Could you do it in-place with O(1) extra space?

**Analysis:** easy…

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<**int**> rotateArray(vector<**int**>& input, **int** k)
10. {
11. **int** temp;
12. **for** (**int** i = 1; i <= k; i++)
13. {
14. temp = input[input.size() - 1];
15. **for** (**int** j = input.size()-1; j >0; j--)
16. {
17. input[j] = input[j - 1];
18. }
19. input[0] = temp;
20. }
21. **return** input;
22. }
23. };
25. **class** Solution1
26. {
27. **public**:
28. vector<**int**> rotateArray(vector<**int**>& input, **int** k)
29. {
30. **for** (**int** i = 0; i < input.size() - k; i++)
31. {
32. input.push\_back(input[0]);
33. input.erase(input.begin());
34. }
35. **return** input;
36. }
37. };
39. **int** main()
40. {
41. Solution1 a;
42. vector<**int**> input = { 1,2,3,4,5,6,7 };
43. vector<**int**> res = a.rotateArray(input, 3);
44. **for** (**int** i = 0; i < res.size(); i++)
45. cout << res[i] << " ";
46. system("Pause");
47. **return** 1;
48. }

**442. Find all duplicates in an array (M) [array]**

**Problem:** Given an array of integers, 1 ≤ a[i] ≤ n (n = size of array), some elements appear twice and others appear once.

Find all the elements that appear twice in this array.

Could you do it without extra space and in O(n) runtime?

**Example:** Input: [4,3,2,7,8,2,3,1]

Output: [2,3]

**Soluion:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. vector<**int**> findDuplicates(vector<**int**>& nums)
7. {
8. vector<**int**> res{};
9. **if** (nums.size() < 2) **return** res;
10. **if** ((nums.size() == 2) && (nums[0] == nums[1])) **return** { nums[0] };
11. sort(nums.begin(), nums.end());
12. **for** (**int** i = 0; i < nums.size() - 1; i++)
13. {
14. **if** (nums[i + 1] == nums[i])
15. {
16. res.push\_back(nums[i]);
17. }
18. }
19. **return** res;
20. }
22. **int** main()
23. {
24. vector<**int**> nums{ 4, 3, 2, 7, 8, 2, 3, 1 };
25. vector<**int**> res = findDuplicates(nums);
26. **for** (**int** i = 0; i < res.size(); i++)
27. {
28. cout << res[i] << " ";
29. }
30. system("pause");
31. **return** 1;
32. }

**448. Find all numbers disappeared in an array (E) [array]**

**Problem:** Given an array of integers where 1 ≤ a[i] ≤ n (n = size of array), some elements appear twice and others appear once.

Find all the elements of [1, n] inclusive that do not appear in this array.

Could you do it without extra space and in O(n) runtime? You may assume the returned list does not count as extra space.

**Example:** Input: [4,3,2,7,8,2,3,1]

Output: [5,6]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. vector<**int**> findDisappeared(vector<**int**>& nums)
7. {
8. vector<**int**> res;
9. **for** (**int** i = 0; i < nums.size(); i++)
10. {
11. **int** tmp = abs(nums[i]) - 1;
12. nums[tmp] = nums[tmp] > 0 ? -nums[tmp] : nums[tmp];
13. }
14. **for** (**int** i = 0; i < nums.size(); i++)
15. {
16. **if** (nums[i] > 0) res.push\_back(i + 1);
17. }
18. **return** res;
19. }
21. **int** main()
22. {
23. vector<**int**> nums{ 4, 3, 2, 7, 8, 2, 3, 1 };
24. vector<**int**> res = findDisappeared(nums);
25. **for** (**int** i = 0; i < res.size(); i++)
26. {
27. cout << res[i] << " ";
28. }
29. system("pause");
30. **return** 1;
31. }

**989. Add to arrary form of integer (E) [array]**

**Problem:** For a non-negative integer X, the array-form of X is an array of its digits in left to right order. For example, if X = 1231, then the array form is [1,2,3,1].

Given the array-form A of a non-negative integer X, return the array-form of the integer X+K.

**Example:** Input: A = [2,1,5], K = 806

Output: [1,0,2,1]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. vector<**int**> addToArrayForm(vector<**int**>& A, **int** K)
7. {
8. **int** carry = 0;
9. **if** (A.empty())
10. {
11. A.push\_back(K);
12. reverse(A.begin(), A.end());
13. }
14. **else**
15. {
16. reverse(A.begin(), A.end());
17. A[0] += K;
18. }
19. **for** (**int** i = 0; i < A.size(); i++)
20. {
21. A[i] += carry;
22. carry = A[i] / 10;
23. A[i] %= 10;
24. }
25. **while** (carry)
26. {
27. A.push\_back(carry % 10);
28. carry /= 10;
29. }
30. reverse(A.begin(), A.end());
31. **return** A;
32. }
34. **int** main()
35. {
36. vector<**int**> A = {9};
37. **int** K = 10000;
38. addToArrayForm(A, K);
39. **for** (**int** i = 0; i < A.size(); i++)
40. {
41. cout << A[i] << " ";
42. }
43. system("pause");
44. **return** 1;
45. }

**Section 03. String**

**005. Longest palindromic substring (M)**

**Problem:** Given a string s, find the longest palindromic substring in s. You may assume that the maximum length of s is 1000.

**Example:** Input: "babad"

Output: "bab"

Note: "aba" is also a valid answer.

Analysis: Manacher’s anglrithms

1. inset “#” to each side of each element (bob -> #b#o#b#, noon -> #n#o#o#n#) so that it will surely have odd number of elements
2. insert “$” to beginning of the string (#b#o#b# -> $#b#o#b#)
3. the longest palindromic substring’s length is radius -1 ($#b#o#b# -> length = 4-1 =3 -> bob)
4. the longest palindromic substring’s position is (middle position – radius)/2 ($#b#o#b# -> position = (4-4)/2 =0 -> bob)
5. assume there is a palindromic substring x that can reach the most right side; define mx as the right side position of x; define id as the middle point of x; define p[i] is the radius of the palindromic substring which t[i] character as center
6. p[i] = mx > i ? min(p[2 \* id - i], mx - i) : 1;
7. if mx > i, then p[i] = min(p[2 \* id - i], mx - i);

* mx - i > P[j], palindromic substring centered at S[j] must be included by S[id], since i and j are symmetric, palindromic substring centered at S[i] also must be include by S[id] and p[i]=p[j];
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* mx - i <= P[j], palindromic substring centered at S[j] is not necessarily included by S[id], since i and j are symmetric, the green portion in the following would be same, this means palindromic substring centered at S[i] will expand at least to mx position, then p[i]-mx-i. However, for element after mx, need to find out if it is palindromic…
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1. mx <= i, have to assume P[i]=1 and then find out palindromic situation…

**Solution:**

1. #include <vector>
2. #include <string>
3. #include <iostream>
4. #include <algorithm>
6. **using** **namespace** std;
8. **class** Solution
9. {
10. **public**:
11. string longestPalindromicSubstring(string s)
12. {
13. string t = "$#";
14. **for** (**int** i = 0; i < s.size(); i++)
15. {
16. t += s[i];
17. t += "#";
18. }
20. vector<**int**> p(t.size(), 0);
21. **int** mx = 0, id = 0, resLen = 0, resCenter = 0;
22. **for** (**int** i = 1; i < t.size(); i++)
23. {
24. p[i] = mx > i ? min(p[2 \* id - i], mx - i) : 1;
26. **while** (t[i + p[i]] == t[i - p[i]]) ++p[i];
27. **if** (mx < i + p[i])
28. {
29. mx = i + p[i];
30. id = i;
31. }
32. **if** (resLen < p[i])
33. {
34. resLen = p[i];
35. resCenter = i;
36. }
37. }
39. **return** s.substr((resCenter - resLen) / 2, resLen - 1);
40. }
41. };
43. **int** main()
44. {
45. string s = "12212";
46. Solution a;
47. cout << a.longestPalindromicSubstring(s) << endl;
48. cin.get();
49. **return** 0;
50. }

**006. ZigZag conversion (E) [string, math]**

**Problem:** The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility)

P A H N

A P L S I I G

Y I R

And then read line by line: "PAHNAPLSIIGYIR"

Write the code that will take a string and make this conversion given a number of rows:

string convert(string s, int numRows);

**Example:** s = "PAYPALISHIRING", numRows = 4

Output: "PINALSIGYAHRPI"

Explanation:

P I N

A L S I G

Y A H R

P I

**Analysis:**

1. every row repeat in a pattern of 2\*nRow-2;
2. other than the first and last row, the rows in middle will repeat just one more time, this distant of this element to the first position of row is 2\*nRow -2 – 2\*i;
3. first loop i is from 0 – nRow, with step 1; second loop j is from i – input.size();
4. push back i+2\*nRow-2
5. if it is one of the middle rows, push back another j + 2\*nRow-2-2\*i

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. string zigzagConvert(string s, **int** numRows)
10. {
11. string res;
12. **if** (numRows < 2) **return** s;
13. **for** (**int** i = 0; i < numRows; i++)
14. {
15. **for** (**int** j = i; j < s.size(); j += 2 \* (numRows - 1))
16. {
17. res.push\_back(s[j]);
19. **if** ((i > 0) && (i < numRows - 1))
20. {
21. **if** (j + 2 \* (numRows - i - 1) < s.length())
22. {
23. res.push\_back(s[j + 2 \* (numRows - i - 1)]);
24. }
25. }
26. }
27. }
28. **return** res;
29. }
30. };
32. **int** main()
33. {
34. Solution a;
35. cout << a.zigzagConvert("PAYPALISHIRING", 3) << endl;
36. cin.get();
37. **return** 0;
38. }

**008. String to integer (E) [string]**

**Problem:** Implement atoi (ASCII to integer) which converts a string to an integer.

The function first discards as many whitespace characters as necessary until the first non-whitespace character is found. Then, starting from this character, takes an optional initial plus or minus sign followed by as many numerical digits as possible, and interprets them as a numerical value.

The string can contain additional characters after those that form the integral number, which are ignored and have no effect on the behavior of this function.

If the first sequence of non-whitespace characters in str is not a valid integral number, or if no such sequence exists because either str is empty or it contains only whitespace characters, no conversion is performed.

If no valid conversion could be performed, a zero value is returned.

**Example:** Input: "42" Output: 42

Input: " -42" Output: -42

Input: "words and 987" Output: 0

Input: "4193 with words" Output: 4193

Input: "-91283472332" Output: -2147483648

**Note:**

* Only the space character ' ' is considered as whitespace character.
* Assume we are dealing with an environment which could only store integers within the 32-bit signed integer range: [−231, 231 − 1]. If the numerical value is out of the range of representable values, INT\_MAX (231 − 1) or INT\_MIN (−231) is returned.

**Analysis:**

1. if string s is empty, return 0;
2. define ans as 0, sign as 1, i as 0;
3. remove whilespace ‘ ’ or ‘\t’;
4. if i==s.length(), return 0;
5. determine sign
6. loop from i to s.size()
7. if ans > (numeric\_limits<int>::max()-(s[i]-‘0’))/10 return max or min
8. ans \*= 10, ans+=s[i] – ‘0’
9. determine sign and return ans

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** string2integer(string s)
10. {
11. **if** (s.empty()) **return** 0;
13. **int** ans = 0;
14. **int** sign = 1;
15. **int** i = 0;
17. **while** ((s[i] == ' ') || (s[i] == '\t')) i++;
19. **if** (i == s.length()) **return** 0;
21. **if** (s[i] == '+') i++;
22. **else** **if** (s[i] == '-')
23. {
24. sign = -1;
25. i++;
26. }
28. **for** (; (i < s.length()) && (isdigit(s[i])); i++)
29. {
30. **if** ((ans) > (numeric\_limits<**int**>::max()- (s[i] - '0'))/10)
31. {
32. **return** sign > 0 ? numeric\_limits<**int**>::max() : numeric\_limits<**int**>::min();
33. }
34. ans \*= 10;
35. ans += s[i] - '0';
36. }
37. ans \*= sign;
38. **return** ans;
39. }
40. };
42. **int** main()
43. {
44. Solution a;
45. cout << numeric\_limits<**int**>::max() << " " << numeric\_limits<**int**>::min() << endl;
46. cout << a.string2integer("-91283472332") << endl;
47. cin.get();
48. **return** 0;
49. }

**014. Longest common prefix (E) [string]**

**Problem:** Write a function to find the longest common prefix string amongst an array of strings.

If there is no common prefix, return an empty string "".

**Example:** Input: ["flower","flow","flight"]

Output: "fl"

**Note:** All given inputs are in lowercase letters a-z.

**Analysis:** seems easy…but…

1. If input is empty, return “”;
2. first loop i is from 0 to input[0].size();
3. second loop j is from 0 to input.size();
4. if i>=input[j].size || input[j][i]!=input[0][i], return input[0].substr(0, i)
5. finish loops; and if nothing is return, return input[0]

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <vector>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. string longestCommonPrefix(vector<string> input)
11. {
12. **if** (input.empty()) **return** "";
14. **for** (**int** i = 0; i < input[0].size(); i++)
15. {
16. **for** (**int** j = 0; j < input.size(); j++)
17. {
18. **if** ((i >= input[j].size()) || (input[j][i] != input[0][i]))
19. {
20. **return** input[0].substr(0, i);
21. }
22. }
23. }
24. //return input[0];
25. }
26. };
28. **int** main()
29. {
30. Solution a;
31. vector<string> input{ "flower", "flowerere", "flowererereight" };
32. cout << a.longestCommonPrefix(input) << endl;
33. cin.get();
34. **return** 0;
35. }

**028. Implement strStr() (E) [string]**

**Problem:** Return the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

**Example:** Input: haystack = "hello", needle = "ll"

Output: 2

**Note:** What should we return when needle is an empty string? This is a great question to ask during an interview.

For the purpose of this problem, we will return 0 when needle is an empty string. This is consistent to C's strstr() and Java's indexOf().

Analysis: easy…

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** strStr(string haystack, string needle)
10. {
11. **int** m = haystack.size(), n = needle.size();
13. **if** (n == 0) **return** 0;
15. **for** (**int** i = 0; i < m; i++)
16. {
17. **if** (i + n > m) **break**;
18. **for** (**int** j = 0; j < n; j++)
19. {
20. **if** (haystack[i + j] != needle[j]) **break**;
22. **else** **if** ((j = n - 1) && (haystack[i + j] == needle[j])) **return** i;
23. }
24. }
25. **return** -1;
26. }
27. };
29. **int** main()
30. {
31. Solution a;
32. cout << a.strStr("aaaaa", "bba") << endl;
33. cin.get();
34. **return** 0;
35. }

**038. Count and say (E) [string]**

**Problem:** The count-and-say sequence is the sequence of integers with the first five terms as following:

1. 1

2. 11

3. 21

4. 1211

**Example:** Input: 4

Output: "1211"

**Analysis:** easy…

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. string countAndSay(**int** n)
10. {
11. **if** (n < 1) **return** "";
13. string str = "1";
14. **for** (**int** i = 1; i < n; i++)
15. {
16. string tmp = "";
17. **int** count = 0;
18. **char** current = str[0];
19. **int** index = 0;
20. **while** (index < str.size())
21. {
22. **if** (str[index] == current)
23. {
24. count++;
25. }
26. **else**
27. {
28. tmp += to\_string(count) + current;
29. current = str[index];
30. count = 1;
31. }
32. index++;
33. }
34. tmp += to\_string(count) + current;
35. str = tmp;
36. }
37. **return** str;
38. }
39. };
41. **int** main()
42. {
43. Solution a;
44. **for** (**int** i = 1; i < 13; i++)
45. {
46. cout << "i = " << i << ",\t" << "seq = " << a.countAndSay(i) << endl;
47. }
48. cin.get();
49. **return** 0;
51. }

**043. Multiply strings (M)**

**Problem:** Given two non-negative integers num1 and num2 represented as strings, return the product of num1 and num2, also represented as a string.

**Example:** Input: num1 = "2", num2 = "3"

Output: "6"

**Note:**

* The length of both num1 and num2 is < 110.
* Both num1 and num2 contain only digits 0-9.
* **Both num1 and num2 do not contain any leading zero, except the number 0 itself**.
* You must not use any built-in BigInteger library or convert the inputs to integer directly

**Analysis:**

1. determine if num1 or num2 are null, if so, return “”;
2. reverse both num1 and num2 so that lower bit starting from the right;
3. fisrt loop j starts from 0 to num2.size()
4. initialize int carry = 0 and int val = num2[j]-‘0’
5. second loop I starts from 0 to num1.size();
6. calculate carry, res[i+j] and update carry
7. complete second loop and deal with the situation thet if highest carry !=0
8. complete first loop and reverse res
9. remove left hand redundant ‘0’

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. string multiplyStrings(string num1, string num2)
10. {
11. **if** (num1.empty() || num2.empty()) **return** "";
13. reverse(num1.begin(), num1.end());
14. reverse(num2.begin(), num2.end());
16. string res(num1.size() + num2.size(), '0');
18. **for** (**int** j = 0; j < num2.size(); j++)
19. {
20. **int** val = num2[j] - '0';
21. **int** carry = 0;
22. **for** (**int** i = 0; i < num1.size(); i++)
23. {
24. carry += (num1[i] - '0') \* val + (res[i + j] - '0');
25. res[i + j] = carry % 10 + '0';
26. carry /= 10;
27. }
28. **if** (carry != 0) res[num1.size() + j] = carry + '0';
29. }
31. reverse(res.begin(), res.end());
33. **int** count = 0;
34. **while** ((count < res.size() - 1) && (res[count] == '0')) count++;
35. res.erase(0, count);
36. **return** res;
37. }
38. };
40. **int** main()
41. {
42. string num1 = "123", num2 = "456";
43. Solution a;
44. cout << num1 << " x " << num2 << " = " << a.multiplyStrings(num2, num1) << endl;
45. cin.get();
46. **return** 0;
47. }

**058. Length of last word (E) [string]**

**Problem:** Given a string s consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string. If the last word does not exist, return 0.

**Example:** Input: "Hello World"

Output: 5

**Note:** A word is defined as a character sequence consists of non-space characters only.

**Analysis:** east…

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** lengthOfLastWord(string s)
10. {
11. **int** i = s.size() - 1;
12. **while** ((i >= 0) && (s[i] == ' ')) --i;
14. **int** length = 0;
15. **while** ((i >= 0) && (s[i] != ' '))
16. {
17. length++;
18. i--;
19. }
20. **return** length;
21. }
22. };
24. **int** main()
25. {
26. Solution a;
27. cout << a.lengthOfLastWord("Hello world    ") << endl;
28. cin.get();
29. **return** 0;
30. }

**067. Add binary (E) [string]**

**Problem:** Given two binary strings, return their sum (also a binary string).

The input strings are both non-empty and contains only characters 1 or 0.

**Example:** Input: a = "11", b = "1"

Output: "100"

**Analysis:** easy…

**Solution:**

1. #include <string>
2. #include <algorithm>
3. #include <iostream>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. string addBinary(string bin1, string bin2)
11. {
12. reverse(bin1.begin(), bin1.end());
13. reverse(bin2.begin(), bin2.end());
15. string sum;
16. **int** n = max(bin1.size(), bin2.size());
17. **int** carry = 0;
18. **for** (**int** i = 0; i < n; i++)
19. {
20. **if** (i < bin1.size()) carry += bin1[i] - '0';
21. **if** (i < bin2.size()) carry += bin2[i] - '0';
22. sum.push\_back(carry % 2 + '0');
23. carry /= 2;
24. }
25. **if** (carry) sum.push\_back('1');
26. reverse(sum.begin(), sum.end());
27. **return** sum;
28. }
29. };
31. **int** main()
32. {
33. Solution a;
34. string bin1 = "1010", bin2 = "1011";
35. cout << a.addBinary(bin1, bin2) << endl;
36. cin.get();
37. **return** 0;
38. }

**068. Text justification (H)**

**Problem:** Given an array of words and a width maxWidth, format the text such that each line has exactly maxWidth characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly maxWidth characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

For the last line of text, it should be left justified and no extra space is inserted between words.

**Example:** Input: words = ["This", "is", "an", "example", "of", "text", "justification."] maxWidth = 16

Output: [ "This is an",

"example of text",

"justification. "]

**Analysis:** I gave up… from now on, I will change strategy which starting from easy to medium to hard ones…

**125. Valid palindrome (E) [string, two pointers]**

**Problem:** Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

**Example:** Input: "A man, a plan, a canal: Panama"

Output: true

**Analysis:** isalnum()

tolower()

**Solution:**

1. #include <iostream>
2. #include <string>
3. //#include <cctype>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **bool** isPalindrome(string str)
11. {
12. **if** (str.empty()) **return** **true**;
14. **int** left = 0, right = str.size() - 1;
15. **while** (left < right)
16. {
17. **if** (!isalnum(str[left])) left++;
18. **else** **if** (!isalnum(str[right])) right--;
19. **else** **if** (tolower(str[left]) != tolower(str[right])) **return** **false**;
20. **else** {
21. left++;
22. right--;
23. }
24. }
25. **return** **true**;
26. }
27. };
29. **int** main()
30. {
31. Solution a;
32. cout << a.isPalindrome("A man, a plan, a canal: Panama") << endl;
33. system("pause");
34. **return** 1;
35. }

**165. Compare version numbers (E) [string]**

**Problem:** Compare two version numbers version1 and version2. If version1 > version2 return 1; if version1 < version2 return -1; otherwise return 0.

You may assume that the version strings are non-empty and contain only digits and the . characters.

The . character does not represent a decimal point and is used to separate number sequences.

For instance, 2.5 is not "two and a half" or "half way to version three", it is the fifth second-level revision of the second first-level revision.

You may assume the default revision number for each level of a version number to be 0. For example, version number 3.4 has a revision number of 3 and 4 for its first and second level revision number. Its third and fourth level revision number are both 0.

**Example:** Input: version1 = "7.5.2.4", version2 = "7.5.3"

Output: -1

Input: version1 = "1.01", version2 = "1.001"

Output: 0

**Analysis:** easy…

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** compareVersion(string str1, string str2)
10. {
11. **int** m = str1.size(), n = str2.size();
13. **for** (**int** i = 0, j = 0; i < m || j < n; i++, j++)
14. {
15. **int** v1 = 0, v2 = 0;
16. **while** ((i < m) && (str1[i] != '.'))
17. {
18. v1 = v1 \* 10 + (str1[i] - '0');
19. i++;
20. }
21. **while** ((j < n) && (str2[j] != '.'))
22. {
23. v2 = v2 \* 10 + (str2[j] - '0');
24. j++;
25. }
26. **if** (v1 != v2)
27. **return** v1 > v2 ? 1 : -1;
28. }
29. **return** 0;
30. }
31. };
33. **int** main()
34. {
35. Solution a;
36. cout << a.compareVersion("1.01", "1.001") << endl;
37. system("pause");
38. **return** 1;
39. }

**242. Valid anagram (E) [string, hash map]**

**Problem:** Given two strings s and t, write a function to determine if t is an anagram of s.

**Note:** You may assume the string contains only lowercase alphabets.

**Follow up:** What if the inputs contain unicode characters? How would you adapt your solution to such case?

L“” ⬄ wstring

**Example:** Input: s = "anagram", t = "nagaram"

Output: true

**Solution:**

1. #include <string>
2. #include <unordered\_map>
3. #include <iostream>
4. #include <algorithm> // sort()
6. **using** **namespace** std;
8. **class** Solution
9. {
10. **public**:
11. **bool** validAnagram(wstring str1, wstring str2)
12. {
13. sort(str1.begin(), str1.end());
14. sort(str2.begin(), str2.end());
15. **return** str1 == str2;
16. }
17. };
19. **class** Solution2
20. {
21. **public**:
22. **bool** validAnagram(string str1, string str2)
23. {
24. **if** (str1.size() != str2.size()) **return** **false**;
26. unordered\_map<**char**, **int**> count;
27. **for** (**int** i = 0; i < str1.size(); i++)
28. {
29. count[str1[i]]++;
30. }
32. **for** (**int** j = 0; j < str2.size(); j++)
33. {
34. count[str2[j]]--;
35. **if** (count[str2[j]] < 0) **return** **false**;
36. }
37. **return** **true**;
38. }
39. };
41. **int** main()
42. {
43. Solution a;
44. //cout << a.validAnagram("anagrama", "nagaram") << endl;
45. cout << a.validAnagram(L"你好", L"好你") << endl;
46. system("pause");
47. **return** 1;
48. }

**383. Ransom note (E) [string, hash map]**

**Problem:** Given an arbitrary ransom note string and another string containing letters from all the magazines, write a function that will return true if the ransom note can be constructed from the magazines ; otherwise, it will return false.

Each letter in the magazine string can only be used once in your ransom note.

**Example:** canConstruct("aa", "aab") -> true

canConstruct("aa", "ab") -> false

**Analysis:** similar to 242, using hash map

**Solution:**

1. #include <string>
2. #include <unordered\_map>
3. #include <iostream>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **bool** canConstruct(string str1, string str2)
11. {
12. **int** m = str1.size(), n = str2.size();
13. unordered\_map<**char**, **int**> count;
14. **for** (**int** j = 0; j < n; j++)
15. {
16. ++count[str2[j]];
17. }
18. **for** (**int** i = 0; i < m; i++)
19. {
20. --count[str1[i]];
21. **if** (count[str1[i]] < 0) **return** **false**;
22. }
23. **return** **true**;
24. }
25. };
27. **int** main()
28. {
29. Solution a;
30. cout << a.canConstruct("aa", "cbtdyayca") << endl;
31. system("pause");
32. **return** 1;
34. }

**405. Convert a number to hexadecimal (E) [string, bit]**

**Problem:** Given an integer, write an algorithm to convert it to hexadecimal. For negative integer, two’s complement method is used.

**Example:** Input:26

Output: "1a"

Input: -1

Output: "ffffffff"

**Note:**

* All letters in hexadecimal (a-f) must be in lowercase.
* The hexadecimal string must not contain extra leading 0s. If the number is zero, it is represented by a single zero character '0'; otherwise, the first character in the hexadecimal string will not be the zero character.
* The given number is guaranteed to fit within the range of a **32-bit signed integer**.
* You must not use any method provided by the library which converts/formats the number to hex directly.

**Analysis:**

* No need to distinguish between + and –
* 32 bit range

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. string int2hex(**int** num)
10. {
11. string res = "";
12. **if** (!num) **return** "0";
14. **while** (num && res.size() != **sizeof**(**int**) \* 2)
15. {
16. **int** hex = num & 15;
17. **if** (hex > 10)
18. {
19. res.push\_back(hex - 10 + 'a');
20. }
21. **else**
22. {
23. res.push\_back(hex + '0');
24. }
25. num >>= 4;
26. cout << num << endl;
27. }
28. reverse(res.begin(), res.end());
29. **return** res;
30. }
31. };
33. **int** main()
34. {
35. Solution a;
36. cout << a.int2hex(111) << endl;
37. system("pause");
38. **return** 1;
39. }

**408. Valid word abbreviation (E) [string]**

**Problem:** Given a non-empty string s and an abbreviation abbr, return whether the string matches with the given abbreviation.

A string such as "word" contains only the following valid abbreviations:

["word", "1ord", "w1rd", "wo1d", "wor1", "2rd", "w2d", "wo2", "1o1d", "1or1", "w1r1", "1o2", "2r1", "3d", "w3", "4"]

Notice that only the above abbreviations are valid abbreviations of the string "word". Any other string is not a valid abbreviation of "word".

**Example:** Given s = "internationalization", abbr = "i12iz4n":

Return true.

**Note:** Assume s contains only lowercase letters and abbr contains only lowercase letters and digits.

**Analysis:** don’t forget two situations!

* abbr ended with numbers
* ‘0’ in abbr

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **bool** validAbbr(string word, string abbr)
10. {
11. **int** j = 0;
12. **int** temp = 0;
13. **for** (**int** i = 0; i < abbr.size(); i++)
14. {
15. **if** ((abbr[i] >= '0') && (abbr[i] <= '9'))
16. {
17. **if** ((abbr[i] == '0') && (temp == 0)) **return** **false**;
18. temp = temp \* 10 + (abbr[i] - '0');
19. }
20. **else** **if** (abbr[i] >= 'a'&&abbr[i] <= 'z')
21. {
22. j += temp;
23. **if** (abbr[i] != word[j]) **return** **false**;
24. **else**
25. {
26. j++;
27. temp = 0;
28. }
29. }
31. }
33. **if** (j + temp == word.size()) **return** **true**;
34. **else** **return** **false**;
35. }
36. };
38. **int** main()
39. {
40. Solution a;
41. cout << a.validAbbr("internationalizationaaa", "i12iz4n3") << endl;
42. system("pause");
43. **return** 1;
44. }

**415. Add strings (E) [string]**

**Problem:** Given two non-negative integers num1 and num2 represented as string, return the sum of num1 and num2.

**Note:**

* The length of both num1 and num2 is < 5100.
* Both num1 and num2 contains only digits 0-9.
* Both num1 and num2 does not contain any leading zero.
* You must not use any built-in BigInteger library or convert the inputs to integer directly.

**Analysis:** similar to 067…

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. string addStrings(string str1, string str2)
10. {
11. reverse(str1.begin(), str1.end());
12. reverse(str2.begin(), str2.end());
14. **int** m = str1.size() >= str2.size() ? str1.size() : str2.size();
15. **int** carry = 0;
16. string res;
17. **for** (**int** i = 0; i < m; i++)
18. {
19. **if** (i < str1.size()) carry += (str1[i] - '0');
20. **if** (i < str2.size()) carry += (str2[i] - '0');
21. res.push\_back(carry % 10 + '0');
22. carry /= 10;
23. }
24. **if** (carry) res.push\_back(carry + '0');
25. reverse(res.begin(), res.end());
26. **return** res;
27. }
28. };
30. **int** main()
31. {
32. Solution a;
33. cout << a.addStrings("99", "99") << endl;
34. system("pause");
35. **return** 1;
36. }

**434. Number of segments in a string (E) [string]**

**Problem:** Count the number of segments in a string, where a segment is defined to be a contiguous sequence of non-space characters.

Please note that the string does not contain any non-printable characters.

**Example:** Input: "Hello, my name is John"

Output: 5

**Analysis:** consider several situations:

* white space ‘\n’ ‘\t’ ‘ ’
* null string
* white space at the end

**Solution:**

1. #include <string>
2. #include <iostream>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** countSegments(string str)
10. {
11. **int** count = 0;
12. **if** (str.empty()) **return** 0;
14. **for** (**int** i = 1; i < str.size(); i++)
15. {
16. **if** (((str[i] == ' ') || (str[i] == '\t')) &&
17. (str[i - 1] != ' ') && str[i - 1] != '\t') count++;
18. }
19. **if** ((str[str.size() - 1] == ' ')||(str[str.size() - 1] == '\t')) **return** count;
20. **else** **return** count - 1;
21. }
22. };
24. **int** main()
25. {
26. Solution a;
27. cout << a.countSegments("Hello, my name is John ") << endl;
28. system("pause");
29. **return** 1;
30. }

**443. String compression (E) [string, double pointers]**

**Problem:** Given an array of characters, compress it in-place.

The length after compression must always be smaller than or equal to the original array.

Every element of the array should be a character (not int) of length 1.

After you are done modifying the input array in-place, return the new length of the array.

**Example:** Input: ["a","a","b","b","c","c","c"]

Output: Return 6, and the first 6 characters of the input array should be: ["a","2","b","2","c","3"]

Explanation: "aa" is replaced by "a2". "bb" is replaced by "b2". "ccc" is replaced by "c3".

**Note:**

* All characters have an ASCII value in [35, 126].
* 1 <= len(chars) <= 1000.

**Follow up:**

Could you solve it using only O(1) extra space?

**Analysis:**

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <string>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **int** strCompress(vector<**char**>& input)
11. {
12. **int** cur = 0;
13. **for** (**int** i = 0, j = 0; i < input.size(); i = j)
14. {
15. **while** ((j < input.size()) && (input[j] == input[i])) j++;
16. input[cur++] = input[i];
17. **if** (j - i == 1) **continue**;
18. **else**
19. {
20. **for** (**char** c : to\_string(j - i)) input[cur++] = c;
21. }
22. }
23. **return** cur;
24. }
25. };
27. **int** main()
28. {
29. Solution a;
30. vector<**char**> input{ 'a','b','b','b','b','b','b','b','b','b','b','a','a' };
31. cout << a.strCompress(input) << endl;
32. system("pause");
33. **return** 1;
34. }

**Section 04. Linked List**

**002. Add two numbers (M) [linked list]**

**Problem:** You are given two non-empty linked lists representing two non-negative integers. The digits are stored in reverse order and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

You may assume the two numbers do not contain any leading zero, except the number 0 itself.

**Example:** Input: (2 -> 4 -> 3) + (5 -> 6 -> 4)

Output: 7 -> 0 -> 8

Explanation: 342 + 465 = 807.

**Analysis:** learn about linked list, check if a linked list is circular, then perform adding two numbers

**Solution:**

1. // c++ program to check if a linked list is circular
2. #include<iostream>
4. **using** **namespace** std;
6. **struct** Node
7. {
8. **int** data;
9. Node\* next;
10. };
12. Node\* newNode(**int** data)
13. {
14. Node\* temp = **new** Node;
15. temp->data = data;
16. temp->next = NULL;
17. **return** temp;
18. }
20. **class** Solution
21. {
22. **public**:
23. Node\* addTwoNumbers(Node\* node1, Node\* node2)
24. {
25. **int** carry = 0;
26. Node\* head = newNode(0);
27. Node\* res = head;
28. **while** ((node1 != NULL) || (node2 != NULL))
29. {
30. **if** (node1 != NULL)
31. {
32. carry += node1->data;
33. node1 = node1->next;
34. }
35. **if** (node2 != NULL)
36. {
37. carry += node2->data;
38. node2 = node2->next;
39. }
40. res->next = newNode(carry % 10);
41. res = res->next;
42. carry /= 10;
43. }
44. **if** (carry) res->next = newNode(carry);
45. **return** head->next;
46. }
48. **bool** isCircular(Node\* head)
49. {
50. **if** (head == NULL) **return** **true**;
52. Node\* node = head->next;
53. **while** ((node != NULL) && (node != head))
54. {
55. node = node->next;
56. }
57. **return** (node == head);
58. }
59. };
61. **int** main()
62. {
63. Node\* head = newNode(1);
64. head->next = newNode(2);
65. head->next = newNode(3);
66. //head->next = head;
67. cout << "This linked list ";
68. Solution a;
69. a.isCircular(head) ? cout << " is circular!" : cout << "is not curcular!" << endl;
71. Node \*node1 = newNode(2);
72. node1->next = newNode(4);
73. node1->next->next = newNode(3);
75. Node \*node2 = newNode(5);
76. node2->next = newNode(6);
77. node2->next->next = newNode(9);
79. Node \*res = a.addTwoNumbers(node1, node2);
80. **while** (res != NULL)
81. {
82. cout << res->data << " ";
83. res = res->next;
84. }
85. system("pause");
86. **return** 1;
87. }

**021. Merge two sorted lists (E) [linked list]**

**Problem:** Merge two sorted linked lists and return it as a new list. The new list should be made by splicing together the nodes of the first two lists.

**Example:** Input: 1->2->4, 1->3->4

Output: 1->1->2->3->4->4

**Analysis:** key:

1. temp->next = node1 ? node1 : node2;

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **struct** Node
6. {
7. **int** data;
8. Node\* next;
9. };
11. Node\* newNode(**int** data)
12. {
13. Node\* temp = **new** Node;
14. temp->data = data;
15. temp->next = NULL;
16. **return** temp;
17. }
19. **class** Solution
20. {
21. **public**:
22. Node\* mergeLists(Node\* node1, Node\* node2)
23. {
24. Node\* head = newNode(0);
25. Node\* temp = head;
26. **while** ((node1 != NULL) && (node2 != NULL))
27. {
28. **if** (node1->data <= node2->data)
29. {
30. temp->next = node1;
31. node1 = node1->next;
32. }
33. **else**
34. {
35. temp->next = node2;
36. node2 = node2->next;
37. }
38. temp = temp->next;
39. }
40. temp->next = node1 ? node1 : node2;
41. **return** head->next;
42. }
43. };
45. **int** main()
46. {
47. Node\* node1 = newNode(1);
48. node1->next = newNode(2);
49. node1->next->next = newNode(4);
51. Node\* node2 = newNode(1);
52. node2->next = newNode(3);
53. node2->next->next = newNode(4);
55. Solution a;
56. Node\* res = a.mergeLists(node1, node2);
57. **while** (res != NULL)
58. {
59. cout << res->data << " ";
60. res = res->next;
61. }
62. system("pause");
63. **return** 1;
64. }

**024. Swap nodes in pairs (E) [linked list]**

**Problem:** Given a linked list, swap every two adjacent nodes and return its head. You may not modify the values in the list's nodes, only nodes itself may be changed.

**Example:** Given 1->2->3->4, you should return the list as 2->1->4->3

**Analysis:**

0

dummy (pre)

1

1

3

4

cur

![](data:image/x-emf;base64,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)![](data:image/x-emf;base64,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)

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **struct** Node
6. {
7. **int** data;
8. Node\* next;
9. };
11. Node\* newNode(**int** data)
12. {
13. Node\* temp = **new** Node;
14. temp->data = data;
15. temp->next = NULL;
16. **return** temp;
17. }
19. **class** Solution
20. {
21. **public**:
22. Node\* swapNodes(Node\* node)
23. {
24. Node\* head = newNode(0);
25. head->next = node;
26. Node\* pre = head;
27. Node\* cur = head->next;
29. **while** ((cur != NULL) && (cur->next != NULL))
30. {
31. pre->next = cur->next;
32. cur->next = cur->next->next;
33. pre->next->next = cur;
35. pre = cur;
36. cur = cur->next;
37. }
38. **return** head->next;
39. }
40. };
42. **int** main()
43. {
44. Node\* node = newNode(1);
45. node->next = newNode(2);
46. node->next->next = newNode(3);
47. node->next->next->next = newNode(4);
48. node->next->next->next->next = newNode(5);
50. Solution a;
51. Node\* res = a.swapNodes(node);
52. **while** (res != NULL)
53. {
54. cout << res->data << " ";
55. res = res->next;
56. }
57. system("pause");
58. **return** 1;
59. }

**083. Remove duplicate from sorted list (E) [linked list]**

**Problem:** Given a sorted linked list, delete all duplicates such that each element appear only once.

**Example:** Input: 1->1->2->3->3

Output: 1->2->3

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **struct** Node
6. {
7. **int** data;
8. Node\* next;
9. };
11. Node\* newNode(**int** data)
12. {
13. Node\* temp = **new** Node;
14. temp->data = data;
15. temp->next = NULL;
16. **return** temp;
17. }
19. **class** Solution
20. {
21. **public**:
22. Node\* removeDuplicated(Node\* node)
23. {
24. Node\* head = newNode(0);
25. head->next = node;
26. **while** (node != NULL && node->next != NULL)
27. {
28. //cout << node->next->data;
30. **if** (node->data == node->next->data)
31. {
32. Node\* temp = node->next;
33. node->next = node->next->next;
34. **delete** temp;
35. }
36. **else**
37. {
38. node = node->next;
39. }
40. }
42. **return** head->next;
43. }
44. };
46. **int** main()
47. {
48. Node\* node = newNode(1);
49. node->next = newNode(1);
50. node->next->next = newNode(1);
51. node->next->next->next = newNode(3);
52. node->next->next->next->next = newNode(3);
53. Solution a;
54. Node\* res = a.removeDuplicated(node);
55. **while** (res != NULL)
56. {
57. cout << res->data << " ";
58. res = res->next;
59. }
60. system("pause");
61. **return** 1;
62. }

**Section 05. Stack**

**020. Valid parentheses (E) [stack]**

**Problem:** Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

An input string is valid if:

* Open brackets must be closed by the same type of brackets.
* Open brackets must be closed in the correct order.

**Note**: an empty string is also considered valid.

**Example:** Input: "{[]}"

Output: true

**Solution:**

1. #include <iostream>
2. #include <stack>
3. **using** **namespace** std;
5. **bool** validParentheses(string s)
6. {
7. stack<**char**> parentheses;
8. **for** (**int** i = 0; i < s.size(); i++)
9. {
10. **if** ((s[i]=='(')||(s[i]=='{')||(s[i]=='[')) parentheses.push(s[i]);
11. **else**
12. {
13. **if** (parentheses.empty()) **return** **false**;
14. **if** ((s[i] == ')') && (parentheses.top() != '(')) **return** **false**;
15. **if** ((s[i] == '}') && (parentheses.top() != '{')) **return** **false**;
16. **if** ((s[i] == ']') && (parentheses.top() != '[')) **return** **false**;
17. parentheses.pop();
18. }
19. }
20. **return** parentheses.empty();
21. }
23. **int** main()
24. {
25. string s = "([})";
26. cout << validParentheses(s) << endl;
27. system("pause");
28. **return** 1;
29. }

**032. Longest valid parentheses (H) [stack]**

**Problem:** Given a string containing just the characters '(' and ')', find the length of the longest valid (well-formed) parentheses substring**.**

**Example:** Input: ")()())"

Output: 4

**Solution:**

1. #include <iostream>
2. #include <stack>
3. #include <algorithm>
4. **using** **namespace** std;
6. **int** longestValidParentheses(string s)
7. {
8. **int** start = 0, res = 0;
9. stack<**int**> st;
10. **for** (**int** i = 0; i < s.size(); i++)
11. {
12. **if** (s[i] == '(') st.push(i);
13. **else** **if** (s[i] == ')')
14. {
15. **if** (st.empty()) start = i + 1;
16. **else**
17. {
18. st.pop();
19. res = st.empty() ? max(res, i - start + 1) : max(res, i - st.top());
20. }
21. }
22. }
23. **return** res;
24. }
26. **int** main()
27. {
28. string s = ")(()))";    // ")()())"
29. cout << longestValidParentheses(s) << endl;
30. system("pause");
31. **return** 1;
32. }

**101. Symmetric tree (E) [tree, stack]**

**Problem:** Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

**Example:** this binary tree [1,2,2,3,4,4,3] is symmetric

1

/ \

2 2

/ \ / \

3 4 4 3

**Note:** Bonus points if you could solve it both recursively and iteratively.

**Solution:**

1. #include <iostream>
2. #include <stack>
3. **using** **namespace** std;
5. **struct** treeNode
6. {
7. **int** val;
8. treeNode\* left;
9. treeNode\* right;
10. treeNode(**int** val) : val(val), left(NULL), right(NULL) {}
11. };
13. // iterative
14. **class** Solution1
15. {
16. **public**:
17. **bool** isSymmetric(treeNode\* root)
18. {
19. **if** (!root) **return** **true**;
21. stack<treeNode\*> s;
22. s.push(root->left);
23. s.push(root->right);
24. **while** (!s.empty())
25. {
26. auto right = s.top();
27. s.pop();
28. auto left = s.top();
29. s.pop();
30. **if** ((!right) && (!left)) **continue**;
31. **if** ((!right) || (!left) || (left->val != right->val)) **return** **false**;
32. s.push(left->left);
33. s.push(right->right);
34. s.push(left->right);
35. s.push(right->left);
36. }
37. **return** **true**;
38. }
39. };
41. // recursive
42. **class** Solution2
43. {
44. **public**:
45. **bool** isSymmetric(treeNode\* root)
46. {
47. **if** (!root) **return** **true**;
48. **return** isSymmetric(root->left, root->right);
49. }
50. **private**:
51. **bool** isSymmetric(treeNode\* left, treeNode\* right)
52. {
53. **if** ((!left) && (!right)) **return** **true**;
54. **if** ((!left) || (!right) || (left->val != right->val)) **return** **false**;
55. **return** isSymmetric(left->left, right->right) && isSymmetric(left->right, right->left);
56. }
57. };
59. **int** main()
60. {
61. Solution2 a;
62. treeNode\* node = **new** treeNode(1);
63. node->left = **new** treeNode(2);
64. node->right = **new** treeNode(2);
65. node->left->left = **new** treeNode(3);
66. node->left->right = **new** treeNode(4);
67. node->right->left = **new** treeNode(4);
68. node->right->right = **new** treeNode(3);
69. cout << a.isSymmetric(node) << endl;
70. **delete** node;
71. system("pause");
72. **return** 1;
73. }

**150. Evaluate reverse polish notation (M) [stack]**

**Problem:** Evaluate the value of an arithmetic expression in Reverse Polish Notation. Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

**Example:** Input: ["4", "13", "5", "/", "+"]

Output: 6

**Note:**

* Division between two integers should truncate toward zero.
* The given RPN expression is always valid. That means the expression would always evaluate to a result and there won't be any divide by zero operation.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <string>
4. #include <stack>
5. **using** **namespace** std;
7. **int** evaluateRPN(vector<string>& s)
8. {
9. **if** (s.size() == 1) **return** stoi(s[0]);
10. stack<**int**> st;
11. **for** (**int** i = 0; i < s.size(); i++)
12. {
13. **if** ((s[i] != "+") && (s[i] != "-") && (s[i] != "\*") && (s[i] != "/"))
14. {
15. st.push(stoi(s[i]));
16. }
17. **else**
18. {
19. **int** num1 = st.top();
20. st.pop();
21. **int** num2 = st.top();
22. st.pop();
23. **if** (s[i] == "+") st.push(num1 + num2);
24. **if** (s[i] == "-") st.push(num2 - num1);
25. **if** (s[i] == "\*") st.push(num2 \* num1);
26. **if** (s[i] == "/") st.push(num2 / num1);
27. }
28. }
29. **return** st.top();
30. }
32. **int** main()
33. {
34. vector<string> s = { "10", "6", "9", "3", "+", "-11", "\*", "/", "\*", "17", "+", "5", "+" };
35. cout << evaluateRPN(s) << endl;
36. system("pause");
37. **return** 1;
38. }

**155. Min stack (E) [stack]**

**Problem:** Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* getMin() -- Retrieve the minimum element in the stack.

**Example**: MinStack minStack = new MinStack();

minStack.push(-2);

minStack.push(0);

minStack.push(-3);

minStack.getMin(); --> Returns -3.

minStack.pop();

minStack.top(); --> Returns 0.

minStack.getMin(); --> Returns -2.

**Solution:**

1. #include <iostream>
2. #include <stack>
3. **using** **namespace** std;
5. **class** MinStack
6. {
7. **public**:
8. **void** push(**int** val)
9. {
10. **if** (st.empty()) min.push(val);
11. **else**
12. {
13. **if** (val <= min.top()) min.push(val);
14. }
15. st.push(val);
16. }
18. **void** pop()
19. {
20. **if** (st.empty()) **return**;
21. **if** (st.top() == min.top()) min.pop();
22. st.pop();
23. }
25. **int** getMin()
26. {
27. **return** min.top();
28. }
30. **int** top()
31. {
32. **return** st.top();
33. }
35. **private**:
36. stack<**int**> min;
37. stack<**int**> st;
38. };
40. **int** main()
41. {
42. MinStack a;
43. a.push(-2);
44. a.push(0);
45. a.push(-3);
46. cout << a.getMin() << endl; // return -3
47. a.pop();
48. cout << a.top() << endl;    // return 0
49. cout << a.getMin() << endl; // return -2
50. system("pause");
51. **return** 1;
52. }

**224. Basic calculator (H) [stack]**

**Problem:** Implement a basic calculator to evaluate a simple expression string.

The expression string may contain open ( and closing parentheses ), the plus + or minus sign -, non-negative integers and empty spaces.

**Example:** Input: "(1+(4+5+2)-3)+(6+8)"

Output: 23

**Note:**

* You may assume that the given expression is always valid.
* Do not use the eval built-in library function.

**Solution:**

1. #include <iostream>
2. #include <stack>
3. **using** **namespace** std;
5. **int** calculator(string s)
6. {
7. stack<**int**> st;
8. **int** res = 0, sign = 1;
9. **for** (**int** i = 0; i < s.size(); i++)
10. {
11. **if** ((s[i] >= '0') && (s[i] <= '9'))
12. {
13. **int** num = 0;
14. **while** ((s[i] >= '0') && (s[i] <= '9') && (i < s.size()))
15. {
16. num = num \* 10 + (s[i] - '0');
17. i++;
18. }
19. res += num \* sign;
20. i--;
21. }
22. **else** **if** (s[i] == '+')
23. {
24. sign = 1;
25. }
26. **else** **if** (s[i] == '-')
27. {
28. sign = -1;
29. }
30. **else** **if** (s[i] == '(')
31. {
32. st.push(res);
33. st.push(sign);
34. res = 0;
35. sign = 1;
36. }
37. **else** **if** (s[i] == ')')
38. {
39. res \*= st.top();
40. st.pop();
41. res += st.top();
42. st.pop();
43. }
44. }
45. **return** res;
46. }
48. **int** main()
49. {
50. cout << calculator("   (1+(4+5+2)-3)+(6+8)");
51. system("pause");
52. **return** 1;
53. }

**227. Basic calculator II (M) [stack]**

**Problem:** Implement a basic calculator to evaluate a simple expression string.

The expression string contains only non-negative integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.

**Example:** Input: " 3+5 / 2 "

Output: 5

**Note:**

* You may assume that the given expression is always valid.
* Do not use the eval built-in library function.

**Solution:**

1. #include <iostream>
2. #include <stack>
3. **using** **namespace** std;
5. **int** calculator(string s)
6. {
7. stack<**int**> st;
8. **long** res = 0, num = 0;
9. **char** op = '+';
10. **for** (**int** i = 0; i < s.size(); i++)
11. {
12. **if** ((s[i] >= '0') && (s[i] <= '9'))
13. {
14. **while** ((s[i] >= '0') && (s[i] <= '9') && (i < s.size()))
15. {
16. num = num \* 10 + (s[i] - '0');
17. i++;
18. }
19. i--;
20. }
21. **if** ((s[i] == '+') || (s[i] == '-') || (s[i] == '\*') || (s[i] == '/') || (i == s.size() - 1))
22. {
23. **if** (op == '+')
24. {
25. st.push(num);
26. num = 0;
27. op = s[i];
28. }
29. **else** **if** (op == '-')
30. {
31. st.push((-1 \* num));
32. num = 0;
33. op = s[i];
34. }
35. **else** **if** (op == '\*')
36. {
37. num = st.top()\*num;
38. st.pop();
39. st.push(num);
40. num = 0;
41. op = s[i];
42. }
43. **else** **if** (op == '/')
44. {
45. num = st.top() / num;
46. st.pop();
47. st.push(num);
48. num = 0;
49. op = s[i];
50. }
51. }
52. }
53. **while** (!st.empty())
54. {
55. res += st.top();
56. st.pop();
57. }
58. **return** res;
59. }
61. **int** main()
62. {
63. cout << calculator(" 3 + 5 / 2 ") << endl;
64. system("pause");
65. **return** 1;
66. }

**232. Implement queue using stack (E) [stack]**

**Problem:** Implement the following operations of a queue using stacks.

* push(x) -- Push element x to the back of queue.
* pop() -- Removes the element from in front of queue.
* peek() -- Get the front element.
* empty() -- Return whether the queue is empty.

**Example:**

MyQueue queue = new MyQueue();

queue.push(1);

queue.push(2);

queue.peek(); // returns 1

queue.pop(); // returns 1

queue.empty(); // returns false

**Notes:**

* You must use only standard operations of a stack -- which means only push to top, peek/pop from top, size, and is empty operations are valid.
* Depending on your language, stack may not be supported natively. You may simulate a stack by using a list or deque (double-ended queue), as long as you use only standard operations of a stack.
* You may assume that all operations are valid (for example, no pop or peek operations will be called on an empty queue).

**Solution:**

1. #include <iostream>
2. #include <stack>
3. #include <queue>
4. **using** **namespace** std;
6. **class** QueueUsingStack
7. {
8. **public**:
9. QueueUsingStack() {}
11. **void** push(**int** x)
12. {
13. stack<**int**> t;
14. **while** (!s.empty())
15. {
16. t.push(s.top());
17. s.pop();
18. }
19. s.push(x);
20. **while** (!t.empty())
21. {
22. s.push(t.top());
23. t.pop();
24. }
25. }
27. **void** pop()
28. {
29. s.pop();
30. }
32. **int** peek()
33. {
34. **return** s.top();
35. }
37. **bool** empty()
38. {
39. **return** s.empty();
40. }
42. **private**:
43. stack<**int**> s;
44. };
46. **int** main()
47. {
48. QueueUsingStack q;
49. q.push(1);
50. q.push(2);
51. cout << q.peek() << endl;   // return 1
52. q.pop();
53. cout << q.empty() << endl;  // return false
54. system("pause");
55. **return** 1;
56. }

**716. Max stack (E) [stack]**

**Problem:** Design a max stack that supports push, pop, top, peekMax and popMax.

* push(x) -- Push element x onto stack.
* pop() -- Remove the element on top of the stack and return it.
* top() -- Get the element on the top.
* peekMax() -- Retrieve the maximum element in the stack.
* popMax() -- Retrieve the maximum element in the stack, and remove it. If you find more than one maximum elements, only remove the top-most one.

**Example:**

MaxStack stack = new MaxStack();

stack.push(5);

stack.push(1);

stack.push(5);

stack.top(); -> 5

stack.popMax(); -> 5

stack.top(); -> 1

stack.peekMax(); -> 5

stack.pop(); -> 1

stack.top(); -> 5

**Note:**

* -1e7 <= x <= 1e7
* Number of operations won't exceed 10000.
* The last four operations won't be called when stack is empty.

**Solution:**

1. #include <iostream>
2. #include <stack>
3. **using** **namespace** std;
5. **class** MaxStack
6. {
7. **public**:
8. MaxStack() {}
10. **void** push(**int** x)
11. {
12. **if** (st.empty())
13. {
14. maxSt.push(x);
15. }
16. **if** (maxSt.top() <= x)
17. {
18. maxSt.push(x);
19. }
20. st.push(x);
21. }
23. **int** pop()
24. {
25. **if** (maxSt.top() == st.top())
26. {
27. maxSt.pop();
28. }
29. **int** tmp = st.top();
30. st.pop();
31. **return** tmp;
32. }
34. **int** top()
35. {
36. **return** st.top();
37. }
39. **int** peekMax()
40. {
41. **return** maxSt.top();
42. }
44. **int** popMax()
45. {
46. **int** tmp = maxSt.top();
47. stack<**int**> t;
48. **while** (st.top() != maxSt.top())
49. {
50. t.push(st.top());
51. st.pop();
52. }
53. st.pop();
54. maxSt.pop();
55. **while** (!t.empty())
56. {
57. st.push(t.top());
58. t.pop();
59. }
60. **return** tmp;
61. }
63. **private**:
64. stack<**int**> st;
65. stack<**int**> maxSt;
66. };
68. **int** main()
69. {
70. MaxStack stack;
71. stack.push(5);
72. stack.push(1);
73. stack.push(5);
74. cout << stack.top() << endl;    // return 5
75. cout << stack.popMax() << endl; // return 5
76. cout << stack.top() << endl;    // return 1
77. cout << stack.peekMax() << endl;// return 5
78. stack.pop();
79. cout << stack.top() << endl;            // return 5
80. system("pause");
81. **return** 1;
82. }

**739. Daily temperatures (M) [stack]**

**Problem:** Given a list of daily temperatures T, return a list such that, for each day in the input, tells you how many days you would have to wait until a warmer temperature. If there is no future day for which this is possible, put 0 instead.

**Example:** For example, given the list of temperatures T = [73, 74, 75, 71, 69, 72, 76, 73], your output should be [1, 1, 4, 2, 1, 1, 0, 0].

**Note:** The length of temperatures will be in the range [1, 30000]. Each temperature will be an integer in the range [30, 100].

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <stack>
4. **using** **namespace** std;
6. vector<**int**> dailyTemperatures(vector<**int**>& t)
7. {
8. vector<**int**> res(t.size(), 0);
9. **for** (**int** i = 0; i < t.size(); i++)
10. {
11. **for** (**int** j = i+1; j < t.size(); j++)
12. {
13. **if** (t[j] > t[i])
14. {
15. res[i] = j - i;
16. **break**;
17. }
18. }
19. }
20. **return** res;
21. }
23. vector<**int**> dailyTemperatures1(vector<**int**>& t)
24. {
25. vector<**int**> res(t.size(), 0);
26. stack<**int**> st;
27. **for** (**int** i = 0; i < t.size(); i++)
28. {
29. **while** ((!st.empty()) && (t[i] > t[st.top()]))
30. {
31. auto tmp = st.top();
32. st.pop();
33. res[tmp] = i - tmp;
34. }
35. st.push(i);
36. }
37. **return** res;
38. }
40. **int** main()
41. {
42. vector<**int**> t{ 73,74,75,71,69,72,76,73 };
43. vector<**int**> res = dailyTemperatures1(t);
44. **for** (**int** i = 0; i < res.size(); i++)
45. {
46. cout << res[i] << " ";
47. }
48. system("pause");
49. **return** 1;
50. }

**770. Basic calculator IV (E) [stack]**

Problem:

Example:

Solution:

**772. Basic calculator III (H) [recursion, string]**

**Problem:** Implement a basic calculator to evaluate a simple expression string.

The expression string contains only non-negative integers, +, -, \*, / operators , open ( and closing parentheses ) and empty spaces . The integer division should truncate toward zero.

You may assume that the given expression is always valid. All intermediate results will be in the range of [-2147483648, 2147483647].

**Example:** "(2+6\* 3+5- (3\*14/7+2)\*5)+3"=-12

**Note:** Do not use the eval built-in library function.

**Solution:**

1. #include <iostream>
2. #include <string>
3. **using** **namespace** std;
5. **int** calculator(string s)
6. {
7. **int** res = 0, cur = 0, num = 0;
8. **char** op = '+';
9. **for** (**int** i = 0; i < s.size(); i++)
10. {
11. **if** ((s[i] >= '0') && (s[i] <= '9'))
12. {
13. num = num \* 10 + (s[i] - '0');
14. }
16. **if** (s[i] == '(')
17. {
18. **int** j = i, cnt = 0;
19. **for** (; i < s.size(); i++)
20. {
21. **if** (s[i] == '(') cnt++;
22. **if** (s[i] == ')') cnt--;
23. **if** (cnt == 0) **break**;
24. }
25. num = calculator(s.substr(j + 1, i - j - 1));
26. }
28. **if** ((s[i] == '+') || (s[i] == '-') || (s[i] == '\*') || (s[i] == '/') || (i == s.size() - 1))
29. {
30. **switch** (op)
31. {
32. **case** '+': cur += num; **break**;
33. **case** '-': cur -= num; **break**;
34. **case** '\*': cur \*= num; **break**;
35. **case** '/': cur /= num; **break**;
36. }
37. **if** ((s[i] == '+') || (s[i] == '-') || (i == s.size() - 1))
38. {
39. res += cur;
40. cur = 0;
41. }
42. op = s[i];
43. num = 0;
44. }
45. }
46. **return** res;
47. }
49. **int** main()
50. {
51. cout << calculator("(2+6\* 3+5- (3\*14/7+2)\*5)+3");
52. system("pause");
53. **return** 1;
54. }

**Section 06. Queue**

**225. Implement stack using queue (H) [queue]**

**Problem:** Implement the following operations of a stack using queues.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* empty() -- Return whether the stack is empty.

**Example:**

MyStack stack = new MyStack();

stack.push(1);

stack.push(2);

stack.top(); // returns 2

stack.pop(); // returns 2

stack.empty(); // returns false

**Note:**

* You must use only standard operations of a queue -- which means only push to back, peek/pop from front, size, and is empty operations are valid.
* Depending on your language, queue may not be supported natively. You may simulate a queue by using a list or deque (double-ended queue), as long as you use only standard operations of a queue.
* You may assume that all operations are valid (for example, no pop or top operations will be called on an empty stack).

**Solution:**

1. #include <iostream>
2. #include <queue>
3. **using** **namespace** std;
5. **class** MyStack
6. {
7. **public**:
8. **void** push(**int** x)
9. {
10. queue<**int**> tmp;
11. **while** (!q.empty())
12. {
13. tmp.push(q.front());
14. q.pop();
15. }
16. q.push(x);
17. **while** (!tmp.empty())
18. {
19. q.push(tmp.front());
20. tmp.pop();
21. }
22. }
24. **void** pop()
25. {
26. q.pop();
27. }
29. **int** top()
30. {
31. **return** q.front();
32. }
34. **bool** empty()
35. {
36. **return** q.empty();
37. }

40. **private**:
41. queue<**int**> q;
42. };
44. **int** main()
45. {
46. MyStack s;
47. s.push(1);
48. s.push(2);
49. cout << s.top() << endl;    // return 2
50. s.pop();
51. cout << s.empty() << endl;  // return 0
52. system("pause");
53. **return** 1;
54. }

**239. Sliding window maximum (H) [queue]**

**Problem:** Given an array nums, there is a sliding window of size k which is moving from the very left of the array to the very right. You can only see the k numbers in the window. Each time the sliding window moves right by one position. Return the max sliding window.

**Example:**

Input: nums = [1,3,-1,-3,5,3,6,7], and k = 3

Output: [3,3,5,5,6,7]

**Solution:**

1. #include <vector>
2. #include <deque>
3. #include <iostream>
4. #include <algorithm>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. vector<**double**> slidingMax(vector<**double**>& num, **int** k)
11. {
12. vector<**double**> res;
13. deque <**double**> q;
15. **for** (**int** i = 0; i < num.size(); i++)
16. {
17. **if** (!q.empty() && (q.front() == i - k)) q.pop\_front();
18. **while** (!q.empty() && (num[q.back()] < num[i])) q.pop\_back();
19. q.push\_back(i);
21. **if** (i >= k - 1) res.push\_back(num[q.front()]);
22. }
23. **return** res;
24. }
25. };
27. **int** main()
28. {
29. vector<**double**> num{ 1, 3, -1, -3, 5, 3, 6, 7 };
30. Solution a;
31. vector<**double**> res = a.slidingMax(num, 3);
32. **for** (**int** i = 0; i < res.size(); i++)
33. {
34. cout << res[i] << " ";
35. }
36. system("pause");
37. **return** 0;
38. }

**281. Zigzag iterator (M) [queue]**

**Problem:** Given two 1d vectors, implement an iterator to return their elements alternately.

**Example:**

v1 = [1, 2]

v2 = [3, 4, 5, 6]

By calling next repeatedly until has Next returns false, the order of elements returned by next should be: [1, 3, 2, 4, 5, 6].

**Follow up:** What if you are given k 1d vectors? How well can your code be extended to such cases?

**Solution:**

1. #include <queue>
2. #include <iostream>
3. **using** **namespace** std;
5. **class** ZigzagIterator
6. {
7. **public**:
8. ZigzagIterator(vector<**int**>& v1, vector<**int**>& v2)
9. {
10. **if** (!v1.empty())
11. {
12. q.push(make\_pair(v1.begin(), v1.end()));
13. }
14. **if** (!v2.empty())
15. {
16. q.push(make\_pair(v2.begin(), v2.end()));
17. }
18. }
20. **int** next()
21. {
22. auto it = q.front().first, end = q.front().second;
23. q.pop();
24. **if** (it + 1 != end)
25. {
26. q.push(make\_pair(it + 1, end));
27. }
28. **return** \*it;
29. }
31. **bool** hasNext()
32. {
33. **return** !q.empty();
34. }
36. **private**:
37. queue<pair<vector<**int**>::iterator, vector<**int**>::iterator>> q;
38. };
40. **int** main()
41. {
42. vector<**int**> v1{ 1, 2 }, v2{ 3, 4, 5, 6 };
43. ZigzagIterator a(v1, v2);
44. **while** (a.hasNext())
45. {
46. cout << a.next() << " ";
47. }
48. system("pause");
49. **return** 1;
50. }

**346. Moving average from data stream (E) [queue]**

**Problem:** Given a stream of integers and a window size, calculate the moving average of all integers in the sliding window.

**Example:**

MovingAverage m = new MovingAverage(3);

m.next(1) = 1 // return 1.00000

m.next(10) = (1 + 10) / 2 // return 5.50000

m.next(3) = (1 + 10 + 3) / 3 // return 4.66667

m.next(5) = (10 + 3 + 5) / 3 // return 6.00000

**Solution:**

1. #include <queue>
2. #include <iostream>
3. **using** **namespace** std;
5. **class** Movingaverage
6. {
7. **public**:
8. Movingaverage(**int** size)
9. {
10. window = size;
11. sum = 0;
12. }
14. **double** get(**double** val)
15. {
16. sum += val;
17. stream.push(val);
18. **if** (stream.size() > window)
19. {
20. sum -= stream.front();
21. stream.pop();
22. }
23. **return** sum / window;
24. }
25. **private**:
26. **double** sum;
27. **int** window;
28. queue<**double**> stream;
29. };
31. **int** main()
32. {
33. Movingaverage a(3);
34. cout << a.get(1) << endl;
35. cout << a.get(2) << endl;
36. cout << a.get(3) << endl;
37. cout << a.get(4) << endl;
38. system("pause");
39. **return** 1;
40. }

**Section 09. Hash table**

**001. Two sum (E) [hash table, array]**

**Problem:** Given an array of integers, return indices of the two numbers such that they add up to a specific target.

You may assume that each input would have exactly one solution, and you may not use the same **element** twice.

**Example:** nums = [2, 7, 11, 15], target = 9,

return [0, 1].

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <unordered\_map>
4. **using** **namespace** std;
6. vector<**int**> twoSum(vector<**int**>& nums, **int** target)
7. {
8. vector<**int**> res;
9. unordered\_map<**int**, **int**> m;
10. **for** (**int** i = 0; i < nums.size(); i++)
11. {
12. m[nums[i]] = i;
13. }
14. **for** (**int** i = 0; i < nums.size(); i++)
15. {
16. **if** ((m.count(target - nums[i])) && (m[target - nums[i]] != i))
17. {
18. res.push\_back(i);
19. res.push\_back(m[target - nums[i]]);
20. **break**;
21. }
22. }
23. **return** res;
24. }
26. **int** main()
27. {
28. vector<**int**> nums{ 2, 7, 11, 15 };
29. **int** target = 9;
30. vector<**int**> res = twoSum(nums, target);
31. **for** (**int** i = 0; i < res.size(); i++)
32. {
33. cout << res[i] << " ";
34. }
35. system("pause");
36. **return** 1;
37. }

**003. Longest substring without repeating characters (M) [hash table, string]**

**Problem:** Given a string, find the length of the longest substring without repeating characters.

**Example:** Input: "pwwkew"

Output: 3

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <unordered\_map>
4. #include <algorithm>
5. **using** **namespace** std;
7. **int** longestSubstring(string s)
8. {
9. unordered\_map<**char**, **int**> m;
10. **int** len = 0, left = -1;
11. **for** (**int** i = 0; i < s.size(); i++)
12. {
13. **if** ((m.count(s[i])) && (m[s[i]] > left))
14. {
15. left = m[s[i]];
16. }
17. m[s[i]] = i;
18. len = max(len, i - left);
19. }
20. **return** len;
21. }
23. **int** main()
24. {
25. cout << longestSubstring("pwwkew") << endl; // "bbbbbb"
26. system("pause");
27. **return** 1;
28. }

**049. Group anagrams (M) [hash table, string]**

**Problem:** Given an array of strings, group anagrams together.

**Example:** Input: ["eat", "tea", "tan", "ate", "nat", "bat"],

Output: [ ["ate","eat","tea"],

["nat","tan"],

["bat"] ]

**Note:**

* All inputs will be in lowercase.
* The order of your output does not matter.

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <unordered\_map>
4. #include <vector>
5. #include <algorithm>
6. **using** **namespace** std;
8. vector<vector<string>> groupAnagrams(vector<string>& s)
9. {
10. vector<vector<string>> res;
11. unordered\_map<string, vector<string>> m;
12. **for** (auto str:s)
13. {
14. string tmp = str;
15. sort(tmp.begin(), tmp.end());
16. m[tmp].push\_back(str);
17. }
18. **for** (auto a : m)
19. {
20. res.push\_back(a.second);
21. }
22. **return** res;
23. }
25. **int** main()
26. {
27. vector<string> str{ "eat", "tea", "tan", "ate", "nat", "bat" };
28. vector<vector<string>> res = groupAnagrams(str);
29. **for** (**int** i = 0; i < res.size(); i++)
30. {
31. **for** (**int** j = 0; j < res[i].size(); j++)
32. {
33. cout << res[i][j] << " ";
34. }
35. cout << endl;
36. }
37. system("pause");
38. **return** 1;
39. }

**159. Longest substring with at most two distinct characters (H) [hash table, string]**

**Problem:** Given a string S, find the length of the longest substring T that contains at most two distinct characters.

**Example:** Given S = “eceba”,

T is “ece” which its length is 3.

**Solution:**

1. #include <iostream>
2. #include <unordered\_map>
3. #include <string>
4. #include <algorithm>
5. **using** **namespace** std;
7. **int** longestSubstring(string s)
8. {
9. **int** len = 0, left = 0;
10. unordered\_map<**char**, **int**> m;
11. **for** (**int** i = 0; i < s.size(); i++)
12. {
13. m[s[i]]++;
14. **while** (m.size() > 2)
15. {
16. m[s[left]]--;
17. **if** (m[s[left]] == 0) m.erase(s[left]);
18. left++;
19. }
20. len = max(len, i - left + 1);
21. }
22. **return** len;
23. }
25. **int** main()
26. {
27. cout << longestSubstring("eceba") << endl;
28. system("pause");
29. **return** 1;
30. }

**170. Two sum III (E) [hash table]**

**Problem:** Design and implement a TwoSum class. It should support the following operations:add and find.

add - Add the number to an internal data structure.

find - Find if there exists any pair of numbers which sum is equal to the value.

**Example:**

add(1); add(3); add(5);

find(4) -> true

find(7) -> false

**Solution:**

1. #include <iostream>
2. #include <unordered\_map>
3. **using** **namespace** std;
5. **class** TwoSum
6. {
7. **public**:
8. TwoSum() {}
10. **void** add(**int** val)
11. {
12. ++m[val];
13. }
15. **bool** find(**int** val)
16. {
17. **for** (auto x : m)
18. {
19. **int** target = val - x.first;
20. **if** (((target!=x.first)&&(m.count(target)))||((target==x.first)&&(x.second>1)))
21. {
22. **return** **true**;
23. }
24. }
25. **return** **false**;
26. }
27. **private**:
28. unordered\_map<**int**, **int**> m;
29. };
31. **int** main()
32. {
33. TwoSum a;
34. a.add(1);
35. a.add(1);
36. a.add(1);
37. cout << a.find(1) << endl;
38. cout << a.find(2) << endl;
39. cout << a.find(3) << endl;
40. system("pause");
41. **return** 1;
42. }

**202. Happy number (E) [hash table, math]**

**Problem:** Write an algorithm to determine if a number is "happy".

A happy number is a number defined by the following process: Starting with any positive integer, replace the number by the sum of the squares of its digits, and repeat the process until the number equals 1 (where it will stay), or it loops endlessly in a cycle which does not include 1. Those numbers for which this process ends in 1 are happy numbers.

**Example:** Input: 19

Output: true

**Solution:**

1. #include <unordered\_set>
2. #include <iostream>
3. **using** **namespace** std;
5. **bool** isHappyNumber(**int** n)
6. {
7. unordered\_set<**int**> s;
8. **while** (n != 1)
9. {
10. **int** sum = 0;
11. **while** (n)
12. {
13. sum += (n % 10)\*(n % 10);
14. n /= 10;
15. }
16. n = sum;
17. **if** (s.count(n)) **break**;
18. s.insert(n);
19. }
20. **return** n == 1;
21. }
23. **int** main()
24. {
25. cout << isHappyNumber(11) << endl;
26. system("pause");
27. **return** 1;
28. }

**205. Isomorphic string (E) [hash table]**

**Problem:** Given two strings s and t, determine if they are isomorphic.

Two strings are isomorphic if the characters in s can be replaced to get t.

All occurrences of a character must be replaced with another character while preserving the order of characters. No two characters may map to the same character but a character may map to itself.

**Example:** Input: s = "paper", t = "title"

Output: true

**Note:** You may assume both s and t have the same length.

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <unordered\_map>
4. **using** **namespace** std;

7. **bool** isIsomorphic(string s, string t) {
8. unordered\_map<**char**, **char**> st;
9. unordered\_map<**char**, **char**> ts;
10. **for** (**int** i = 0; i < s.size(); i++)
11. {
12. **if** ((st.count(s[i])) && (t[i] != st[s[i]])) **return** **false**;
13. **if** ((ts.count(t[i])) && (s[i] != ts[t[i]])) **return** **false**;
14. st[s[i]] = t[i];
15. ts[t[i]] = s[i];
16. }
17. **return** **true**;
18. }


22. **int** main()
23. {
24. cout << isIsomorphic("egg", "add");
25. system("pause");
26. **return** 1;
27. }

**217. Contains duplicate (E) [hash table, array]**

**Problem:** Given an array of integers, find if the array contains any duplicates.

Your function should return true if any value appears at least twice in the array, and it should return false if every element is distinct.

**Example:** Input: [1,2,3,1]

Output: true

**Solution:**

1. #include <iostream>
2. #include <unordered\_set>
3. #include <vector>
4. **using** **namespace** std;
6. **bool** containsDuplicate(vector<**int**>& nums)
7. {
8. unordered\_set<**int**> s;
9. **for** (**int** i = 0; i < nums.size(); i++)
10. {
11. **if** (s.count(nums[i])) **return** **true**;
12. s.insert(nums[i]);
13. }
14. **return** **false**;
15. }
17. **int** main()
18. {
19. vector<**int**> nums{ 1, 3, 2, 1 };
20. cout << containsDuplicate(nums) << endl;
21. system("pause");
22. **return** 1;
23. }

**219. Contains duplicate (E) [hash table, array]**

**Problem:** Given an array of integers and an integer k, find out whether there are two distinct indices i and j in the array such that nums[i] = nums[j] and the absolute difference between i and j is at most k.

**Example:** Input: nums = [1,2,3,1,2,3], k = 2

Output: false

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <unordered\_map>
4. **using** **namespace** std;
6. **bool** containsNearbyDuplicate(vector<**int**>& nums, **int** k) {
7. unordered\_map<**int**, **int**> m;
8. **for** (**int** i = 0; i < nums.size(); i++)
9. {
10. **if** (m.count(nums[i]))
11. {
12. **if** (i - m[nums[i]] <= k) **return** **true**;
13. }
14. m[nums[i]] = i;
15. }
16. **return** **false**;
17. }
19. **int** main()
20. {
21. vector<**int**> nums{ 1, 2, 3, 1, 2, 3 };
22. **int** k = 2;
23. cout << containsNearbyDuplicate(nums, 2) << endl;
24. system("pause");
25. **return** 1;
26. }

**249. Group shifted strings (H) [hash table, string]**

**Problem:** Given a string, we can "shift" each of its letter to its successive letter, for example: "abc" -> "bcd". We can keep "shifting" which forms the sequence: "abc" -> "bcd" -> ... -> "xyz"

Given a list of strings which contains only lowercase alphabets, group all strings that belong to the same shifting sequence.

**Example:** Input: ["abc", "bcd", "acef", "xyz", "az", "ba", "a", "z"],

Output: [ ["abc","bcd","xyz"],

["az","ba"],

["acef"],

["a","z"] ]

**Note:** For the return value, each inner list's elements must follow the lexicographic order.

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <unordered\_map>
4. #include <set>
5. #include <vector>
6. **using** **namespace** std;
8. vector<vector<string>> groupShifted(vector<string>& strs)
9. {
10. vector<vector<string>> res;
11. unordered\_map<string, multiset<string>> m;
12. **for** (auto str : strs)
13. {
14. string t = "";
15. **for** (auto c : str)
16. {
17. t += to\_string((c - str[0] + 26) % 26) + ","; // key...
18. }
19. m[t].insert(str);
20. }
21. **for** (auto it = m.begin(); it != m.end(); it++)
22. {
23. res.push\_back(vector<string>(it->second.begin(), it->second.end()));
24. }
25. **return** res;
26. }
28. **int** main()
29. {
30. vector<string> strs{ "abc", "bcd", "acef", "xyz", "az", "ba", "a", "z" };
31. vector<vector<string>> res = groupShifted(strs);
32. **for** (**int** i = 0; i < res.size(); i++)
33. {
34. **for** (**int** j = 0; j < res[i].size(); j++)
35. {
36. cout << res[i][j] << " ";
37. }
38. cout << endl;
39. }
40. system("pause");
41. **return** 1;
42. }

**290. Word pattern (E) [hash table]**

**Problem:** Given a pattern and a string str, find if str follows the same pattern.

Here follow means a full match, such that there is a bijection between a letter in pattern and a non-empty word in str.

**Example:** Input: pattern = "abba", str = "dog cat cat dog"

Output: true

**Note:** You may assume pattern contains only lowercase letters, and str contains lowercase letters that may be separated by a single space.

**Solution:**

1. #include <iostream>
2. #include <sstream>
3. #include <string>
4. #include <unordered\_map>
5. **using** **namespace** std;

8. **bool** wordPattern(string pattern, string strs) {
9. unordered\_map<**char**, string> ps;
10. unordered\_map<string, **char**> sp;
12. istringstream in(strs);
13. **int** i = 0;
14. **for** (string str; in >> str; i++)
15. {
16. **if** ((ps.count(pattern[i])) && (ps[pattern[i]] != str)) **return** **false**;
17. **if** ((sp.count(str)) && (sp[str] != pattern[i])) **return** **false**;
18. ps[pattern[i]] = str;
19. sp[str] = pattern[i];
20. }
21. **return** i == pattern.size();
22. }
24. **int** main()
25. {
26. cout << wordPattern("abba", "dog cat cat dog") << endl;
27. system("pause");
28. **return** 1;
29. }

**340. Longest substring with at most K distinct characters (H) [hash table, string]**

**Peoblem:** Given a string, find the length of the longest substring T that contains at most k distinct characters.

**Example:** Given s = “eceba” and k = 2,

T is "ece" which its length is 3

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <unordered\_map>
4. #include <algorithm>
5. **using** **namespace** std;
7. **int** longestSubstring(string s, **int** k)
8. {
9. **int** left = 0, len = 0;
10. unordered\_map<**char**, **int**> m;
11. **for** (**int** i = 0; i < s.size(); i++)
12. {
13. m[s[i]]++;
14. **while** (m.size() > k)
15. {
16. m[s[left]]--;
17. **if** (m[s[left]] == 0) m.erase(s[left]);
18. left++;
19. }
20. len = max(len, i - left + 1);
21. }
22. **return** len;
23. }
25. **int** main()
26. {
27. cout << longestSubstring("eceba", 2) << endl;
28. system("pause");
29. **return** 1;
30. }

**Section 10. Math**

**007. Reverse integer (E) [math]**

**Problem:** Given a 32-bit signed integer, reverse digits of an integer.

**Example:** Input: -123

Output: -321

**Note:** Assume we are dealing with an environment which could only store integers within the 32-bit signed integer range: [−231, 231 − 1]. For the purpose of this problem, assume that your function returns 0 when the reversed integer overflows.

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **int** reverseInteger(**int** x)
9. {
10. **int** res = 0;
11. **while** (x)
12. {
13. **if** (abs(res) > INT\_MAX / 10) **return** 0;
14. res = res \* 10 + x % 10;
15. x /= 10;
16. }
17. **return** res;
18. }
19. };
21. **int** main()
22. {
23. Solution a;
24. cout << a.reverseInteger(123) << endl; // 2^31-1=2147483647
25. system("pause");
26. **return** 1;
27. }

**009. Palindrome number (E) [math]**

**Problem:** Determine whether an integer is a palindrome. An integer is a palindrome when it reads the same backward as forward.

**Example:** Input: 121 Output: true

Input: -121 Output: false

**Follow up:** could you solve it without converting the integer to a string?

**Solution:**

1. #include <iostream>
2. #include <string>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **bool** palindromeNumber(**int** x)
10. {
11. **if** (x < 0) **return** **false**;
13. string num = to\_string(x);
14. **int** i = 0, j = num.size() - 1;
16. **while** (i < j)
17. {
18. **if** (num[i] != num[j]) **return** **false**;
19. i++;
20. j--;
21. }
22. **return** **true**;
23. }
24. };
26. **class** Solution2
27. {
28. **public**:
29. **bool** palindromeNumber(**int** x)
30. {
31. **if** (x < 0) **return** **false**;
33. **int** temp = x, reverse = 0;
34. **while** (temp)
35. {
36. **if** (isOverflow(reverse, temp % 10)) **return** **false**;
37. **else**
38. {
39. reverse = reverse \* 10 + temp % 10;
40. temp /= 10;
41. }
42. }
43. **return** reverse == x;
44. }
46. **private**:
47. **bool** isOverflow(**int** q, **int** r)
48. {
49. **static** **const** **int** q\_max = numeric\_limits<**int**>::max() / 10;
50. **static** **const** **int** r\_max = numeric\_limits<**int**>::max() % 10;
51. **return**(q > q\_max) || ((q == q\_max) && (r > r\_max));
52. }
53. };
55. **int** main()
56. {
57. Solution2 a;
58. cout << a.palindromeNumber(121) << endl; // -121
59. system("pause");
60. **return** 1;
61. }

**012. Integer to roman (M) [math]**

**Problem:** Given an integer, convert it to a roman numeral. Input is guaranteed to be within the range from 1 to 3999.

**Example:** Input: 1994

Output: "MCMXCIV"

Explanation: M = 1000, CM = 900, XC = 90 and IV = 4.

**Analysis:** similar to 013…

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <string>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. string integerToRoman(**int** x)
11. {
12. vector<string> rom = { "M", "CM", "D", "CD", "C",
13. "XC", "L", "XL", "X", "IX", "V", "IV", "I" };
15. vector<**int**> num = { 1000, 900, 500, 400, 100,
16. 90, 50, 40, 10, 9, 5, 4, 1 };
18. string res;
19. **int** i = 0;
20. **while** (x > 0)
21. {
22. **int** times = x / num[i];
23. **while** (times)
24. {
25. x -= num[i];
26. res.append(rom[i]);
27. times--;
28. }
29. i++;
30. }
31. **return** res;
32. }
33. };
35. **int** main()
36. {
37. Solution a;
38. cout << a.integerToRoman(1994) << endl;
39. system("pause");
40. **return** 1;
41. }

**013. Roman to integer (E)**

**Problem:** Roman numerals are represented by seven different symbols: I, V, X, L, C, D and M.

Symbol Value

I 1

V 5

X 10

L 50

C 100

D 500

M 1000

For example, two is written as II in Roman numeral, just two one's added together. Twelve is written as, XII, which is simply X + II. The number twenty seven is written as XXVII, which is XX + V + II.

Roman numerals are usually written largest to smallest from left to right. However, the numeral for four is not IIII. Instead, the number four is written as IV. Because the one is before the five we subtract it making four. The same principle applies to the number nine, which is written as IX. There are six instances where subtraction is used:

I can be placed before V (5) and X (10) to make 4 and 9.

X can be placed before L (50) and C (100) to make 40 and 90.

C can be placed before D (500) and M (1000) to make 400 and 900.

Given a roman numeral, convert it to an integer. Input is guaranteed to be within the range from 1 to 3999.

**Example:** Input: "MCMXCIV"

Output: 1994

Explanation: M = 1000, CM = 900, XC = 90 and IV = 4.

**Analysis:**

* hash map
* subtract one more lower digit…

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <unordered\_map>
5. **using** **namespace** std;
7. **class** Solution
8. {
9. **public**:
10. **int** romanToInt(string str)
11. {
12. unordered\_map<**char**, **int**> rom\_num = {
13. {'I', 1},
14. {'V', 5},
15. {'X', 10},
16. {'L', 50},
17. {'C', 100},
18. {'D', 500},
19. {'M', 1000}
20. };
21. **int** res = 0;
22. **for** (**int** i = 0; i < str.size(); i++)
23. {
24. **if** ((i > 0) && (rom\_num[str[i]] > rom\_num[str[i - 1]]))
25. {
26. res += rom\_num[str[i]] - 2 \* rom\_num[str[i - 1]];
27. }
28. **else**
29. {
30. res += rom\_num[str[i]];
31. }
32. }
33. **return** res;
34. }
35. };
37. **int** main()
38. {
39. Solution a;
40. cout << a.romanToInt("MCMXCIV") << endl;
41. system("pause");
42. **return** 0;
43. }

**168. Excel sheet column title (E)**

**Problem:** Given a positive integer, return its corresponding column title as appear in an Excel sheet.

**Example:** Input: 701

Output: "ZY"

Notice: first subtract 1 then…

**Solution:**

1. #include <iostream>
2. #include <string>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. string excelTitle(**int** x)
10. {
11. string str;
12. **while** (x)
13. {
14. str.push\_back((x - 1) % 26 + 'A');
15. x = (x - 1) / 26;
16. }
17. reverse(str.begin(), str.end());
18. **return** str;
19. }
20. };
22. **int** main()
23. {
24. Solution a;
25. cout << a.excelTitle(701) << endl;
26. system("pause");
27. **return** 1;
28. }

**171. Excel sheet column number (E)**

**Problem:** Given a column title as appear in an Excel sheet, return its corresponding column number.

**Example:** Input: "AB" Output: 28

Input: "ZY" Output: 701

**Solution:**

1. #include <iostream>
2. #include <string>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** excelToNumber(string str)
10. {
11. **int** result = 0;
12. **for** (**int** i = str.size()-1; i >= 0; i--)
13. {
14. result += (str[i] - 'A' + 1) \* pow(26, str.size() -1 - i);
15. }
16. **return** result;
17. }
18. };
20. **int** main()
21. {
22. Solution a;
23. cout << a.excelToNumber("AB") << endl;
24. system("pause");
25. **return** 1;
26. }

**172. Factorial trailing zeros (E)**

**Problem:** Given an integer n, return the number of trailing zeroes in n!.

**Example:** Input: 5

Output: 1

Explanation: 5! = 120, one trailing zero

**Note:** Your solution should be in logarithmic time complexity.

**Solution:**

1. #include <iostream>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **int** fractorialTrailingZeros(**int** x)
9. {
10. **int** num = 1;
11. **for** (**int** i = x; i >= 1; i--)
12. {
13. num \*= i;
14. }
15. **int** res = 0;
16. **while** (num % 10 == 0)
17. {
18. num /= 10;
19. res++;
20. }
21. **return** res;
22. }
23. };
25. **class** Solution2
26. {
27. **public**:
28. **int** fractorialTrailingZeros(**int** x)
29. {
30. **int** res = 0;
31. **while** (x)
32. {
33. res += x / 5;
34. x /= 5;
35. }
36. **return** res;
37. }
38. };
40. **int** main()
41. {
42. Solution2 a;
43. cout << a.fractorialTrailingZeros(10) << endl;
44. system("pause");
45. **return** 1;
46. }

**204. Count prime (E) [math]**

**Problem:** Count the number of prime numbers less than a non-negative number, n.

**Example:** Input: 10

Output: 4

**Solution:**

1. #include <vector>
2. #include <iostream>
3. **using** **namespace** std;
5. **int** countPrime(**int** n)
6. {
7. **int** res = 0;
8. vector<**bool**> prime(n, **true**);
9. **for** (**int** i = 2; i < n; i++)
10. {
11. **if** (prime[i])
12. {
13. res++;
14. **for** (**int** j = 2; i \* j < n; j++)
15. {
16. prime[i\*j] = **false**;
17. }
18. }
19. }
20. **return** res;
21. }
23. **int** main()
24. {
25. cout << countPrime(10) << endl;
26. system("pause");
27. **return** 1;
28. }

**223. Rectangle area (M)**

**Problem:** Find the total area covered by two rectilinear rectangles in a 2D plane. Each rectangle is defined by its bottom left corner and top right corner as shown in the figure.

**Example:** Input: A = -3, B = 0, C = 3, D = 4, E = 0, F = -1, G = 9, H = 2

Output: 45

**Note:** Assume that the total area is never beyond the maximum possible value of int.

**Solution:**

1. #include <iostream>
2. #include <algorithm>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **int** computeArea(**int** A, **int** B, **int** C, **int** D,
10. **int** E, **int** F, **int** G, **int** H)
11. {
12. **return** (D - B) \* (C - A) +
13. (G - E) \* (H - F) -
14. max(0, (min(C, G) - max(A, E))) \*
15. max(0, (min(D, H) - max(B, F)));
17. }
18. };
20. **int** main()
21. {
22. Solution a;
23. cout << a.computeArea(-3, 0, 3, 4, 0, -1, 9, 2) << endl;
24. system("pause");
25. **return** 1;
26. }

**263. Ulgy number (E) [math]**

**Problem:** Write a program to check whether a given number is an ugly number. Ugly numbers are positive numbers whose prime factors only include 2, 3, 5.

**Example:** Input: 6

Output: true

**Solution:**

1. #include <iostream>
2. **using** **namespace** std;
4. **bool** isUlgy(**int** num)
5. {
6. **while** (num >= 2)
7. {
8. **if** (num % 2 == 0) num /= 2;
9. **else** **if** (num % 3 == 0) num /= 3;
10. **else** **if** (num % 5 == 0) num /= 5;
11. **else** **return** **false**;
12. }
13. **return** num == 1;
14. }
16. **int** main()
17. {
18. cout << isUlgy(6) << endl;
19. system("pause");
20. **return** 1;
21. }

**264. Ulgy number II (M) [math]**

**Problem:** Write a program to find the n-th ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5.

**Example:** Input: n = 10

Output: 12

**Note:**

* 1 is typically treated as an ugly number.
* n does not exceed 1690.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **int** ulgyNumber(**int** n)
7. {
8. vector<**int**> res(1, 1);
9. **int** i2 = 0, i3 = 0, i5 = 0;
10. **while** (res.size() < n)
11. {
12. **int** m2 = res[i2] \* 2, m3 = res[i3] \* 3, m5 = res[i5] \* 5;
13. **int** mn = min(m2, min(m3, m5));
14. **if** (mn == m2) i2++;
15. **if** (mn == m3) i3++;
16. **if** (mn == m5) i5++;
17. res.push\_back(mn);
18. }
19. **return** res[n - 1];
20. }
22. **int** main()
23. {
24. cout << ulgyNumber(20) << endl;
25. system("pause");
26. **return** 1;
27. }

**313. Super ugly number (M) [math]**

**Problem: Write a program to find the nth super ugly number.**

Super ugly numbers are positive numbers whose all prime factors are in the given prime list primes of size k.

**Example:** Input: n = 12, primes = [2,7,13,19]

Output: 32

**Note:**

* 1 is a super ugly number for any given primes.
* The given numbers in primes are in ascending order.
* 0 < k ≤ 100, 0 < n ≤ 106, 0 < primes[i] < 1000.
* The nth super ugly number is guaranteed to fit in a 32-bit signed integer.

**Solution:**

1. #include <iostream>
2. #include <algorithm>
3. #include <vector>
4. **using** **namespace** std;
6. **int** superUglyNumber(**int** n, vector<**int**>& primes)
7. {
8. vector<**int**> res(1, 1);
9. vector<**int**> idx(primes.size(), 0);
11. **while** (res.size() < n)
12. {
13. vector<**int**> tmp;
14. **int** x = INT\_MAX;
15. **for** (**int** i = 0; i < primes.size(); i++)
16. {
17. tmp.push\_back(primes[i] \* res[idx[i]]);
18. }
19. **for** (**int** i = 0; i < primes.size(); i++)
20. {
21. x = min(x, tmp[i]);
22. }
23. **for** (**int** i = 0; i < primes.size(); i++)
24. {
25. **if** (x == tmp[i]) ++idx[i];
26. }
27. res.push\_back(x);
28. }
29. **return** res[n - 1];
30. }
32. **int** main()
33. {
34. vector<**int**> primes{ 2, 7, 13, 19 };
35. **int** n = 12;
36. cout << superUglyNumber(n, primes) << endl;
37. system("pause");
38. **return** 1;
39. }

**463. Island perimeter (E) [math]**

**Problem:** You are given a map in form of a two-dimensional integer grid where 1 represents land and 0 represents water.

Grid cells are connected horizontally/vertically (not diagonally). The grid is completely surrounded by water, and there is exactly one island (i.e., one or more connected land cells).

The island doesn't have "lakes" (water inside that isn't connected to the water around the island). One cell is a square with side length 1. The grid is rectangular, width and height don't exceed 100. Determine the perimeter of the island.

**Example:** Input: [ [0,1,0,0],

[1,1,1,0],

[0,1,0,0],

[1,1,0,0] ]

Output: 16
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**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **int** islandPerimeter(vector<vector<**int**>>& grid)
6. {
7. **if** ((grid.empty()) || (grid[0].empty())) **return** 0;
8. **int** res = 0;
9. **for** (**int** i = 0; i < grid.size(); i++)
10. {
11. **for** (**int** j = 0; j < grid[i].size(); j++)
12. {
13. **if** (grid[i][j] == 0) **continue**;
14. **if** ((j == 0) || (grid[i][j - 1] == 0)) res++;
15. **if** ((j == grid[i].size() - 1) || (grid[i][j + 1] == 0)) res++;
16. **if** ((i == 0) || (grid[i - 1][j] == 0)) res++;
17. **if** ((i == grid.size() - 1) || (grid[i + 1][j] == 0)) res++;
18. }
19. }
20. **return** res;
21. }
23. **int** main()
24. {
25. vector<vector<**int**>> grid{ {0,1,0,0}, {1,1,1,0}, {0,1,0,0},{1,1,0,0} };
26. cout << islandPerimeter(grid) << endl;
27. system("pause");
28. **return** 1;
29. }

**Section 11. Two Pointers**

**141. Linked list cycle (E) [two pointers, linked list]**

**Problem:** Given a linked list, determine if it has a cycle in it.

To represent a cycle in the given linked list, we use an integer pos which represents the position (0-indexed) in the linked list where tail connects to. If pos is -1, then there is no cycle in the linked list.

**Example:** Input: head = [3,2,0,-4], pos = 1

Output: true

**Analysis:** easy…

**Solution:**

1. #include <iostream>
2. **using** **namespace** std;
4. **struct** Node
5. {
6. **int** data;
7. Node\* next;
8. };
10. Node\* newNode(**int** x)
11. {
12. Node\* temp = **new** Node;
13. temp->data = x;
14. temp->next = NULL;
15. **return** temp;
16. }
18. **class** Solution
19. {
20. **public**:
21. **bool** hasCycle(Node\* n)
22. {
23. **if** (n == NULL ) **return** **false**;
25. Node\* slow = n;
26. Node\* fast = n;
27. **while** ((fast->next != NULL) && (fast->next->next != NULL))
28. {
29. slow = slow->next;
30. fast = fast->next->next;
31. **if** (slow == fast) **return** **true**;
32. }
33. **return** **false**;
34. }
35. };

**142. Linked list cycle II (M) [two pointers, linked list]**

**Problem:** Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

To represent a cycle in the given linked list, we use an integer pos which represents the position (0-indexed) in the linked list where tail connects to. If pos is -1, then there is no cycle in the linked list.

**Note:** Do not modify the linked list.

**Example:** Input: head = [3,2,0,-4], pos = 1

Output: tail connects to node index 1

**Analysis:**

when ’s meet, assume fast travel 2 step, then slow travel step…

circle length: r

linked list length: l

entry point (distance from head to cycle begin): a

distance from entry point to meeting point:

distance from head to cycle begin = distance from meeting point to entry point

**Solution:**

1. #include <iostream>
2. **using** **namespace** std;
4. **struct** Node
5. {
6. **int** data;
7. Node\* next;
8. };
10. Node\* newNode(**int** x)
11. {
12. Node\* temp = **new** Node;
13. temp->data = x;
14. temp->next = NULL;
15. **return** temp;
16. }
18. **class** Solution
19. {
20. **public**:
21. Node\* detectCycle(Node\* n)
22. {
23. **if** (n == NULL) **return** n;
25. Node\* slow = n;
26. Node\* fast = n;
27. **while** ((fast->next != NULL) && (fast->next->next != NULL))
28. {
29. slow = slow->next;
30. fast = fast->next->next;
31. **if** (fast == slow) **break**;
32. }
33. **if** ((fast->next == NULL) || (fast->next->next == NULL)) **return** NULL;
34. Node\* tmp = n;
35. **while** (slow != tmp)
36. {
37. slow = slow->next;
38. tmp = tmp->next;
39. }
40. **return** tmp;
41. }
42. };

**167. Two sum II (E) [two pointers]**

**Problem:** Given an array of integers that is already sorted in ascending order, find two numbers such that they add up to a specific target number.

The function twoSum should return indices of the two numbers such that they add up to the target, where index1 must be less than index2.

**Note:**

* Your returned answers (both index1 and index2) are not zero-based.
* You may assume that each input would have exactly one solution and you may not use the same element twice.

**Example:** Input: numbers = [2,7,11,15], target = 9

Output: [1,2]

**Solution:**

1. #include <iostream>
2. #include <unordered\_map>
3. #include <vector>
4. **using** **namespace** std;
6. vector<**int**> twoSum(vector<**int**>& nums, **int** target)
7. {
8. vector<**int**> res;
9. unordered\_map<**int**, **int**> m;
10. **for** (**int** i = 0; i < nums.size(); i++)
11. {
12. m[nums[i]] = i + 1;
13. }
15. **for** (**int** i = 0; i < nums.size(); i++)
16. {
17. **if** ((m.count(target - nums[i])) && (m[target - nums[i]] != i + 1))
18. {
19. res.push\_back(i + 1);
20. res.push\_back(m[target - nums[i]]);
21. **break**;
22. }
23. }
24. **return** res;
25. }
27. vector<**int**> twoSum1(vector<**int**>& nums, **int** target)
28. {
29. **int** l = 0, r = nums.size() - 1;
30. **while** (l < r)
31. {
32. **if** (nums[l] + nums[r] == target) **return** { l + 1, r + 1 };
33. **else** **if** (nums[l] + nums[r] < target) l++;
34. **else** r--;
35. }
36. **return** {};
37. }
39. **int** main()
40. {
41. vector<**int**> nums{ 2, 7, 11, 15 };
42. **int** target = 9;
43. vector<**int**> res = twoSum1(nums, target);
44. **for** (**int** i = 0; i < res.size(); i++)
45. {
46. cout << res[i] << " ";
47. }
48. system("pause");
49. **return** 1;
50. }

**Section 12. Sort**

**088. Merge sorted array (E)**

**Problem:** Given two sorted integer arrays nums1 and nums2, merge nums2 into nums1 as one sorted array.

Note:

* The number of elements initialized in nums1 and nums2 are m and n respectively.
* You may assume that nums1 has enough space (size that is greater or equal to m + n) to hold additional elements from nums2.

**Example:** Input: nums1 = [1,2,3,0,0,0], m = 3; nums2 = [2,5,6], n = 3

Output: [1,2,2,3,5,6]

**Analysis:**

**Solution:**

1. #include <iostream>
2. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<**int**> mergeSortedArray(vector<**int**>& A, **int** m,
10. vector<**int**>& B, **int** n)
11. {
12. **int** pa = m - 1, pb = n - 1, pc = m + n - 1;
13. **while** ((pa >= 0) && (pb >= 0))
14. {
15. **if** (A[pa] > B[pb])
16. {
17. A[pc--] = A[pa--];
18. }
19. **else**
20. {
21. A[pc--] = B[pb--];
22. }
23. }
25. **while** (pa >= 0) A[pc--] = A[pa--];
26. **while** (pb >= 0) A[pc--] = B[pb--];
27. **return** A;
28. }
29. };
31. **int** main()
32. {
33. Solution a;
34. vector<**int**> A{ 1,2,3,0,0,0 };
35. vector<**int**> B{ 2,5,6 };
36. vector<**int**> res = a.mergeSortedArray(A, 3, B, 3);
37. **for** (**int** i = 0; i < res.size(); i++)
38. cout << res[i] << ", ";
39. system("pause");
40. **return** 1;
41. }

**252. Meeting room (E)**

**Problem:** Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), determine if a person could attend all meetings.

**Example:** Given [[0, 30],[5, 10],[15, 20]], return false.

**Analysis:** define a Interval struc…

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
5. **using** **namespace** std;
7. **struct** Interval
8. {
9. **int** start;
10. **int** end;
11. Interval() : start(0), end(0) {}
12. Interval(**int** s, **int** e) : start(s), end(e) {}
13. };
15. **class** Solution
16. {
17. **public**:
18. **bool** meetingRooms(vector<Interval>& intervals)
19. {
20. sort(intervals.begin(), intervals.end(),
21. [](**const** Interval& x, **const** Interval& y) {**return** x.start < y.start; });
22. **for** (**int** i = 1; i < intervals.size(); i++)
23. {
24. **if** (intervals[i].start < intervals[i - 1].end)
25. {
26. **return** **false**;
27. }
28. }
29. **return** **true**;
30. }
32. };
34. **int** main()
35. {
36. Solution a;
37. vector<Interval> intervals{ {0, 30},{5, 10},{15, 20} };
38. cout << a.meetingRooms(intervals);
39. system("pause");
40. **return** 1;
41. }

**973. K closest points to origin (E)**

**Problem:** We have a list of points on the plane. Find the K closest points to the origin (0, 0). (Here, the distance between two points on a plane is the Euclidean distance.)

You may return the answer in any order. The answer is guaranteed to be unique (except for the order that it is in.)

**Example:** Input: points = [[3,3],[5,-1],[-2,4]], K = 2

Output: [[3,3],[-2,4]]

**Analysis:**

**Solution:**

**Section 18. Back Tracking**

**017. Letter combination of a phone number (M) [Back Tracking, string]**

**Problem:** Given a string containing digits from 2-9 inclusive, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below. Note that 1 does not map to any letters.
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**Example:** Input: "23"

Output: ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<string> findCombination(string number)
10. {
11. vector<string> res;
12. string dict[] = { " ", "", "abc", "def", "ghi", "jkl", "mno", "pqrs", "tuv", "wxyz" };
13. string comb(number.size(), '\0');
14. dfs(number, 0, dict, comb, res);
15. **return** res;
16. }
18. **private**:
19. **void** dfs(string number, **int** index, string dict[], string& comb, vector<string>& res)
20. {
21. **if** (index == comb.size())
22. {
23. res.push\_back(comb);
24. **return**;
25. }
27. string letter = dict[number[index] - '0'];
28. **for** (**int** i = 0; i < letter.size(); i++)
29. {
30. comb[index] = letter[i];
31. dfs(number, index+1, dict, comb, res); // cannot be index++ or ++index!
32. }
33. }
34. };
36. **int** main()
37. {
38. Solution a;
39. vector<string> res = a.findCombination("23");
40. **for** (**int** i = 0; i < res.size(); i++)
41. {
42. cout << res[i] << " ";
43. }
44. cout << endl;
45. system("pause");
46. **return** 1;
47. }

**038. Sudoku solver (H) [Back Tracking, DFS]**

**Problem:** Write a program to solve a Sudoku puzzle by filling the empty cells. A sudoku solution must satisfy all of the following rules:

* Each of the digits 1-9 must occur exactly once in each row.
* Each of the digits 1-9 must occur exactly once in each column.
* Each of the the digits 1-9 must occur exactly once in each of the 9 3x3 sub-boxes of the grid.

**Note:**

* The given board contain only digits 1-9 and the character '.'.
* You may assume that the given Sudoku puzzle will have a single unique solution.
* The given board size is always 9x9.

**Example:**
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**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. **void** sudokuSolver(vector<vector<**char**>>& board)
9. {
10. **if** ((board.size() != 9) || (board[0].size() != 9)) **return**;
11. dfs(board, 0, 0);
12. }
14. **bool** dfs(vector<vector<**char**>>& board, **int** i, **int** j)
15. {
16. **if** (i == 9) **return** **true**;
17. **if** (j >= 9) **return** dfs(board, i + 1, 0);
18. **if** (board[i][j] == '.')
19. {
20. **for** (**int** k = 1; k <= 9; k++)
21. {
22. board[i][j] = (**char**)(k + '0');
23. **if** (isValid(board, i, j))
24. {
25. **if** (dfs(board, i, j + 1)) **return** **true**;
26. }
27. board[i][j] = '.';
28. }
29. }
30. **else**
31. {
32. **return** dfs(board, i, j + 1);
33. }
34. **return** **false**;
35. }
37. **bool** isValid(vector<vector<**char**>>& board, **int** i, **int** j)
38. {
39. **for** (**int** row = 0; row <= 8; row++)
40. {
41. **if** ((row != i) && (board[row][j] == board[i][j])) **return** **false**;
42. }
43. **for** (**int** col = 0; col <= 8; col++)
44. {
45. **if** ((col != j) && (board[i][col] == board[i][j])) **return** **false**;
46. }
47. **for** (**int** r = i / 3 \* 3; r < i / 3 \* 3 + 3; r++)
48. {
49. **for** (**int** c = j / 3 \* 3; c < j / 3 \* 3 + 3; c++)
50. {
51. **if** ((r != i || c != j) && (board[r][c] == board[i][j])) **return** **false**;
52. }
53. }
54. **return** **true**;
55. }
56. };
58. **int** main()
59. {
60. Solution a;
61. vector<vector<**char**>> board{ {'5', '3', '.', '.', '7', '.', '.', '.', '.'},
62. {'6', '.', '.', '1', '9', '5', '.', '.', '.'},
63. {'.', '9', '8', '.', '.', '.', '.', '6', '.'},
64. {'8', '.', '.', '.', '6', '.', '.', '.', '3'},
65. {'4', '.', '.', '8', '.', '3', '.', '.', '1'},
66. {'7', '.', '.', '.', '2', '.', '.', '.', '6'},
67. {'.', '6', '.', '.', '.', '.', '2', '8', '.'},
68. {'.', '.', '.', '4', '1', '9', '.', '.', '5'},
69. {'.', '.', '.', '.', '8', '.', '.', '7', '9'} };
70. a.sudokuSolver(board);
71. **for** (**int** i = 0; i < board.size(); i++)
72. {
73. **for** (**int** j = 0; j < board[i].size(); j++)
74. {
75. cout << board[i][j] << " ";
76. }
77. cout << endl;
78. }
79. system("pause");
80. **return** 1;
81. }

**039. Combination sum (M) [Back Tracking, DFS]**

**Problem:** Given a set of candidate numbers (candidates) (without duplicates) and a target number (target), find all unique combinations in candidates where the candidate numbers sums to target.

The same repeated number may be chosen from candidates unlimited number of times.

**Note:**

* All numbers (including target) will be positive integers.
* The solution set must not contain duplicate combinations.

**Example:** Input: candidates = [2,3,5], target = 8,

A solution set is: [ [2,2,2,2],

[2,3,3],

[3,5] ]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. vector<vector<**int**>> combinationSum(vector<**int**>& nums, **int** target)
9. {
10. vector<vector<**int**>> res;
11. vector<**int**> cur;
12. dfs(nums, target, 0, cur, res);
13. **return** res;
14. }
15. **private**:
16. **void** dfs(vector<**int**>& nums, **int** target, **int** start, vector<**int**>& cur, vector<vector<**int**>>& res)
17. {
18. **if** (target < 0) **return**;
19. **if** (target == 0)
20. {
21. res.push\_back(cur); **return**;
22. }
24. **for** (**int** i = start; i < nums.size(); i++)
25. {
26. cur.push\_back(nums[i]);
27. dfs(nums, target - nums[i], i, cur, res);
28. cur.pop\_back();
29. }
30. }
31. };
33. **int** main()
34. {
35. Solution a;
36. vector<**int**> nums{ 2, 3, 5 };
37. vector<vector<**int**>> res = a.combinationSum(nums, 8);
38. **for** (**int** i = 0; i < res.size(); i++)
39. {
40. **for** (**int** j = 0; j < res[i].size(); j++)
41. {
42. cout << res[i][j] << " ";
43. }
44. cout << endl;
45. }
46. system("pause");
47. **return** 1;
48. }

**040. Combination sum II (M) [Back Tracking, DFS]**

**Problem:** Given a collection of candidate numbers (candidates) and a target number (target), find all unique combinations in candidates where the candidate numbers sums to target.

Each number in candidates may only be used once in the combination.

**Note:**

* All numbers (including target) will be positive integers.
* The solution set must not contain duplicate combinations.

**Example:** Input: candidates = [10,1,2,7,6,1,5], target = 8,

A solution set is: [ [1, 7],

[1, 2, 5],

[2, 6],

[1, 1, 6] ]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<vector<**int**>> combinationSum(vector<**int**>& nums, **int** target)
10. {
11. vector<**int**> cur;
12. vector<vector<**int**>> res;
13. sort(nums.begin(), nums.end());
14. dfs(nums, target, 0, cur, res);
15. **return** res;
16. }
17. **private**:
18. **void** dfs(vector<**int**>&nums, **int** target, **int** start, vector<**int**>& cur, vector<vector<**int**>>& res)
19. {
20. **if** (target < 0) **return**;
21. **if** (target == 0)
22. {
23. res.push\_back(cur);
24. **return**;
25. }
27. **for** (**int** i = start; i < nums.size(); i++)
28. {
29. **if** ((i > start) && (nums[i] == nums[i - 1])) **continue**;
30. cur.push\_back(nums[i]);
31. dfs(nums, target - nums[i],  i + 1, cur, res);
32. cur.pop\_back();
33. }
34. }
35. };
37. **int** main()
38. {
39. vector<**int**> nums{ 10,1,2,7,6,1,5 };
40. **int** target = 8;
41. Solution a;
42. vector<vector<**int**>> res = a.combinationSum(nums, target);
43. **for** (**int** i = 0; i < res.size(); i++)
44. {
45. **for** (**int** j = 0; j < res[i].size(); j++)
46. {
47. cout << res[i][j] << " ";
48. }
49. cout << endl;
50. }
51. system("pause");
52. **return** 1;
53. }

**046. Permutations (M) [Back Tracking, DFS]**

**Problem:** Given a collection of distinct integers, return all possible permutations

**Example:** Input: [1,2,3]

Output: [ [1,2,3],

[1,3,2],

[2,1,3],

[2,3,1],

[3,1,2],

[3,2,1] ]

**Solution:**

1. #include <iostream>j
2. #include <vector>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. vector<vector<**int**>> permutations(vector<**int**>& nums)
9. {
10. vector<vector<**int**>> res;
11. vector<**int**> curr, visited(nums.size(), 0);
12. dfs(nums, 0, visited, curr, res);
13. **return** res;
14. }
15. **private**:
16. **void** dfs(vector<**int**>& nums, **int** level, vector<**int**>& visited, vector<**int**>& curr, vector<vector<**int**>>& res)
17. {
18. **if** (level == nums.size())
19. {
20. res.push\_back(curr);
21. **return**;
22. }
24. **for** (**int** i = 0; i < nums.size(); i++)
25. {
26. **if** (visited[i] == 1) **continue**;
27. curr.push\_back(nums[i]);
28. visited[i] = 1;
29. dfs(nums, level + 1, visited, curr, res);
30. curr.pop\_back();
31. visited[i] = 0;
32. }
33. }
34. };
36. **int** main()
37. {
38. vector<**int**> nums{ 1, 2, 3 };
39. Solution a;
40. vector<vector<**int**>> res = a.permutations(nums);
41. **for** (**int** i = 0; i < res.size(); i++)
42. {
43. **for** (**int** j = 0; j < res[i].size(); j++)
44. {
45. cout << res[i][j] << " ";
46. }
47. cout << endl;
48. }
49. system("pause");
50. **return** 1;
51. }

**047. Permutations II (M) [Back Tracking, DFS]**

**Problem:** Given a collection of numbers that might contain duplicates, return all possible unique permutations.

**Example:** Input: [1,1,2]

Output: [ [1,1,2],

[1,2,1],

[2,1,1] ]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<vector<**int**>> permutations(vector<**int**>& nums)
10. {
11. vector<vector<**int**>> res;
12. vector<**int**> curr, visited(nums.size(), 0);
13. sort(nums.begin(), nums.end());
14. dfs(nums, 0, visited, curr, res);
15. **return** res;
16. }
18. **private**:
19. **void** dfs(vector<**int**>& nums, **int** level, vector<**int**>& visited, vector<**int**>& curr, vector<vector<**int**>>& res)
20. {
21. **if** (level == nums.size())
22. {
23. res.push\_back(curr);
24. **return**;
25. }
26. **for** (**int** i = 0; i < nums.size(); i++)
27. {
28. **if** ((i > 0) && (nums[i] == nums[i - 1]) && (visited[i - i] == 0)) **continue**;
29. **if** (visited[i] == 1) **continue**;
30. curr.push\_back(nums[i]);
31. visited[i] = 1;
32. dfs(nums, level + 1, visited, curr, res);
33. curr.pop\_back();
34. visited[i] = 0;
35. }
36. }
37. };
39. **int** main()
40. {
41. vector<**int**> nums{ 1, 1, 2 };
42. Solution a;
43. vector<vector<**int**>> res = a.permutations(nums);
44. **for** (**int** i = 0; i < res.size(); i++)
45. {
46. **for** (**int** j = 0; j < res[i].size(); j++)
47. {
48. cout << res[i][j] << " ";
49. }
50. cout << endl;
51. }
52. system("pause");
53. **return** 1;
54. }

**077. Combination (M) [Back Tracking, DFS]**

**Problem:** Given two integers n and k, return all possible combinations of k numbers out of 1 ... n.

**Example:** Input: n = 4, k = 2

Output: [ [2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4] ]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. vector<vector<**int**>> combination(**int** n, **int** k)
9. {
10. vector<**int**> curr;
11. vector<vector<**int**>> res;
12. dfs(n, k, 1, curr, res);
13. **return** res;
14. }
15. **private**:
16. **void** dfs(**int** n, **int** k, **int** index, vector<**int**>& curr, vector<vector<**int**>>& res)
17. {
18. **if** (k == 0)
19. {
20. res.push\_back(curr);
21. **return**;
22. }
23. **for** (**int** i = index; i <= n; i++)
24. {
25. curr.push\_back(i);
26. dfs(n, k - 1, i + 1, curr, res);
27. curr.pop\_back();
28. }
29. }
30. };
32. **int** main()
33. {
34. Solution a;
35. vector<vector<**int**>> res = a.combination(4, 2);
36. **for** (**int** i = 0; i < res.size(); i++)
37. {
38. **for** (**int** j = 0; j < res[i].size(); j++)
39. {
40. cout << res[i][j] << " ";
41. }
42. cout << endl;
43. }
44. system("pause");
45. **return** 1;
46. }

**078. Subsets (M) [Back Tracking, DFS]**

**Problem:** Given a set of distinct integers, nums, return all possible subsets (the power set).

**Note:** The solution set must not contain duplicate subsets.

**Example:** Input: nums = [1,2,3]

Output: [ [3],

[1],

[2],

[1,2,3],

[1,3],

[2,3],

[1,2],

[] ]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<vector<**int**>> subsets(vector<**int**>& nums)
10. {
11. vector<vector<**int**>> res;
12. vector<**int**> curr;
13. sort(nums.begin(), nums.end());
14. **for** (**int** i = 0; i <= nums.size(); i++)
15. {
16. dfs(nums, 0, i, curr, res);
17. }
18. **return** res;
19. }
20. **private**:
21. **void** dfs(vector<**int**>&nums, **int** index, **int** target, vector<**int**>& curr, vector<vector<**int**>>& res)
22. {
23. **if** (target == 0)
24. {
25. res.push\_back(curr);
26. **return**;
27. }
28. **for** (**int** i = index; i < nums.size(); i++)
29. {
30. curr.push\_back(nums[i]);
31. dfs(nums, i + 1, target - 1, curr, res);
32. curr.pop\_back();
33. }
34. }
35. };
37. **int** main()
38. {
39. vector<**int**> nums{ 1, 2, 3 };
40. Solution a;
41. vector<vector<**int**>> res = a.subsets(nums);
42. **for** (**int** i = 0; i < res.size(); i++)
43. {
44. **for** (**int** j = 0; j < res[i].size(); j++)
45. {
46. cout << res[i][j] << " ";
47. }
48. cout << endl;
49. }
50. system("pause");
51. **return** 1;
52. }

**079. Word search (M) [Back Tracking, DFS]**

**Problem:** Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

**Example:** board = [ ['A','B','C','E'],

['S','F','C','S'],

['A','D','E','E'] ]

Given word = "ABCCED", return true.

Given word = "SEE", return true.

Given word = "ABCB", return false.

**Solution:**

1. #include <iostream>
2. #include <string>
3. #include <vector>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. **bool** wordExist(vector<vector<**char**>>& board, string word)
10. {
11. **if** ((board.empty()) || (board[0].empty())) **return** **false**;
12. **int** m = board.size(), n = board[0].size();
13. vector<vector<**bool**>> visited(m, vector<**bool**>(n, **false**));
14. **for** (**int** i = 0; i < m; i++)
15. {
16. **for** (**int** j = 0; j < n; j++)
17. {
18. **if** (wordSearch(board, word, 0, i, j, visited)) **return** **true**;
19. }
20. }
21. **return** **false**;
22. }
23. **private**:
24. **bool** wordSearch(vector<vector<**char**>>& board, string word, **int** index, **int** i, **int** j, vector<vector<**bool**>>& visited)
25. {
26. **if** (index == word.size()) **return** **true**;
27. **int** m = board.size(), n = board[0].size();
28. **if** ((i < 0) || (i >= m) || (j < 0) || (j >= n) || (visited[i][j]) || (board[i][j] != word[index])) **return** **false**;
30. visited[i][j] = **true**;
31. **bool** res = wordSearch(board, word, index + 1, i - 1, j, visited) ||
32. wordSearch(board, word, index + 1, i, j - 1, visited) ||
33. wordSearch(board, word, index + 1, i + 1, j, visited) ||
34. wordSearch(board, word, index + 1, i, j + 1, visited);
35. visited[i][j] = **false**;
36. **return** res;
37. }
38. };
40. **int** main()
41. {
42. vector<vector<**char**>> board{ {'A','B','C','E'}, {'S','F','C','S'}, {'A','D','E','E'} };
43. string word = "ABCCED";
44. Solution a;
45. cout << a.wordExist(board, word) << endl;
46. system("pause");
47. **return** 1;
48. }

**090. Subsets II (M) [Back Tracking, DFS]**

**Problem:** Given a collection of integers that might contain duplicates, nums, return all possible subsets (the power set).

**Note:** The solution set must not contain duplicate subsets.

**Example:** Input: [1,2,2]

Output: [ [2],

[1],

[1,2,2],

[2,2],

[1,2],

[] ]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<vector<**int**>> subsets(vector<**int**>& nums)
10. {
11. vector<**int**> curr;
12. vector<vector<**int**>> res;
13. sort(nums.begin(), nums.end());
14. dfs(nums, 0, curr, res);
15. **return** res;
16. }
17. **private**:
18. **void** dfs(vector<**int**>& nums, **int** index, vector<**int**>& curr, vector<vector<**int**>>& res)
19. {
20. res.push\_back(curr);
21. **for** (**int** i = index; i < nums.size(); i++)
22. {
23. **if** ((i > index) && (nums[i] == nums[i - 1])) **continue**;
24. curr.push\_back(nums[i]);
25. dfs(nums, i + 1, curr, res);
26. curr.pop\_back();
27. }
28. }
29. };
31. **int** main()
32. {
33. vector<**int**> nums{ 1, 2, 2 };
34. Solution a;
35. vector<vector<**int**>> res = a.subsets(nums);
36. **for** (**int** i = 0; i < res.size(); i++)
37. {
38. **for** (**int** j = 0; j < res[i].size(); j++)
39. {
40. cout << res[i][j] << " ";
41. }
42. cout << endl;
43. }
44. system("pause");
45. **return** 1;
47. }

**212. Word Search II (H) [Back Tracking, DFS]**

**Problem:** Given a 2D board and a list of words from the dictionary, find all words in the board.

Each word must be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once in a word.

**Example:** Input: board = [ ['o','a','a','n'],

['e','t','a','e'],

['i','h','k','r'],

['i','f','l','v'] ]

words = ["oath","pea","eat","rain"]

Output: ["eat","oath"]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <string>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<string> wordSearch(vector<vector<**char**>>& board, vector<string>& words)
10. {
11. vector<string> res;
12. **if** ((board.empty()) || (board[0].empty())) **return** res;
13. **int** m = board.size(), n = board[0].size();
15. **for** (**int** x = 0; x < words.size(); x++)
16. {
17. **bool** tmp = **false**;
18. vector<vector<**bool**>> visited(m, vector<**bool**>(n, **false**));
19. **for** (**int** i = 0; i < m; i++)
20. {
21. **for** (**int** j = 0; j < n; j++)
22. {
23. **if** (wordExist(board, words[x], 0, i, j, visited)) tmp = **true**;
24. }
25. }
26. **if** (tmp) res.push\_back(words[x]);
27. }
28. **return** res;
29. }
30. **private**:
31. **bool** wordExist(vector<vector<**char**>>& board, string word, **int** index, **int** i, **int** j, vector<vector<**bool**>>& visited)
32. {
33. **if** (index == word.size()) **return** **true**;
34. **int** m = board.size(), n = board[0].size();
35. **if** ((i < 0) || (i >= m) || (j < 0) || (j >= n) || (visited[i][j]) || (board[i][j] != word[index])) **return** **false**;
36. visited[i][j] = **true**;
37. **bool** res = wordExist(board, word, index + 1, i - 1, j, visited) ||
38. wordExist(board, word, index + 1, i, j - 1, visited) ||
39. wordExist(board, word, index + 1, i + 1, j, visited) ||
40. wordExist(board, word, index + 1, i, j + 1, visited);
41. visited[i][j] = **false**;
42. **return** res;
43. }
44. };
46. **int** main()
47. {
48. vector<vector<**char**>> board = { {'o','a','a','n'}, {'e','t','a','e'}, {'i','h','k','r'}, {'i','f','l','v'} };
49. vector<string> words{ "oath","pea","eat","rain" };
50. Solution a;
51. vector<string> res = a.wordSearch(board, words);
52. **for** (**int** i = 0; i < res.size(); i++)
53. {
54. cout << res[i] << endl;
55. }
56. system("pause");
57. **return** 1;
59. }

**216. Combination sum III (M) [Back Tracking, DFS]**

**Problem:** Find all possible combinations of k numbers that add up to a number n, given that only numbers from 1 to 9 can be used and each combination should be a unique set of numbers.

**Note:**

* All numbers will be positive integers.
* The solution set must not contain duplicate combinations.

**Example:** Input: k = 3, n = 7

Output: [[1,2,4]]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **class** Solution
6. {
7. **public**:
8. vector<vector<**int**>>combinationSum(**int** k, **int** target)
9. {
10. vector<**int**> curr;
11. vector<vector<**int**>> res;
12. dfs(k, target, 1, curr, res);
13. **return** res;
14. }
15. **private**:
16. **void** dfs(**int** k, **int** target, **int** start, vector<**int**>& curr, vector<vector<**int**>>& res)
17. {
18. **if** (target < 0) **return**;
19. **if** ((curr.size() == k) && (target == 0))
20. {
21. res.push\_back(curr);
22. **return**;
23. }
24. **for** (**int** i = start; i <= 9; i++)
25. {
26. curr.push\_back(i);
27. dfs(k, target - i, i + 1, curr, res);
28. curr.pop\_back();
29. }
30. }
31. };
33. **int** main()
34. {
35. Solution a;
36. vector<vector<**int**>> res = a.combinationSum(3, 9);
37. **for** (**int** i = 0; i < res.size(); i++)
38. {
39. **for** (**int** j = 0; j < res[i].size(); j++)
40. {
41. cout << res[i][j] << " ";
42. }
43. cout << endl;
44. }
45. system("pause");
46. **return** 1;
47. }

**784. Letter case permutation (E) [Back Tracking, DFS]**

**Problem:** Given a string S, we can transform every letter individually to be lowercase or uppercase to create another string. Return a list of all possible strings we could create.

**Note:**

* S will be a string with length between 1 and 12.
* S will consist only of letters or digits.

**Examples:** Input: S = "a1b2"

Output: ["a1b2", "a1B2", "A1b2", "A1B2"]

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <string>
4. **using** **namespace** std;
6. **class** Solution
7. {
8. **public**:
9. vector<string> letterPermutation(string input)
10. {
11. vector<string> res;
12. dfs(input, 0, res);
13. **return** res;
14. }
15. **private**:
16. **void** dfs(string& input, **int** pos, vector<string>& res)
17. {
18. **if** (pos == input.size())
19. {
20. res.push\_back(input);
21. **return**;
22. }
24. dfs(input, pos + 1, res);
25. **if** (input[pos] > '9')
26. {
27. input[pos] ^= 32;
28. dfs(input, pos + 1, res);
29. }
30. }
31. };
33. **int** main()
34. {
35. string input = "a1b2";
36. Solution a;
37. vector<string> res = a.letterPermutation(input);
38. **for** (**int** i = 0; i < res.size(); i++)
39. {
40. cout << res[i] << endl;
41. }
42. system("pause");
43. **return** 1;
44. }

**Section 19. Dynamic Programming**

**062. Unique path (M) [dynamic programming, array]**

**Problem:** A robot is located at the top-left corner of a m x n grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?

![](data:image/png;base64,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)

**Note:** m and n will be at most 100.

**Example:** Input: m = 7, n = 3

Output: 28

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **int** uniquePaths(**int** m, **int** n)
6. {
7. vector<vector<**int**>> path(m+1, vector<**int**>(n+1, 0));
8. **if** ((m < 1) || (n < 1)) **return** 0;
9. **for** (**int** i = 1; i <= m; i++) path[i][1] = 1;
10. **for** (**int** j = 1; j <= n; j++) path[1][j] = 1;
12. path[2][1] = 1;
13. path[1][2] = 1;
15. **for** (**int** i = 2; i <= m; i++)
16. {
17. **for** (**int** j = 2; j <= n; j++)
18. {
19. path[i][j] = path[i - 1][j] + path[i][j - 1];
20. }
21. }
22. **return** path[m][n];
23. }
25. **int** main()
26. {
27. cout << uniquePaths(7, 3) << endl;
28. system("pause");
29. **return** 1;
30. }

**063. Unique path II (M) [dynamic programming, array]**

**Problem:** A robot is located at the top-left corner of a m x n grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

**Example:** Input: [ [0,0,0],

[0,1,0],

[0,0,0] ]

Output: 2

**Note:** m and n will be at most 100

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **int** uniquePaths(vector<vector<**int**>>& obstacleGrid)
6. {
7. **if** (obstacleGrid.empty() || obstacleGrid[0].empty() || obstacleGrid[0][0] == 1) **return** 0;
8. **int** m = obstacleGrid.size(), n = obstacleGrid[0].size();
9. vector<vector<**long**>> path(m + 1, vector<**long**>(n + 1, 0));
10. path[0][1] = 1;
11. **for** (**int** i = 1; i <= m; i++)
12. {
13. **for** (**int** j = 1; j <= n; j++)
14. {
15. **if** (obstacleGrid[i-1][j-1] == 1) **continue**;
16. path[i][j] = path[i][j - 1] + path[i - 1][j];
17. }
18. }
19. **return** path[m][n];
20. }
22. **int** main()
23. {
24. vector<vector<**int**>> grid{ {0, 0, 0}, {0, 1, 0}, {0, 0, 0} };
25. cout << uniquePaths(grid) << endl;
26. system("pause");
27. **return** 1;
28. }

**064. Minimum path sum (M) [dynamic programming, array]**

**Problem:** Given a m x n grid filled with non-negative numbers, find a path from top left to bottom right which minimizes the sum of all numbers along its path.

**Note:** You can only move either down or right at any point in time.

**Example:** Input: [ [1,3,1],

[1,5,1],

[4,2,1] ]

Output: 7

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **int** minPathSum(vector<vector<**int**>>& x)
7. {
8. **if** ((x.empty()) || (x[0].empty())) **return** 0;
9. **int** m = x.size(), n = x[0].size();
10. vector<vector<**int**>> res(m, vector<**int**>(n, 0));
11. res[0][0] = x[0][0];
13. **for** (**int** i = 0; i < m; i++)
14. {
15. **for** (**int** j = 0; j < n; j++)
16. {
17. **if** ((i == 0) && (j > 0)) res[i][j] = res[i][j - 1] + x[i][j];
18. **else** **if** ((j == 0) && (i > 0)) res[i][j] = res[i - 1][j] + x[i][j];
19. **else** **if** ((i > 0) && (j > 0)) res[i][j] = min(res[i - 1][j] + x[i][j], res[i][j - 1] + x[i][j]);
20. }
21. }
22. **return** res[m-1][n-1];
23. }
25. **int** main()
26. {
27. vector<vector<**int**>> x{ {1, 3, 1}, {1, 5, 1}, {4, 2, 1} };
28. cout << minPathSum(x) << endl;
29. system("pause");
30. **return** 1;
31. }

**070. Climbing stairs (E) [dynamic programming]**

**Problem:** You are climbing a stair case. It takes n steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

**Note:** Given n will be a positive integer.

**Example:** Input: 3

Output: 3

Explanation: There are three ways to climb to the top.

1. 1 step + 1 step + 1 step

2. 1 step + 2 steps

3. 2 steps + 1 step

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. // dp
6. **class** Solution
7. {
8. **public**:
9. **int** climbingStairs(**int** n)
10. {
11. **if** (n <= 1) **return** 1;
12. vector<**int**> dp(n, 0);
13. dp[0] = 1;
14. dp[1] = 2;
15. **for** (**int** i = 2; i < n; i++)
16. {
17. dp[i] = dp[i - 1] + dp[i - 2];
18. }
19. **return** dp[n - 1];
20. }
21. };
23. // back tracking
24. **class** Solution1
25. {
26. **public**:
27. **int** climbingStairs(**int** n)
28. {
29. vector<**int**> stairs(n + 1, 0);
30. **return** helper(stairs, n);
31. }
32. **private**:
33. **int** helper(vector<**int**>& m, **int** n)
34. {
35. **if** (n <= 1) **return** 1;
36. **if** (m[n] > 0) **return** m[n];
37. **return** m[n] = helper(m, n - 1) + helper(m, n - 2);
38. }
39. };
41. **int** main()
42. {
43. Solution1 a;
44. cout << a.climbingStairs(400) << endl;
45. system("pause");
46. **return** 1;
47. }

**120. Triangle (M) [dynamic programming. array]**

**Problem:** Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

**Example:** input: [ [2],

[3,4],

[6,5,7],

[4,1,8,3] ]

output: 11

**Note:** Bonus point if you are able to do this using only O(n) extra space, where n is the total number of rows in the triangle.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **int** triangle(vector<vector<**int**>>& triangle)
7. {
8. **if** ((triangle.empty()) || (triangle[0].empty())) **return** 0;
9. vector<**int**> dp = triangle.back();

12. **for** (**int** i = triangle.size()-2; i >= 0; i--)
13. {
14. **for** (**int** j = 0; j <= i; j++)
15. {
16. dp[j] = min(dp[j], dp[j + 1]) + triangle[i][j];
17. }
18. }
19. **return** dp[0];
20. }
22. **int** main()
23. {
24. vector<vector<**int**>> m{ {-1}, {2, 3}, {1, -1, -3}, {5, 3, -1, 2} };
25. cout << triangle(m) << endl;
26. system("pause");
27. **return** 1;
28. }

**174. Dungeon game (H) [dynamic programming. array]**

**Problem:** The demons had captured the princess (P) and imprisoned her in the bottom-right corner of a dungeon. The dungeon consists of M x N rooms laid out in a 2D grid. Our valiant knight (K) was initially positioned in the top-left room and must fight his way through the dungeon to rescue the princess.

The knight has an initial health point represented by a positive integer. If at any point his health point drops to 0 or below, he dies immediately.

Some of the rooms are guarded by demons, so the knight loses health (negative integers) upon entering these rooms; other rooms are either empty (0's) or contain magic orbs that increase the knight's health (positive integers).

In order to reach the princess as quickly as possible, the knight decides to move only rightward or downward in each step.

Write a function to determine the knight's minimum initial health so that he is able to rescue the princess.

**Example:**

|  |  |  |
| --- | --- | --- |
| -2 (K) | -3 | 3 |
| -5 | -10 | 1 |
| 10 | 30 | -5 (P) |

For example, given the dungeon below, the initial health of the knight must be at least 7 if he follows the optimal path RIGHT-> RIGHT -> DOWN -> DOWN.

**Note:**

* The knight's health has no upper bound.
* Any room can contain threats or power-ups, even the first room the knight enters and the bottom-right room where the princess is imprisoned.

**Solution:**

**509. Fibonacci number (E) [dynamic programming. array]**

**Problem:** The Fibonacci numbers, commonly denoted F(n) form a sequence, called the Fibonacci sequence, such that each number is the sum of the two preceding ones, starting from 0 and 1. That is,

F(0) = 0, F(1) = 1

F(N) = F(N - 1) + F(N - 2), for N > 1.

Given N, calculate F(N).

**Example:** Input: 4

Output: 3

**Note:** 0 ≤ N ≤ 30.

**Solution:**

1. #include <iostream>
2. #include <vector>
3. **using** **namespace** std;
5. **int** fibonacci(**int** n)
6. {
7. vector<**int**> f(n+1, 0);
8. **if** (n < 1) **return** 0;
9. f[0] = 0;
10. f[1] = 1;
11. **for** (**int** i = 2; i <= n; i++)
12. {
13. f[i] = f[i - 1] + f[i - 2];
14. }
15. **return** f[n];
16. }
18. **int** fibonacci1(**int** n)
19. {
20. **if** (n < 1) **return** 0;
21. **int** a = 0, b = 1;
22. **int** res = 1;
23. **for** (**int** i = 2; i <= n; i++)
24. {
25. res = a + b;
26. a = b;
27. b = res;
28. }
29. **return** res;

32. }
34. **int** main()
35. {
36. cout << fibonacci1(1) << endl;
37. system("pause");
38. **return** 1;
39. }

**746. Min cost climbing staris (E) [dynamic programming. array]**

**Problem:** On a staircase, the i-th step has some non-negative cost cost[i] assigned (0 indexed).

Once you pay the cost, you can either climb one or two steps. You need to find minimum cost to reach the top of the floor, and you can either start from the step with index 0, or the step with index 1.

**Example:** Input: cost = [1, 100, 1, 1, 1, 100, 1, 1, 100, 1]

Output: 6

Explanation: Cheapest is start on cost[0], and only step on 1s, skipping cost[3].

**Note:**

* cost will have a length in the range [2, 1000].
* every cost[i] will be an integer in the range [0, 999].

**Solution:**

1. #include <iostream>
2. #include <vector>
3. #include <algorithm>
4. **using** **namespace** std;
6. **int** minCost(vector<**int**>& cost)
7. {
8. vector<**int**> dp(cost.size() + 1, 0);
9. **for** (**int** i = 2; i <= cost.size(); i++)
10. {
11. dp[i] = min((dp[i - 2] + cost[i - 2]), (dp[i - 1] + cost[i - 1]));
12. }
13. **return** dp[cost.size()];
14. }
16. **int** main()
17. {
18. vector<**int**> cost{ 1, 100, 1, 1, 1, 100, 1, 1, 100, 1 };
19. cout << minCost(cost) << endl;
20. system("pause");
21. **return** 1;
22. }

**Section 20. Design**

**146. LRU cache (H) [double linked list, hash map]**

**Problem:** Design and implement a data structure for Least Recently Used (LRU) cache. It should support the following operations: get and put.

get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.

put(key, value) - Set or insert the value if the key is not already present. When the cache reached its capacity, it should invalidate the least recently used item before inserting a new item.

**Follow up:** Could you do both operations in O(1) time complexity?

**Example:**

LRUCache cache = new LRUCache( 2 /\* capacity \*/ );

cache.put(1, 1);

cache.put(2, 2);

cache.get(1); // returns 1

cache.put(3, 3); // evicts key 2

cache.get(2); // returns -1 (not found)

cache.put(4, 4); // evicts key 1

cache.get(1); // returns -1 (not found)

cache.get(3); // returns 3

cache.get(4); // returns 4

**Solution:**

1. #include <iostream>
2. #include <unordered\_map>
3. **using** **namespace** std;
5. **struct** LRUCacheNode
6. {
7. **int** key;
8. **int** val;
9. LRUCacheNode\* prev;
10. LRUCacheNode\* next;
12. LRUCacheNode(): key(0), val(0), prev(NULL), next(NULL){}
13. };
15. **class** LRUCache
16. {
17. **private**:
18. unordered\_map<**int**, LRUCacheNode\*> m;
19. LRUCacheNode\* head; //
20. LRUCacheNode\* tail; // LRU node's next
21. **int** count;
22. **int** capacity;
23. **public**:
24. LRUCache(**int** size);
25. ~LRUCache();
26. **int** get(**int** key);
27. **void** set(**int** key, **int** val);
28. **private**:
29. **void** detachNode(LRUCacheNode\* node);
30. **void** insertToFront(LRUCacheNode\* node);
31. **void** deleteNode();                      // delete node at end (LRU)
32. };
34. LRUCache::LRUCache(**int** size)
35. {
36. capacity = size;
37. count = 0;
38. head = **new** LRUCacheNode;
39. tail = **new** LRUCacheNode;
40. head->prev = NULL;
41. head->next = tail;
42. tail->prev = head;
43. tail->next = NULL;
44. }
46. LRUCache::~LRUCache()
47. {
48. **delete** head;
49. **delete** tail;
50. }
52. **void** LRUCache::detachNode(LRUCacheNode\* node)
53. {
54. node->prev->next = node->next;
55. node->next->prev = node->prev;
56. }
58. **void** LRUCache::insertToFront(LRUCacheNode\* node)
59. {
60. node->next = head->next;
61. node->prev = head;
62. head->next = node;
63. node->next->prev = node; // needed!
64. }
66. **void** LRUCache::deleteNode()
67. {
68. LRUCacheNode\* node = tail->prev;
69. detachNode(node);
70. m.erase(node->key);
71. count--;
72. }
74. **int** LRUCache::get(**int** key)
75. {
76. **if** (m.find(key) == m.end()) **return** -1;
77. **else**
78. {
79. detachNode(m[key]);
80. insertToFront(m[key]);
81. **return** m[key]->val;
82. }
83. }
85. **void** LRUCache::set(**int** key, **int** val)
86. {
87. **if** (m.find(key) == m.end())
88. {
89. **if** (count == capacity)
90. {
91. deleteNode();
92. }
93. LRUCacheNode\* node = **new** LRUCacheNode;
94. node->key = key;
95. node->val = val;
96. m[key] = node;
97. insertToFront(node);
98. ++count;
99. }
100. **else**
101. {
102. m[key]->val = val;
103. detachNode(m[key]);
104. insertToFront(m[key]);
105. }
106. }
108. **int** main()
109. {
110. LRUCache a(2);
111. a.set(1, 1);
112. a.set(2, 2);
113. cout << a.get(1) << endl;
114. a.set(3, 3);
115. cout << a.get(2) << endl;
116. cout << a.get(3) << endl;
117. a.set(4, 4);
118. cout << a.get(1) << endl;
119. cout << a.get(3) << endl;
120. cout << a.get(4) << endl;
121. system("pause");
122. **return** 1;
124. }

**355. Design twitter (M) [hash map, unordered set, map]**

**Problem:** Design a simplified version of Twitter where users can post tweets, follow/unfollow another user and is able to see the 10 most recent tweets in the user's news feed. Your design should support the following methods:

postTweet(userId, tweetId): Compose a new tweet.

getNewsFeed(userId): Retrieve the 10 most recent tweet ids in the user's news feed. Each item in the news feed must be posted by users who the user followed or by the user herself. Tweets must be ordered from most recent to least recent.

follow(followerId, followeeId): Follower follows a followee.

unfollow(followerId, followeeId): Follower unfollows a followee.

**Example:**

Twitter twitter = new Twitter();

// User 1 posts a new tweet (id = 5).

twitter.postTweet(1, 5);

// User 1's news feed should return a list with 1 tweet id -> [5].

twitter.getNewsFeed(1);

// User 1 follows user 2.

twitter.follow(1, 2);

// User 2 posts a new tweet (id = 6).

twitter.postTweet(2, 6);

// User 1's news feed should return a list with 2 tweet ids -> [6, 5].

// Tweet id 6 should precede tweet id 5 because it is posted after tweet id 5.

twitter.getNewsFeed(1);

// User 1 unfollows user 2.

twitter.unfollow(1, 2);

// User 1's news feed should return a list with 1 tweet id -> [5],

// since user 1 is no longer following user 2.

twitter.getNewsFeed(1);

**Solution:**

1. #include <iostream>
2. #include <unordered\_map>
3. #include <map>
4. #include <unordered\_set>
5. **using** **namespace** std;
7. **class** Twitter
8. {
9. **public**:
10. Twitter()
11. {
12. time = 0;
13. }
15. **void** postTweet(**int** userId, **int** tweetId)
16. {
17. follow(userId, userId);
18. tweets[userId].insert({ ++time, tweetId });
19. }
21. vector<**int**> getNewsFeed(**int** userId)
22. {
23. vector<**int**> res;
24. map<**int**, **int**> top10;
25. **for** (auto id : friends[userId])
26. {
27. **for** (auto t : tweets[id])
28. {
29. top10.insert({ t.first, t.second });
30. **if** (top10.size() > 10)
31. {
32. top10.erase(top10.begin());
33. }
34. }
35. }
36. **for** (auto t : top10)
37. {
38. res.insert(res.begin(), t.second);
39. }
40. **return** res;
41. }
43. **void** follow(**int** followerId, **int** followeeId)
44. {
45. friends[followerId].insert(followeeId);
46. }
48. **void** unfollow(**int** followerId, **int** followeeId)
49. {
50. **if** (followerId != followeeId)
51. {
52. friends[followerId].erase(followeeId);
53. }
54. }
56. **private**:
57. **int** time;
58. unordered\_map<**int**, unordered\_set<**int**>> friends; // userId -> frends unordered set
59. unordered\_map<**int**, map<**int**, **int**>> tweets;       // userId -> <time, tweets> map
60. };
62. **int** main()
63. {
64. Twitter t;
65. t.postTweet(1, 5); // user 1 posts a new tweet (id = 5)
67. // user 1's news feed should return a list with 1 twwed id -> [5]
68. vector<**int**> res1 = t.getNewsFeed(1);
69. **for** (auto r : res1) cout << r << " ";
71. t.follow(1, 2);    // user 1 follows user 2
72. t.postTweet(2, 6); // user 2 posts a new tweet (id = 6)
74. // should return [6, 5];
75. vector<**int**> res2 = t.getNewsFeed(1);
76. cout << endl;
77. **for** (auto r : res2) cout << r << " ";
79. t.unfollow(1, 2);   // user 1 unfollows user 2
81. // should return [5];
82. vector<**int**> res3 = t.getNewsFeed(1);
83. cout << endl;
84. **for** (auto r : res3) cout << r << " ";
86. system("pause");
87. **return** 1;
88. }

**460. LFU cache (H) [hash map, list iterator]**

**Problem:** Design and implement a data structure for Least Frequently Used (LFU) cache. It should support the following operations: get and put.

get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.

put(key, value) - Set or insert the value if the key is not already present. When the cache reaches its capacity, it should invalidate the least frequently used item before inserting a new item. For the purpose of this problem, when there is a tie (i.e., two or more keys that have the same frequency), the least recently used key would be evicted.

**Follow up:** Could you do both operations in O(1) time complexity?

**Example:**

LFUCache cache = new LFUCache( 2 /\* capacity \*/ );

cache.put(1, 1);

cache.put(2, 2);

cache.get(1); // returns 1

cache.put(3, 3); // evicts key 2

cache.get(2); // returns -1 (not found)

cache.get(3); // returns 3.

cache.put(4, 4); // evicts key 1.

cache.get(1); // returns -1 (not found)

cache.get(3); // returns 3

cache.get(4); // returns 4

**Solution:**

1. #include <iostream>
2. #include <list>
3. #include <unordered\_map>
4. **using** **namespace** std;
6. **class** LFUCache
7. {
8. **private**:
9. unordered\_map<**int**, pair<**int**, **int**>> m;           // key -> {val, freq}
10. unordered\_map<**int**, list<**int**>::iterator> mIter;  // key -> key list iterator
11. unordered\_map<**int**, list<**int**>> fm;               // freq -> key list
12. **int** capacity, minFreq;
13. **public**:
15. LFUCache(**int** size)
16. {
17. capacity = size;
18. }
20. **int** get(**int** key)
21. {
22. // 1. determine if the keyue is in m
23. //if (m.count(key) == 0) return -1;
24. **if** (m.find(key) == m.end()) **return** -1;
25. **else**
26. {
27. // 2. erase corresponding data in fm
28. fm[m[key].second].erase(mIter[key]);
30. // 3. update m
31. ++m[key].second;
33. // 4. add data to fm
34. fm[m[key].second].push\_back(key);
36. // 5. update data in mIter
37. mIter[key] = --fm[m[key].second].end();
39. // 6. determine minFreq
40. **if** (fm[minFreq].size() == 0) ++minFreq;
42. // 7. return value
43. **return** m[key].first;
44. }
45. }
47. **void** put(**int** key, **int** val)
48. {
49. **if** (capacity <= 0) **return**;
50. // 1. if key not in m, update val and return
51. **if** (get(key) != -1)
52. {
53. m[key].first = val;
54. **return**;
55. }
56. **else**
57. {
58. // 2. if m.size() >= cap
59. **if** (m.size() >= capacity)
60. {
61. // 2a). erase m's minFreq corresponding list first element
62. m.erase(fm[minFreq].front());
63. // 2b). erase mIter corresonding data
64. mIter.erase(fm[minFreq].front());
65. // 2c) erase fm list first element
66. fm[minFreq].pop\_front();
67. }
69. // 3. in m, add key -> {val, freq}
70. m[key] = { val, 1 };
72. // 4. in fm, add 1 correspoinding list val at end
73. fm[1].push\_back(key);
75. // 5. in mIter, save fm[1] list position
76. mIter[key] = --fm[1].end();
78. // 6. reset minFreq to 1
79. minFreq = 1;
80. }
81. }
82. };
84. **int** main()
85. {
86. LFUCache a(2);
87. a.put(1, 1);
88. a.put(2, 2);
89. cout<< a.get(1) << endl;    // return 1
90. a.put(3, 3); // evicts key 2
91. cout << a.get(2) << endl;   // return -1
92. cout << a.get(3) << endl;   // return 3
93. a.put(4, 4); // evicts key 1
94. cout << a.get(1) <<endl;    // return -1
95. cout << a.get(3) << endl;   // return 3
96. cout << a.get(4) << endl;   // return 4
97. system("pause");
98. **return** 1;
99. }